# IP Homework Set #2 – Geometric Operations on Images

Due :   19/12/16

Submission:  Mark the files with your name and i.d.  
                     Email the Hw including all m-files, scripts and enhanced images to:                     [imageprocessinghaifau@gmail.com](mailto:imageprocessinghaifau@gmail.com)

**Task:**Write matlab routines that perform Geometric operations on images.

<Each function start with a new page>

1. **function newimg = rotateImage(img,theta,centerX,center,newSize)**

* (file name is accordingly **rotateImage.m**)
* This routine rotates img by theta degrees ANTI-clockwise around the point [centerX,center].

# Input:

* img - a grayscale image in the range [0..255]
* theta – angle in degrees anti-clockwise from x-axis.
* centerX,centerY – coordinates of center of rotation (may be outside image).
* newSize – **optional parameter** – [newRows,NewCols] - defines the size of the output image. May be smaller or larger than size of img. Default is size of img.

# Output:

* newimg – the rotated image.

# Method:

* **Performs the geometric operation using inverse mapping.**
* Creates an array of all target pixel coordinates.
* Calculates the transform to apply on these coordinates.
* Applies the transform in matrix operations on the target pixel coordinates to obtain the source pixel coordinates.
* Use the source pixel coordinates to calculate the color in the source image (img) using Bilinear Interpolation.
* Pixels that have no source (outside the image) should be painted black (0).

Notes:

* Use matlab function **meshgrid** to create an array of all pixel coordinates: [Xcoords,Ycoords] = meshgrid(1:imSizeX,1:imSizeY)
* Do **NOT** loop over the image when applying the transform.
* Use the function **interpolate.m**that you have written
* Use Matlab function **nargin**to determine if number of inputs is less than 5 (newSize not given)

1. **function newimg = scaleImage(img,s,centerX,center,newSize)**

* (file name is accordingly scaleImage.m )
* This routine scales img uniformly by s around the point [centerX,center].

# Input:

* img - a grayscale image in the range [0..255]
* s – the scale factor must be greater than 0.
* centerX,centerY – coordinates of center of scaling (may be outside the image).
* newSize – optional parameter – [newRows,NewCols] - defines the size of the output image. May be smaller or larger than size of img. Default is size of img.

**Output:**

* newimg – the scaled image.

**Method:**

* Performs the geometric operation using inverse mapping.
* Creates an array of all target pixel coordinates. Calculates the transform to apply  
  on these coordinates.
* Applies the transform in matrix operations on the target pixel coordinates to obtain the source pixel coordinates.
* Use the source pixel coordinates to calculate the color in the source image (img) using Bilinear Interpolation.
* Pixels that have no source (outside the image) should be painted black (0).  
  Notes:
* Use matlab function meshgrid to create an array of all pixel coordinates:  
  [Xcoords,Ycoords] = meshgrid(1:imSizeX,1:imSizeY)
* Do NOT loop over the image when applying the transform.
* Use the function interpolate.m that you have written
* Use Matlab function nargin to determine if number of inputs is less than 5 (newSize not given)

1. **function newimg = affineImage(img,sourceCoors,targetCoors,newSize)**

* (file name is accordingly affineImage.m )
* This routine applies an affine transformation that maps sourceCoors to targetCoors.

**Input:**

* img - a grayscale image in the range [0..255]
* sourceCoors – a 2XN array of coordinates [x,y]' in the source image (img)
* targetCoors – a 2XN array of coordinates [x,y]' in the target image (newimg)
* newSize – optional parameter – [newRows,NewCols] - defines the size of the output image. May be smaller or larger than size of img. Default is size of img.

**Output:**

* newimg – affine transformed image such that sourceCoors are mapped to targetCoors.

# Method:

* Performs the geometric operation using inverse mapping.
* Calculates the transform to apply by determining the affine transformation that best maps the source pixels to the target pixels (best under norm2).
* Use the PINV approach described in class to find the vector of affine parameters (a..f).
* Applies the transform in matrix operations on the target pixel coordinates to obtain the source pixel coordinates.
* Use the source pixel coordinates to calculate the color in the source image (img) using Bilinear Interpolation.
* Pixels that have no source (outside the image) should be painted black (0).

Notes:

* Use matlab function meshgrid to create an array of all pixel coordinates: [Xcoords,Ycoords] = meshgrid(1:imSizeX,1:imSizeY)
* Use matlab function pinv (however note that there is a righthand pinv and a lefthand pinv – so test that you are using correctly).
* Do NOT loop over the image when applying the transform.
* Use the function interpolate.m that you have written
* Use Matlab function nargin to determine if number of inputs is less than 5 (newSize not given)
* To provide input for this function, use Matlab's ginput function.

1. **function sourceGrayVals = interpolate(img,sourceCoors)**

* (file name is accordingly interpolate.m )
* This routine calculates the gray values for each coordinate by interpolating the values in img.

**Input:**

* img - a grayscale image in the range [0..255]
* sourceCoors – a 2XN array of coordinates [x,y]' in the source image (img)

**Output:**

* sourceGrayVals – a 1XN vector of gray values.

**Method:**

* Performs Bilinear interpolation to evaluate the gray value of the sourceCoors within image img.
* Use Matrix operations only when computing interpolation.
* Pixels that have no source (outside the image) should assigned gray value 0  (black).
* Notes:
* You must be careful not to attempt to access pixels outside image.
* Yet simply erasing these pixels from sourceCoors is not advisable as you will later have to insert gray value 0 for these pixels in the output vector.
* There are many approaches to dealing with this. One trick is to replace all such coordinates with the coordinate [1 1] (which will not cause out of image access).
* Remember these pixels and later replace their gray value with 0.  You do not necessarily need to use this method.
* To access matrix entries of a set of coordinates you can use matlab function sub2ind.
* You may use matlab functions floor, ceil. Do not use functions interp.
* Note, on return from this function the vector of gray values can be reshaped to target image size using matlab function reshape.

1. **Write a script that performs the following:**

* You may choose an image from the course toolbox or any other image in which case, please submit the image as well. You may use a different image per task.
* a.    Show that rotating an image and then rotating it back, does not revert an image back perfectly to the original (due to digitization and interpolation artifacts). Show this also for scaling an image.
* b.    Does rotating then scaling an image produce the same result as first scaling and then rotating with same parameters (up to errors in interpolation/digitization.
* c. Show an example where an affine transformation does not suffice to map points (a Projective transformation is needed). Hint: use image of railroad with vanishing point.  
  Provide the BODEK with the 2 vectors of coordinates that you are using.  
  To do this save the vector (and any other variable you would like to hand in) as a mat file using function save. EXPLAIN why there is no affine transformation in these cases.
* d. Show an example image where the affine transform maps the SourceCoors to  
  the TargetCoors exactly. Use at least 4 point pairs.  Provide the BODEK with an effective way to show this example, i.e. to prove that indeed the the source is mapped to the target.
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![ImageAxes](data:image/gif;base64,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)

**Important Note:**

* The image origin is the top left corner.  
   X-axis increases to the right (xaxis <-> cols)  
   Y- axis increases downwards (yaxis <-> rows)
* The top left pixel is at coordinate (1,1).  
  Thus to rotat/scale so that this pixel remains in place use (centerX,center) = (1,1).

**TIPS:**

* Start by implementing Nearest Neighbor. See that everything works and then replace with Bilinear interpolation.
* Several images are available in the TOOLBOX (under Homework / Matlab in the course web site).
* You can and should invent/create smart test images that will assist you in evaluating the results of your program.
* You can use the functions in TOOLBOX supplied for reading/writing/viewing images.
* You may also use the matlab functions for reading/writing images but it is YOUR responsibility to make sure it will work on all inputs.
* Do not forget to write documentation in the functions!!!
* Program will be tested on given inputs as well as on new inputs.
* Grade will depend on correct performance and on clean programming and documentation.
* Do not forget to put Names and Student I.D. in the Documentation.