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**Задание:** разработать программное обеспечение для решения задачи бинарной классификации с учителем с использованием простейших нейронных сетей.

Архитектуру нейронной сети выбрать самостоятельно. На входном слое не должно быть менее 25 нейронов и не более 36. Количество скрытых слоёв не должно быть менее 1 и более 3-х. Изображения использовать бинаризованные. В качестве первичного алгоритма обучения использовать алгоритм, указанный в таблице, согласно варианта. Дополнить разработанное программное обеспечение методом обратного распространения ошибки (backpropagation). Сравнить с помощью графиков качество и скорость обучения одной и той же сети различными методами.

Вариант задания на рисунке 1.
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Рисунок 1 – вариант задания

**Ход работы:**

Первым делом был создан файл, содержащий обучающую и тестовую выборки. Бинаризованные цифры на рисунке 2.
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Рисунок 2 – фрагмент бинаризованных цифр для обучения сети

Результат выполнения и проверки на рисунке 2.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAA3CAYAAADkMd++AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEFklEQVR4nO2aTShtURTH1wADUUoU5SoGZogJZaSU5KOklJKPxIiRkUQkA1MDKSmZK5EkU2UkzCkpA2JCEoP3+u/s0777HefLvnnLXb+6vc65Z++17vqvvfb2zspJpVJ/SPjvyflpB4RoiFBMEKGYIEIxQYRiggjFBBGKCSIUE0QoJjgTam5ujpqamrzrnZ0d2tjYcDV91uNEqJ6eHnp7e6OOjg51PTY2Rr29vVReXk6Li4suTGQ9ToTa3d1Nu8ZKgkhVVVVUWVlJQ0NDaatNc39/T/Pz83Rzc5N4RSJJBgcHaXt72/NjdXWVHh4eVJLopDG5urqiyclJ79q0/fr6SsvLy3R2duY71n4myG98hxjo3wi/UqkUbW5u/hOzMDK2R93d3VFtbS0VFxd7q6qhoYFmZmbo8PAwTQQEBM/Ozs56Aerq6lLBjvuD/DATQguLfzG3bRvBnZqaUs/DR3yQbAsLC3R9fZ1WIeL4DZHKysrUPHg2Lhnbo8DHxwdVVFQEOoYgtLS00OXlpfccglNXV6c+LoQKAjaQONr2/v4+TU9PU319vRLWhd/j4+NKJL0Kk+BMKHsvQsb29/fT7e1tpPFYgZmitLSU1tbWvGuUJwQSwS4sLFTlzSxxSLCohPkN2/icnp4mFglkrPQhq97f3+nx8THS89jTNDqAKCEuMEufLmOwt7W1pb7/zgk1zG/YPjo6UkmL0pjUjrNTX01NDa2srHjXjY2NtLe3F1g+AL5H7Uetxx6GrGtra6OCggJVhjKJtt3e3q7sxsn4OH6fnJxQfn7+t/ZdZ6c+7FEHBwfevThZirKJ8UtLS+oapQcno6iBy83NpYmJCfXRVFdXqwwGdunDqU+Xats2MFegK7/1SRg+otrE/bMlY3uUH/gBfX19icf7gSSxMxQZjgOBzt6whAmzDcGGh4djj7W/+87flPJfSEz4lUJh5Q4MDPy0G075lUL9RkQoJohQTBChmCBCMUGEYoIIxQQRigkiFBNEKCZIFxITpAuJCey7kIB+a4v3TvZ4JA16G0w7eNln9i/ophu83DP9wovAoC4kjAuaW7qQLGAjLy+P1tfX6fz8XInmB+zDjn0PPqFJxV79YV1IGBs0t4l0IcVgZGSEnp6e1OtyTWdnJ728vHj9Ey7n1kgX0idIBhBkq7u7WwULq7m1tdW7X1JSQs/Pz6Gv3YP4am4gXUgGCHaQLZTF5uZmFUh7TlxjfFKC5gbShfSJLp2YQ7eD2RQVFamGFgQJvplcXFzQ6Oho4iAGza3J+i4kvcmHiYr5jo+Pv/QdQCx9wovahRQ2t0lWdyH5dQfZ9/TJTePXteR3L8xOlLmlCykLEaGYIEIxQYRiggjFBBGKCSIUE0QoJohQTBChmCBCMUGEYoIIxYS/tcExlJXnfDwAAAAASUVORK5CYII=)

Рисунок 2 – результат выполнения и проверки нейронной сети

**Вывод:** было разработано программное обеспечение для решения задачи бинарной классификации с учителем с использованием простейших нейронных сетей и нейронной сети обратного распространения ошибки.

**ПРИЛОЖЕНИЕ А**

Листинг

import numpy as np

def get\_train\_neurons():

    train\_zero =[[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    train\_one = [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    train\_two =  [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_three = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_four = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_five =[[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    train\_six =  [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_seven= [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_eight= [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_nine = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    train\_numbers = [train\_zero, train\_one, train\_two, train\_three, train\_four,

                    train\_five, train\_six, train\_seven, train\_eight, train\_nine]

    converted\_numbers\_to\_neurons = list()

    for item in train\_numbers:

        converted\_numbers\_to\_neurons.append([i for sublist in item for i in sublist])

    return converted\_numbers\_to\_neurons

def get\_test\_neurons():

    test\_zero = [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    test\_one =  [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    test\_two =  [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    test\_three = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    test\_four =  [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    test\_five = [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    test\_six =  [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    test\_seven = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    test\_eight = [[0,0,1,1,1,0],

                  [0,0,1,0,1,0],

                  [0,0,1,1,1,0],

                  [0,1,0,1,0,0],

                  [0,0,1,1,0,0],

                  [0,0,0,1,0,0]]

    test\_nine = [[0,0,1,0,0,0],

                 [0,1,1,0,0,0],

                 [0,1,1,1,0,0],

                 [1,1,1,1,1,0],

                 [1,1,1,1,1,0],

                 [0,0,1,0,0,0]]

    test\_numbers = [test\_zero, test\_one, test\_two, test\_three, test\_four,

                    test\_five, test\_six, test\_seven, test\_eight, test\_nine]

    converted\_numbers\_to\_neurons = list()

    for item in test\_numbers:

        converted\_numbers\_to\_neurons.append([i for sublist in item for i in sublist])

    return converted\_numbers\_to\_neurons

#Реализация при помощи сети Уидроу-Хоффа

#На входном слое 36 нейронов

#На скрытом слое 10 нейронов

class NeuralNet:

    def \_\_init\_\_(self):

        self.weights\_x\_h = np.random.normal(size=(36, 10))

        self.weights\_h\_o = np.random.normal(size=(10, 10))

        self.sigmoid\_mapper = np.vectorize(self.sigmoid) # Функция, котороя позволяет применить ко всему вектору функцию sigmoid

    def sigmoid(self, x): # Функция нормализации сигмоид

        return 1 / (1 + np.exp(-x))

    def predict(self, input): # Предсказание (input == x)

        h\_summator = np.dot(input, self.weights\_x\_h) # Суммирует произведения входящих нейронов на веса, ведущие к нейрону скрытого слоя

        h = self.sigmoid\_mapper(h\_summator) # Вектор значений нейронов скрытого слоя после нормализации

        o\_summator = np.dot(h, self.weights\_h\_o)

        o = self.sigmoid\_mapper(o\_summator) # Вектор значений выходных нейронов

        print(o)

        result = "\nПроверка\n"

        for i in range(10):

            if o[i] > 0.05:

                result += f"Это листик\n"

            else:

                result += f"Это цветок\n"

        return result + "\n"

    def train(self, X\_train, y\_true, epochs): # Обучение сети методом обратного распространения ошибки (input == x, expected == y)

        mini\_chec = True

        i = 0

        while mini\_chec :

            err\_f = 0

            for input, expected in zip(X\_train, y\_true):

                input = np.transpose(input) # Превращаем векторы в столбцы-векторы

                expected = np.transpose(expected)

                # Проходим вперед и ищем вектор o (1x10) - предсказания

                h\_summator = np.dot(input, self.weights\_x\_h)

                h = self.sigmoid\_mapper(h\_summator)

                o\_summator = np.dot(h, self.weights\_h\_o)

                o = self.sigmoid\_mapper(o\_summator)

                # Ищем ошибку и распространяем её назад, находя изменения весов

                # Ищем ошибку со скрытого слоя на выходной и дельту w от o

                error\_o = expected - o

                err\_f += error\_o

                grad\_o = o \* (1 - o)

                delta\_w\_o = error\_o \* grad\_o

                # Ищем ошибку с входного слоя на скрытый и дельту w от h

                error\_h = np.dot(delta\_w\_o, self.weights\_h\_o.T)

                grad\_h = h \* (1 - h)

                delta\_w\_h = error\_h \* grad\_h

                # Изменяем веса

                self.weights\_x\_h += np.dot(input.reshape(36, 1), delta\_w\_h.reshape(1, 10))

                self.weights\_h\_o += np.dot(h.reshape(10, 1), delta\_w\_o.reshape(1, 10))

            for err in range(len(error\_o)):

                if abs(error\_o[err]) < 0.01:

                    mini\_chec = False

            if i % 10 == 0:

                print(f"Эпоха {i} {np.average(err\_f)}")

            i = i + 1

#Получение данных

#import train\_test\_data as data

def get\_data():

    X\_train = get\_train\_neurons()

    X\_test = get\_test\_neurons()

    y = []

    for i in range(10):

        y.append(list())

        for j in range(10):

            if j == i:

                y[i].append(1)

            else:

                y[i].append(0)

    X\_train = X\_train + X\_test

    y = y + y

    return np.array(X\_train), np.array(X\_test), np.array(y)

X\_train, X\_test, y\_true = get\_data()

nn = NeuralNet()

nn.train(X\_train, y\_true, 1000)

#Проверка на тестовой выборке

print(nn.predict(X\_test[0]))