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# Brief Explanation

* The approach we used to solve this problem was firstly we ask the user at what time does he want to see the infection because then while scanning we would get rid of unnecessary connections that exceed that time which works as an upper limit. Then we scan the infected computer’s file and sort the nodes within that file and we connect all the pre-infected nodes to a virtual node that connects them all together that way we can create an imaginary tree and after that we scan the dataset file and add the edges or so-called connections to the tree. Then we used a DFS method of traversing through the tree to find the infected computers and the sequence that got them infected.

# Pseudocode

Class Node

{

Attributes:

Int label;

Int infectionTime;

String infectionSequence;

//setters and getters for the attributes

}

Class Edge

{

Attributes:

Node n1,n2;

Int connectionTime;

//setters and getters for the attributes

}

Class Graph

{

Attributes:

List<Edge>[] map; //this will be initialized with an empty list of edges within every index

Node[] nodes; //this will be filled with default nodes from 0-100 (100 being the virtual node) with infectionTime set to -1 as a default value

//setters and getters

Functions:

Node getNodeByLabel(int label){return nodes[label];}

Void addEdge(int label1,int label2,int connectionTime)

{

Node n1 <- nodes[label1];

Node n2 <- nodes[label2];

Edge edge <- new Edge(n1,n2,connectionTime);

Map[label1].add(edge);

}

List<Node> DFSForInfected(int root)

{

List<Edge> stack;

Stack.addAll(map[root]);

While(stack.size() != 0)

{

Edge curr <- stack.remove(0);

Node n1 <- nodes[curr.getN1().getLabel()];

Node n2 <- nodes[curr.getN2().getLabel()];

If(n1.getInfectionTime() >= 0 && n2.getInfectionTime() < 0 || n1.getLabel() == 100)

{

Infect(n1,n2,curr.getConnectionTime());

Stack.addAll(0,map[curr.getN2().getLabel())];

}

}

List<Node> infectedNodes;

For(Node n in infectedNodes)

If(n.getInfectionTime() >= 0) infectedNodes.add(n);

Return infectedNodes;

}

Void infect(Node n1,Node n2,int connectionTime)

{

If(n1.getInfectionTime() >= 0 && n2.getInfectionTime() < 0)

{

If(connectionTime >= n1.getInfectionTime())

{

N2.setInfectionTime(connectionTime);

N2.setInfectionSequence(n1.getInfectionSequence() + “ ” + n1.getLabel());

}

}

}

}

Class Main

{

Main function()

{

Scanner scan; //scans from user

FileScanner infectedScanner; //scans from infected computers file

FileScanner dataSetScanner; //scans from dataset file

infectedScanner.nextLine(); //clears the first line

dataSetScanner.nextLine(); //clears the first line

print(“Enter time to find infected computers:”);

int time <- scan.nextInt();

long start = currentTimeInMillis;

Graph graph;

List<Node> infected;

While(infectedScanner.hasNextInt())

{

Int label <- infectedScanner.nextInt();

Int infectionTime <- infectedScanner.nextInt();

If(infectionTime <= time)

{

Node temp <- graph.getNodeByLabel(label);

Temp.setInfectionTime(infectionTime);

Infected.add(temp);

}

}

Sort(infected); //ascending

For(Node n : infected) graph.addEdge(100,n.getLabel(),n.getInfectionTime());

While(dataSetScanner.hasNextInt())

{

Int l1 <- dataSetScanner.nextInt();

Int l2 <- dataSetScanner.nextInt();

Int connectionTime <- dataSetScanner.nextInt();

If(connectionTime <= time)

{

Node n2 <- graph.getNodeByLabel(l2);

If(n2.getInfectionTime() >= 0) graph.addEdge(l2,l1,connectionTime);

Else graph.addEdge(l1,l2,connectionTime);

}

}

Print(“Infected computers at time “ + time + “ are:”);

List<Node> infectedNodes <- graph.DFSForInfected(100);

FileWriter fw; //print to a file

For(Node n in infectedNodes)

{

If(n.getLabel() != 100)

Fw.write(“Computer#” + n.getLabel() + “ at time “ + n.getInfectionTime()

+ “:[“ + n.getInfectionSequence() + “ ]\n”);

}

Fw.close();

Long execTime = currentTimeInMillis – start;

Print(“Executed in “ + (execTime/1000.) + “ secs”);

}

}

# Time Complexity

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Code | S/E | Frequency | Total Steps | Notation |
| Node getNodeByLabel(int label) |  |  |  |  |
| { |  |  |  |  |
| Return nodes[label]; | 1 | 1 | 1 | Θ(1) |
| } |  |  |  |  |
| Total: |  |  | 1 | Θ(1) |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Code | S/E | Frequency | Total Steps | Notation |
| Void addEdge(int label1,int label2, int connectionTime) |  |  |  |  |
| { |  |  |  |  |
| Node n1 <- nodes[label1]; | 1 | 1 | 1 | Θ(1) |
| Node n2 <- nodes[label2]; | 1 | 1 | 1 | Θ(1) |
| Edge edge <- new Edge(n1,n2,connectionTime); | 1 | 1 | 1 | Θ(1) |
| Map[label1].add(edge); | 1 | 1 | 1 | Θ(1) |
| } |  |  |  |  |
| Total: |  |  | 4 | Θ(1) |
|  |  |  |  |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Code | S/E | Frequency | Total Steps | Notation |
| List<Node> DFSForInfected(int root) |  |  |  |  |
| { |  |  |  |  |
| List<Edge> stack; | 1 | 1 | 1 | Θ(1) |
| Stack.addAll(map[root]); | 1 | 1 | 1 | Θ(1) |
| While(stack.size() != 0) |  |  |  |  |
| { |  |  |  |  |
| Edge curr <- stack.remove(0); |  |  |  |  |
| Node n1 <- nodes[curr.getN1().getLabel()]; |  |  |  |  |
| Node n2 <- nodes[curr.getN2().getLabel()]; |  |  |  |  |
| If(n1.getInfectionTime() >= 0 && n2.getInfectionTime() < 0 || n1.getLabel() == 100) |  |  |  |  |
| { |  |  |  |  |
| Infect(n1,n2,curr.getConnectionTime()); |  |  |  |  |
| Stack.addAll(0,map[curr.getN2().getLabel()]); |  |  |  |  |
| } |  |  |  |  |
| } |  |  |  |  |
| List<Node> infectedNodes; |  |  |  |  |
| For(Node n in infectedNodes) |  |  |  |  |
| If(n.getInfectionTime() >= 0) |  |  |  |  |
| infectedNodes.add(n); |  |  |  |  |
| Return infectedNodes; |  |  |  |  |
| } |  |  |  |  |
| Total: |  |  | 4 | Θ(1) |