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Διπλωματική εργασία για το Μεταπτυχιακό Δίπλωμα Ειδίκευσης στα

<<Ολοκληρωμένα Συστήματα Υλικού και Λογισμικού>>

![C:\Users\Vlasis\Desktop\Χωρίς τίτλο.png](data:image/png;base64,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)

Τίτλος Μεταπτυχιακής Διπλωματικής Εργασίας:

**«Αλγόριθμοι Εξόρυξης Διαδικασιών στο Περιβάλλον Ανάπτυξης Spark»**

**Bλάσης Πίτσιος**

**Α.Μ.: 220**

**Επιβλέπων Καθηγητής:**

Χρήστος Ζαρολιάγκης, Καθηγητής Παν. Πατρών

**Τριμελής Εξεταστική Επιτροπή:**

Χρήστος Ζαρολιάγκης, Καθηγητής Παν. Πατρών

Σπυρίδων Σιούτας, Καθηγητής Παν. Πατρών

Γιάννης Τζήμας, Αναπ. Καθηγητής ΤΕΙ Δυτικής Ελλάδος

**Ευχαριστίες**

Θα ήθελα να ευχαριστήσω τον επιβλέποντα καθηγητή μου κ. **Χρήστο Ζαρολιάγκη** που ανέλαβε την επίβλεψη της διπλωματικής μου εργασίας και μου έδωσε την δυνατότητα να ασχοληθώ με το περιβάλλον ανάπτυξης εφαρμογών Spark.

Επίσης, θα ήθελα να ευχαριστήσω τους κ.κ. **Σπυρίδων Σιούτα** και **Γιάννη Τζήμα** που δέχτηκαν να είναι μέλη της εξεταστικής επιτροπής για την εξέταση και κρίση της μεταπτυχιακής μου εργασίας.

Ακόμα θα ήθελα να ευχαριστήσω το διδάκτορα **Μανόλη Βιέννα**, για τη βοήθεια και τις συμβουλές του κατά την διάρκεια της εκπόνησης της μεταπτυχιακής μου εργασίας.

**Σύνοψη**

Η εξόρυξη διαδικασιών (process mining) αποτελεί έναν συνδετικό κρίκο ανάμεσα στην εξόρυξη δεδομένων (data mining) και στην διαχείριση διαδικασιών σε επιχειρήσεις (business process management). Συγκεκριμένα αποτελεί μια οικογένεια από τεχνικές που υποστηρίζουν την ανάλυση των διαδικασιών βασιζόμενες σε διάφορα σύνολα γεγονότων (event logs). Σκοπός της εξόρυξης διαδικασιών (process mining) είναι η κατανόηση αλλά και η βελτίωση της απόδοσης των διαδικασιών μιας επιχείρησης.

Η παρούσα πρόταση έρευνας επικεντρώνεται στο κατά πόσο είναι δυνατή η παραλληλοποίηση τέτοιων αλγορίθμων εξόρυξης διαδικασιών και ποιο είναι το όφελος από την παράλληλη εκτέλεση τέτοιων αλγορίθμων. Συγκεκριμένα μελετάται ο αλγόριθμος Alpha (Alpha Algorithm), ο οποίος κατασκευάζει διαγράμματα PetriNet από ακολουθίες γεγονότων. Στόχος αποτελεί η ανάπτυξη του συγκεκριμένου αλγορίθμου χωρίς την χρήση τεχνικών παραλληλοποίησης και στη συνέχεια η ανάπτυξη του ίδιου αλγορίθμου με τεχνικές mapReduce σε περιβάλλον ανάπτυξης Spark, όπου ο αλγόριθμος θα εκτελείται παράλληλα. Στη συνέχεια θα γίνει εκτέλεση πειραμάτων σε πραγματικά δεδομένα και αξιολόγηση των αποτελεσμάτων της σειριακής εκτέλεσης του αλγορίθμου αλλά και της παράλληλης εκτέλεσης σε μια συστάδα υπολογιστών (cluster) με χρήση του περιβάλλοντος ανάπτυξης Spark. Η ανάπτυξη του αλγόριθμου Alpha θα υλοποιηθεί με πηγαίο κώδικα σε Scala και θα αξιολογηθεί εκτενώς πειραματικά σε πραγματικά δεδομένα.

**Λέξεις κλειδιά:** Spark, Scala, Process mining, Databricks, Alpha Algorithm

**Abstract**

Process mining is a link between data mining and business process management.   
In particular, it is a family of techniques that support the analysis of processes based on event logs. The purpose of process mining is to understand and improve the performance of business processes.

This research proposal focuses on how parallelization of such process mining algorithms is possible and what is the benefit of the parallel execution of such algorithms. In particular, the Alpha Algorithm (a process mining algorithm), which builds PetriNet graphs from events sequences, is studied. The aim is to develop this algorithm without using parallelism techniques and then to develop the same algorithm with mapReduce techniques in Spark development environment, where the algorithm will run in parallel. In the next stage,  
experiments will be performed on real data and the results will be evaluated by comparing the serial execution of the algorithm with the parallel execution on a cluster using the Spark framework. The development of the Alpha algorithm will be implemented with Scala source code and will be extensively evaluated experimentally on real data.
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# 1. Εισαγωγή στην “εξόρυξη διαδικασιών”

# 1.1 Tι είναι “εξόρυξη διαδικασιών”

Στην καθημερινή ζωή καταγράφονται πάρα πολλα γεγονότα (**events**), παραδείγματος χάριν στατιστικά από μέσα κοινωνικής δικτύωσης (facebook, twitter, linkedin), από ιστοσελίδες παραγγελιών προιόντων (ebay, amazon) κτλπ. Αυτό παρέχει μια αστείρευτη πηγή πληροφοριών που μπορούν να παρέχουν πολύτιμη γνώση χρησιμοποιώντας την εξόρυξη διαδικασιών (**process mining**). Η εξόρυξη διαδικασιών μπορεί να χρησιμοποιηθεί για να παράγει μοντέλα συμπεριφοράς (**behavioral models**) που να δείχνουν τι πραγματικά κάνουν οι άνθρωποι και οι επιχειρήσεις. To αντικείμενο ενδιαφέροντος των δεδομένων πολύ μεγάλου όγκου (**Big Data**) είναι υπερβολικά επικεντρωμένο στα δεδομένα (**data**), στην αποθήκευση (**storage**) και στην επεξεργασία (**processing**) τους, και όχι τόσο στις διαδικασίες (**processes**) που θα ήταν χρήσιμο για μια επιχείρηση να αναλυθούν και να βελτιωθούν. Για αυτό ακριβώς το λόγο υπάρχει η εξόρυξη διαδικασιών (**process mining**) η οποία παρέχει μια καινούρια οπτική στα δεδομένα (Big or Small data) και παρέχει τα απαραίτητα εργαλεία για να ξεκινήσει η ανάλυση πραγματικών συμπεριφορών βασιζόμενοι σε πραγματικά γεγονότα (**event data**) που μπορούν να βρεθούν σε οποιαδήποτε επιχείρηση.

H εξόρυξη διαδικασιών είναι ένα ξεχωριστό εργαλείο για κάποιον επιστήμονα δεδομένων (**data scientist**). H εξόρυξη διαδικασιών γεφυρώνει το χάσμα που υπάρχει ανάμεσα στην ανάλυση διαδικασιών που βασίζεται σε μοντέλα (**model-based process analysis**) όπως η προσομοίωση, και των τεχνικών ανάλυσης που βασίζονται σε δεδομένα (**data-centric analysis techniques**) όπως η μηχανική μάθηση (**machine learning**) και η εξόρυξη δεδομένων.

Σύμφωνα με τα παραπάνω, μπορούμε να ορίσουμε την εξόρυξη διαδικασιών (**process mining**) ως μια τεχνική διαδικασίας διαχείρησης, που είναι χρήσιμη για την ανάλυση επιχειρηματικών διαδικασιών βασισμένες σε καταγραφή γεγονότων. Η βασική ιδέα είναι να εξορύξουμε γνώση από καταγεγραμμένα γεγονότα αποθηκευμένα σε ένα σύστημα πληροφοριών. Η εξόρυξη διεργασιών στοχεύει στο να βελτιώσει αυτό το σύστημα πληροφοριών με παρεχόμενες τεχνικές και εργαλεία για να ανακαλύψει τη διαδικασία, τον έλεγχο, τα δεδομένα και τις κοινωνικές δομές από την καταγραφή γεγονότων.

Οι τεχνικές της εξόρυξης διεργασιών συχνά χρησιμοποιούνται όταν δεν υπάρχει καμία επίσημη περιγραφή της διαδικασίας για το πώς μπορεί να αποκτηθεί με άλλους τρόπους, ή όταν η ποιότητα μιας υπαρκτής τεκμηρίωσης είναι αμφισβητήσιμη. Για παράδειγμα, οι οικονομικοί έλεγχοι ενός συστήματος ροής διαχείρησης, η διεξαγωγή καταγραφής ενός συστήματος σχεδιασμού επιχειρηματικών πόρων, και το ηλεκτρονικό σύστημα καταχώρησης ενός νοσοκομείου μπορεί να χρησιμοποιηθεί για να ανακαλύψει μοντέλα που να περιγράφουν διαδικασίες, οργανισμούς και προϊόντα. Ακόμη, αυτή η καταγραφή γεγονότων μπορεί να χρησιμοποιηθεί για να συγκρίνουμε καταγεγραμμένα γεγονότα με κάποιο προγενέστερο πρότυπο για να δούμε εάν η παρατηρούμενη πραγματικότητα συμμορφώνεται σε κάποιο κατευθυντήριο ή περιγραφικό μοντέλο.

# 1.2 Eπιστήμη των δεδομένων και Μεγάλα Δεδομένα

Σήμερα, περισσότερο από ποτέ, υπάρχει διαθέσιμη τεράστια ποσότητα δεδομένων η οποία συλλέγεται από διάφορες πηγές. Αυτό μπορεί να γίνει αντιληπτό, αν σκεφτεί κανείς τον όγκο των δεδομένων που έχουν παραχθεί από τα προιστορικά χρόνια μέχρι το 2003 και το ότι αυτή η ποσότητα πλέον παράγεται μέσα σε 10 λεπτά της ώρας. Αυτό ακριβώς δείχνει την απίστευτη ανάπτυξη των δεδομένων. Αυτά τα δεδομένα παράγονται οποιαδήποτε στιγμή από οποιονδήποτε άνθρωπο την στιγμή που κάνει χρήση της πιστωτικής του κάρτας, την στιγμη που συνομιλεί στο τηλέφωνο, την στιγμή που αγοράζει τρόφιμα από το σούπερ μάρκετ.

Η πιο σημαντική όμως πηγή δεδομένων είναι τα δεδομένα που διακινούνται μέσω διαδικτύου (**internet of events**). Υπάρχουν 4 είδη τέτοιων δεδομένων

* **Internet of content:** Στην συγκεκριμένη κατηγορία ανήκουν ιστοσελίδες από το κλασικό διαδίκτυου, όπως είναι γνωστό σε όλους, δηλαδή Google και Wikipedia. Και συνήθως όταν οι άνθρωποι μιλάνε για Μεγάλα Δεδομένα αναφέρονται σε αυτό το είδος δεδομένων.
* **Internet of people:** Στην συγκεκριμένη κατηγορία ανήκουν τα μέσα κοινωνικής δικτύωσης, όπως το Twitter και το Facebook, τα οποία παράγουν τεράστιο όγκο δεδομένων.
* **Internet of things:** Στην συγκεκριμένη κατηγορία ανήκουν τα δεδομένα που παράγονται από διάφορες συσκευές που είναι συνδεδεμένες στο διαδίκτυο όπως ο εκτυπωτής, η τηλεόραση, οι παιχνιδομηχανές. Στο μέλλον όλο και περισσότερες συσκευές θα συνδέονται στο διαδίκτυο, όπως το το ψυγείο ή το πλυντήριο και αυτό θα έχει σαν αποτέλεσμα την παραγωγή ακόμα μεγαλύτερου όγκου δεδομένων.
* **Internet of places:** Όταν παραδείγματος χάριν ο χρήστης χρησιμοποιεί το κινητό του τηλέφωνο το οποίο έχει πάνω του διάφορους αισθητήρες τοποθεσίας και καταγράφει την θέση του. Αυτό είναι άλλη μια πηγή δεδομένων.
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Εύκολα λοιπόν γίνεται κατανοητό το πως τα δεδομένα έχουν αποκτήσει τεράστια σημασία τα τελευταία χρόνια αλλά και γιατί ο κόσμος ασχολείται όλο και περισσότερο μαζί τους. Αλλά η πρόκληση σήμερα δεν είναι η παραγωγή περισσότερων δεδομένων αλλά η μετατροπή των δεδομένων αυτών σε δεδομένα με πραγματική αξία.

Τα Μεγάλα Δεδομένα (**Big Data**) έχουν τα ακόλουθα τέσσερα(4) χαρακτηριστικά

* **Volume** (όγκος δεδομένων)
* **Velocity** (ταχύτητα): Η ταχύτητα είναι μια μεγάλη πρόκληση για τους μηχανικούς που επεξεργάζονται τα δεδομένα καθώς δεν είναι μόνο τεράστιος ο όγκος των δεδομένων που αποτελεί πρόκληση αλλά και το ότι παράγονται με μεγάλο ρυθμό και αλλάζουν πολύ γρήγορα.
* **Variety** (ποικιλία): Δεν υπάρχει μόνο ένα είδος δεδομένων, αλλά πάρα πολλά διαφορετικά είδη τα οποία ποικίλουν από κείμενο σε εικόνες αλλά και πολλά άλλα είδη. Έτσι είναι μεγάλη η πρόκληση του να συνδυαστούν όλα αυτά τα δεδομένα από εντελώς διαφορετικές πηγές.
* **Veracity** (εγκυρότητα): Αυτό σημαίνει ότι ποτέ δεν μπορούμε να είμαστε σίγουροι για την ακρίβεια των δεδομένων που έχουν καταγραφεί. Ένα παράδειγμα είναι ότι ποτέ δεν μπορούμε να είμαστε σίγουροι για το ποιος είναι ο χρήστης της συσκευής που παράγει τα δεδομένα καθώς αυτά μπορεί να διαφοροποιούνται από χρήστη σε χρήστη.

Λόγω λοιπόν των παραπάνω, τα τελευταία χρόνια έχει δημιουργηθεί ένα νέο επάγγελμα στην επιστήμη των υπολογιστών, αυτό του επιστήμονα δεδομένων (**data scientist**). Οι στόχοι ενός επιστήμονα δεδομένων είναι να συλλέξει, να αναλύσει αλλά και να μεταφράσει τα δεδομένα από πολλές διαφορετικές πηγές αλλά και να τα επεξεργαστεί με τέτοιο τρόπο ώστε να εξάγει χρήσιμα αποτελέσματα. Είναι βέβαιο ότι τα επόμενα χρόνια λόγω της τεράστιας ανάπτυξης των δεδομένων το συγκεκριμένο επάγγελμα θα αποκτήσει όλο και μεγαλύτερη αξία.

Στόχος ενός επιστήμονα δεδομένων είναι να απαντήσει τις παρακάτω ερωτήσεις που σχετίζονται με κάποια γεγονότα (**events**)

* Τι συνέβει; Αν παράδειγμα εμφανιστούν κάποια σημεία συμφόρησης (**bottlenecks**) ή κάποιες αποκλίσεις (**deviations**) στα καταγεγραμμένα γεγονότα (**events**) τότε αυτό σημαίνει ότι κάτι μη προβλεπόμενο προέκυψε στην διαδικασία.
* Η δεύτερη ερώτηση που προκύπτει είναι γιατί προέκυψαν τα παραπάνω. Που υπήρξε η καθυστέρηση; Γιατί τα γεγονότα ακολούθησαν ένα μη αναμενόμενο μονοπάτι;
* Οι δυο παραπάνω ερωτήσεις αφορούν το παρελθόν. Αλλά φυσικά ο επιστήμονας δεδομένων πρέπει να απαντήσει ερωτήσεις για το μέλλον. Άρα η τρίτη ερώτηση είναι τι θα συμβεί στο μέλλον και τι μπορούμε να προβλέψουμε από τις πληροφορίες που έχουμε ώστε να κάνουμε προβλέψεις για το τι θα συμβεί.
* Η τέταρτη ερώτηση της επιστήμης των δεδομένων είναι να αναρωτηθεί κάποιος ποιο είναι το καλύτερο επιθυμητό αποτέλεσμα που μπορεί να συμβεί σε μια διαδικασία. Άρα λοιπόν, ο επιστήμονας δεδομένων πρέπει να προτείνει συγκεκριμένα πράγματα ώστε να βελτιωθεί η τρέχουσα καταστασή και να αφαιρεθούν τα σημεία συμφόρησης και τα γεγονότα να μην αποκλίνουν από την επιθυμητή συμπεριφορά που θα έχει σαν επακόλουθο την παροχή μιας καλύτερης υπηρεσίας.

Για παράδειγμα, μπορούμε να αναρωτηθούμε για τις 4 αυτές ερωτήσεις στις ροές παροχής διαδικασιών φροντίδας σε ένα νοσοκομείο. Θα ήταν δυνατό να ερωτηθούν οι παρακάτω ερωτήσεις

* Γιατί οι ασθενείς περιμένουν τόσο πολύ;
* Τι προκαλεί αυτές τις καθυστερήσεις;
* Ακολουθούν οι γιατροί τις κατευθυντήριες γραμμές του εκάστοτε νοσοκομείου;
* Μπορούμε να προβλέψουμε τις καθυστερήσεις;
* Πόσο προσωπικό θα χρειαστεί τις επόμενες μέρες ένα νοσοκομείο;
* Πως μπορούν να μειωθούν τα κόστη χωρίς να μειωθεί η ποιότητα;

Έχει γίνει αρκετή ανάλυση δεδομένων στα νοσοκομεία και έχει διαπιστωθεί ότι διαφορετικοί γιατροί επεξεργάζονται παρόμοια πράγματα με εντελώς διαφορετικό τρόπο και αυτός είναι ένας λόγος για τις μεγάλες αναμονές των ασθενών. Αυτές λοιπόν οι ερωτήσεις ως ένα σημείο μπορούν να οριστούν σαν μια επιχειρηματική διαδικασία (**business process**).

Αλλά ακόμα και αν ψάξουμε για δεδομένα σε μια συσκευή, όπως μια συσκευή ακτίνων Χ, θα δούμε ότι παράγεται ένας πολύ μεγάλος αριθμός δεδομένων και μπορούν να ερωτηθούν διάφορες ερωτήσεις που όλες μπορούν να απαντηθούν αναλύοντας τα δεδομένα προσεκτικά. Ορισμένα παραδείγματα ερωτήσεων

* Πως ακριβώς χρησιμοποιούνται αυτές οι συσκευές στα νοσοκομεία;
* Πότε αυτές οι συσκευές ξεκινάνε να παρουσιάζουν προβλήματα;
* Πότε καταστρέφονται εντελώς και δεν είναι πλέον λειτουργικές;
* Ποια εξαρτήματα πρέπει να αντικατασταθούν;
* Όταν η συσκευή σταματήσει να λειτουργεί μπορούμε να παράγουμε διαγνωστικές πληροφορίες που να υποδεικνύουν ποια εξαρτήματα έχουν καταστραφεί, ώστε να είναι δυνατή η άμεση επισκευή από έναν μηχανικό;
* Μπορούμε να προβλέψουμε πότε μια συσκευή θα έχει βλάβη;
* Μπορούμε να μάθουμε από τα υπάρχοντα προβλήματα ποια εξαρτήματα χρειάζονται βελτίωση ώστε μια συσκευή να έχει μεγαλύτερη διάρκεια λειτουργείας χωρίς προβλήματα;

Όπως γίνεται λοιπόν αντιληπτό, κάποιος επιστήμονας δεδομένων χρειάζεται διαφορετικές δεξιότητες για να απαντήσει όλες αυτές τις ερωτήσεις. Κάποιες προφανείς δεξιότητες είναι η στατιστική (**statistics**) και η εξόρυξη δεδομένων. Ακόμα θα πρέπει να μπορεί να χειριστεί απίστευτα μεγάλες βάσεις δεδομένων αλλά και να έχει γνώση κοινωνικών επιστημών για να μπορεί να αντιλαμβάνεται έννοιες όπως η δεοντολογία (**ethics**) και η ιδιωτικότητα (**privacy**). Το πιο σηματικό όμως είναι να μπορεί να εφαρμόσει τεχνικές εξόρυξης διαδικασιών (**process mining techniques**) πάνω στα δεδομένα ώστε να μπορεί να βελτιώσει αλλά και να μάθει τις διαδικασίες μέσα σε μια επιχείρηση ή έναν οργανισμό.

Με λίγα λόγια μπορούμε να πούμε ότι η εξόρυξη διαδικασιώνείναι μια υπο-κατηγορία της επιστήμης των δεδομένων, αλλά στοχεύει στην ανάλυση των διαδικασιών βασιζόμενο στα δεδομένα και το κλειδί είναι οι διαδικασίες (**processes**). Η εξόρυξη διαδικασιώνδιαφέρει από την εξόρυξη δεδομένων διότι δεν ενδιαφερόμαστε να απομονώσουμε αποφάσεις ή πρότυπα χαμηλού επιπέδου (low level patterns). Ο βασικός στόχος της εξόρυξης διαδικασιώνείναι η βελτιστοποίηση των από άκρη σε άκρη (**end-to-end**) διαδικασιών σύμφωνα με την αλληλεπίδραση ανάμεσα στα δεδομένα γεγονότων, στις διαδικασίες και στα μοντέλα διαδικασιών (**process models**). Όλα αυτά μπορούν να αναφερθούν και σαν πληροφορία διαδικασιών (**process intelligence**).

# 1.3 Διάφορα είδη εξόρυξης διαδικασιών

Από το προηγούμενο κεφάλαιο γίνεται κατανοητό ότι έχουμε πολύ μεγάλο μέγεθος δεδομένων, αλλά η εξόρυξη διαδικασιώνδεν έχει να κάνει με την συλλογή δεδομένων αλλά με την ανάλυση διαδικασιών. Η εξόρυξη διαδικασιώνγεφυρώνει το κενό ανάμεσα στην κλασική ανάλυση διαδικασιών μέσω μοντέλων (**process model analysis**) και της ανάλυσης η οποία βασίζεται στα δεδομένα όπως τo εξόρυξη δεδομένων και η μηχανική μάθηση. Αυτό συμβαίνει γιατί η εξόρυξη διαδικασιώνεπικεντρώνεται στις διαδικασίες χρησιμοποιώντας ταυτόχρονα πραγματικά δεδομένα. Στη κλασική εξόρυξη διαδικασιών,οι επιστήμονες δεδομένωνσυνήθως δεν επεξεργάζονται τις διαδικασίες και ειδικά τις από άκρη σε άκρη διαδικασίες. Αντίθετα στις περιοχές που αφορούν την ανάλυση διαδικασιών μέσω μοντέλων, συνήθως τα δεδομένα αγνοούνται. Για αυτό το λόγο η εξόρυξη διαδικασιών είναι πολύ σημαντική επειδή απαντάει ερωτήσεις σχετιζόμενες με την απόδοση (**performance**) των διαδικασιών αλλά και με την συμμόρφωση (**compliance**) των δεδομένων πάνω σε μια συγκεκριμένη διαδικασία.

Το αρχικό σημείο από το οποίο θα ξεκινήσει κάποιος την εξόρυξη διαδικασιώνείναι τα δεδομένα γεγονότων. Στην παρακάτω εικόνα βλέπουμε έναν πίνακα στον οποίο κάθε γραμμή αναφέρεται σε ένα δεδομένο (**event)**.
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Ένα δεδομένοέχει συγκεκριμένες ιδιότητες (**properties**) και για αυτό υπάρχουν διαφορετικοί τύποι ιδιοτήτων.

* Η πρώτο ιδιότητα είναι το **caseId**. Στην συγκεκριμένη περίπτωση κάθε εγγραφή του πίνακα αναφέρεται σε έναν μαθητή ο οποίος δίνει μια εξέταση σε κάποιο μάθημα. Άρα το **caseId** αναφέρεται στον μαθητή.
* Η δεύτερη ιδιότητα είναι το όνομα μιας δραστηριότητας (**activity name**)και αναφέρεται στην εξέταση.
* Η τρίτη ιδιότητα είναι η χρονική στιγμή (**timestamp**) που στην συγκεκριμένη περίπτωση είναι η ημερομηνία της εξέτασης.

Ακόμα θα μπορούσαν να υπάρχουν και άλλα δεδομένα στο παράδειγμα όπως η βαθμολογία, αλλά οι παραπάνω τρεις ιδιότητες είναι τα απολύτως απαραίτητα για μια ανάλυση της εξόρυξης διαδικασιών.

Κύριως στόχος της εξόρυξης διαδικασιώνείναι η σχέση ανάμεσα στα μοντέλα διαδικασιών (**process models**) και τα γεγονότα (**event data**). Υπάρχουν τρία είδη σχέσεων ανάμεσα σε μοντέλα διαδικασιών και τα γεγονότα**.** Τα οποία είναι τα **Play-out**, **Play-in** και **Replay**.

Στο **Play-out** η βασική ιδέα είναι ότι ξεκινάς από ένα μοντέλο και από αυτό το μοντέλο παράγεις την συμπεριφορά της διαδικασίας. Αυτό φαίνεται ξεκάθαρα στην παρακάτω εικόνα όπου έχουμε ένα μοντέλο **BPMN**.
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Tο συγκεκριμένο BPMN μοντέλο έχει να κάνει με τον χειρισμό αιτήσεων ταξιδιού. Πάντα ξεκινάει από κάποια δραστηριότητα **a** όπου καταχωρείται το αίτημα ταξιδιού. Συμβαίνει σε μια συγκεκριμένη χρονική στιγμή και εκτελείται από ένα συγκεκριμένο άτομο. Παρατηρούμε ότι στο μοντέλο αυτό παράγεται το γεγονός abdeg με τελικό στάδιο την δραστηριότητα **g**. Το μοντέλο αυτό βέβαια μπορεί να παράξει ένα μεγάλο συνδιασμό από γεγονότα ανάλογα με τις επιλογές που κάνει ο κάθε χρήστης που το εκτελεί. Το γεγονός abdeg είναι μόνο ένα από αυτά. Με λίγα λόγια τα γεγονότα αυτά αποτελούν πιθανούς τρόπους να γίνει playing out το μοντέλο. Αν κάποιος χρήστης χρησιμοποιεί εξομοίωση ή χτίζει κάποιο πληροφοριακό σύστημα το οποίο οδηγείται από τέτοια μοντέλα, τότε το play-out είναι αυτό ακριβώς που κάνει.

Στην ακριβώς αντίστροφη περίπτωση (**Play-In**), ξεκινάμε από τα δεδομένα γεγονότων προσπαθώντας να κατασκευάσουμε το αντίστοιχο μοντέλο διαδικασιών. Φυσικά υπάρχουν πολλοί αλγόριθμοι που μπορούν να επιτύγχουν την δημιουργία ενός μοντέλου διαδικασιών από δεδομένα γεγονότων. Ένας από αυτούς είναι και ο αλγόριθμος **Alpha**, η μελέτη του οποίου είναι και αντικείμενο της παρούσας εργασίας. Η βασική ιδέα είναι ότι κοιτώντας έναν αριθμό από παραδείγματα συμπεριφοράς, δηλαδή γεγονότα, αυτόματα παράγεται ένα μοντέλο από αυτά. Αυτό φαίνεται στην παρακάτω εικόνα.
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Στην εικόνα 4 φαίνεται η διαδικασία του **Play-In**. Αν παρατηρήσουμε προσεκτικά τα γεγονότα ή ίχνη από δραστηριότητες (**traces)** που φαίνονται στο πάνω μέρος της εικόνας, βλέπουμε ότι όλα τα γεγονότα ξεκινούν με **a**. Άρα συμπεραίνουμε ότι και το εξαγώμενο μοντέλο θα ξεκινάει και αυτό με **a**. Όλα τα γεγονότα καταλήγουν σε **g** ή **h**. Άρα και στο εξαγώμενο μοντέλο στο τέλος υπάρχει μια επιλογή για να γίνει αποδεκτή ή όχι με μια δραστηριότητα **g** ή **h**. Φυσικά με ένα πιο πολύπλοκο σύνολο γεγονότων**,** τόσο πιο πολύπλοκο θα γίνει και το παραγώμενο μοντέλο. Το σημαντικότερο που πρέπει να γίνει κατανοητό σε αυτό το σημείο είναι ότι δεν υπάρχει κάποιο αρχικό μοντέλο, αλλά παράγεται αυτόματα από την επεξεργασία των αρχικών γεγονότων.

Το τρίτο είδος σχέσεων ανάμεσα σε μοντέλα διαδικασιών και δεδομένα γεγονότωνλέγεται **Replay**. Είναι ένα πολύ βασικό χαρακτηριστικό της εξόρυξη διαδικασιών επειδή επιτρέπει να ξανά επαναληφθεί η πραγματικότητα πάνω σε ένα μοντέλο. Δεν έχει σημασία πως παρήχθησαν τα δεδομένα είτε με το χέρι είτε μέσω κάποιας διαδικασίας που ανακαλύπτει μοντέλα (**process discovery**), το σημαντικό είναι ότι μπορεί να ξανα γίνει επανάληψη της πραγματικότητας πάνω στο μοντέλο. Κατά την διάρκεια του **Replay** ενός γεγονότος μπορεί να ταιριάζει το γεγονός που δοκιμάζουμε στο μοντέλο αλλά υπάρχει και η πιθανότητα να μην ταιριάζει. Αυτή η τεχνική ονομάζεται συμμόρφωση (**conformance checking**).

Το **Replay** δεν έχει να κάνει όμως μόνο με την συμμόρφωση αλλά και με την ανάλυση της απόδοσης (**performance analysis**) του μοντέλου. Μπορούμε πολύ εύκολα να ξανά τρέξουμε διάφορα event που έχουν καταγραφεί και έχουν πάνω τους χρονική πληροφορία (**timestamp**). Έτσι εκτελώντας τα γεγονότα πάνω στο μοντέλο στο τέλος γνωρίζουμε πόσος χρόνος δαπανήθηκε σε όλα τα διαφορετικά σημεία της διαδικασίας. Έτσι μπορούμε να δούμε πόσο χρόνο πήραν οι διάφορες δραστηριότητεςαλλά και τις καθυστερήσεις μεταξύ των δραστηριοτήτων. Αυτές οι μετρήσεις μπορούν να γίνουν για δεκάδες χιλιάδες περιπτώσεις και έτσι να παραχθεί μια πιθανοτική κατανομή για αυτές.

Συνοψίζοντας τα παραπάνω, υποθέτουμε ότι έχουμε ένα σύστημα (**software system**) το οποίο με κάποιο τρόπο καταγράφει γεγονότα τα οποία συμβαίνουν. Τέτοια παραδείγματα είναι οι κάτοικοι μιας πόλης που κάνουν ένσταση στον τρόπο αξιολόγησης των σπιτιών τους θεωρώντας ότι οι φόροι που καταβάλουν είναι υψηλοί, οι ασθενείς σε ένα νοσοκομείο για τον τρόπο που εξυπηρετούνται, οι πελάτες σε ένα εστιατόριο για την ποιότητα των γευμάτων κτλπ. Με αυτό τον τρόπο συγκεκτρώνονται τα γεγονότα (**events**). Από αυτά τα γεγονότα μπορεί να γίνει η ανακάλυψη ενός μοντέλου διαδικασιώνκαι έπειτα να γίνει συμμόρφωσηπάνω στο παραγόμενο μοντέλο. Συγκρίνοντας τα γεγονότα με το μοντέλο διαδικασιώνμπορούμε να εμπλουτίσουμε το μοντέλο με πληροφορία σχετική με τις αποκλίσεις (**deviations**) και την απόδοση (**performance**).

Οπότε σύμφωνα με τα παραπάνω, το **Play-out** είναι η κλασική χρήση των μοντέλων διαδικασιών, τα οποία δεν περιλαμβάνουν κάποια δεδομένα γεγονότων. Το **Play-in** αναφέρεται στην ανακάλυψη (**discovery**) ενός μοντέλου από γεγονότα. Μπορείς αυτόματα να μάθεις ένα μοντέλο διαδικασιώνχωρίς καμία μοντελοποίηση από απλά δεδομένα (**raw event data**) χρησιμοποιώντας κάποιον αλγόριθμο όπως ο αλγόριθμος **Alpha**. Και φυσικά υπάρχει η δυνατότητα για το χρήστη να ξανά κάνει **Replay** τα δεδομένα για να συγκρίνει ένα μοντέλο διαδικασιώνμε ένα σύνολο γεγονότων, ώστε ναελέγξεικαινα εκτελέσει έλεγχο συμμόρφωσης πάνω στο μοντέλο.

Αυτή η διαδικασία φαίνεται στην παρακάτω εικόνα

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img5.png  **Εικόνα 5:**  Σύνοψη των τριών ειδών εξόρυξης διαδικασιών |

Συνοψίζοντας λοιπόν έχουμε τρεις κατηγορίες τεχνικών εξόρυξης διαδικασίων. Η ταξινόμηση αυτή βασίζεται στο κατά πόσο υπάρχει ένα προγενέστερο μοντέλο και, αν ναι, πώς χρησιμοποιείται.

* ***Ανακάλυψη (discovery)***: Δεν υπάρχει ένα προγενέστερο πρότυπο, δηλαδή, ένα έτοιμο μοντέλο διαδικασιών. Για παράδειγμα, χρησιμοποιώντας τον αλγόριθμο **Alpha**, ένα μοντέλο διαδικασίας μπορεί να ανακαλυφθεί βασιζόμενο σε χαμηλού επιπέδου γεγονότα. Υπάρχουν πολλές τεχνικές για να κατασκευάσουν αυτόματα μοντέλα διαδικασιών (για παράδειγμα δίκτυα Petri ή μοντέλα BPMN), με βάση ορισμένες καταγραφές γεγονότων. Πρόσφατα, η ερευνητική διαδικασία εξόρυξης άρχισε επίσης να στοχεύει σε άλλες προοπτικές (π.χ. τα δεδομένα, τους πόρους, το χρόνο, κλπ.).
* ***Συμμόρφωση (conformance checking)***: Υπάρχει ένα προγενέστερο μοντέλο διαδικασιών. Στόχος είναι να βρεθεί κατά πόσο διαφέρει η πραγματικότητα από το υπάρχων μοντέλο διαδικασιών. Αυτό το μοντέλο συσχετίζεται με το αρχείο καταγραφής γεγονότων και οι διαφορές μεταξύ των γεγονότωνκαι του μοντέλου αναλύονται. Για παράδειγμα, μπορεί να υπάρχει ένα μοντέλο της διαδικασίας που αναφέρει ότι για εντολές αγοράς άνω του 1 εκατομμυρίου ευρώ, απαιτούνται δύο έλεγχοι για να ολοκληρωθεί με επιτυχία η αγορά. Συμμόρφωση μπορεί να χρησιμοποιηθεί για την ανίχνευση αποκλίσεων ώστε να εμπλουτιστεί το μοντέλο.
* ***Επέκταση (extension)***: Υπάρχει ένα μοντέλο εκ των προτέρων. Το μοντέλο αυτό επεκτείνεται με στόχο όχι να ελέγξει τη συμμόρφωση, αλλά για να εμπλουτίσει το μοντέλο.

# 1.4 Συσχέτηση εξόρυξης διαδικασιών με εξόρυξη δεδομένων

Η εξόρυξη διαδικασιών είναι ο συνδετικός κρίκος ανάμεσα ανάμεσα στην ανάλυση βασιζόμενη σε μοντέλα (**model based analysis**) και στην ανάλυση που επικεντρώνεται στα δεδομένα (**data oriented analysis**) όπως η εξόρυξη δεδομένων (**data mining**). Με την εξόρυξη διαδικασιών μπορούμε να απαντήσουμε ερωτήματα σχετικά με την απόδοση (**performance**) των διαδικασιών αλλά και ερωτήματα τα οποία σχετίζονται με την συμμόρφωση (**compliance**) πάνω σε κάποια μοντέλο. Άρα θα μπορούσαμε να πούμε ότι η εξόρυξη διαδικασιών είναι η «κόλλα» ανάμεσα στα δεδομένα και στις διαδικασίες, ανάμεσα στους εργαζομένους της τεχνολογίας της πληροφορίας αλλά και της διαχείρησης επιχειρήσεων αλλά και ανάμεσα στην απόδοση και την συμμόρφωση. Και φυσικά η εξόρυξη διαδικασιώνμπορεί ναγίνει και κατά την διάρκεια της εκτέλεσης αλλά και κατά την διάρκεια του σχεδιασμού. Είναι ο συνδετικός κρίκος ανάμεσα σε πολλά πράγματα και μπορεί να φανεί απίστευτα πολύτιμο.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img6.png  **Εικόνα 6:**  Σύνδεση διαχείρησης επιχειρηματικών διαδικασιών **(BPM)** με την κλασική ανάλυση δεδομένων όπως η εξόρυξη δεδομένων**.** |

Η παραπάνω εικόνα απεικονίζει πως η εξόρυξη διαδικασιώνείναι ο συνδετικός κρίκος ανάμεσα στην διαχείρηση επιχειρηματικών διαδικασιών **(BPM)** και στις κλασικές κατηγορίες ανάλυσης δεδομένων όπως η εξόρυξη δεδομένων. Στην εικόνα αυτή φαίνεται ξεκάθαρα και το ότι η εξόρυξη διαδικασιώναποτελείται από άλλα είδη εξόρυξης όπως η ανακάλυψη διαδικασιών (**process discovery**) αλλά και ο έλεγχος συμμόρφωσης (**compliance checking**). Ακόμα στην εικόνα εμφανίζεται και η ανάλυση προβλέψεων (**predictive analysis**) που σχετίζεται με την πρόβλεψη γεγονότων στο μέλλον.

Κάποιος μπορεί να σκεφτεί την εξόρυξη διαδικασιώνσαν μια διαδικασία εύρεσης επιθυμητών γραμμών. Αυτές οι γραμμές δείχνουν τι συνήθως κάνουν οι άνθρωποι. Παράδειγμα ένα μονοπάτι που το ακολουθούν οι άνρθωποι με κάποιες ταμπέλες που δείχνουν που δεν πρέπει να πατήσουν. Άρα αυτές οι γραμμές μπορούν να παρομοιαστούν σαν δεδομένα γεγονότωνκαιοι ταμπέλες σαν μοντέλα διαδικασιών. Αυτός ο παραλληλισμός δείχνει τι προσπαθεί να κάνει η εξόρυξη διαδικασιώνδηλαδή να ανακαλύψει επιθυμητές γραμμές. Φυσικά πολλές φορές η διαδικασία της εξόρυξης διαδικασιώνμπορεί να ανακαλύψει μη-αναμενόμενα γεγονότα που να δείχνουν ότι πολλές φορές οι άνθρωποι δεν ακολουθούν το μοντέλο διαδικασιών, δηλαδή τις επιθυμητές γραμμές.

Αρχικά, ο όρος εξόρυξη δεδομένων (**data mining**) είχε αρκετά αρνητική έννοια καθώς παρέπεμπε σε όρους όπως data snooping, fishing όπου κακόβουλοι χρήστες προσπαθούν να υποκλέψουν ευαίσθητα δεδομένα χρήστων όπως username, password, αιρθμούς πιστωτικών καρτών κτλπ. Αλλά πλέον λόγω της τεράστιας αύξησης των δεδομένων αυτό έχει αλλάξει καθώς όλο και περισσότεροι οργανισμοί ενδιαφέρονται για την οργάνωση και την ανάλυση των δεδομένων τους.

Το κοινό στοιχείο ανάμεσα στην εξόρυξη δομένων και στην εξόρυξη διαδικασιών είναι ότι η υλοποίηση τους ξεκινάει από τα δεδομένα, αλλά κατά τα άλλα υπάρχουν πολλές διαφορές ανάμεσα τους. Για τις διαδικασίες της εξόρυξης δεδομένων, οι γραμμές και οι στήλες στους πίνακες με τα δεδομένα μπορούν να σημαίνουν οτιδήποτε. Αντίθετα, στις τεχνικές της εξόρυξης διαδικασιών, υποθέτουμε ότι τα δεδομένα έχουν συγκεκριμένη μορφή και αναφέρονται σε δραστηριότητες (**activities)** σε συγκεκριμένες χρονικές στιγμές. Επιπλέον τα γεγονότα (**events**) είναι ταξινομημένα και για αυτό το λόγο ενδιαφερόμαστε σε διαδικασίες από άκρη σε άκρη (**end-to-end**).

Η βασική διαφορά τους είναι ότι η εξόρυξη δομένων έχει σαν κέντρο τα δεδομένα και όχι τις διαδικασίες. Έτσι γίνεται κατανοητό ότι η ανακάλυψη διαδιακασιών (**process discovery**) , η συμμόρφωση σε ένα μοντέλο (**conformance checking**) και η ανάλυση για την εύρεση κάποιων σημείων όπου καθυστερεί η ομαλή λειτουργεία ενός οργανισμού (**bottlenecks discovery**) δεν αποτελεί τμήμα της εξόρυξης δεδομένων αλλά τμήμα της εξόρυξης διαδικασιών. Και φυσικά τίποτα από αυτά δεν μπορεί να επιτευχθεί χρησιμοποιώντας την εξόρυξη δομένων.

H εξόρυξη διαδικασιών συνδιάζει μοντέλα διαδικασιών και δεδομένα γεγονότων με πολλούς διαφορετικούς καινοτόμους τρόπους. Σαν αποτέλεσμα είναι ότι κάποιος χρησιμοποιώντας την εξόρυξη διαδικασιών μπορεί να ανακαλύψει τι κάνουν στην πραγματικότητα οι άνθρωποι και οι οργανισμοί. Για παράδειγμα, μοντέλα διαδικασιών μπορούν να ανακαλυφθούν αυτόματα από δεδομένα γεγονότωνμε την διαδικασία εύρεσης των μοντέλων διαδικασιών. Η συμμόρφωση δεδομένων μπορεί να ελεγχθεί συγκρίνοντας μοντέλα με δεδομένα γεγονότων. Διάφορα προβλήματα σε διαδικασίες μπορούν να ανακαλυφθούν ξανά εφαρμόζοντας διάφορα γεγονόταπάνω σε μοντέλα που έχουν ήδη βρεθεί. Έτσι η εξόρυξη διαδικασιών μπορεί να χρησιμοποιηθεί για την ανακάλυψη και κατανόηση αποκλίσεων, ρίσκων αλλά και προβλήματων στην καθημερινή λειτουργία μιας εταιρείας ή ενός οργανισμού.

Τα από άκρη σε άκρη (**end-to-end)** μοντέλα διαδικασιών είναι πάρα πολύ σημαντικά και για την ανακάλυψη τους είναι απαραίτητο να εξεταστούν διαδικασίες που εκτελούνται παράλληλα (**concurrency**). Ακόμα η εξόρυξη διαδικασιών προϋποθέτει τα δεδομένα που θα αναλυθούν να έχουν μια συγκεκριμένη δομή. Τα δεδομένα αυτά ονομάζονται γεγονότα (**events**) όπως είδαμε σε προηγούμενα κεφάλαια και πρέπει να φέρουν οπωσδήποτε μια χρονική πληροφορία (**timestamp),** ένα **όνομα γεγονότος (eventName)** αλλά και κάποια μοναδικά στοιχεία που να αναφέρονται σε διάφορες περιπτώσεις (**cases**). Αυτή είναι μια σημαντική διαφορά σε σχέση με την μορφή που έχουν τα δεδομένα τα οποία θα αναλυθούν από κάποιο αλγόριθμο εξόρυξης δεδομένων.

Συνήθως όμως σε πολύ σύνθετα προβλήματα η εξόρυξη διαδικασιών και η εξόρυξη δεδομένων συνδυάζονται καθώς αποτελούν συμπληρωματικές προσεγγίσεις που η μια δυναμώνει την άλλη.

# 2. Μοντέλα και Ανακάλυψη Διαδικασιών

# 2.1 Εισαγωγή στα Μοντέλα διαδικασιών

Σκοπός αυτού του κεφαλαίου είναι να γίνει η παρουσίαση του αλγορίθμου **Alpha** που υλοποιήθηκε στα πλαίσια αυτής της εργασίας. Ο συγκεκριμένος αλγόριθμος επιτρέπει σε μόλις 8 βήματα την μετατροπή δεδομένων γεγονότων (**event data**) σε μοντέλα διαδικασιών τα οποία έχουν την δυνατότητα να εκφράσουν μια μεγάλη γκάμα συμπεριφορών, όπως ακολουθίες (**sequences**), παραλληλισμό (**concurrency**), επιλογές (**choices**) και επαναλήψεις (**loops**). Φυσικά αυτός ο αλγόριθμος έχει κάποιους περιορισμούς στο τι μπορεί να κάνει, αλλά απεικονίζει τους βασικούς μηχανισμούς που χρησιμοποιούνται από πιο εξελιγμένους αλγορίθμους ανακάλυψης διαδικασιών (**process discovery**) , όπως ο **Inductive miner**, ο **Heuristic miner** και ο **Fuzzy miner**. Για να γίνει όμως κατανοητός ο τρόπος λειτουργίας του αλγόριθμου **Alpha** πρέπει πρώτα να γίνουν κατανοητά τα βασικά της μοντελοποίησης διαδικασιών (**process modeling**) και των δικτύων **Petri**.

Υπάρχει μεγάλη ποικιλία από μοντέλα διαδικασιών τόσο στην βιομηχανία όσο και στην πανεπιστημιακή έρευνα. Υπάρχουν κάποια μοντέλα χαμηλότερου επιπέδου τα οποία δεν μπορούν να απεικονήσουν παραλληλισμό αλλά και κάποια συγκεκριμένα δομικά στοιχεία αλλά και κάποια άλλα υψηλότερου επιπέδου μοντέλα τα οποία έχουν καλύτερες δυνατότητες απεικόνησης διαδικασιών, όπως τα διαγράμματα BPMN, τα διαγράμματα UML, δίκτυα Petri κτλπ. Επιπλέον, τα διάφορα μοντέλα συνήθως βρίσκουν εφαρμογή σε διαφορετικά πεδία, παράδειγμα οι επιχειρηματικοί αναλυτές χρησιμοποιούν διαγράμματα BPMN και οι μηχανικοί λογισμικού χρησιμοποιούν διαγράμματα UML. Υπάρχει πληθώρα μοντέλων που χρησιμοποιούνται για να εκφράσουν το ίδιο ακριβώς αντικείμενο πράγμα το οποία δημιουργεί σύγχυση.

Αυτή η πληθώρα στα μοντέλα διαδικασιών οφείλεται στο ότι ο καθένας μπορεί να υλοποιήσει ένα σύνολο από νέα σύμβολα και να δημιουργήσει μια νέα γλώσσα για εμπορικούς κυρίως λόγους. Αλλά όμως αν κοιτάξουμε στα θεμέλια της δυναμικής συμπεριφοράς που θέλουμε να απεικονήσουμε, υπάρχουν κάποιες βασικές κοινές έννοιες. Αυτό μπορεί να γίνει κατανοητό από την ανακάλυψη μοντέλων διαδικασιών από γεγονότα (**event data**) όπως με τον αλγόριθμο **Alpha**. Τα γεγονότα είναι μερικώς ταξινομημένα (**ordered**) και αναφέρονται σε στιγμιότυπα διαδικασιών (**traces**) και δραστηριοτήτων. Βασιζόμενοι στα παραπάνω, κάποιος αλγόριθμος μπορεί να κατασκευάσει ένα μοντέλο διαδικασίας από ακολουθίες (**sequence**), επιλογές (**choice**), παραλληλισμούς (**parallel**) και επαναλήψεις (**iteration**) σε όποιο τύπο μοντέλου διαδικασίας επιθυμεί.

Πολλοί αλγόριθμοι εξόρυξης διαδικασιών χρησιμοποιούν δίκτυα Petri για την απεικόνηση του αποτελέσματος του αλγορίθμου αλλά και για την συμμόρφωση πάνω σε ένα μοντέλο. Αλλά αυτό δεν σημαίνει ότι οι από άκρη σε άκρη χρήστες θα χρεαστεί να δουν απαραίτητα ένα δίκτυο **Petri**. Εργαλεία όπως το ProM μπορούν να μετατρέψουν ένα δίκτυο **Petri** σε άλλους τύπους μοντέλων όπως τα διαγράμματα BPMN. Στο επόμενο κεφάλαιο παρουσιάζεται με λεπτομέρειες το μοντέλο απεικόνησης διαδικασιών **Petri**, το οποίο χρησιμοποιήθηκε στην συγκεκριμένη εργασία.

# 2.2 Δίκτυα Petri

Τα δίκτυα **Petri** αποτελούν μια τεχνική περιγραφής και ανάλυσης κατανεμημένων (**distributed**) συστημάτων και διαδικασιών. Έχουν ένα εκφραστικό γραφικό περιβάλλον και αποτελούν επέκταση της μαθηματικής θεωρείας αυτομάτων (**Automata theory**). Ένα δίκτυο **Petri** είναι ένα κατευθυνόμενο διμερές γράφημα (**directed** **bipartite graph**), το οποίο αποτελείται από κύκλους/καταστάσεις (**places/states**) και τετράγωνα/μεταβάσεις (**squares/transitions**). Τα τετράγωνα απεικονίζουν τις μεταβάσεις από κάποια δραστηριότητα (**activity**) σε κάποια άλλη.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img7.png  **Εικόνα 7:**  Αναπαράσταση ενός δικτύου Petri |

Οι **καταστάσεις** μπορούν να είναι είσοδοι ή έξοδοι σε κάποιες μεταβάσεις του συστήματος. Οι **καταστάσεις** απεικονίζουν την κατάσταση (**state**) του συστήματος. Οι μεταβάσεις απεικονίζουν τις αλλαγές της κατάστασης του συστήματος.

Ένα δίκτυο **Petri** αποτελείται από κύκλους, τετράγωνα και πλευρές (arcs) και σαν δίκτυο **Petri** μπορεί να οριστεί μια τριάδα **(P, T, F)** όπου

* **P** είναι ένα πεπερασμένο σύνολο απόκαταστάσεις.
* **T** είναι ένα πεπερασμένο σύνολο απόμεταβάσεις**.** Το σύνολο αυτό είναι και το σύνολο τωνγεγονότωνσε ένα μοντέλο.
* **F** είναι το σύνολο των ακμών σε ένα δίκτυο **Petri**, δηλαδή ένα υποσύνολο ακμών. Παράδειγμα για την εικόνα 7 το πεπερασμένο σύνολο ακμών F είναι το F= { ( , ) , ( , )}

Κάθε κατάσταση μπορεί να περιέχει ένα ή περισσότερα ενδείξεων (**tokens**). Μια ένδειξηείναι μια μονάδα εργασίας που πρέπει να εκτελεστεί.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img8.png  **Εικόνα 8:**  Αναπαράσταση των ενδείξεων. Στο πρώτο σχήμα υπάρχει μια ένδειξηενώ στο δεύτερο δύο. |

Στιγμιότυπο **(marking)** είναι η κατάσταση ενός δικτύου Petri που αποτυπώνει την κατανομή των ενδείξεων σε όλες τις καταστάσειςτου δικτύου Petri. Μια μετάβαση (**transition**) αλλάζει την κατάσταση (**state**) ενός Petri Net με την πυροδότηση (**firing**).

Aς δούμε τα παρακάτω παραδείγματα.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img9.png  **Εικόνα 9:**  Στην παραπάνω εικόνα φαίνεται ότι η πυροδότηση είναι εφικτή, καθώς υπάρχουν δύο ενδείξεις, μια σε κάθε είσοδο της μετάβασης . Το αποτέλεσμα φαίνεται στην παρακάτω εικόνα όπου οι είσοδοι της μετάβασης δεν έχουν πλέον ενδείξεις, και η έξοδος της μετάβασης έχει ακριβώς μια ένδειξη.  C:\Users\Vlasis\Dropbox\osyl\report\images\img10.png  **Εικόνα 10:**  Δηλαδή, σύμφωνα με τα παραπάνω για να είναι δυνατή η πυροδότηση μιας μετάβασης σε ένα δίκτυο Petri είναι απαραίτητη η ύπαρξη μιας τουλάχιστον ένδειξης σε κάθε είσοδο της μετάβασης. Ακόμα και στις εξόδους του δικτύου Petri είναι δυνατό να δημιουργηθούν τόσες ενδείξης όσες είναι οι έξοδοι της μετάβασης.  C:\Users\Vlasis\Dropbox\osyl\report\images\img11.png  **Εικόνα 11:**  Στην παρακάνω εικόνα φαίνεται μια κατάσταση σε ένα δίκτυο Petri όπου δεν μπορεί να γίνει η πυροδότηση μιας μετάβασης καθώς λείπει μια ένδειξη η οποία έπρεπε να είναι διαθέσιμη. |

# 2.3 Αλγόριθμος Alpha– Δομικά στοιχεία

Ο αλγόριθμος **Alpha** είναι ένας αλγόριθμος ανακάλυψης διαδικασιών (**process discovery**) από δεδομένα γεγονότων. Σύμφωνα με τα όσα είδαμε στο κεφάλαιο 1.1, είναι κατανοητό ότι η διαδικασία της εύρεσης διαδικασίας ανήκει στην κατηγορία **Play-In**. Έτσι από ένα σύνολο από γεγονότα (**event log**), ο αλγόριθμος **Alpha** θα ανακαλύψει αυτόματα ένα μοντέλο διαδικασίας και συγκεκριμένα ένα δίκτυο **Petri**. Ο αλγόριθμος **Alpha** ήταν ο πρώτος αλγόριθμος ο οποίος ήταν ικανός να ανακαλύψει παράλληλα γεγονότα (**concurrency**), να ανακαλύψει επαναλήψεις (**loops**) αλλά και επιλογές στην διαδικασία (**choices**) ενώ ταυτόχρονα μπορεί και εγγυάται κάποιες συγκεκριμένες ιδιότητες.

Αλλά τι είδους είσοδο χρησιμοποιεί ο αλγόριθμος **Alpha**;

Συγκεκριμένα σε σύνολο δεδομένων (**data set**), o αλγόριθμος **Alpha** αγνοεί τις πηγές και άλλα δεδομένα. Ακόμα αγνοεί και τις χρονικές στιγμές που συνέβησαν τα γεγονότα, όπως και τον κωδικό (**caseID)** των συνόλων από δραστηριότητες που επεξεργάζεται. Το μόνο που ενδιαφέρει τον αλγόριθμο Alpha για να παράγει αποτελέσματα είναι η ταξινόμηση (**ordering**) των γεγονότων. Έτσι ένα πρώτο βήμα για τον αλγόριθμο **Alpha** είναι η μετατροπή του συνόλου γεγονότων σε ένα ίχνος δραστηριοτήτων (**traces**), όπου ένα **trace** είναι μια ακολουθία από ονόματα δραστηριοτήτων (**activity names**).

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img12.png  **Εικόνα 12:**  Στην εικόνα αυτή φαίνεται ένα σύνολο από γεγονότα που βασίζεται σε δεδομένα από την πραγματική ζωή. Ακόμα γίνεται κατανοητό ότι ο αλγόριθμος Alpha εδιαφέρεται μόνο για τις δραστηριότητες και όχι για άλλες πληροφορίες. Ακόμα βλέπουμε πως γίνεται η κατασκευή των ιχνών δραστηριοτήτων από το order number της εικόνας. |

Στην συνέχεια φαίνεται παρακάτω ένα πιο απλό παράδειγμα.

= [ ]

Εδώ βλέπουμε το σύνολο δεδομένων, το οποίο αποτελείται από 6 ίχνη δραστηριοτήτων, τα οποία μπορούμε να τις θεωρήσουμε σαν 6 διαφορετικές περιπτώσεις (**cases**). Αυτές οι περιπτώσειςμοντελοποιούνται σαν μια ακολουθία από δραστηριότητες. Έτσι η ακολουθία a,b,c,d εκτελέστηκε 3 φορές και έτσι υπάρχουν 3 ίχνη δραστηριοτήτων αυτού του τύπου. Έτσι ένα σύνολο γεγονότωνείναι ένα πολύ-σύνολο (**multiset**) από ίχνη δραστηριοτήτων επειδή το ίδιο ίχνος δραστηριοτήτων μπορεί να εμφανιστεί πολλαπλές φορές, και ένα ίχνος δραστηριοτήτων είναι μια ακολουθία από δραστηριότητες οι οποίες μπορούν να απομονωθούν σε σχέση με όλες τις υπόλοιπες ιδιότητες.

Σκοπός του αλγορίθμου **Alpha** είναι αν τροφοδοτήσουμε κάποιο σύνολο γεγονότωνόπως το , πρέπει αυτόματα να μάθουμε ένα μοντέλο διαδικασίας (**process model**) το οποίο θα απεικονίζει ακριβώς την συμπεριφορά του σύνολο γεγονότων. Στην παρακάτω εικόνα φαίνεται το δίκτυο Petri που εξάγει ο αλγόριθμος **Alpha** για το σύνολο γεγονότων . Φυσικά το αποτέλεσμα θα μπορούσε να ήταν και οποιαδήποτε άλλη μορφή αναπαράστασης μοντέλων , όπως ένα διάγραμμα BPMN ή ένα διάγραμμα UML, καθώς η κύρια ευθύνη του αλγορίθμου είναι να καταλάβει την συμπεριφορά μέσα από το σύνολο γεγονότων**.**

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img13.png  **Εικόνα 13:**  Το δίκτυο Petri που παράγει ο αλγόριθμος Alpha για το σύνολο γεγονότων |

Το σημείο εκκίνησης του αλγόριθμου **Alpha** είναι οι σχέσεις ταξινόμησης (**ordering relations**). Ο αλγόριθμος **Alpha** δεν έχει κανένα ενδιαφέρον πάνω στις συχνότητες που εμφανίζονται τα ίχνη δραστηριοτήτων μέσα στο σύνολο γεγονότων, όπως και για οποιαδήποτε άλλα χαρακτηριστικά που έχουν αποθηκευτεί για κάθε γεγονός. Αυτό λοιπόν που ενδιαφέρει τον αλγόριθμο **Alpha** είναι να βρει μέσω των γεγονότωνποιες δραστηριότητες ακολουθούν ποιες. Για παράδειγμα για την ακολουθία a,b,c,d, ο αλγόριθμος θα δει ότι το a ακολουθείται από το b, το b από το c και το c από το d. Αυτή η σχέση ονομάζεται απευθείας διαδοχή (**direct succession**) και ισχύει όταν κάποια δραστηριότητα x ακολουθείται απευθείας από το y και συμβολίζεται σαν **x>y**.

Για παράδειγμα στο σύνολο γεγονότων βρίσκουμε τις παρακάτω σχέσεις που ανήκουν στην κατηγορία απευθείας διαδοχής**.**

(a>b , a>c , a>e , b>c , b>d , c>b , c>d , e>d)

Η δεύτερη σχέση που εξετάζει ο αλγόριθμος **Alpha** είναι η αιτιότητα (**causality**) και συμβολίζεται με ένα βέλος (**x->y**) και σημαίνει ότι το x ακολουθείται από το y, αλλά το y δεν ακολουθείται **ποτέ** από το x. Στο σύνολο γεγονότων βρίσκουμε τις παρακάτω σχέσεις που ανήκουν στην κατηγορία «αιτιότητα»**.**

(a->b , a->c , a->e , b->d , c->d , e->d)

Η τρίτη σχέση ισχύει όταν η σχέση απευθείας διαδοχήςείναι έγκυρη και για τις δύο κατευθύνσεις, τότε λέμε ότι η σχέση είναι παράλληλη (**parallel**). Άρα όταν μερικές φορές το x ακολουθείται από το y και μερικές φορές το y ακολουθείται από το x τότε το x είναι παράλληλο με το y (**x||y**). Στο σύνολο γεγονότων βρίσκουμε τις παρακάτω σχέσεις που ανήκουν στην κατηγορία **parallel.**

(b||c , c||b)

Η τέταρτη και τελευταία σχέση ισχύει όταν το x δεν ακολουθείται ποτέ απευθείας από το y και το y δεν ακολουθείται ποτέ απευθείας από το x (**x#y**). Τότε λέμε ότι αυτό είναι μια σχέση επιλογής (**choice relation)**. Στο σύνολο γεγονότων βρίσκουμε τις παρακάτω σχέσεις που ανήκουν στην κατηγορία **«**επιλογής**».**

(b#e , e#b , c#e , a#d …)

Άρα συνοψίζοντας έχουμε τις παρακάτω σχέσεις

* **Direct succession (x>y)** Υπάρχουν υπό-ακολουθίες …xy….
* **Causality (x->y)** Υπάρχουνυπό-ακολουθίες …xy…. Αλλά όχι …yx….
* **Parallel (x||y)** Υπάρχουνυπό-ακολουθίες …xy…. και …yx….
* **Choice- exclusiveness** (**x#y**) Δεν υπάρχουνυπό-ακολουθίες …xy…. ούτε και …yx….

Αυτές οι παραπάνω σχέσεις χρησιμοποιούνται για να εξαγωγή διάφορων μοτίβων (**patterns**) στην διαδιακασία. Στην παρακάτω εικόνα (**Εικόνα 14**) φαίνεται η σχέση **«αιτιότητας»**. Δηλαδή αυτό το μοτίβο περιμένουμε να δούμε σε ένα δίκτυο Petri όταν μερικές φορές το a ακολουθείται από το b, αλλά ποτέ δεν συμβαίνει το αντίθετο.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img14.png  **Εικόνα 14:**  **Causality pattern (a->b)** |

Στην παρακάτω (**Εικόνα 15**) φαίνεται το μοτίβο **XOR-split** σε ένα δίκτυο Petri που προκύπτει

* όταν το a μερικές φορές ακολουθείται από το b, αλλά ποτέ όμως αντίστροφα **(a->b)**
* όταν το a μερικές φορές ακολουθείται από το c, αλλά ποτέ όμως αντίστροφα **(a->c)**
* όταν το b και το c δεν ακολουθεί ποτέ το ένα το άλλο (**b#c**)

Αυτό το μοτίβο σημαίνει ότι μετά το a, υπάρχει μια επιλογή (**choice**) μεταξύ των b και c.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img15.png  **Εικόνα 15:**  **XOR-split pattern (a->b , a->c , b#c) (**επιλογήανάμεσα στο **b** και **c)** |

Το αντίστοιχο μοτίβο του **XOR-split** είναι το **XOR-join,** όπως φαίνεται στην εικόνα 16. Ισχύει όταν

* το b έχει σχέση **«αιτιότητας»** με το d (**b->d**)
* το c έχει σχέση **«αιτιότητας»** με το d (**c->d**)
* το b με το c ποτέ δεν ακολουθεί το ένα το άλλο (**b#c**)

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img16.png  **Εικόνα 16:**  **XOR-join pattern (b->d , c->d , b#c)** |

Ως προς την παραλληλία (**concurrency**) σε ένα δίκτυο Petri υπάρχουν δύο μοτίβα, το **AND-split** και το **AND-join**.

Στην παρακάτω (**Εικόνα 17**) φαίνεται το μοτίβο **AND -split** σε ένα δίκτυο Petri που προκύπτει

* όταν το a μερικές φορές ακολουθείται από το b, αλλά ποτέ όμως αντίστροφα **(a->b)**
* όταν το a μερικές φορές ακολουθείται από το c, αλλά ποτέ όμως αντίστροφα **(a->c)**
* όταν το b και το c δεν ακολουθεί ποτέ το ένα το άλλο (**b||c**)

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img17.png  **Εικόνα 17:**  **AND-split pattern (a->b ,a->c , b||c)** |

Το αντίστοιχο pattern του **AND-split** είναι το **AND-join,** όπως φαίνεται στην **εικόνα 18**. Ισχύει όταν

* το b έχει σχέση **«αιτιότητας»** με το d (**b->d**)
* το c έχει σχέση **«αιτιότητας»** με το d (**c->d**)
* το b με το c ποτέ δεν ακολουθεί το ένα το άλλο (**b||c**)

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img18.png  **Εικόνα 18:**  **AND-join pattern (b->d ,c->d , b||c)** |

Άρα βασιζόμενοι στα παραπάνω μοτίβα είναι δυνατή η κατασκευή ενός δικτύου Petri. Έτσι λοιπόν όλες οι σχέσεις ταξινόμησης (**ordering relations**) που εξάγονται από ένα σύνολο γεγονότων, όπως το , αποτελούν ένα πίνακα σχέσεων (ονομαζόμενο ως footprint) και αυτός είναι ακριβώς ο πίνακας στην Εικόνα 19 για σύνολο γεγονότων . Κάθε κελί (**cell**) σε αυτόν τον πίνακα έχει μια από τις τέσσερεις σχέσεις που παρασουσιάστηκαν νωρίτερα (**απευθείας διαδοχής, αιτιότητας, παραλληλίας, επιλογής**). Έτσι λοιπόν σύμφωνα με τον πίνακα είναι δυνατόν να έχουμε σχέση **αιτιότητας** ως προς την μία κατεύθυνση αλλά και ως προς την άλλη.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img19.png  **Εικόνα 19:**  **Footprint graph** |

# 2.4 Αλγόριθμος Alpha– Βήματα

Ο αλγόριθμος **Alpha** είναι ένας πολύ βασικός αλγόριθμος που περίεχει μόνο 8 βήματα αλλά μοιάζει πολύπλοκος όταν κάποιος τον μελετήσει για πρώτη φορά. Παρά την απλότητα του αλγόριθμου **Alpha** μπορεί να ανακαλύψει ένα τεράστιο εύρος από διαφορετικές διαδικασίες. Διαδικασίες οι οποίες περιέχουν παραλληλισμό (concurrency), διαδικασίες οι οποίες περιέχουν επαναλήψεις (**loops**) και διαδικασίες οι οποίες περιέχουν επιλογές (**choices**). Έτσι λοιπόν, η εκτέλεση του αλγόριθμου **Alpha** ξεκινάει από ένα σύνολο από ίχνη δραστηριοτήτων με σκοπό την κατασκευή ενός Petri Net.

* **Πρώτο Βήμα**

Στο πρώτο βήμα ο αλγόριθμος **Alpha** σκανάρει το σύνολο γεγονότωνγια να δει ποιες δραστηριότητες ή μεταβάσειςλαμβάνουν μέρος. Άρα ψάχνει για το ποιες μοναδικές δραστηριότητεςυπάρχουν στο σύνολο γεγονότων.

* **Δεύτερο Βήμα**

Στο δεύτερο βήμα ο αλγόριθμος **Alpha** βρίσκει ένα σύνολο από όλες τις αρχικές δραστηριότητεςπουυπάρχουν στο σύνολο γεγονότων**,** δηλαδή το πρώτο στοιχείο κάθε ίχνους δραστηριότηταςπου ανήκει στο σύνολο γεγονότων.

* **Τρίτο Βήμα**

Στο τρίτο βήμα ο αλγόριθμος **Alpha** βρίσκει ένα σύνολο από όλες τις τελικές δραστηριότητεςπουυπάρχουν στο σύνολο γεγονότων**,** δηλαδή το τελευταίο στοιχείο κάθε ίχνους δραστηριοτήτωνπου ανήκει στο σύνολο γεγονότων.

* **Τέταρτο Βήμα**

Στο τέταρτο βήμα ο αλγόριθμος **Alpha** κατασκευάζει τον πίνακα σχέσεων**,** δηλαδή τον πίνακα που περιέχει όλες τις σχέσεις μεταξύ των διάφορων δραστηριοτήτωντου συνόλου γεγονότων. Η διαδικασία της ανακάλυψης μιας διαδιακασίας έχει να κάνει κυρίως με την ανακάλυψη μοτίβων / καταστάσεων πάνω σε ένα παραγώμενο δίκτυο Petri στην περίπτωση του αλγόριθμου **Alpha.** Για την εύρεση των καταστάσεων πρέπει να γίνει ο προσδιορισμός ενός συνόλου από μεταβάσεις (**transitions**) A και Β, όπου το Α είναι η μετάβαση εισόδου για μια κατάσταση και Β είναι η μετάβαση εξόδου για την κατάσταση.

Μετά την κατασκευή του πίνακα σχέσεωνπρέπει σύμφωνα με τις πληροφορίες που παρέχει το πίνακας σχέσεωννα βρεθούν δύο σύνολα από δραστηριότητες Χ και Υ, τα οποία ονομάζονται **causal groups**. Οι δραστηριότητες αυτές πρέπει να έχουν την ακόλουθη ιδιότητα. Αν επιλεγούν δύο δραστηριότητες από το σύνολο Χ δεν πρέπει ποτέ να ακολουθεί η μία την άλλη, δηλαδή πρέπει να ισχύει η σχέση “επιλογής”. Το ίδιο ακριβώς πρέπει να ισχύει και για το σύνολο Υ. Το δεύτερο προαπαιτούμενο είναι ότι αν επιλεγεί μια δραστηριότητα από το Χ και μια δραστηριότητα από το Υ πρέπει να έχουν μια σχέση «αιτιότητας»μεταξύ τους. Αυτό φυσικά θα πρέπει να ισχύει για όλους τους συδιασμούς από ζεύγη για όλες τις δραστηριότητεςαπό το Χ στο Υ. Δηλαδή πρέπει να βρεθούν ζεύγη (Χ,Υ) από σύνολα από δραστηριότητεςτέτοια ώστε κάθε στοιχείο xX και κάθε στοιχείο yY να ανήκουν στη σχέση «αιτιότητας»(x->y) και τα στοιχεία των Χ και Υ να είναι ανεξάρτητα μεταξύ τους ( # ) και ( # ). Αυτό φαίνεται ξεκάθαρα και στην **Εικόνα 20**.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img20.png  **Εικόνα 20:**  Εύρεση όλων των ζεύγων από σύνολα (Α,Β) για τα οποία ισχύει   * Κάθε Α πρέπει να συνδέεται με όλα τα Β για κάθε κατάσταση p * a Α και Β πρέπει να ισχύει a->b * , Α : # και , B : #   Στο συγκεκριμένο παράδειγμα τα 2 παράπανω σύνολα προέκυψαν από τις σχέσεις  a#b , c#d , a->c , a->d , b->c , b->d και όλες οι μεταβάσεις από το A τοποθετούν ενδείξεις στην κατάστασηp και οι μεταβάσεις από το Β καταναλώνουν τις ενδείξεις από την κατάσταση p. |

* **Πέμπτο Βήμα**

Στο πέμπτο βήμα γίνεται διαγραφή από το σύνολο των καταστάσεωνπου βρέθηκαν στο βήμα 4 όλων των ζευγών (**pairs**) τα οποία δεν είναι μέγιστα (**maximal)**. Δηλαδή από το αρχικό σύνολο θα διατηρηθούν μόνο εκείνα που περιέχουν τον μέγιστο αιρθμό από στοιχεία που μπορούν να συνδεθούν μέσω μιας συγκεκριμένης κατάστασης (**Εικόνα 21**).

* **Έκτο Βήμα**

Στο έκτο βήμα σχηματίζεται ένα σύνολο από καταστάσεις . Από τα μέγιστα ζεύγη που βρέθηκαν στο βήμα 5 τα οποία είναι καταστάσειςτου τελικού δικτύου Petri προσθέτουμε μια αρχική κατάσταση I και μια τελική κατάσταση Ο. Αυτό το σύνολο αποτελεί και το σύνολο P της τριάδας **(P, T, F)** που περιγράφει το δίκτυο Petri που θα παραχθεί.

* **Έβδομο Βήμα**

Στο έβδομο βήμα καθορίζεται η ροή των ακμών (**flow relation)** του δικτύου Petri που θα παραχθεί, δηλαδή παράγονται τα βέλη (arcs) που υπάρχουν στο δίκτυο Petri. Από τα προηγούμενα βήματα του αλγορίθμου έχουν βρεθεί οι μεταβάσεις και οι καταστάσεις (στο πέμπτο βήμα). Έτσι στο έβδομο βήμα για κάθε κατάστασηp(A,B) ενώνεται για κάθε στοιχείο a που ανήκει στο σύνολο του Α με την αντίστοιχη μετάβαση και κάθε στοιχείο b που ανήκει στο σύνολο του Β με την αντίστοιχη μετάβαση. Επιπλέον σχεδιάζεται ένα τόξο από την αρχική κατάσταση (place) προς κάθε αρχίκη μετάβαση (start transition) και ένα τόξο από κάθε τελική μετάβαση προς την τελική κατάσταση . Άρα σε αυτό το βήμα γίνονται οι συνδέσεις του δικτύου Petri αλλά όπως φαίνεται ξεκάθαρα η όλη πολυπλοκότητα του αλγορίθμου βρίσκεται στα βήματα 4 και 5. Το σύνολο που θα παραχθεί από το βήμα 7 αποτελεί και το σύνολο **F** της τριάδας **(P, T, F)** που περιγράφει το δίκτυο Petri που θα παραχθεί.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img21.png  **Εικόνα 21:**  Απεικόνηση του βήματος 5. Εύρεση των μέγιστων ζευγών. Αν το παραγώμενο από το βήμα 4 σύνολο , περιέχει τα 3 παραπάνω ζεύγη συνόλων από δραστηριότητεςτότε το βήμα 5 θα κρατήσει μόνο το συνόλο 1 (αριστερά) γιατί περιέχει και τα άλλα 2 σύνολα (δεξιά) |

* **Όγδωο Βήμα**

Στο όγδωο και τελευταίο βήμα του αλγόριθμου Alpha γίνεται η κατασκευή του τελικού δικτύου Petri το οποίο αποτελείται από μια τριάδα συνόλων **(P, T, F).** Το σύνολο **P** αποτελεί τις καταστάσεις του δικτύου Petri οι οποίες έχουν παραχθεί από το βήμα 5 του αλγορίθμου Alpha. Το σύνολο **Τ** αποτελεί τις μεταβιβάσεις του δικτύου Petri και είναι το σύνολο των μοναδικών δραστηριοτήτων που υπάρχουν στο εξεταζόμενο σύνολο γεγονότων. Το σύνολο **F** αποτελεί τα τόξατου δικτύου Petri τα οποία έχουν παραχθεί από το βήμα 7 του αλγόριθμου **Alpha**.

# 2.5 Αλγόριθμος Alpha – Παράδειγμα

Σε αυτό το κεφάλαιο θα παρουσιαστεί η εκτέλεση του αλγόριθμου **Alpha** για το σύνολο γεγονότων εκτελώντας όλα τα βήματα του αλγορίθμου ένα προς ένα

= [ ]

* **Πρώτο Βήμα**

Εύρεση όλων των μοναδικώνδραστηριοτήτων ή μεταβάσεων**: Τ = {a,b,c,d,e}**

* **Δεύτερο Βήμα**

Αρχικέςδραστηριότητες: = {a}

* **Τρίτο Βήμα**

Τελικέςδραστηριότητες: = {e}

* **Τέταρτο Βήμα**

Εύρεση πίνακα σχέσεων και πιθανών καταστάσεων του δικτύου Petri ().

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **a** | **b** | **c** | **d** | **e** |
| **a** | # | -> | -> | # | -> |
| **b** | <- | # | || | -> | # |
| **c** | <- | || | # | -> | # |
| **d** | # | <- | <- | # | <- |
| **e** | <- | # | # | -> | # |

= {

( {a} , {b} ),

( {a} , {c} ),

( {a} , {e} ),

( {a} , {b, e} ),

( {a} , {c, e} ),

( {b} , {d} ),

( {c} , {d} ),

( {e} , {d} ),

( {b,e} , {d} ),

( {c,e} , {d} )

}

* **Πέμπτο Βήμα**

Εύρεση τωνμέγιστων ζευγών από το σύνολο που βρέθηκε στο βήμα 4. Παρατηρούμε ότι στο σύνολο περιέχονται πολλά στοιχεία τα οποία δεν είναι μέγιστα και ορισμένα από αυτά περιέχονται σε άλλα στοιχεία. Παράδειγμα τα ( {a} , {b} ), ( {a} , {c} ), ( {a} , {e} ), ( {b} , {d} ), ( {c} , {d} ), ( {e} , {d} ) τα οποία θα διαγραφούν από το πέμπτο βήμα του αλγόριθμου **Alpha.** Έτσι το σύνολο των μέγιστων ζευγών είναι το = { ( {a} , {b, e} ), ( {a} , {c, e} ), ( {b,e} , {d} ), ( {c,e} , {d} ) }

* **Έκτο Βήμα**

Στο βήμα αυτό προστίθεται στο σύνολο μια αρχική και μια τελική κατάσταση και έτσι σχηματίζεται το σύνολο P της τριάδας **(P, T, F)** που περιγράφει το δίκτυο Petri που θα παραχθεί.

* **Έβδομο Βήμα**

Σε αυτό το βήμα σχηματίζεται το σύνολο **F** της τριάδας **(P, T, F)** που περιγράφει το δίκτυο Petri που θα παραχθεί. Το σύνολο αυτό περιέχει όλα τα τόξα του δικτύου Petri.

* **Όγδωο Βήμα**

Σε αυτό το βήμα σχηματίζεται το τελικό δίκτυο Petri που φαίνεται στην εικόνα 22.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img22.png  **Εικόνα 22:**  Παραγόμενο δίκτυο Petri για το σύνολο γεγονότων = [ ] |

Στην **Εικόνα 22** βλέπουμε τις καταστάσεις που παρήχθησαν στο πέμπτο βήμα του αλγόριθμου **Alpha.** Συγκεκριμένα

* το p1 αντιστοιχεί στο ( {a} , {b, e} )
* το p2 αντιστοιχεί στο ( {a} , {c, e} )
* το p3 αντιστοιχεί στο ( {b,e} , {d} )
* το p4 αντιστοιχεί στο ( {c,e} , {d} )

Ακόμα βλέπουμε και την αρχική και τελική κατάσταση που προστέθηκαν στο έκτο βήμα του αλγόριθμου **Alpha.**

Συνοψίζοντας όλα τα παραπάνω, ο αλγόριθμος **Alpha** παρέχει μια βασική προσέγγιση στην ανακάλυψη διαδικασιών. Έχει όμως και πολλούς περιορισμούς οι οποίοι θα αναλυθούν στο επόμενο κεφάλαιο. Αλλά παρά τους περιορισμούς, ο αλγόριθμος αυτός είναι πολύ χρήσιμος και παρουσιάζει τα βασικά συστατικά κάθε άλλου αλγόριθμου ανακάλυψης διαδικασιών (**process discovery**), όπως την ανακάλυψη επαναλήψεων, παραλληλισμών, επιλογών κτλπ.

# 2.6 Αλγόριθμος Alpha – Περιορισμοί

Στο προηγούμενο κεφάλαιο είδαμε ότι ο αλγόριθμος **Alpha** αποτελείται από μόλις οκτώ βήματα και παρά την απλότητα του είναι αρκετά δυνατός ώστε να εξάγει διαδικασίες από μεγάλα σύνολα γεγονότων. Αλλά όμως δεν είναι αρκετά δυνατός ώστε να μπορέσει να ανταπεξέλθει σε όλες τις περιπτώσεις που η εφαρμογή του είναι χρήσιμη καθώς έχει κάποιους περιορισμούς και δεν μπορεί να παράγει τα αποτελέσματα που περιμένει ο χρήστης.

Ένα μειονέκτημα λοιπόν του αλγόριθμου **Alpha** είναι ότι δεν μπορεί να προσδιορίσει τα «υπονοούμενες καταστάσεις» (**implicit places)**. Οι «υπονοούμενες καταστάσεις» δεν είναι απαραίτητα λάθος στο τελικό δίκτυο Petri που θα παραχθεί αλλά αν τα αφαιρέσουμε από το δίκτυο Petri, τότε η συμπεριφορά του μοντέλου δεν θα αλλάξει. Άρα ο επιθυμητός στόχος είναι να παραχθεί ένα δίκτυο Petri χωρίς αυτές τις 2 καταστάσεις καθώς δεν προσθέτουν καμία λειτουργικότητα και μόνο περιπλέκουν το μοντέλο.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img23.png  **Εικόνα 23:**  Οι δύο καταστάσεις p1 και p2 είναι «υπονοούμενες καταστάσεις» (**implicit places**). |

Ένα δεύτερο μειονέκτημα του αλγόριθμου **Alpha** είναι ότι δεν μπορεί να αντιμετωπίσει επαναλήψεις (**loops**) συγκεκριμένου μήκους (μήκους ένα και μήκους δύο). Παράδειγμα το σύνολο γεγονότων = [ ] το οποίο πάντα ξεκινάει με μια δραστηριότητα a και καταλήγει με μια δραστηριότητα c, αλλά στο ενδιάμεσο μπορεί να υπάρξει οποιοσδήποτε αριθμός από b. Αν εφαρμοστεί ο αλγόριθμος **Alpha** πάνω σε αυτό το σύνολο γεγονότων τότε θα βρεθούν οι παρακάτω σχέσεις

* (a>b , a>c , b>b , b>c)
* (a->b , a->c , b->c)
* (b||b)
* (a#a , c#c)

και θα βρεθεί το δίκτυο Petri της παρακάτω εικόνας 24 όπου η δραστηριότητα **b** δεν συνδέεται με καμία κατάσταση του δικτύου Petri, γιατί αν εξεταστεί με προσοχή ο αλγόριθμος **Alpha** θα δούμε ότι αν το b ακολουθεί τον εαυτό του και είναι σε σχέση παραλληλίας (**concurrency**) τότε δεν μπορεί να συνδεθεί με κανένα άλλο στοιχείο του παραγώμενου μοντέλου. Αυτό που πραγματικά έπρεπε να επιστρέψει ο αλγόριθμος είναι το δίκτυο Petri της εικόνας 25.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img24.png  **Εικόνα 24:**  Δίκτυο Petri που παράγεται από τον αλγόριθμο **Alpha** για ένα σύνολο συμβάντων. Σε αυτήν την περίπτωση ο αλγόριθμος δεν μπορεί να ανιχνεύσει επαναλήψεις μήκους ένα.  C:\Users\Vlasis\Dropbox\osyl\report\images\img25.png  **Εικόνα 25:**  Επιθυμητό αποτέλεσμα ενόςαλγορίθμου εξόρυξης διαδικασιών για επαναλήψεις μήκους 1. |

Ένα τρίτο μειονέκτημα του αλγόριθμου **Alpha** είναι ότι δεν μπορεί να ανιχνεύσει σωστά επαναλήψεις μήκους δύο. Για παράδειγμα το σύνολο γεγονότων

= [ ]

Στο σύνολο γεγονότων βλέπουμε τις μεταβάσειςb και d και ανάμεσα τους οποιοσδήποτε αριθμός από επαναλήψεις cb, cb, cb. Αν εφαρμοστεί ο αλγόριθμος **Alpha** πάνω στο σύνολο γεγονότων τότε θα βρεθούν οι παρακάτω σχέσεις

* (a>b, b>c, b>d, c>b)
* (a->b , b->d)
* (b||c)

και θα βρεθεί το δίκτυο Petri της παρακάτω εικόνας 26 όπου η μετάβαση **c** δεν συνδέεται με καμία κατάσταση του Petri Net. Όμως χρησιμοποιώντας τεχνικές όπως το pre και post processing το πρόβλημα αυτό μπορεί να ξεπεραστεί.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img26.png  **Εικόνα 26:**  Δίκτυο Petri που παράγεται από τον αλγόριθμο **Alpha** για σύνολο γεγονότων . Σε αυτήν την περίπτωση ο αλγόριθμος δεν μπορεί να ανιχνεύσει επαναλήψεις μήκους δύο. |

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img27.png  **Εικόνα 27:**  Επιθυμητό αποτέλεσμα αλγορίθμου εξόρυξης διαδικασιών για επαναλήψεις μήκους 2. |

Με τα υπόλοιπα μήκη επαναλήψεων ο αλγόριθμος **Alpha** συμπεριφέρεται χωρίς κανένα πρόβλημα και παράγει τα αναμενόμενα δίκτυα Petri.

Ένα τέταρτο μειονέκτημα του αλγόριθμου **Alpha** είναι ότι δεν μπορεί να ανιχνεύσει τις «μη-τοπικές εξαρτήσεις» (**non-local dependencies)**. Ο λόγος που συμβαίνει αυτό είναι ότι τέτοιου είδους σχέσεις μεταξύ των στοιχείων του σύνολου γεγονότων δεν είναι ορατές στα δεδομένα. Αυτό βέβαια δεν είναι μόνο πρόβλημα του αλγόριθμου **Alpha,** αλλά και οποιουδήποτε άλλου αλγορίθμου εξόρυξης διαδικασιών.

Για παράδειγμα το σύνολο γεγονότων

= [ ]

το οποίο είναι πάρα πολύ απλό και βλέπουμε το a που ακολουθείται από το c το οποίο ακολουθείται από το d. Ακόμα βλέπουμε το b που ακολουθείται από το c το οποίο ακολουθείται από το e. Αν τρέξουμε τον αλγόριθμο **Alpha** θα έχουμε σαν αποτέλεσμα το μοντέλο της **Εικόνας 28** και βλέπουμε ότι τα δύο ίχνη δραστηριοτήτων που υπάρχουν στο σύνολο γεγονότων είναι όντως πιθανά. Αλλά όμως υπάρχει πιθανότητα να υπάρξουν και τα ίχνη δραστηριοτήτων bcd και ace τα οποία δεν είναι διαθέσιμα στο σύνολο γεγονότων. Αυτό συμβαίνει γιατί προφανώς υπάρχει μια σχέση ανάμεσα στα a και d αλλά και στα b και e, αλλά δεν ακολουθούν το ένα το άλλο άμεσα.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img28.png  **Εικόνα 28** |

Το επιθυμητό μοντέλο που έπρεπε να παράγει ο αλγόριθμος **Alpha** είναι το μοντέλο της **εικόνας 29**, στην οποία φαίνονται οι 2 καταστάσεις p1 και p2 οι οποίες δεν βρέθηκαν από τον αλγόριθμο (μη-τοπικές εξαρτήσεις), επειδή τα a και d αλλά και b και e δεν ακολουθούν άμεσα το ένα το άλλο, αλλά μόνο έμμεσα.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img29.png  **Εικόνα 29:**  Οι καταστάσεις p1 και p2 είναι **«**μη-τοπικές εξαρτήσεις**»** οι οποίες δεν βρέθηκαν από τον αλγόριθμο. |

# 3. Εισαγωγή στην γλώσσα προγραμματισμού “Scala”

# 3.1 Γλώσσα προγραμματισμού Scala

Στην συγκεκριμένη διπλωματική εργασία η υλοποίηση του αλγόριθμου **Alpha** έγινε στην γλώσσα προγραμματισμού **Scala**. Σε αυτό το κεφάλαιο θα γίνει μια σύντομη παρουσίαση των βασικών χαρακτηριστικών αυτής της γλώσσας προγραμματισμού που χρησιμοποείται ευρέως σε εφαρμογές Μεγάλων Δεδομένωνσε συνδυασμό με το περιβάλλον ανάπτυξης εφαρμογών **Spark**. Πολλές σχεδιαστικές αποφάσεις της **Scala** έχουν σαν στόχο να αντιμετωπίσουν αδυναμίες της **Java**.

Η **Scala** μια γλώσσα προγραμματισμού γενικού σκοπού που παρέχει υποστήριξη για συναρτησιακό προγραμματισμό (**functional programming**) και είναι μια **strong** **static typing** γλώσσα. **Static typing** σημαίνει ότι ο έλεγχος του τύπου των δεδομένων (**data type**) συμβαίνει κατά την διάρκεια του compile. Ο προγραμματιστής πρέπει να ορίσει τον τύπο των μεταβλητών μέσα στον κώδικα και οποιαδήποτε ενέργεια (**operation**) γίνει στα δεδομένα θα πρέπει να ελεγχθεί από τον **compiler** για τον αν είναι δυνατή ή όχι. Το ακριβώς αντίθετο είναι οι **Dynamic typing** γλώσσες (σε αυτήν την κατηγορία **δεν** ανήκει η **Scala**) στις οποίες ο έλεγχος του τύπου δεδομένων γίνεται κατά την διάρκεια της εκτέλεσης (**runtime)** και τα σφάλματαπαράγονται κατά την διάρκεια εκτέλεσης του προγράμματος αν γίνει προσπάθεια εκτέλεσης μιας μη επιτρεπτής ενέργειας (**operation**) πάνω σε μη συμβατά δεδομένα (**incompatible types**). Ακόμα όπως αναφέρθηκε και πιο πάνω η **Scala** είναι **strong typed**, που σημαίνει ότι επιτρέπονται πράξεις πάνω στα δεδομένα που έχουν συγκεκριμένο τύπο δεδομένων. Αντίθετα **weak typing** γλώσσες είναι αυτές που επιτρέπουν χειρισμό δεδομένων χωρίς να λάβουν υπόψιν τον τύπο δεδομένων.

Ο πηγαίος κώδικας (**source code**) της **Scala** πρέπει να χτιστεί σε Java bytecode, ώστε το παραγόμενο εκτελέσιμο να μπορεί να τρέξει σε ένα **JVM** (**Java Virtual machine**). Η **Scala** παρέχει γλωσσική διαλειτουργικότητα (**language interoperability)** με την Java, ώστε βιβλιοθήκες που έχουν γραφεί στην μία ή στην άλλη γλώσσα να μπορούν να γίνουν διαθέσιμες άμεσα σε κώδικα **Java** ή **Scala.** Επιπλέον όπως η C και η Java είναι μια αντικειμενοστραφήςγλώσσα.

Η **Scala** διαθέτει πολλά στοιχεία του συναρτησιακού προγραμματισμού, όπως:

* **Καθαρές συναρτήσεις (Pure Functions):** είναι αυτές οι συναρτήσεις οι οποίες δεν έχουν παρενέργειες (side effects), δηλαδή δεν αποθηκεύουν κάτι στην μνήμη ή δεν εκτελούν κάποια ενέργεια εισόδου / εξόδου (I/O) αλλά και δεν έχουν εξάρτηση σε τίποτα άλλο πέραν της εισόδου τους. Για παράδειγμα ο παρακάτω κώδικας, ο οποίος δεν επεξεργάζεται την είσοδο, που σημαίνει ότι το αποτέλεσμα είναι σταθερό ανάλογα με την λίστα των παραμέτρων.

**def** add(a:Int,b:Int) = a + b

Δηλαδή για κάθε είσοδο, το μόνο αποτέλεσμα είναι η έξοδος η οποία παράγει. Το αποτέλεσμα της πρόσθεσης δεν παράγει καμία παρενέργεια. Δεν αλλάζει τις τιμές των εισόδων και επιστρέφει πίσω το άθροισμα.

Μία από τις βασικές αρχές του συναρτησιακού προγραμματισμούείναι να γράφονται οι εφαρμογές ώστε ο πυρήνας της εφαρμογής να είναι γραμμένος από καθαρές συναρτήσεις, και τα οι μέθοδοι που έχουν παρενέργειεςνα βρίσκονται σε ένα εξωτερικό επίπεδο. Αυτό έχει σαν αποτέλεσμα ο ο κώδικας να τεστάρετε πολύ πιο εύκολα καθώς αρκεί να ελεγθεί μόνο η έξοδος της μεθόδου και όχι το αποτέλεσμα από κάποια παρενέργεια, όπως θα γινόταν σε μια μη-καθαρή συνάρτηση. Ακόμα αυτές οι μέθοδοι είναι πιο εύκολο να αποσφαλματωθούν (debug) γιατί δεν είναι απαραίτητο ο προγραμματιστής να κοιτάξει έξω από το πεδίο εφαρμογής της μεθόδου.

* **Αμετάβλητα δεδομένα (Immutable Data)**: Στο συναρτησιακό προγραμματισμό είναι απαραίτητη η χρήση αμετάβλητων δεδομένων. Τα δεδομένα αυτά δεν μπορούν να αλλαχθούν μετά την δημιουργία τους. Ο μόνος τρόπος να αλλάξουν τέτοια δεδομένα είναι να δημιουργηθεί ένα μεταβλητό αντίγραφο και να περαστούν νέα δεδομένα πάνω σε αυτό κατά την δημιουργία του. Πλεονέκτημα των αμετάβλητων δεδομένωνείναι ότι δεν χρειάζεται να κλειδωθούν κατά την διάρκεια εκτέλεσης του προγράμματος, ακόμα και αν τα δεδομένα αυτά είναι απαραίτητα από πολλά νήματα (threads) καθώς κανένα δεν μπορεί να αλλάξει την τιμή τους. Έτσι αυτό βοηθάει στον συγχρονισμό (**concurrency)**. Ένα άλλο πλεονέκτημα είναι η αποθήκευση (**persistence**) των δεδομένων καθώς παλαιότερες εκδόσεις των δεδομένων μπορούν να επαναχρησιμοποιηθούν με ασφάλεια διότι δεν πρόκειται να αλλάξουν ποτέ στο μέλλον. Ακόμα δεν είναι απαραίτητο να υπάρχει ιστορικό με το πότε και με τι τιμές άλλαξαν τα δεδομένα, καθώς δεν αλλάζουν ποτέ.
* **Αντικείμενα πρώτης κατηγορίας (First class objects):** Στην **Scala** οι συναρτήσεις είναι αντικείμενα πρώτης κατηγορίαςπου σημαίνει ότι μπορούν να αποθηκευτούν σαν μεταβλητές (**variables**), αντικείμενα (**objects**) ή πίνακες (**arrays**). Ακόμα μπορούν να περαστούν σαν παράμετροι (**arguments**) σε μια μέθοδο αλλά και να επιστραφούν από μια μέθοδο.
* **Currying :** Είναι η τεχνική που επιτρέπει την μετατροπή μιας συνάρτησης με πολλά ορίσματα (**arguments**) σε μια συνάρτηση με ένα μόνο όρισμα. Το μόνο όρισμα είναι η τιμή του πρώτου ορίσματος από την αρχική συνάρτηση η οποία επιστρέφει μια άλλη μέθοδο με ένα όρισμα. Αυτή η επιστρεφόμενη μέθοδος με την σειρά της θα πάρει σαν όρισμα το δεύτερο όρισμα της αρχικής μεθόδου και θα επιστρέψει μια άλλη μέθοδο με ένα όρισμα. Αυτό το δέσιμο μεταξύ των μεθόδων συμβαίνει για τον αριθμό των ορισμάτων της αρχικής μεθόδου. Το τελευταίο στην αλυσίδα θα έχει πρόσβαση σε όλα τα ορίσματα και θα μπορεί να τα χειριστεί όπως θέλει. Παρακάτω φαίνεται ένα παράδειγμα υλοποίησης της τεχνικής **currying** στην **Scala**.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img30.png  **Εικόνα 30:**  Αυτή η μέθοδος δέχεται ένα όρισμα και επιστρέφει πίσω μια μέθοδο η οποία εκτελεί άθροιση. Η εκτέλεση της γίνεται με “**add(1).apply(1)**” και επιστρέφει σαν αποτέλεσμα 2 (το αναμενόμενο αποτέλεσμα της άθροισης). |

Επειδή η **Scala** υποστηρίζει **curried** συναρτήσεις, ο κώδικας της **Εικόνας 30,** μπορεί να μετατραπεί σε μια πιο απλή **curried** έκδοσηαπλά ξεχωρίζοντας τις παραμέτρους (**Εικόνα 31**).

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img31.png  **Εικόνα 31:**  Αυτή η μέθοδος εκτελείται με δύο τρόπους   * (add(1) \_).apply(1) με αποτέλεσμα 2 * add(1)(1) με αποτέλεσμα 2 |

* **Συμπέρασμα τύπου δεδομένων (Type inference):** Αναφέρεται στον αυτόματο εντοπισμό ένος τύπου δεδομένων σε μια γλώσσα προγραμματισμού. Είναι ένα χαρακτηριστικό που υπάρχει σε μερικές **strongly statically typed** γλώσσες. Επιπλέον είναι ένα χαρακτηριστικό των συναρτησιακώνγλωσσών προγραμματισμού. Ορισμένες γλώσσες που έχουν αυτό το χαρακτηριστικό είναι η C++11, C#, Go, Haskell, Java(από την έκδοση 10), Kotlin, Scala.

Στην Scala συγκεκριμένα ο compiler μπορεί να καταλάβει τον τύπο δεδομένων χωρίς να έχει οριστεί ξεκάθαρα από τον προγραμματιστή. Στο παρακάτω παράδειγμα ο compilerμπορεί να καταλάβει ότι το **businessName** είναι τύπου String

**val** businessName = **"Montreux Jazz Café"**

Ακόμα στο επόμενο παράδειγμα ο compiler βλέπει το τύπο δεδομένου της επιστρεφόμενης τιμής της μεθόδου σαν Integer και έτσι δεν χρειάζεται να δηλωθεί συγκεκριμένα ο επιστρεφόμενος τύπος δεδομένου (data type).

**def** squareOf(x: Int) = x \* x

* **Καθυστερημένη Εκτίμηση (Lazy evaluation)**: Είναι μια τεχνική εκτίμησης η οποία καθυστερεί τον υπολογισμό μιας έκφρασης έως ότου η τιμή της έκφρασης αυτής χρειάζεται πραγματικά. Σήμερα οι περισσότερες μοντέρνες γλώσσες προγραμματισμού υποστηρίζουν την τεχνική της καθυστερημένης εκτίμησης. Σε αντίθεση με την άμεση εκτίμηση (**eager** ή **strict evaluation**)**,** η οποία υπολογίζει τιμές το συντομότερο δυνατό, η καθυστερημένη εκτίμησηπαρουσιάζει πλεονεκτήματα όπως ότι μπορεί να βελτιώσει την απόδοση της εφαρμογής επειδή δεν θα εκτελέσει κανέναν υπολογισμό μέχρι αυτός να χρειαστεί πραγματικά. Αυτό είναι πολύ θετικό γιατί μπορεί να υπάρχουν υπολογισμοί σε μια εφαρμογή οι οποίοι τελικά δεν θα εκτελεστούν ποτέ, οπότε με την καθυστερημένη εκτίμηση γίνεται οικονομία σε υπολογιστική ισχύ. Ακόμα μπορεί να αυξηθεί ο χρόνος απόκρισης μιας εφαρμογής αναβάλοντας βαριές λειτουργίες έως ότου είναι απολύτως απαραίτητες. Από την άλλη πλευρά το μειονέκτημα είναι ότι η απόδοση (**performance**) δεν είναι προβλέψιμη επειδή δεν είναι γνωστό το πότε θα χρειαστεί να γίνει να εκτιμηθεί η τιμή αυτή.

Η **Scala** μπορεί να κάνει χρήση της καθυστερημένης εκτίμησης χρησιμοποιώντας τα **lazy vals**. Μια μεταβλητή στην **Scala** μπορεί να χαρακτηριστεί σαν **lazy** (δηλαδή η τιμή της να υπολογιστεί μόλις γίνει η κλήση της μεταβλητής), χρησιμοποιώντας απλά την λέξη κλειδί **lazy**. Για παράδειγμα

**lazy val** lval = 10

Άλλος τρόπος για να κάνει χρήση της καθυστερημένης εκτίμησης η **Scala** είναι να χρησιμοποιεί **call by name** παραμέτρους. Η τιμή της παραμέτρου θα υπολογιστεί μόνο όταν πρόκειται να χρησιμοποιηθεί μέσα στην μέθοδο. Για παράδειγμα η παρακάτω υπογραφή (signature) της μεθόδου έχει μια **call by name** παράμετρο.

**def** method(n :=> Int)

# 3.2 Λόγοι για να ασχοληθεί κάποιος με την Scala

Υπάρχουν αρκετοί λόγοι για να μάθει κάποιος προγραμματιστής την γλώσσα προγραμματισμού **Scala**. Τα τελευταία χρόνια η **Scala** έχει μετατραπεί στην καλύτερη εναλλακτική λύση της Java, καθώς είναι και αυτή μια **JVM** (Java Virtual Machine) γλώσσα, η οποία έχει αφήσει αρκετά πίσω άλλες **JVM** γλώσσες όπως η **Groovy** και η **Clojure**.

Η **Scala** υποστηρίζει δύο παραδείγματα προγραμματισμού. Τον αντικειμενοστραφή προγραμματισμό (**OOP**) αλλά και τον συναρτησιακό προγραμματισμό (**functional programming**). Για κάποιον προγραμματιστή ο οποίος επιθυμεί να διευρύνει τις γνώσεις του στην επιστήμη των υπολογιστών είναι καλό να γνωρίζει τουλάχιστον μια γλώσσα από κάθε παράδειγμα προγραμματισμού (επιτακτικό, συναρτησιακό, αντικειμενοστραφή και λογικό) και η **Scala** παρέχει την δυνατότητα της συγγραφής κώδικα πάνω σε δύο από αυτά. Ο συνδιασμός αυτών των δύο χαρακτηριστικών κάνει δυνατή την συγγραφή προγραμμάτων τα οποία είναι καθαρογραμμένα (**clean code**) και ευανάγνωστα (**readable**). Το να χρησιμοποιεί δύο παραδείγματα προγραμματισμού (συναρτησιακό και αντικειμενοστραφή) η **Scala,** είναι ένα από τα δυνατά χαρτιά της γλώσσας το οποίο ακολούθησε και η **Java** με την έκδοση 8 με την εισαγωγή των εκφράσεων **lamda**.

Ένα από τα πλεονεκτήματα της **Scala** είναι ότι υποστηρίζει συμβατότητα με την **Java.** Αυτό σημαίνει ότι ο κώδικας της **Scala** μπορεί να χρησιμοποιήσει βιβλιοθήκες της **Java** απευθείας χωρίς καμία παραμετροποίηση. Ακόμα είναι δυνατόν και το αντίθετο, δηλαδή να καλέσει ο προγραμματιστής από **Java** κώδικα, κώδικα **Scala.** Έτσι είναι δυνατόν κάποιος να κρατήσει τα υπάρχοντα προγράμματα σε **Java** και να γράψει τα καινούρια σε **Scala** πάρα πολύ εύκολα.

Η **Scala** ακολουθεί πολλές καλές πρακτικές (**best practices**) και μοτίβατα οποία είναι ενσωματωμένα στην βασική έκδοση τηςγλώσσας. Σκοπός της **Scala** ήταν να εφαρμόσει πολλές πρόσφατες καινοτομίες σε μια γλώσσα ώστε να χρησιμοποιηθεί όσο το δυνατόν περισσότερο από τους προγραμματιστές, όπως ακριβώς και η **Java**.

Πολλές εταιρείες τα τελευταία χρόνια σκέφτονται να χρησιμοποιήσουν ή χρησιμοποιούν ήδη **Scala**. Παραδείγματα τέτοιων εταιρειών είναι το Twitter, η Linkedin, το Foursquare και το Quora. Έτσι όπως γίνεται κατανοητό η γνώση της **Scala** θα κάνει κάποιον προγραμματιστή ανταγωνιστικότερο στην αγορά εργασίας. Ακόμα υπάρχουν πολλά αναπτυσσόμενα περιβάλλοντα ανάπτυξης (**frameworks**) όπως το **Akka**, το **Play** και το **Spark**. Το **Akka** είναι ένα βασιζόμενο σε **Scala** περιβάλλον ανάπτυξης το οποίο χρησιμοποιείται για την δημιουργία παράλληλων, κατανεμημένων και οδηγούμενων από γεγονότα (**concurrent**, **distributed** **event-driven**) εφαρμογών σε **JVM**. Ακόμα η **Scala** έχει χρησιμοποιηθεί και στην κατηγορία των Μεγάλων Δεδομένων καθώς πάνω σε αυτή τη γλώσσα έχει γραφεί το **Spark,** ένα περιβάλλον ανάπτυξηςγια επεξεργασία δεδομένων σε μια συστάδα υπολογιστών (**cluster)**. Επιπλέον όλο και περισσότεροι προγραμματιστές ασχολούνται πλέον με την **Scala** και αυτό έχει σαν επακόλουθο όλο και περισσότερα περιβάλλοντα ανάπτυξηςκαι βιβλιοθήκεςνα χτίζονται πάνω στην **Scala**. Όλο και περισσότερα περιβάλλοντα συγγραφής κώδικα (IDEs) υποστηρίζουν την σύνταξη της **Scala**, όπως το **Eclipse** και το **IntelliJ** αλλά και πολλά build εργαλεία (όπως το SBT, Maven και Ant).

Τέλος, για κάποιον προγραμματιστή **Java**, το να μάθει κάποια συναρτησιακή γλώσσα προγραμματισμού όπως η Haskell ή η OCaml είναι αρκετά δύσκολο. Σε αντίθεση με την **Scala** που μπορεί να μάθει σχετικά εύκολα καθώς είναι μια γλώσσα που βασίζεται στον αντικειμενοστραφή προγραμματισμό και έχει αρκετά εύκολη σύνταξη με πολλά κοινά στοιχεία με την **Java**.

# 4. Περιβάλλον Ανάπτυξης Εφαρμογών Spark

# 4.1 Εισαγωγή στο Περιβάλλον Ανάπτυξης Εφαρμογών Spark

Το **Apache Spark** συνήθως ορίζεται σαν μια γρήγορη, γενικού σκοπού, κατανεμημένης εργασίας πλατφόρμα (**distributed computing platform**). Το **Apache Spark** έφερε επανάσταση στον χώρο των Μεγάλων Δεδομένωνεπειδή κάνει αποδοτική χρήση της μνήμης και μπορεί να εκτελέσει διάφορες εργασίες (**jobs**) 10 έως 100 φορές γρηρότερα από το **Hadoop’s MapReduce**. Επιπλέον οι δημιουργοί του **Apache Spark** κατάφεραν να κάνουν αφαιρέσουν το πως ο προγραμματιστής χειρίζεται τα μηχανήματα (**machines**) μιας συστάδας υπολογιστών και αντί αυτού να παρουσιάζουν ένα σύνολο από βασισμένα σε σύνολα (**collections**) **APIs**. Η εργασία με τα σύνολα του **Spark** είναι παρεμφερής με την εργασία με τα σύνολα της **Scala**, της **Java** ή της **Python**, αλλά τα σύνολα του **Spark** κατανέμονται σε πολλά μηχανήματα (**nodes**) της συστάδας. Η επεξεργασία αυτών των δεδομένων μεταφράζονται σε πολύπλοκα παράλληλα προγράμματα χωρίς να το αντιλαμβάνεται απαραίτητα αυτό ο χρήστης, κάτι το οποίο είναι πολύ δυνατό χαρακτηριστικό του **Spark** καθώς απλοποιεί την διαδικασία συγγραφής **Spark** προγραμμάτων.

Το **Apache Spark** είναι μια πολύ ενδιαφέρουσα νέα τεχνολογία που συνεχώς ξεπερνάει το **Hadoop’s MapReduce** σαν την προτεινόμενη πλαφόρμα για την επεξεργασία Μεγάλων Δεδομένων. Το **Hadoop** είναι ένα ανοιχτού κώδικα, κατανεμημένο (**distributed**) περιβάλλον υλοποίησης υπολογισμού δεδομένων γραμμένο σε **Java** και αποτελείται από το κατανεμημένο σύστημα αρχείων του **Hadoop** (**HDFS**) και το **MapReduce** (τον μηχανισμό εκτέλεσης εντολών). Το **Apache Spark** μοιάζει με το **Hadoop** στο ότι είναι μία κατανεμημένη (**distributed**), γενικού σκοπού (**general purpose**) υπολογιστική πλατφόρμα (**computing platform**). Αλλά η μοναδική σχεδίαση του **Apache Spark,** η οποία δίνει την δυνατότητα για αποθήκευση μεγάλου όγκου δεδομένων στην κύρια μνήμη, προσφέρει πάρα πολύ μεγάλη αύξηση της απόδοσης. Τα προγράμματα που τρέχουν σε **Spark** μπορεί να είναι έως και 100 φορές γρηγορότερα από αντίστοιχα προγράμματα γραμμένα με την τεχνική του **MapReduce**.

Αν και το **Apache Spark** είναι περιβάλλον υλοποίησης ανοικτού κώδικα, η **Databricks** είναι ο κύριος παράγοντας πίσω από το **Apache Spark** συνεισφέροντας πάνω από το 75% του κώδικα. Ακόμα προσφέρει και το **Databricks Cloud**, ένα εμπορικό προιόν για ανάλυση Μεγάλων Δεδομένωνπου βασίζεται πάνω στο **Apache Spark**.

Χρησιμοποιώντας το API και την αρχιτεκτονική του **Apache Spark**, ο προγραμματιστής μπορεί να γράψει κατανεμημένα προγράμματα (**distributed programs**) με τρόπο σαν να έγραφε ένα πρόγραμμα για να τρέξει σε ένα μόνο μηχάνημα. Οι δομές δεδομένων (**collections**) του κρύβουν το γεγονός ότι τα δεδομένα κατανέμονται σε ένα μεγάλο αριθμό από μηχανήματα (**nodes**) σε μια συστάδα υπολογιστών. Επιπλέον το **Apache Spark** επιτρέπει την χρήση μεθόδων που βασίζονται στον συναρτησιακό προγραμματισμό, κάτι το οποίο ταιριάζει πολύ σε εργασίες επεξεργασίας δεδομένων.

Το **Apache Spark** υποστηρίζει μια πληθώρα γλωσσών προγραμματισμού στις οποίες ο προγραμματιστής μπορεί να γράψει προγράμματα επεξεργασίας Μεγάλων Δεδομένων. Παραδείγματα είναι η **Python**, η **Scala**, η **Java** και η **R**, κάνοντας έτσι το **Apache Spark** εύκολα διαθέσιμο προς ένα μεγάλο εύρος επαγγελματιών. Συνήθως άνθρωποι από τον χώρο των επιστημών προτιμούν την **Python** και την **R,** ενώ προγραμματιστές που ασχολούνται ήδη με **Java** θα προτιμήσουν την **Java** ή την **Scala,** η οποία συνδιάζει αντικειμενοστραφές και συναρτησιακό προγραμματισμό πάνω σε ένα **Java Virtual Machine** (**JVM**).

Το **Apache Spark** συνδιάζει ικανότητες που μοιάζουν με αυτές του **Hadoop’s MapReduce** για επεξεργασία παρτίδων (**batch processing**), συναρτήσεις επεξεργασίας δεδομένων σε πραγματικό χρόνο (**real-time data processing functions**), χειρισμό δομημένων δεδομένων (**structured data**) με τεχνικές **SQL**, αλγόριθμοι γράφων (**graph algorithms**) και μηχανικής μάθησης όλα σε ένα μοναδικό περιβάλλον ανάπτυξης. Έτσι το **Apache Spark** μπορεί να καλύψει τις περισσότερες ανάγκες ενός μηχανικού Μεγάλου Όγκου Δεδομένων και αυτός είναι και ο λόγος που το **Apache Spark** έχει γίνει ένα από τα πιο σημαντικά projects της **Apache Software Foundation** σήμερα.

Παρ’ όλα αυτά ορισμένες εφαρμογές δεν είναι κατάλληλες για το το **Apache Spark**. Επειδή το **Apache Spark** διαθέτει μια καταναμημένη αρχιτεκτονική (**distributed architecture**), αυτό έχει σαν επακόλουθο ένα επιπλέον βάρος (**overhead**) στον χρόνο υπολογισμού (**processing time**). Αυτό το επιπλέον βάρος είναι αμελητέο για το χειρισμό πολύ μεγάλου όγκου δεδομένων, αλλά αν το σύνολο δεδομένωνπου διαθέτει ο προγραμματιστής είναι τέτοιο ώστε να μπορεί να επεξεργαστεί και από ένα μόνο μηχάνημα (**single machine**), πράγμα που συμβαίνει όλο και περισσότερο στις μέρες μας, μπορεί να είναι πιο αποδοτικό να χρησιμοποιηθεί κάποιο άλλο framework το οποίο είναι καταλληλότερο για τέτοιου είδους επεξεργασία δεδομένων.

# 4.2 Δομικά Στοιχεία του Apache Spark

Το **Apache Spark** αποτελείται από διάφορα δομικά στοιχεία (**components**) συγκεκριμένου σκοπού. Αυτά είναι τα **Spark Core**, **Spark SQL, Spark Streaming, Spark GraphX** και **Spark MLlib**. Αυτά τα δομικά στοιχείαφαίνονται στην **Εικόνα 32**. Αυτά τα δομικά στοιχεία κάνουν το **Spark** μια ενοποιημένη πλατφόρμα από διάφορες λειτουργικότητεςπου μπορούν να χρησιμοποιηθούν από πολλές εργασίες που προηγουμένως έπρεπε να εκπληρωθούν από διαφορετικά περιβάλλοντα ανάπτυξης.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img32.png  **Εικόνα 32:**  Apache Spark components. |

Ακολουθεί σύντομη περιγραφή του κάθε δομικού στοιχείου του **Apache Spark**.

* **Spark core**: Περιέχει την βασική λειτουργικότητα του **Apache Spark** η οποία είναι απαραίτητη για την εκτέλεση διάφορων εργασιών στο **Spark**, και χρειάζεται για την λειτουργία και άλλων δομικών στοιχείων του **Spark**. Το πιο σημαντικό στοιχείο του **Spark core** είναι το **resilient distributed dataset** (**RDD**) τα οποία είναι και το κεντρικό στοιχείο του **Spark API**. Αποτελεί αφαίρεση μιας κατανεμημένης δομής δεδομένων (**distributed collection of data**) με λειτουργίες (**operations**) και μετασχηματισμούς (**transformations**) που είναι εφαρμόσιμες πάνω σε ένα σύνολο δεδομένων. Είναι **resilient** επειδή το **RDD** είναι ικανό να ξανά χτίσει το σύνολο δεδομένων σε περίπτωση που ο κόμβος (**node**) της συστάδας υπολογιστών αποτύχει να λειτουργήσει σωστά για οποιοδήποτε λόγο. Το **Spark core** περιέχει λογική ώστε να μπορεί να προσπελαύνει διάφορα συστήματα αρχείων, όπως το HDFS, GlusterFS, Amazon S3 και άλλα. Ακόμα παρέχει διάφορους τρόπους διαμοιρασμού πληροφορίας ανάμεσα σε κόμβους (**nodes**) μιας συστάδας υπολογιστών με τις **broadcast** μεταβλητές (**broadcast variables**) και τους συσσωρευτές (**accumulators**). Ακόμα πολλές βασικές λειτουργίες του **Spark**, όπως η ασφάλεια (**security**), η δικτύωση (**networking**), ηχρονοδρονολόγηση (**scheduling**), και η ανάμειξη δεδομένων (**data shuffling**) είναι επίσης τμήμα του **Spark core**.
* **Spark SQL**: Περιέχει συναρτήσεις για την επεξεργασία μεγάλου όγκου δομημένων (**structured**) και κατανεμημένων δεδομένων χρησιμοποιώντας εντολές SQL που υποστηρίζονται από το **Spark** και Hive SQL (**HiveQL**). Με την εισαγωγή των **DataFrames** στην έκδοση 1.3 του **Spark** και των **DataSets** στην έκδοση 1.6 του **Spark**, ο χειρισμός των δομημένων δεδομένων απλουστεύεται και έτσι γίνεται δυνατή η τεράστια αύξηση της απόδοσης των **Spark** προγραμμάτων. Έτσι το **Spark SQL** έγινε ένα από τα σημαντικότερα δομικά στοιχεία του **Spark**. Ακόμα το **Spark SQL** μπορεί επίσης να χρησιμοποιείται για την ανάγνωση και την εγγραφή δεδομένων από και προς διάφορες δομημένες μορφές (**structured format**) και πηγές δεδομένων (**data sources**), όπως τα αρχεία JSON (JavaScript Object Notation), τα **Parquet** αρχεία (όλο και περισσότερο δημοφιλής μορφή αρχείου που επιτρέπει την αποθήκευση ενός σχήματος-**schema** μαζί με τα δεδομένα), σχεσιακές βάσεις δεδομένων (**relational databases**), βάσεις δεδομένων **Hive** και άλλα. Οι λειτουργίες (**operations**) πάνω στα DataFrames και στα DataSets σε κάποιο σημείο μεταφράζονται σε λειτουργίες (**operations**) πάνω στα RDDs και εκτελούνται ως κανονικές **Spark** εργασίες (**Spark jobs**).
* **Spark Streaming**: Είναι ένα δομικό στοιχείο του **Spark** για την επεξεργασία δεδομένων ροής σε πραγματικό χρόνο (**real-time streaming data**) από διάφορες πηγές. Οι υποστηριζόμενες πηγές ροής (**streaming**) περιλαμβάνουν HDFS, Kafka, Flume, Twitter, ZeroMQ και διάφορες άλλες τεχνολογίες. Οι **Spark Streaming** λειτουργίες (**operations**) σε περίπτωση αποτυχίας της ορθής λειτουργίας τους μπορούν και επανέρχονται αμέσως στην φυσιολογική χωρίς προβλήματα λειτουργία, κάτι το οποίο είναι σημαντικό για την επεξεργασία δεδομένων σε πραγματικό χρόνο (**real-time**). Το **Spark Streaming** αναπαριστά δεδομένα ροής (**streaming data**), χρησιμοποιώντας διακριτές ροές (**discretized streams** ή αλλιώς **DStreams**), οι οποίες περιοδικά δημιουργούν **RDDs** που περιέχουν δεδομένα που εισήχθησαν κατά το τελευταίο χρονικό παράθυρο (**time window**). Το **Spark Streaming** μπορεί να συνδιαστεί με άλλα δομικά στοιχεία του **Spark** μέσα σε ένα πρόγραμμα, ενοποιώντας έτσι την επεξεργασία δεδομένων σε πραγματικό χρόνο (**real-time processing**) με την μηχανική μάθηση (**machine learning**), την SQL αλλά και τις λειτουργίες πάνω σε γράφους (**graph operations**).
* **Spark Mllib:** Είναι μια βιβλιοθήκη αλγορίθμων μηχανικής μάθησης που αναπτύχθηκε από το έργο MLbase στο UC Berkeley. Οι υποστηριζόμενοι αλγόριθμοι περιλαμβάνουν την ταξινόμηση Bayes (**Bayes classification**), δέντρα αποφάσεων (**decision trees**), την γραμμική παλινδρόμηση (**linear regression**) και την ομαδοποίηση k-means (**k-means clustering**). Το **Spark Mllib** χειρίζεται μοντέλα μηχανικής μάθησης που χρειάζονται για να μετασχηματίζουν σύνολα δεδομένων, τα οποία αναπαρίστανται από RDDs ή DataFrames.
* **Spark GraphX:**  Τα γραφήματα είναι δομές δεδομένων που περιλαμβάνουν τις κορυφές και τις ακμές που τις συνδέουν. Το **Spark GraphX** παρέχει συναρτήσεις για την κατασκευή γράφων, οι οποίες παρουσιάζονται ως **RDDs** σε μορφή γραφημάτων (δηλαδή **EdgeRDD** και **VertexRDD**). Το **Spark GraphX** περιέχει υλοποιήσεις των πιο σημαντικών αλγορίθμων της θεωρείας γράφων, όπως connected components, συντομότερα μονοπάτια (shortest paths) και πολλούς άλλους.

# 4.3 Ροή Προγράμματος Αpache Spark

Σε αυτό το κεφάλαιο θα γίνει παρουσίαση ενός απλού προγράμματος **Spark**. Υποθέτουμε ότι ένα 300 mb αρχείο εγγραφών είναι αποθηκευμένο σε μια HDFS συστάδα υπολογιστών με τρεις κόμβους. Το HDFS (Hadoop Distributed File System) αποτελεί ένα σύστημα για κατανεμημένη αποθήκευση αρχείων βασιζόμενη στο Hadoop. Το HDFS αυτόματα χωρίζει το αρχείο σε τμήματα των 128 mb (σε block στην ορολογία του Hadoop) και τοποθετεί το κάθε τμήμα σε ένα ξεχωριστό κόμβο της συστάδας υπολογιστών (**Εικόνα 33**). Υποθέτουμε ότι το Spark τρέχει στο YARN, μέσα στην ίδια συστάδα υπολογιστών τύπου Hadoop.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img33.png  **Εικόνα 33:**  Αποθήκευση ενός αρχείου 300mb σε μια συστάδα υπολογιστών Hadoop με 3 κόμβους. |

Σε έναν Spark μηχανικό λογισμικού ανατίθεται το πρόβλημα να αναλύσει τα δεδομένα αυτά και να βρει πόσα σφάλματα του τύπου OutOfMemory συνέβησαν τις τελευταίες δύο εβδομάδες. Υποθέτουμε ότι τα logs για τις τελευταίες δύο εβδομάδες είναι αποθηκευμένα στην συστάδα υπολογιστών Hadoop με 3 κόμβους που αναφέρθηκε πιο πάνω. Το πρόγραμμα αυτό αποτελείται από τις τρεις παρακάτω γραμμές σε Scala

|  |
| --- |
| **val** lines = sc.textFile(**"hdfs://path/to/the/file"**) **val** oomLines = lines.filter(l => l.contains(**"OutOfMemoryError"**)).cache() **val** result = oomLines.count() |

Στην γραμμή (1) γίνεται η φόρτωση του αρχείου με τις εγγραφές από τον HDFS χρησιμοποιώντας μόνο μια γραμμή κώδικα **Scala**. Aυτό φαίνεται και στην **Εικόνα 34** όπου τα δεδομένα μεταφέρονται στην μνήμη RAM κάθε κόμβου της συστάδας υπολογιστών. Τώρα το **Spark** έχει ένα δείκτη προς κάθε **partition** των δεδομένων στην μνήμη RAM. Το άθροισμα των **partitions** είναι μια κατανεμημένη συλλογή των γραμμών ενός αρχείου εγγραφών το οποίο απεικονίζεται από ένα **RDD** που έχει αρχικοποιηθεί στην πρώτη γραμμή του κώδικα. Με λίγα λόγια, μπορούμε να πούμε ότι τα **RDDs** επιτρέπουν να δουλέψει κάποιος με μια κατανεμημένη δομή δεδομένων (**distributed data collection**) με τον ίδιο ακριβώς τρόπο που θα δούλευε με οποιαδήποτε δομή δεδομένων η οποία δεν είναι κατανεμημένη σε κάποια συστάδα υπολογιστών αλλά βρίσκεται αποθηκευμένη σε ένα μηχάνημα (local machine). Επιπλέον ο προγραμματιστής δεν χρειάζεται να χειριστεί θέματα που προκύπτουν επειδή τα δεδομένα είναι κατανεμημένα (**distributed**) σε πολλά μηχανήματα ούτε και διάφορα προβλήματα που μπορεί να προκύψουν σε ορισμένα μηχανήματα της συστάδας.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img34.png  **Εικόνα 34:**  Φόρτωση ενός αρχείου κειμένου από τον HDFS. |

Επιπλέον το RDD παρέχει και ένα API, που επιτρέπει στον προγραμματιστή να δουλεύει με μια συλλογή δεδομένων με συναρτησιακήλογική. Για παράδειγμα είναι δυνατό το φιλτράρισμα των δεδομένων με την εντολή **filter**, η μετατροπή σε κάποιον άλλον τύπο δεδομένων χρησιμοποιώντας την εντολή **map** και μια συνάρτηση (**function**) και το **reduction** των δεδομένων σε μια **cumulative** τιμή με την εντολή reduce. Ακόμα είναι δυνατή η αφαίρεση (**subtract**), η τομή (**intersect**) και η δημιουργία ένωσης (**union**) σε σχέση με κάποιο άλλο RDD.

Έτσι λοιπόν έχοντας ήδη μια απεικόνηση του RDD το οποίο έχει δημιουργηθεί από την γραμμή 1 του παραπάνω κώδικα, για να βρεθεί ο αιρθμός των OutOfMemory σφαλμάτων που συνέβησαν τις τελευταίες δύο εβδομάδες, πρώτα πρέπει να αφαιρεθούν όλες οι γραμμές οι οποίες δεν περιέχουν το substring OutOfMemory. Αυτό μπορεί να γίνει χρησιμοποιώντας τον **τελεστή** filter όπως φαίνεται στην γραμμή 2 του κώδικα. Με την κλήση της μεθόδου **cache()** στην ίδια γραμμή δίνεται η εντολή στο **Spark** να αφήσει το RDD στην μνήμη για όλες τις εκτελέσεις. Έτσι εκτελώντας την εντολή στην τρίτη γραμμή το **Spark** υπολογίζει τον αριθμό των OutOfMemory σφαλμάτων που συνέβησαν τις τελευταίες δύο εβδομάδες.

Σύμφωνα με τα παραπάνω, βλέπουμε ότι το Spark επιτρέπει την εκτέλεση filtering και counting κατανεμημένων δεδομένων (**distributed data**) μόλις σε τρεις γραμμές κώδικα εκτελώντας τον κώδικα σε τρεις κόμβους παράλληλα. Αν ο προγραμματιστής θελήσει να καλέσει ένα επιπλέον filtering στα δεδομένα, το **Spark** δεν θα ξανά φορτώσει το αρχείο από το **HDFS** αλλά θα το φορτώσει από την cache, καθώς αποθηκεύτηκε εκεί στην τελευταία γραμμή του κώδικα.

Το παραπάνω παράδειγμα δείχνει ότι τα RDDs αποτελούν μια αφαίρεση σε κατανεμημένα δεδομένα (**distributed collections**) και ότι ο χειρισμός και η ανάλυση μεγάλου όγκου δεδομένων μπορεί να γίνει παράλληλα με σχετικά απλή υλοποίηση.

# 4.4 Αρχιτεκτονική του Αpache Spark

Το περιβάλλον ανάπτυξης **Apache Spark** έχει μια καλά ορισμένη και σε στρώσεις αρχιτεκτονική όπου όλα τα δομικά στοιχεία του **Spark** κα τα **Spark layers** είναι χαλαρά συνδεδεμένα και αλληλεπιδρούν με πολλές βιβλιοθήκες και διάφορες επεκτάσεις (**extentions**). Η αρχιτεκτονική του **Apache Spark** βασίζεται σε δύο βασικές αφαιρέσεις οι οποίες είναι οι παρακάτω

* **Resilient Distributed Datasets (RDD)**. Είναι δεδομένα που χωρίζονται σε partitions και αποθηκεύονται στην μνήμη των **worker** κόμβων σε μια συστάδα υπολογιστών. Τα **RDDs** υποστηρίζουν δύο διαφορετικούς τύπους λειτουργιών, τους μετασχηματισμούς (**transformations**) και τις ενέργεις (**actions**).
* **Directed Acyclic Graph (DAG). DAG** είναι μια ακολουθία από υπολογισμούς που εφαρμόζεται πάνω στα δεδομένα όπου κάθε ακμή είναι ένα RDD partition και κάθε ακμή είναι ένας μετασχηματισμός πάνω στα δεδομένα. Το γράφημα αυτό λέγεται άκυκλο επειδή κάποιος μετασχηματισμός δεν μπορεί να επιστρέψει σε ένα παλαιότερο partition.

Το περιβάλλον ανάπτυξης **Apache Spark** χρησιμοποιεί μια master / worker αρχιτεκτονική. Υπάρχει κάποιος **κόμβος** στην συστάδα υπολογιστώνο οποίος παίζει τον ρόλο του «οδηγού» (**driver**) ο οποίος μιλάει με έναν μοναδικό συντονιστή ο οποίος λέγεται «αφέντης» **(master cluster manager)** και διαχειρίζεται τους υπόλοιπους κόμβους της συστάδας υπολογιστών οι οποίοι λέγονται «εργάτες»(**workers**) και στους οποίους τρέχουν οι εκτελεστές εργασίας (**executors**). Αυτή η αρχιτεκτονική φαίνεται στην **εικόνα 35**.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img35.png  **Εικόνα 35:**  Master / worker αρχιτεκτονική του **Apache Spark**. |

Ο «οδηγός» και οι «εκτελεστές εργασίας»τρέχουν τις δικές τους Java διεργασίες. Μπορούν να τρέχουν στο ίδιο μηχάνημα (οριζόντια συστάδα υπολογιστών) ή σε ξεχωριστά μηχανήματα (κάθετη συστάδα υπολογιστών).

Οι εφαρμογές **Spark** τρέχουν σαν ανεξάρτητα σύνολα από διαδικασίες πάνω σε μια συστάδα υπολογιστών, το οποίο ενορχηστρώνεται από ένα **SparkContext** αντικείμενο το οποίο βρίσκεται στο main πρόγραμμα και ονομάζεται «πρόγραμμα οδηγού»(**driver program**). Συγκεκριμένα για να τρέξει σε μια συστάδα υπολογιστών, το **SparkContext** συνδέεται σε κάποιον cluster manager, είτε στον standalone cluster manager του ίδιου του Spark, είτε στον **Mesos** ή στον **YARN**, από τους οποίους εντοπίζει τις πηγές που θα χρειαστεί για την εφαρμογή που θα τρέξει. Μόλις συνδεδεί, το **Spark** αποκτά «εκτελεστές εργασίας» πάνω στους διαθέσιμους κόμβους, οι οποίοι είναι διεργασίες που εκτελούν υπολογισμούς και αποθηκεύουν δεδομένα για την εφαρμογή που τρέχει στην συστάδα υπολογιστών. Έπειτα, στέλνει τον κώδικα της εφαρμογής (που ορίζεται σαν JAR και περνάει στο **SparkContext**) στους «εκτελεστές εργασίας». Τέλος το **SparkContext** στέλνει δεδομένα για να εκτελεστούν στους «εκτελεστές εργασίας».

Το πρόγραμμα-οδηγός του **Spark** (**Spark** **driver**) τρέχει την main μέθοδο της εφαρμογής και είναι το σημείο όπου το **SparkContext** δημιουργείται. Το πρόγραμμα-οδηγός του **Spark** περιέχει διάφορα δομικά στοιχεία όπως ο DAGScheduler, TaskScheduler και BlockManager οι οποίοι είναι υπεύθυνοι για την μετάφραση του **Spark** κώδικα που έχει γράψει ο χρήστης σε πραγματικές εργασίες **Spark** οι οποίες θα εκτελεστούν στην συστάδα υπολογιστών. Το πρόγραμμα-οδηγός του **Spark** είναι υπεύθυνο για τα ακόλουθα

* Τρέχει στο κετρνικό κόμβο της Spark συστάδας, δρομολογεί την εκτέλεση των εργασιών και επικοινωνεί με τον ενορχηστρωτή της συστάδας.
* Μεταφράζει τα RDDs σε γράφημα εκτέλεσης και χωρίζει το γράφημα αυτό σε πολλά στάδια (**stages**).
* Σώζει τα μετά-δεδομένα (metadata) για όλα τα RDDs και τα partitions τους.
* Δημιουργεί τα jobs και τα tasks. Χωρίζει την εφαρμογή του χρήστη σε μικρότερες μονάδες εκτέλεσης που ονομάζονται tasks. Τελικά τα tasks θα εκτελεστούν από τις «μονάδες εργασίας».
* Συλλέγει τα αποτελέσματα από τις «μονάδες εργασίας».

Η «μονάδα εργασίας» είναι ένα κατανεμημένο πρόγραμμα υπεύθυνο για την εκτέλεση των εργασιών. Οι «μονάδες εργασίας» τρέχουνκαθ’ όλητην διάρκεια μιας **Spark** εφαρμογής αλλά οι χρήστες έχουν την δυνατότητα εάν θελήσουν να προσθέσουν ή να αφαιρέσουν «μονάδες εργασίας» δυναμικά την ώρα που τρέχει η εφαρμογή.Συγκεκριμένα οι «μονάδες εργασίας» είναι υπεύθυνες για

* Την επεξεργασία των δεδομένων (**data processing**)
* Το διάβασμα και την εγγραφή σε εξωτερικές πηγές.
* Την αποθήκευση αποτελεσμάτων από την επεξεργασία των δεδομένων στην μνήμη, στην cache ή στον σκλήρο δίσκο.

Ο διαχειριστής της συστάδας υπολογιστώνσε μια **Spark** εφαρμογή είναι μια εξωτερική υπηρεσία η οποία είναι υπεύθυνη για την παροχή των απαραίτητων πόρων (**resources**) σε μια **Spark** συστάδακαι την διάθεση τους σε μια **Spark** εργασία. Υπάρχουν τρεις διαφορετικοί τύποι από διαχειριστές συστάδας που είναι διαθέσιμοι σε μια **Spark** εφαρμογή, ο Hadoop YARN, ο Apache Mesos και ο απλός standalone Spark cluster manager. Η επιλογή του κατάλληλου διαχειριστής συστάδας εξαρτάται από τον σκοπό της **Spark** εφαρμογής γιατί κάθε διαχειριστής συστάδαςπαρέχει διαφορετικά σύνολα από δυνατότητες προγραμματισμού. Ο απλός standalone Spark διαχειριστής συστάδας είναι ο πιο εύκολος στην χρήση σε σχέση με τους υπόλοιπους.

# 4.5 RDD Δομές δεδομένων

Μία από τις βασικές δομές δεδομένων του Spark είναι τα **Resilient Distributed Datasets** (**RDD**). Είναι μια αμετάβλητη κατανεμημένη δομή δεδομένων από διάφορα αντικείμενα (**objects**). Κάθε σύνολο δεδομένων σε ένα RDD χωρίζεται σε λογικά τμήματα (**partitions**), τα οποία μπορεί να επεξεργάζονται σε διαφορετικά μηχανήματα (**nodes**) σε μια συστάδα υπολογιστών. Τα **RDDs** μπορούν να περιέχουν οποιονδήποτε τύπο δεδομένων της Python, της Java ή της Scala. Τα **RDDs** είναι μια δομή δεδομένων ανεκτική σε σφάλματα (**fault tolerant**) καθώς όταν κάποιο τμήμα καταστραφεί για κάποιο λόγο τότε το σύστημα διαθέτει αρκετή πληροφορία ώστε να το κατασκευάσει ξανά. Το **Spark** χρησιμοποιεί τα **RDDs** για να επιτύχει ταχύτερες και αποδοτικότερες ενέργειες (**operations**) MapReduce.

Στην **Εικόνα 36** φαίνεται παράδειγμα 2 διαφορετικών τύπων **RDDs**.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img36.png  **Εικόνα 36:**  RDDs από Strings (αριστερά) και RDDs από Pairs (δεξιά) |

Υπάρχουν δύο τρόποι για να δημιουργηθεί ένα **RDD**

* Με τη παραλληλοποίηση μια υπάρχουσας δομής δεδομένων στο πρόγραμμα οδηγό του **Spark**. Στην ουσία το πρόγραμμα οδηγός του **Spark** διαχωρίζει σε τμήματα τα δεδομένα και τα στέλνει στους κόμβους της συστάδας υπολογιστών.
* Από κάποια αρχεία που βρίσκονται σε κάποιο εξωτερικό σύστημα αποθήκευσης όπως ένα κοινόχρηστο σύστημα αρχείων (**shared file system**), ένα HDFS ή οποιαδήποτε πηγή δεδομένων που προσφέρει μια μορφή Hadoop.

Συνοψίζοντας τα **RDDs** έχουν τα ακόλουθα χαρακτηριστικά

* **Αποθήκευση στην κύρια μνήμη (In-memory)**: Τα δεδομένα μέσα σε ένα **RDD** αποθηκεύονται στην μνήμη για όσο περισσότερο χρόνο γίνεται.
* **Αμετάβλητα ή για ανάγνωση μόνο**: Δεν γίνεται να αλλάξουν από την στιγμή που δημιουργηθούν και μπορούν μόνο να μετασχηματιστούν με μετασχηματισμούςσε νέα **RDDs.**
* **Αργή Εκτίμηση (lazy-evaluated)**: Τα δεδομένα μέσα στο **RDD** δεν είναι διαθέσιμα έως ότου εκτελεστεί σε αυτά μια εντολή τύπου «ενέργειας».
* **Αποθηκεύονται στην cache (Cacheable)**: Τα δεδομένα των **RDD** μπορούν να αποθηκεύονται στην μνήμη (που είναι το επιθυμητό για λόγους ταχύτητας) αλλά και στο σκληρό δίσκο.
* **Παράλληλα (Parallel)**: Τα **RDDs** μπορούν να επεξεργάζονται παράλληλα.
* **Συγκεκριμένου τύπου (Typed):** Τα **RDDs** είναι συγκεκριμένου τύπου δεδομένα για παράδειγμα RDD[Float] ή RDD[(Int, String)]
* **Τμηματικά (Partitioned)**: Τα **RDDs** διαχωρίζονται σε λογικά τμήματα τα partitions και μοιράζονται σε όλους τους κόμβους της συστάδας υπολογιστών.

# 4.6 Spark SQL, DataFrames and Datasets

Το **Spark SQL** είναι ένα δομικό στοιχείο του **Spark** το οποίο χρησιμοποιείται για επεξεργασία δομημένων δεδομένων. Σε αντίθεση με το API των **RDD**, το API που παρέχει το **Spark SQL** περιέχει περισσότερες πληροφορίες για την δομή τόσο των δεδομένων όσο και των υπολογισμών που θα γίνουν. Εσωτερικά το **Spark SQL** εκμεταλλεύεται αυτές τις πληροφορίες για να βελτιώσει την απόδοση της εφαρμογής. Υπάρχουν πολλοί τρόποι αλληλεπίδρασης με το **Spark SQL** συμπεριλαμβανομένου της **SQL** αλλά και του Dataset API. Μια χρήση του **Spark SQL** είναι η εκτέλεση **SQL queries**, τα οποία όταν εκτελούνται μέσα από κάποια γλώσσα προγραμματισμού πάντα επιστρέφουν τα αποτελέσματα σαν **DataFrames** ή σαν **Datasets**.

**Dataset** είναι μια κατανεμημένη συλλογή από δεδομένα. Το **Dataset** είναι μια δομή η οποία προστέθηκε στην έκδοση 1.6 του **Spark** και παρέχει όλα τα πλεονεκτήματα των **RDDs** (strong typing, χρήση εκφράσεων lamdas) με τα οφέλη της βελτιωμένης **Spark SQL** μηχανής επεξεργασίας δεδομένων. Ένα **Dataset** μπορεί να κατασκευαστεί από JVM αντικείμενα και να χρησιμοποιηθεί από συναρτησιακούς μετασχηματισμούς (όπως map, flatMap, filter κα). Το **Dataset API** είναι διαθέσιμο σε Scala και Java. Τα **Dataset** εκτιμώνται με καθυστέρηση δηλαδή ο υπολογισμός τους πυροδοτείται μόνο όταν καλεστεί κάποια ενέργεια.

**Dataframe** είναι ένα **Dataset** το οποίο οργανώνεται σε στήλες με όνομα. Είναι ισοδύναμο με ένα πίνακα σε μια σχεσιακή βάση δεδομένων ή με ένα data frame στην Python και την R, αλλά με πολλές πλούσιες βελτιστοποιήσεις. Τα **Dataframes** μπορούν να κατασκευαστούν από πολλές πηγές δεδομένων όπως δομημένα αρχεία δεδομένων, πίνακες σε μια βάση δεδομένων σαν το Hive, από εξωτερικές βάσεις δεδομένων και υπάρχοντα **RDDs**. Το **Dataframe API** είναι διαθέσιμο σε Scala, Java, Python και R. Στην Scala και στην Java ένα **Dataframe** παρουσίαζεται σαν **Dataset** από **Row**. Δηλαδή στην Java σαν Dataset<Row> και στην Scala σαν DataSet[Row].

# 4.7 Βασικές μέθοδοι του Apache Spark

Οι μέθοδοι (**operations**) στο **Spark** (και για τα **RDDs** και τα **Datasets**) χωρίζονται σε μετασχηματισμούς (**transformations**) και ενέργεις (**actions**). Οι μετασχηματισμοίθα παράξουν νέα **RDDs** ή **Datasets** και δεν μπορούν να τροποποιήσουν τα δεδομένα εισόδου, και οι ενέργειες θα πυροδοτήσουν τον υπολογισμό και θα επιστρέψουν τα αποτελέσματα. Οι ενέργειες ακόμα μεταφέρουν τα δεδομένα που έχουν υπολογιστεί από τους κόμβους της συστάδας υπολογιστών, δηλαδή τις μονάδες εργασίας (**executors**), στο πρόγραμμα-οδηγό (**driver**) του **Spark**. Αυτές οι μέθοδοι (**operations**) ταιριάζουν με το MapReduce του Hadoop, καθώς το Map υλοποείται από τα μετασχηματισμούςτου **Spark** και το Reduce από τις ενέργειες**.**

Ακόμα υπάρχουν συγκεκριμένες μέθοδοιστο **Spark** που πυροδοτούν το “ανακάτεμα” (**shuffling**) των δεδομένων. Το “ανακάτεμα” είναι ένας μηχανισμός του **Spark** για να ξανά-κατανήμει (**re-distribute**) τα δεδομένα που έχουν ομαδοποιηθεί διαφορετικά σε όλα τα τμήματα. Αυτό συνήθως περιλαμβάνει αντιγραφή των αρχείων ανάμεσα στις μονάδες εργασίας (**executors**) και στα μηχανήματα της συστάδας υπολογιστών, κάτι το οποίο αποτελεί και μια πολύ ακριβή διαδικασία.

Ορισμένα παραδείγματα μετασχηματισμών **Spark** είναι:

* **map**
* **filter**
* **flatMap**
* **mapPartitions**
* **mapPartitionsWithIndex**
* **sample**
* **union**
* **intersection**
* **distinct**
* **groupByKey**
* **reduceByKey**
* **aggregateByKey**
* **sortByKey**
* **join**
* **cartesian**

Ορισμένα παραδείγματα ενεργειών του **Spark** είναι:

* **reduce**
* **collect**
* **count**
* **first**
* **take(n)**
* **takeSample**
* **saveAsTextFile**
* **countByKey**
* **foreach**

# 4.8 Κοινές μεταβλητές και αποθήκευση μεταβλητών στο Spark

Όπως φαίνεται στα προηγούμενα κεφάλαια, μια μεγάλη αφαίρεση (**abstraction**) που προσφέρει το **Apache Spark** είναι τα **Resilient Distributed Datasets** (**RDD**), τα οποία είναι μια συλλογή δεδομένων που κατανέμονται σε όλα τους κόμβους (**nodes**) της συστάδας υπολογιστών και μπορούν να επεξεργαστούν παράλληλα. Ο προγραμματιστής έχει την δυνατότητα να αποθηκεύσει τα **RDDs** στην μνήμη κάθε κόμβου ώστε να χρησιμοποιείται αποδοτικότερα στην παράλληλη επεξεργασία των δεδομένων.

Μια δεύτερη αφαίρεση που προσφέρει το **Apache Spark** είναι οι κοινές μεταβλητές (**shared variables**) που μπορούν να χρησιμοποιήσουν παράλληλες ενέργειες πάνω στα δεδομένα. Όταν το **Spark** τρέχει κάποια συνάρτηση παράλληλα σαν ένα σύνολο από ενέργειες (**tasks**) σε διαφορετικούς κόμβουςτης συστάδας υπολογιστών, στέλνει ένα αντίγραφο κάθε μεταβλητής που χρησιμοποείται στην συνάρτηση σε κάθε ενέργεια. Κάποιες φορές, αυτή η μεταβλητή χρειάζεται να είναι κοινή ανάμεσα σε όλες τις ενέργειες ή και σε όλους τους κόμβους. Το **Spark** διαθέτει δύο είδη κοινών μεταβλητών.

* τις **broadcast variables**, που μπορούν να χρησιμοποιηθούν για να αποθηκευτεί μια τιμή μόνο για ανάγνωση της μεταβλητής στην μνήμη όλων των κόμβων της συστάδας υπολογιστών, παρά να μεταφέρεται ένα αντίγραφο στο κόμβο που θα εκτελέσει την ενέργεια. Για παράδειγμα μπορεί να δωθεί σε ένα κόμβο ένα πολύ μεγάλο αντίγραφο ενός συνόλου δεδομένων αποφεύγοντας έτσι το πολύ μεγάλο φόρτο στο δίκτυο της συστάδας υπολογιστών. Το **Spark** διαθέτει διάφορους αλγορίθμους για μειώνει το κόστος τις επικοινωνίας μταξύ των κόμβων και του κετρικού προγράμματος οδηγού του **Spark**. Στον παρακάτω Scala κώδικα φαίνεται η δημιουργία και η χρήση μιας **broadcast variable.**

|  |
| --- |
| **val** *spark* = SparkSession.*builder*().getOrCreate()  **val** *broadcastVar* = *spark*.sparkContext.broadcast(*Array*(1, 2, 3)) *broadcastVar*.value |

* τους συσσωρευτές (**accumulators**), που είναι μεταβλητές στις οποίες μπορούν να προστεθούν τιμές, όπως για παράδειγμα μετρητές και αθροίσματα. Στον παρακάτω Scala κώδικα φαίνεται η δημιουργία και η χρήση ενός συσσωρευτή**.**

|  |
| --- |
| **val** *spark* = SparkSession.*builder*().getOrCreate() **val** *accum* = *spark*.sparkContext.accumulator(0, **"Accumulator Example"**) *spark*.sparkContext.parallelize(*Array*(1, 2, 3)).foreach(x => *accum* += x) *accum*.value |

Εκτός από τις **broadcast** μεταβλητέςκαι τους συσσωρευτές, ο χρήστης του **Spark** έχει την δυνατότητα να αποθηκεύσει **RDD** στην μνήμη. Αυτή η τεχνική ονομάζεται **caching** ή **persistence** και είναι τεχνικές βελτιστοποίησης για επαναλαμβανόμενους **Spark** υπολογισμούς. Συγκεκριμένα σώζουν ενδιάμεσα αποτελέσματα ώστε να μπορούν να επαναχρησιμοποιηθούν σε επόμενα στάδια. Τα αποτελέσματα αυτά μπορούν να σωθούν στην μνήμη ή σε κάποιον σκληρό δίσκο.

Τα **RDDs** μπορούν να αποθηκευτούν χρησιμοποιώντας τις εντολές **cache()** ή **persist()**. Η διαφορά μεταξύ αυτών των δύο εντολών είναι μόνο συντακτική. Η **cache()** είναι ακριβώς ίδια με την εντολή persist(MEMORY\_ONLY). Ακόμα τα **RDDs** μπορούν να διαγραφούν από την μνήμη ή τον σκληρό δίσκο που αποθηκεύτηκαν χρησιμοποιώντας την εντολή **unpersist()**.

# 5. Υλοποίηση του αλγόριθμου Alpha

# 5.1 Κώδικας Υλοποίησης

Για την υλοποίηση του αλγόριθμου **Alpha** χρησιμοποιήθηκε η γλώσσα προγραμματισμού **Scala**, η οποία παρουσιάστηκε σε προηγούμενο κεφάλαιο. Υλοποιήθηκαν δύο εκδόσεις του αλγόριθμου **Alpha**, η μία χρησιμοποιώντας το **Περιβάλλον Ανάπτυξης Εφαρμογών Spark** και η άλλη χωρίς την χρήση του εν λόγω περιβάλλοντος. Σκοπός είναι η μέτρηση των χρόνων και για τις δύο υλοποιήσεις, ώστε να γίνει εξαγωγή συμπερασμάτων για το πότε είναι χρήσιμη η χρήση του **Spark** και πότε όχι.

Σαν είσοδο δεδομένων (**input dataset**) χρησιμοποιήθηκε ένα σύνολο γεγονότων από έναν οργανισμό τηλεπικοινωνιών. Το συγκεκριμένο csv αρχείο έχει μέγεθος περίπου 400mb και περιέχει 36100 ίχνη δραστηριοτήτων (traces).

Πολλά από τα παραπάνω ίχνη δραστηριοτήτων επαναλαμβάνονται πάρα πολλές φορές για αυτό υλοποιήθηκε κώδικας ο οποίος είναι παραμετροποιήσιμος και μπορεί να τροφοδοτήσει στον αλγόριθμο **Alpha** τα πιο συχνά εμφανιζόμενα ίχνη δραστηριοτήτων ή έναν συγκεκριμένο αριθμό από ίχνη (ο οποίος προσδιορίζεται από το χρήστη) ή αλλιώς όλα τα ίχνη που διαθέτει το σύνολο γεγονότων. Αυτή η υλοποίηση είναι απαραίτητη γιατί το παραγόμενο αποτέλεσμα του αλγόριθμου **Alpha** δεν εξαρτάται από το πόσες φορές εμφανίζεται ένα ίχνος στο σύνολο γεγονότων**.** Ακόμα κάποια πολύ σπάνια εμφανιζόμενα ίχνη μπορεί να μην είναι επιθυμητό να επεξεργαστούν από τον αλγόριθμο **Alpha** καθώς ενδέχεται να αλλάξουν το τελικό δίκτυο Petri κατά πολύ και τελικά να μην απεικονίζει τις συνήθεις διαδικασίες (**processes**).

|  |
| --- |
| **//Κώδικας 1**  **def** main(args: Array[String]): Unit = {  Logger.*getLogger*(**"org"**).setLevel(Level.*ERROR*)  **val** traceTools: TraceTools = **new** TraceTools()  **val** logPath = **"src/main/resources/data.csv"  val** numOfTraces = 3  **val** percentage : Float = 1 **val** readAll : Boolean = **false  val** filtering : Boolean = **true   val** spark = SparkSession  .*builder*()  .appName(**"AlphaAlgorithm"**)  .master(**"local[\*]"**).getOrCreate()   **val** tracesDS : Dataset[(String, List[String])] = traceTools.getTracesToInspect(logPath, numOfTraces, readAll, filtering, percentage)   **val** petriNet: PetriNet = *executeAlphaAlgorithm*(tracesDS)  *println*(petriNet)   *// Stop the session* spark.stop() } |

Στον παραπάνω κώδικα (**Κώδικας 1**) φαίνεται η **main** συνάρτηση από την οποία ξεκινάει ο αλγόριθμος **Alpha** καθώς και οι διάφοροι παράμετροι που πρέπει να επιλέξει ο χρήστης ώστε να ξεκινήσει η εκτέλεση του αλγόριθμου **Alpha**.Αυτές οι μεταβλητές είναι

* **logPath:** Το path που θα διαβάσει το πρόγραμμα το σύνολο γεγονότων που θα επεξεργαστεί.
* **readAll:** Boolean μεταβλητή η οποία αν είναι true διαβάζει όλα τα ίχνη δραστηριοτήτων από το σύνολο γεγονότων, αλλιώς θα διαβάσει τόσα ίχνη όσα έχουν δηλωθεί στην μεταβλητή **numOfTraces.**
* **filtering:** Boolean μεταβλητή η οποία αν είναι true φιλτράρει τα ίχνη δραστηριοτήτων και κρατάει μόνο όσα έχουν ποσοστό εμφάνισης άνω της τιμής της μεταβλητής **percentage.**
* **percentage:** Ποσοστόπου δείχνει ποιο είναι το κάτω όριο ποσοστού εμφάνισης ώστε να επεξεργαστεί ένα ίχνος από τον αλγόριθμο **Alpha.** Αν για παράδειγμα η τιμής της μεταβλητής είναι 1, τότε αν και το **filtering** είναι **true,** ο αλγόριθμος **Alpha** θα επεξεργαστεί μόνο τα ίχνη δραστηριοτήτων που έχουν ποσοστό εμφάνισης πάνω από 1%.
* **numOfTraces:** Ο αριθμός των ιχνών δραστηριοτήτων που θα επεξεργαστεί ο αλγόριθμος **Alpha**. Για να λάβει το πρόγραμμα υπόψιν αυτήν την παράμετρο πρέπει το **readAll** να είναι **false**.

Ακόμα στην main μέθοδο αρχικοποιείται το **SparkSession**, τα ίχνη δραστηριοτήτων μέσω της μεθόδου **getTracesToInspect,** πυροδοτείται ο αλγόριθμος **Alpha** μέσω της μεθόδου **executeAlphaAlgorithm** και εκτυπώνεται το παραγόμενο δίκτυο Petri.

|  |
| --- |
| **//Κώδικας 2**  **def** readAllTracesFromCsvFile(path: String) : Dataset[(String, List[String])] = {  **val** spark = SparkSession.*builder*().getOrCreate()  **import** spark.implicits.\_   **val** df = spark.read.format(**"csv"**).option(**"header"**, **"true"**).load(path)   *//Dataset[(String, List[String])]* **return** df.select(**"orderid"**, **"eventname"**, **"starttime"**, **"endtime"**, **"status"**)  .filter(df(**"status"**).isin(*List*(**"Completed"**):\_\*)) .orderBy(**"starttime"**)  .map(x=>(x.get(0).toString,x.get(1).toString))  .groupByKey(x=>x.\_1)  .mapGroups{**case**(k, iter) => (k, iter.map(x => x.\_2).toList)} } |

Στον **Κώδικα 2** παρουσιάζεται η μέθοδος η **readAllTracesFromCsvFile** οποία διαβάζει όλα τα ίχνη δραστηριοτήτων από το σύνολο γεγονότων (ένα csv file εν προκειμένω). Συγκεκριμένα διαλέγει κάποιες στήλες από το csv file, φιλτράρει τις γραμμές ώστε να κρατήσει μόνο όσες έχουν status “**Completed**” (καθώς μόνο τα συγκεκριμένα events πρέπει να επεξεργαστούν), τις τοποθετεί σε σειρά σύμφωνα με το πότε ξεκίνησαν “**starttime**” και τέλος τις ομαδοποιεί σύμφωνα με το **orderid** (με τους συναρτησιακούς τελεστές **groupByKey** και **mapGroups**). Έτσι δημιουργεί ίχνη δραστηριοτήτων με την μορφή **Dataset[(String, List[String])]**, όπου το πρώτο στοιχείο του tuple είναι το **orderid** και το δεύτερο είναι μια λίστα από δραστηριότητες.

|  |
| --- |
| **//Κώδικας 3**  **def** readSpecificNumberOfTracesFromCsvFile(path: String, numOfTraces: Int) : Dataset[(String, List[String])] = {  **val** spark = SparkSession.*builder*().getOrCreate()  **import** spark.implicits.\_   **val** df = spark.read.format(**"csv"**).option(**"header"**, **"true"**).load(path)   **val** orderIds = df.select(**"orderid"**)  .distinct()  .limit(numOfTraces)  .as(Encoders.*STRING*)  .collect()  .toList   *//Dataset[(String, List[String])]* **return** df.select(**"orderid"**, **"eventname"**, **"starttime"**, **"endtime"**, **"status"**)  .where( df(**"orderid"**).isin(orderIds:\_\*))  .filter(df(**"status"**).isin(*List*(**"Completed"**):\_\*)) .orderBy(**"starttime"**)  .map(x=>(x.get(0).toString,x.get(1).toString))  .groupByKey(x=>x.\_1)  .mapGroups{**case**(k, iter) => (k, iter.map(x => x.\_2).toList)} } |

Ομοίως ο **Κώδικας 3**, διαβάζει έναν συγκεκριμένο αιρθμό από ίχνη δραστηριοτήτων. Ο αριθμός αυτός δίνεται σαν είσοδος στην μέθοδο (**numOfTraces**) και επιστρέφει τα ίχνη στην μορφή **Dataset[(String, List[String])]**. Η διαφορά με τον **Κώδικα 2** είναι ότι βρίσκει από την αρχή τα orderIds που θα επιστρέψει σαν ίχνη και έπειτα εκτελεί ένα **where operation** ώστε να κρατήσει μόνο τα ίχνη με τα συγκεκριμένα orderIds.

Έχοντας υπολογίσει πλέον τα ίχνη δραστηριοτήτων (έστω tracesDS), το επόμενο βήμα του προγράμματος είναι να φιλτράρει τα ίχνη ανάλογα με την boolean παράμετρο **filtering**. Αν η **filtering** έχει τιμή true τότε τα αρχικό σύνολο από ίχνη δραστηριοτήτων θα επεξεργαστεί ώστε να διαθέτει μόνο τα ίχνη εκείνα που ικανοποιούν την παράμετρο **percentage**. Η διαδικασία αυτή του φιλτραρίσματος του αρχικού συνόλου από ίχνη δραστηριοτήτων φαίνεται στον **Κώδικας 4.**

|  |
| --- |
| **//Κώδικας 4**  **def** filterTraces(tracesDS: Dataset[(String, List[String])], percentage: Float): Dataset[(String, List[String])] = {  **implicit def** listStringEncoder: org.apache.spark.sql.Encoder[List[String]] = org.apache.spark.sql.Encoders.*kryo*[List[String]]  **implicit def** tupleListStringEncoder: org.apache.spark.sql.Encoder[(String, List[String])] = org.apache.spark.sql.Encoders.*kryo*[(String, List[String])]  **implicit def** longStringEncoder: org.apache.spark.sql.Encoder[(List[String], Long)] = org.apache.spark.sql.Encoders.*kryo*[(List[String], Long)]  **implicit def** floatStringEncoder: org.apache.spark.sql.Encoder[(List[String], Float)] = org.apache.spark.sql.Encoders.*kryo*[(List[String], Float)]   **val** initNumberOfTraces = tracesDS.count()  *println*(**"Initial number of traces = "** + initNumberOfTraces)   **import** org.apache.spark.sql.functions.\_  **val** tracesToInspect = tracesDS  .toDF(**"traceId"**, **"trace"**)  .groupBy(**"trace"**)  .agg(*count*(**"trace"**))  .map(trace=>(trace.getAs[Seq[String]](**"trace"**).toList,trace.getAs[Long](**"count(trace)"**)))  .filter(trace => (trace.\_2.toFloat / initNumberOfTraces) > (percentage/100) )  .map(trace=>(**"xxx"**, trace.\_1))   *println*(**"Number of traces to inspect = "** + tracesToInspect.count())  tracesToInspect } |

Στην αρχή του **Κώδικα 4** τέσσερεις **encoders** οι οποίοι είναι απαραίτητοι για την εκτέλεση του προγράμματος **Spark**. Ο **encoder** είναι ένα βασικό στοιχείο για το serialization και το deserialization των δεδομένων στο **Spark** ώστε να είναι δυνατή η αποστολή τους από το κεντρικό πρόγραμμα οδηγό του Spark στους κόμβους της συστάδας σε όσο το δυνατόν μικρότερο χρονικό διάστημα αλλά και σε όσο το δυνατόν μικρότερο μέγεθος. Στον **Κώδικα 4** έχουν δημιουργηθεί **encoders** για τους παρακάτω τύπους Scala δεδομένων, οι οποίοι επεξεργάζονται ώστε να κατασκευαστεί το **tracesToInspect (**τύπου **Dataset[(String, List[String])] ).** Οι τύποι δεδομένων είναι

* **List[String] :** λίστα από String.
* **(String , List[String] ) :** Tuple που περίεχει String στο πρώτο στοιχείο και λίστα από String στο δεύτερο στοιχείο.
* **(List[String] , Long) :** Tuple που περίεχει λίστα από String στο πρώτο στοιχείο και Long στο δεύτερο στοιχείο.
* **(List[String] , Float) :** Tuple που περίεχει λίστα από String στο πρώτο στοιχείο και Float στο δεύτερο στοιχείο.

Για τον υπολογισμό του φιλτραρισμένου συνόλου γεγονότων, όπως φαίνεται στον **Κώδικα 4,** ακολουθείταιηπαρακάτων διαδικασία

* Μετατροπή του αρχικό Dataset από ίχνη δραστηριοτήτων σε Dataframe με στήλες **traceId** και **trace** (**toDF** operation)
* Ομαδοποίηση των γραμμών του Dataframe σύμφωνα με την δεύτερη στήλη **trace** (**groupBy** operation). Έτσι ο κώδικας βρίσκει μοναδικά ίχνη και υπολογίζει πόσες φορές εμφανίζετε το καθένα (**agg** operation).
* Μετασχηματισμός των δεδομένων σε ένα Tuple με πρώτο στοιχείο το ίχνος και δεύτερο στοιχείο των αριθμό των εμφανίσεων του στο σύνολο γεγονότων (πρώτο **map** operation).
* Φιλτράρισμα των δεδομένων ανάλογα με το ποσοστό εμφάνισης στο σύνολο γεγονότων. Αν το ποσοστό εμφάνισης (**trace.\_2.toFloat / initNumberOfTraces**) είναι πάνω από την τιμή **percentage** τότε το ίχνος θα επεξεργαστεί από τον **Alpha Algorithm** (τελεστής **filter**).

Μέχρι αυτό το σημείο έχει γίνει ο υπολογισμός των ιχνών δραστηριοτήτων που θα επεξεργαστούν από τον αλγόριθμο Alpha. Τα βήματα εκτέλεσης του αλγορίθμου φαίνονται στον **Κώδικα 5.** Στον κώδικα φαίνονται τα 8 βήματα που ακολουθεί ο αλγόριθμος Alpha ώστε να υπολογίσει το τελικό δίκτυο Petri από το σύνολο γεγονότων που δέχεται σαν είσοδο (**traceDS**). Συγκεκριμένα κάθε βήμα του αλγορίθμου αντιστοιχεί και στην κλήση μιας συνάρτησης, εκτός από το βήμα 4 που λόγω της πολυπλοκότητας του έχει σπάσει σε δύο διαφορετικές μεθόδους, μία για τον υπολογισμό του πίνακα σχέσεων (**footprint graph**) και η δεύτερη για τον υπολογισμό των **causal groups**.

|  |
| --- |
| **//Κώδικας 5**  **def** executeAlphaAlgorithm(tracesDS : Dataset[(String, List[String])]) : PetriNet = {   **val** steps : AlphaAlgorithmSteps = **new** AlphaAlgorithmSteps()  tracesDS.cache()   *//Step 1 - Find all transitions / events, Sorted list of all event types* **val** events = steps.getAllEvents(tracesDS)   *//Step 2 - Construct a set with all start activities (Ti)* **val** startActivities = steps.getStartActivities(tracesDS)   *//Step 3 - Construct a set with all final activities (To)* **val** finalActivities = steps.getFinalActivities(tracesDS)   *//Step 4 - Footprint graph - Causal groups* **val** logRelations : Dataset[(Pair, String)] = steps.getFootprintGraph(tracesDS, events)  tracesDS.unpersist()  **val** causalGroups : Dataset[CausalGroup[String]] = steps.getCausalGroups(logRelations) *//Step 5 - compute only maximal groups* **val** maximalGroups : List[CausalGroup[String]] = steps.getMaximalGroups(causalGroups)   *//step 6 - set of places/states* **val** places : Places = steps.getPlaces(maximalGroups, startActivities, finalActivities)   *//step 7 - set of arcs (flow)* **val** edges : List[Edge] = steps.getEdges(places)   *//step 8 - construct petri net* **return new** PetriNet(places, events, edges) } |

Το πρώτο βήμα του αλγορίθμου είναι να βρεθούν όλες οι δυνατές δραστηριότητες στο σύνολο γεγονότων που πρέπει να επεξεργαστεί. Αυτό συμβαίνει στον **Κώδικα 6**. Συγκεκριμένα από όλα τα ίχνη δραστηριοτήτων στο Dataset tracesDS (με την χρήση του τελεστή **map**) ξεχωρίζονται οι δραστηριότητες οι οποίες αποτελούν το ίχνος (τελεστής **flatMap**) και και στην συνέχεια μοναδικοποιούνται (toSet μέθοδος).

|  |
| --- |
| **//Κώδικας 6**  **def** getAllEvents(tracesDS: Dataset[(String, List[String])]) : List[String] = {  **return** tracesDS  .map(x=>x.\_2)  .flatMap(x=>x.toSet)  .collect()  .toSet  .toList  .sorted } |

Το δεύτερο βήμα του αλγορίθμου είναι να κατασκευαστεί ένα σύνολο από όλες τις αρχικές δραστηριότητες δηλαδή ένα σύνολο από τις αρχικές δραστηριότητες όλων των ιχνών. Αυτό συμβαίνει στον **κώδικα 7**.

|  |
| --- |
| **//Κώδικας 7**  **def** getStartActivities(tracesDS: Dataset[(String, List[String])]) : Set[String] = {  **return** tracesDS.map(x=>x.\_2.head).collect().toSet } |

Το τρίτο βήμα του αλγορίθμου είναι να κατασκευαστεί ένα σύνολο από όλες τις τελικές δραστηριότητες δηλαδή ένα σύνολο από τις τελικές δραστηριότητες όλων των ιχνών. Αυτό συμβαίνει στον **κώδικα 8**.

|  |
| --- |
| **//Κώδικας 8**  **def** getFinalActivities(tracesDS: Dataset[(String, List[String])]) : Set[String] = {  **return** tracesDS.map(x=>x.\_2.last).collect().toSet } |

Στην συνέχεια ο αλγόριθμος Alpha πρέπει να κατασκευάσει τον πίνακα σχέσεωνο οποίος περίεχει τις σχέσεις μεταξύ των δραστηριοτήτων. Αυτό συμβαίνει στον **κώδικα 9**.

|  |
| --- |
| **//Κώδικας 9**  */\*\*  \* Step 4 Calculate pairs - Footprint graph  \* construct a list of pair events for which computations must be made  \** **@param tracesDS** *\** **@param events** *\** **@return** *\*/* **def** getFootprintGraph(tracesDS: Dataset[(String, List[String])], events: List[String]): Dataset[(Pair, String)] = {  **val** followRelation: FindFollowRelation = **new** FindFollowRelation()  **val** findLogRelations: FindLogRelations = **new** FindLogRelations()  **val** traceTools: TraceTools = **new** TraceTools()  **val** pairsToExamine = traceTools.constructPairsForComputationFromEvents(events)   */\*\*  \* pairInfo is in the following form  \* AB,PairNotation(DIRECT, FOLLOW)  \* AB,PairNotation(INVERSE, FOLLOW)  \*/* **val** pairInfo = tracesDS  .map(traces => followRelation.findFollowRelation(traces, pairsToExamine))  .map(x=>x.getPairsMap())  .flatMap(map=>map.toSeq) *//map to collection of tuples* .map(x=> *List*(**new** PairInfo((x.\_1, **new** PairNotation(x.\_2.\_1.pairNotation))), **new** PairInfo((x.\_1, **new** PairNotation(x.\_2.\_2.pairNotation)))))  .flatMap(x=>x.toSeq)   pairInfo.cache()   */\*\*  \* relations in the following form, Footprint graph  \* (FB,CAUSALITY)  \* (BB,NEVER\_FOLLOW)  \* (AB,PARALLELISM)  \*/* **val** logRelations = pairInfo  .groupByKey(x=> x.getPairName())  .mapGroups{**case**(k, iter) => (**new** Pair(k.getFirstMember().toString, k.getSecondMember().toString), iter.map(x => x.getPairNotation()).toSet)}  .map(x=>findLogRelations.getDirectAndInverseFollowRelations(x))  .map(x=>findLogRelations.extractFootPrintGraph(x.\_1, x.\_2, x.\_3))   pairInfo.unpersist()  **return** logRelations } |

Στον **κώδικα 9** φαίνεται ότι το πρώτο βήμα για την κατασκευή του πίνακα σχέσεων (footprint graph) είναι η εύρεση των σχέσεων απευθείας διαδοχής (**direct succession**) μεταξύ των δραστηριοτήτων των ιχνών. Οι σχέσεις αυτές στον κώδικα είναι η μεταβλητή **pairInfo** η οποία είναι τύπου **Dataset[PairInfo]**. Το **PairInfo** είναι μια κλάση η οποία περιέχει ένα tuple στο οποίο το πρώτο στοιχείο είναι ένα ζεύγος από δραστηριότητες (κλάση **Pair**) και το δεύτερο στοιχείο είναι μια άλλη κλάση η οποία δείχνει αν το ζεύγος από δραστηριότητες είναι ευθή ή αντίστροφο καθώς και το είδος της σχέσης (κλάση **PairNotation**). Για παράδειγμα, έστω ότι η μεταβλητή **pairInfo** περιέχει τα ακόλουθα δεδομένα σε μορφή Tuples

( AB, PairNotation(DIRECT, FOLLOW) )  
( AB, PairNotation(INVERSE, FOLLOW) )

Από την παραπάνω αναπαράσταση για το ζεύγος δραστηριοτήτων AB, γίνεται αντιληπτό ότι ισχύει Α>Β και Β>Α, καθώς για το ΑΒ το αντίστοιχο PairNotation με Directionality DIRECT έχει σχέση FOLLOW. Το ίδιο ακριβώς ισχύει και για δεύτερο Tuple που αναφέρεται στο Directionality INVERSE.

Για τον υπολογισμό της μεταβλητής **pairInfo** εκτελείται η διαδικάσια που φαίνεται στον κώδικα 9 και συγκεκριμένα πρώτα υπολογίζονται τα δυνατά ζεύγη που πρέπει να εξεταστούν. Ο υπολογισμός αυτών των ζευγών φαίνεται στο **κώδικα 10.** Συγκεκριμένα για όλες τις πιθανές δραστηριότητες που υπάρχουν στο σύνολο γεγονότων υπολογίζουμε όλα τα δυνατά ζεύγη τα οποία δεν μπορεί να έχουν ίδια τα μέλη του ζεύγους και το αριστερό μέλος να μην είναι μεγαλύτερο από το δεξί μέλος του ζεύγους (συνθήκη **idxX == idxY || idxX < idxY**).

Έτσι για ένα πιθανό σύνολο από δραστηριότητες (A,B,C,D,E) τα εξεταζόμενα ζεύγη θα είναι τα (ΑΑ, ΑΒ, ΑC, AD, BB, BC, BD, CC, CD, DD).

|  |
| --- |
| **//Κώδικας 10**  */\*\*  \* We assume that the events list contains no duplicates and they are sorted  \* If the events are A,B,C,D,E then pairs for computation are  \* AA, AB AC AD  \* BB BC BD  \* CC CD  \* DD  \** **@param events** *\** **@return** *\*/* **def** constructPairsForComputationFromEvents(events: List[String]): List[Pair] = {  **for** {  (x, idxX) <- events.zipWithIndex  (y, idxY) <- events.zipWithIndex  **if** (idxX == idxY || idxX < idxY)  } **yield new** Pair(x,y) } |

Στην συνέχεια τα ζεύγη αυτά τροφοδοτούνται σαν είσοδο στην κλάση FindFollowRelation η οποία για κάποιο ίχνη υπολογίζει τις σχέσεις απευθείας διαδοχής (**direct succession / follow relation**) μεταξύ των δραστηριοτήτων του ίχνους.Αυτό φαίνεται στον **κώδικα 11**, όπου κατασκευάζεται ένα Map με όλα τα ζεύγη που υπολογίστηκαν στο προηγούμενο βήμα. Αυτό το Map περίεχει σαν key το ζεύγος από δραστηριότητες και σαν value ένα Tuple της μορφής (PairNotation, PairNotation) όπου το πρώτο στοιχείο του Tuple περιέχει πληρφορία για την σχέση του DIRECT ζεύγους και το δεύτερο στοιχείο για την σχέση του INVERSE ζεύγους. Η μέθοδος **findFollowRelation** δέχεται σαν όρισμα μια παράμετρο **traceWithCaseId** η οποίαείναι της μορφής (String, List[String]). Για παράδειγμα μια τιμή για την παράμετρο αυτή θα μπορούσε να ήταν η (case1, ABCD). Η μέθοδος αυτή έχει σκοπό να βρει τις σχέσεις ακολουθίας (**FOLLOW**) και μη- ακολουθίας **(NOT\_FOLLOW)** μεταξύ των δραστηριοτήτων αυτού του ίχνους (δηλαδή των A B C D) και να τις μετατρέψει στην μορφή (PairAB, (DIRECT, FOLLOW/NOT\_FOLLOW), (INVERSE, FOLLOW/NOT\_FOLLOW)).

|  |
| --- |
| **//Κώδικας 11****def** findFollowRelation(traceWithCaseId: (String, List[String]), pairsToExamine: List[Pair]):FullPairsInfoMap = {  **var** pairInfoMap = pairInfoInit(pairsToExamine)   *Range*(0, traceWithCaseId.\_2.length-1)  .map(i=> **new** Pair(traceWithCaseId.\_2(i), traceWithCaseId.\_2(i+1)))  .map(pair=> {  **val** pairExists : Boolean = checkIfPairExists(pair, pairInfoMap)  pairInfoMap = matchPairExists(pairExists, pair, pairInfoMap)  }  )   **return new** FullPairsInfoMap(pairInfoMap) } |

Με τον τρόπο που αναλύθηκε παραπάνω η μεταβλητή **pairInfo** πλέον διαθέτει όλες τις πληροφορίες για τις σχέσεις ακολουθίας (**FOLLOW**) και μη- ακολουθίας **(NOT\_FOLLOW)** για όλα τα ζεύγη δραστηριοτήτων που μπορούν να προκύψουν για το σύνολο γεγονότων που έχει δωθεί σαν είσοδο στον αλγόριθμο **Alpha**. Η μεταβλητή **pairInfo** επειδή θα χρησιμοποιηθεί και σε επόμενο στάδιο για τον υπολογισμό του πίνακα σχέσεων (footprint graph), αποθηκεύεται στην μνήμη κάθε κόμβου της συστάδας υπολογιστών με την εντολή **pairInfo.cache()** και όταν πλέον δεν θα είναι απαραίτητη θα διαγραφεί από την μνήμη με την εντολή **pairInfo.unpersist()**.

Ο υπολογισμός του πίνακα σχέσεων γίνεται στην μεταβλητή **logRelations** (βρίσκεται στον **κώδικα 9**). Σκοπός είναι για τα διαθέσιμα ζεύγη από την μεταβλητή **pairInfo** να βρεθούν οι υπόλοιπες σχέσεις που πρέπει να υπάρχουν στο πίνακα όπως οι «αιτιατότητα» **(Causality x->y)**, η παραλληλία **(Parallel x||y)** και η επιλογή(**Choice x#y**). Για τον σκοπό αυτό έχει δημιουργηθεί η κλάση **FindLogRelations**, η οποία αποτελείται από δύο μεθόδους

* Την **getDirectAndInverseFollowRelations**: η οποία έχοντας σαν είσοδο ένα Τuple τύπου (Pair, Set[PairNotation])υπολογίζει αν για το ζεύγος αυτό ισχύει η σχέση ακολουθίας (δηλαδή a>b) και η σχέση μη-ακολουθίας (δηλαδή b>a). Για παράδειγμα η είσοδος αυτής της μεθόδου θα μπορούσε να ήταν η (ΑΒ, Set[PairNotation(DIRECT, FOLLOW) , PairNotation(INVERSE, FOLLOW)]) και η έξοδος θα ήταν δύο λίστες με όνομα **directFollow** και **inverseFollow** αντίστοιχα που θα περιέχουν τις σχέσεις αυτές (**κώδικας 12**).
* Την **extractFootPrintGraph**: η οποία δέχεται σαν παραμέτρους το αποτέλεσμα της προηγούμενης μεθόδου και ψάχνει για τις παρακάτω σχέσεις αν υπάρχουν.
* a->b iff a>b && !(b>a) (Relation.CAUSALITY)
* a||b iff a>b && b>a (Relation.PARALLEL)
* a#b iff !(a>b)&& !(b>a) (Relation.NEVER\_FOLLOW)

Συγκεκριμένα όπως φαίνεται στον **κώδικα 12**, ελέγχει τις λίστες **directFollow** και **inverseFollow** και αν και οι δύο δεν είναι άδειες τότε η σχέση μεταξύ των δύο δραστηριοτήτων είναι παραλληλία (Relation.PARALLEL), αν και οι δύο είναι άδειες τότε έχουν σχέση επιλογής δηλαδή Relation.NEVER\_FOLLOW στον κώδικα (ποτέ η μια δραστηριότητα δεν ακολουθεί την άλλη και αντίστροφα) και αν η μία από τις δύο δεν είναι άδεια τότε η σχέση των δραστηριοτήτων είναι σχέση «αιτιατότητας» δηλαδή Relation.CAUSALITY στον κώδικα.

|  |
| --- |
| **//Κώδικας 12**  **def** getDirectAndInverseFollowRelations(pairInfo: (Pair, Set[PairNotation])): ((Pair, Set[PairNotation]), List[PairNotation], List[PairNotation]) = {  **val** directFollow = pairInfo.\_2.toSeq  .filter(x=> x.getDirectionality()==Directionality.*DIRECT* && x.getRelation()==Relation.*FOLLOW*)  .toList   **val** inverseFollow = pairInfo.\_2.toSeq  .filter(x=> x.getDirectionality()==Directionality.*INVERSE* && x.getRelation()==Relation.*FOLLOW*)  .toList   (pairInfo, directFollow, inverseFollow) }  **def** extractFootPrintGraph(pairInfo: (Pair, Set[PairNotation]), directFollow: List[PairNotation], inverseFollow: List[PairNotation]): (Pair, String) = {  **if** (directFollow.nonEmpty && inverseFollow.nonEmpty) {  (pairInfo.\_1, Relation.*PARALLELISM*.toString)  } **else if** (directFollow.nonEmpty && inverseFollow.isEmpty) {  (pairInfo.\_1, Relation.*CAUSALITY*.toString)  } **else if** (directFollow.isEmpty && inverseFollow.nonEmpty) {  (**new** Pair(pairInfo.\_1.member2, pairInfo.\_1.member1), Relation.*CAUSALITY*.toString)  } **else if** (directFollow.isEmpty && inverseFollow.isEmpty) {  (pairInfo.\_1, Relation.*NEVER\_FOLLOW*.toString)  } **else** {  *//this never must happen. Default case* (pairInfo.\_1, Relation.*FOLLOW*.toString)  } } |

Μετά τον υπολογισμό του πίνακας σχέσεων, ακολουθεί το επόμενο τμήμα του τέταρτου βήματος του αλγορίθμου Alpha, στο οποίο πρέπει να υπολογιστούν τα causal groups. Αυτό υλοποιείται με την κλάση **FindCausalGroups** η οποία δέχεται σαν όρισμα τον πίνακα σχέσεων με την μεταβλητή **logRelations**. Η μεταβλητή αυτή είναι της μορφής Dataset[(Pair, String)] και ένα παράδειγμα των δεδομένων που θα μπορούσε να περιέχει είναι το παρακάτω

(Pair(A, D), CAUSALITY)  
(Pair(Α, C), CAUSALITY)  
(Pair(B, D), CAUSALITY)  
(Pair(B, C), CAUSALITY)

(Pair(A, B), NEVER\_FOLLOW)

(Pair(C, D), NEVER\_FOLLOW)

Σκοπός είναι από τα παραπάνω δεδομένα να βρεθούν δύο σύνολα από δραστηριότητες έστω (Q,R) για τις οποίες κάθε στοιχείο του Q θα ενώνεται με οποιοδήποτε άλλο στοιχείο του R με σχέση «αιτιότητας», ενώ παράλληλα οι δραστηριότητες των Q και R μεταξύ τους θα έχουν σχέση «επιλογής». Για την εύρεση των causal groups ακολουθήθηκαν τα παρακάτω βήματα

1. Εύρεση όλων των μοναδικών δραστηριοτήτων από κάθε πλευρά όλων των causal σχέσεων. Για το παραπάνω παράδειγμα πρέπει να υπολογιστούν δύο σύνολα, ένα με τις δραστηριοτήτες {a,b} και ένα δεύτερο με τις {c,d}.
2. Εύρεση όλων των δυνατών συνδιασμών για κάθε ένα από τα παραπάνω σύνολα. Δηλαδή για το συγκεκριμένο παράδειγμα πρέπει να υπολογιστούν οι δύο λίστες List[{a,b} {a} {b}] and List[{c,d} {c} {d}] .
3. Διαγραφή από τις δύο παραπάνω λίστες των συνόλων αυτών τα οποία έχουν έστω μια σχέση η οποία δεν είναι «επιλογής». Στο συγκεκριμένο παράδειγμα δεν θα γίνει καμία διαγραφή συνόλου.
4. Σύνδεση όλων των συνόλων από τις δύο λιστές μόνο αν όλα τα στοιχεία των δύο λιστών είναι σε σχέση «αιτιατότητας» μεταξύ τους και σχηματισμός των causal groups.

Στον κώδικα 13 φαίνονται τα παραπάνω βήματα για τον υπολογισμό των causal groups.

|  |
| --- |
| **//Κώδικας 13**  **def** extractCausalGroups():Dataset[CausalGroup[String]] = {  **val** directCausalRelations = logRelations  .filter(x=>x.\_2==Relation.*CAUSALITY*.toString)  .map(x=>x.\_1)  .map(x=>(x.member1, x.member2))   *//1) Find all events from both sides (left and right) {a,b} and {c,d}* **val** uniqueEventsFromLeftSideEvents = directCausalRelations  .map(causal => (**"left"**, causal.\_1))  .groupByKey(x=>x.\_1)  .mapGroups{**case**(k, iter) => (k, iter.map(x => x.\_2).toSet)}   **val** uniqueEventsFromRightSideEvents = directCausalRelations  .map(causal => (**"right"**, causal.\_2))  .groupByKey(x=>x.\_1)  .mapGroups{**case**(k, iter) => (k, iter.map(x => x.\_2).toSet)}   *//2) Find all possible combination for each set (left and right) List[{a,b} {a} {b}] and List[{c,d} {c} {d}]  //3) Delete from above lists all the sets which are not in never follow relation with each other* **val** groups = uniqueEventsFromLeftSideEvents  .union(uniqueEventsFromRightSideEvents)  .flatMap(uniqueEvents => possibleSubsets(uniqueEvents))  .filter(subset=> allRelationsAreNeverFollow(subset.\_2))  .groupByKey(x=>x.\_1)  .mapGroups{**case**(k, iter) => (k, iter.map(x => x.\_2).toList)}   **import** *spark*.implicits.\_  **val** leftGroups = groups.first()  **val** rigthGroups = groups.orderBy(**$"value"**.desc).first()   *//4) Connect all the sets (as causal groups) from two lists and keep only those for which all events are in causal relations* **val** causalGroups = leftGroups.\_2.toDS().as(**"left"**)  .crossJoin(rigthGroups.\_2.toDS().as(**"right"**))  .where(**$"left.value"** !== **$"right.value"**)  .toDF(**"left"**, **"right"**)  .filter(group=>isCausalRelationValid(group.getAs[Seq[String]](**"left"**).toSet, group.getAs[Seq[String]](**"right"**).toSet))  .map(group=>**new** CausalGroup(group.getAs[Seq[String]](**"left"**).toSet,group.getAs[Seq[String]](**"right"**).toSet))   causalGroups } |

Για να βρεθεί αν ένα ζεύγος από δραστηριότητες ανήκει σε σχέση «επιλογής» ή σε σχέση «αιτιατότητας» χρησιμοποιήθηκαν broadcast μεταβλητές οι οποίες είναι κοινόχρηστες μεταβλητές (shared variables) και χρησιμοποιούνται για να επιτρέψουν στον προγραμματιστή να κρατήσει ένα αντίγραφο μόνο για ανάγνωση των δεδομένων σε κάθε κόμβο της συστάδας υπολογιστών αντί να στέλνει τα δεδομένα μαζί με τις διάφορες εργασίες που πρέπει να εκτελεστούν. Έτσι με αυτόν τον τρόπο μπορεί κάθε κόμβος να ελέγξει πολύ γρήγορα αν ένα ζεύγος από δραστηριότητες ανήκει σε κάποια από τις δύο σχέσεις. Παράδειγμα η μέθοδος **allRelationsAreNeverFollow** στον **Κώδικας 14** που ελέγχει αν όλα τα πιθανά ζεύγη ενός σύνολου από δραστηριότητες ανήκουν στην σχέση επιλογής χρησιμοποιώντας μεταβλητές broadcast. Ίδια ακριβώς χρήση των μεταβλητών broadcast κάνει και η μέθοδος **allEventsAreInCausalityRelation** για να ελέγξει αν όλα τα στοιχεία δύο συνόλων από δραστηριότητες είναι σε σχέση «αιτιατότητας» μεταξύ τους.

|  |
| --- |
| **//Κώδικας 14**  **val** *never* = logRelations  .filter(x=>x.\_2==Relation.*NEVER\_FOLLOW*.toString)  .map(neverRelation => neverRelation.\_1)  .distinct()  .collect()  .toList  **val** *neverBc* = *spark*.sparkContext.broadcast(*never*)  **val** *causal* = logRelations  .filter(x=>x.\_2==Relation.*CAUSALITY*.toString)  .map(neverRelation => neverRelation.\_1)  .distinct()  .collect()  .toList  **val** *causalBc* = *spark*.sparkContext.broadcast(*causal*)  **def** allRelationsAreNeverFollow(possibleGroup: Set[String]): Boolean = {  **val** allPossiblePairs = **for** {  (x, idxX) <- possibleGroup.zipWithIndex  (y, idxY) <- possibleGroup.zipWithIndex  **if** idxX < idxY  } **yield new** Pair(x,y)  **val** notNeverFollow = allPossiblePairs  .find(x=> (!*neverBc*.value.contains(x) && !*neverBc*.value.contains(createInversePair(x))))   notNeverFollow.isEmpty }  **def** allEventsAreInCausalityRelation(groupA: Set[String], groupB: Set[String]): Boolean = {  **val** pairs = **for** {  eventA <- groupA  eventB <- groupB  } **yield new** Pair(eventA, eventB)   **for** {  pair <- pairs  } **yield if** (!*causalBc*.value.contains(pair)) { **return false** }   **true** } |

Το πέμπτο βήμα του αλγόριθμου Alpha είναι ο υπολογισμός μόνο των μέγιστων causal groups. Δηλαδή από τα causal groups που υπολογίστηκαν στο προηγούμενο βήμα πρέπει να διατηρηθούν για την συνέχεια της εκτέλεσης του αλγορίθμου μόνο αυτά τα causal groups που είναι μέγιστα, δηλαδή causal groups που δεν συμπεριλαμβάνονται σε άλλα. Για παράδειγμα έστω ότι υπάρχουν 2 causal groups ({a} , {b}) και ({a} , {b,c}). Από αυτά τα causal groups μόνο το δεύτερο ({a} , {b,c}) πρέπει να διατηρηθεί γιατί είναι μέγιστο καθώς περιέχει και το ({a} , {b}). Αυτό το βήμα του αλγόριθμου **Alpha** εκτελείται στην κλάση **FindMaximalPairs** (**Κώδικας 15**). Συγκεκριμένα γίνεται χρήση των συσσωρευτών (**accumulators**) του Spark αλλά και των μεταβλητών broadcast. Οι συσσωρευτές είναι μεταβλητές που μπορούν να χρησιμοποιηθούν σαν χώρος για την συσσώρευση μερικών αποτελεσμάτων που εκτελούνται σε διαφορετικούς κόμους της συστάδας υπολογιστών.

Η διαδικασία εύρεσης των maximal groups είναι αρκετά απλή και για κάθε causal group στο αρχικό σύνολο ελέγχεται αν υπάρχει κάποιο άλλο group που να είναι υποσύνολο του (**isSubsetOf** μέθοδος). Αν δεν βρεθεί κανένα τότε το causal group προστίθεται στον συσσωρευτή (maximalCausalGroups.add(group)).

|  |
| --- |
| **//Κώδικας 15**  **val** *spark* = SparkSession.*builder*().getOrCreate() **val** *causalGroupsList* = causalGroups  .distinct()  .collect()  .toList  **val** *causalGroupsListBc* = *spark*.sparkContext.broadcast(*causalGroupsList*) **def** extract(): List[CausalGroup[String]] = {  **val** maximalCausalGroups : CollectionAccumulator[CausalGroup[String]] = *spark*.sparkContext.collectionAccumulator(**"maximalCausalGroups"**)   causalGroups  .foreach(group => **if** (toBeRetained(group)) {  maximalCausalGroups.add(group)  })   maximalCausalGroups.value.asScala.toList }  **def** toBeRetained(toCheck: CausalGroup[String]): Boolean = {  !*causalGroupsListBc*.value.exists(x => x != toCheck && isSubsetOf(toCheck, x)) }  */\*\*  \* If true, the group2 must be retained  \** **@param group1** *\** **@param group2** *\** **@return** *\*/* **def** isSubsetOf(group1 : (CausalGroup[String]), group2 : CausalGroup[String]) : Boolean = {  **return** group1.getFirstGroup().subsetOf(group2.getFirstGroup()) && group1.getSecondGroup().subsetOf(group2.getSecondGroup()) } |

Το έκτο βήμα του αλγορίθμου είναι η εύρεση των καταστάσεων του παραγόμενου από τον αλγόριθμο **Alpha** δίκτυο Petri. Η αναπαράσταση μιας κατάστασης του δικτύου Petri γίνεται με την κλάση State η οποία διαθέτει δύο παραμέτρους όπως φαίνεται στην αρχή του **κώδικα 16**. Η μία παράμετρος είναι η input και είναι ένα σύνολο από δεδομένα τύπου String, καθώς μια κατάσταση μπορεί να έχει σαν είσοδο παραπάνω από μια δραστηριότητες. Ομοίως και για την έξοδο του State. Έτσι λοιπόν τα μέγιστα causal groups που υπολογίστηκαν στο προηγούμενο βήμα μετατρέπονται σε καταστάσεις του δίκτυου Petri, όπως φαίνεται στον **κώδικα 16**. Ακόμα δημιουργούνται και δύο επιπλέον καταστάσεις, μια η αρχική κατάσταση και μια η τελική κατάσταση του δίκτυου Petri. Οι κλάση Places συνοψίζει τις καταστάσεις του δίκτυου Petri σε ένα tuple με τρία στοιχεία.

|  |
| --- |
| **//Κώδικας 16**  @SerialVersionUID(100L) **class** State(**val** input: Set[String], **val** output: Set[String]) **extends** Serializable {}  @SerialVersionUID(100L) **class** Places(**val** places: (State, State, List[State])) **extends** Serializable {}  **def** getPlaces(maximalGroups : List[CausalGroup[String]], startActivities : Set[String], finalActivities : Set[String]): Places = {  **val** states = maximalGroups  .map(x=> **new** State(x.getFirstGroup(), x.getSecondGroup()))   **val** initialState = **new** State(*Set*.empty, startActivities)  **val** finalState = **new** State(finalActivities, *Set*.empty)   **new** Places(initialState, finalState, states) } |

Το έβδομο βήμα του αλγόριθμου **Alpha** είναι ο υπολογισμός των τόξων (arcs) του δικτύου Petri. Η υλοποίηση αυτού του βήματος γίνεται στην κλάση FindEdges, όπως φαίνεται στον **κώδικα 17**. Η κλάση αυτή δέχεται σαν παράμετρο ένα στιγμιότυπο της κλάσης Places το οποίο υπολογίστηκε στο προηγούμενο βήμα. Σκοπός της είναι να παράγει μια λίστα από στιγμιότυπα της κλάσης Edge, που θα αναπαριστούν τα τόξα του γραφήματος Petri. Κάθε στιγμιότυπο της κλάσης Edge αποτελείται από τρεις παραμέτρους μια δραστηριότητα, μια κατάσταση και μια Boolean μεταβλητή που δείχνει ποιο από τα δύο είναι η αρχή και ποιο το πέρας του τόξου. Αν η Boolean τιμή είναι true, τότε η δραστηριότητα είναι η αρχή του τόξου και η κατάσταση το πέρας. Αν είναι false, τότε συμβαίνει το αντίθετο. Η κατασκευή των τόξων γίνεται στην μέθοδο **constructEdgesFromStates** η οποία δέχεται σαν είσοδο μια κατάσταση και μετατρέπει τις εισόδους της κατάστασης σε στιγμιότυπο της κλάσης Edge με boolean true (καθώς η κατάσταση είναι το πέρας του τόξου) και τις εξόδους της κατάστασης σε στιγμιότυπο της κλάσης Edge με boolean false (καθώς η κατάσταση είναι η αρχή του τόξου). Ακόμα κατασκευάζει τα στιγμιότυπα της κλάσης Edge που ξεκινάνε από την αρχική κατάσταση με την μέθοδο **getInitialEdges** και τα στιγμιότυπα της κλάσης Edge που καταλήγουν στην τελική κατάσταση με την μέθοδο **getFinalEdges**.

|  |
| --- |
| **//Κώδικας 17**  */\*\*  \* Direct == true -> (event, State)  \* Inverse == false -> (State, event)**\*/* @SerialVersionUID(100L) **class** Edge(**val** event: String, **val** state: State, **val** direct: Boolean) **extends** Serializable {}  @SerialVersionUID(100L) **class** FindEdges(**val** places: Places) **extends** Serializable {   **def** find():List[Edge] = {  **val** edges = places.getStates()  .flatMap(x=>constructEdgesFromStates(x))   **return** edges ::: getInitialEdges() ::: getFinalEdges()  }   **def** constructEdgesFromStates(state : State) : List[Edge] = {  **val** inputEdges = state.getInput()  .map(x=> **new** Edge(x, state, **true**))  .toList   **val** outputEdges = state.getOutput()  .map(x=> **new** Edge(x, state, **false**))  .toList   **return** inputEdges ::: outputEdges  }   **def** getInitialEdges(): List[Edge] = {  **return** places.getInitialState().getOutput()  .map(x=> **new** Edge(x, places.getInitialState(), **false**))  .toList  }   **def** getFinalEdges(): List[Edge] = {  **return** places.getFinalState().getInput()  .map(x=> **new** Edge(x, places.getFinalState(), **true**))  .toList  }  } |

Το όγδωο και τελευταίο βήμα του αλγόριθμου **Alpha** είναι η κατασκευή του τελικού δικτύου Petri, που είναι η δημιουργία ενός στιγμιοτύπου της κλάσης **PetriNet** (**κώδικας 18**), η οποία διαθέτει τρεις παραμέτρους μια για τις καταστάσεις (places), μια για τις δραστηριότητες (events) και μία για τα τόξα (edges) του δικτύου Petri.

|  |
| --- |
| **//Κώδικας 18**  @SerialVersionUID(100L) **class** PetriNet (**val** places: Places, **val** events: List[String], **val** edges: List[Edge]) **extends** Serializable {} |

Ο ίδιος ακριβώς αλγόριθμος υλοποιήθηκε και δεύτερη φορά χωρίς την χρήση **Spark** βιβλιοθηκών ώστε να γίνει σύγκριση στο ίδιο περιβάλλον εκτέλεσης του αλγόριθμοy Alpha σε **Spark** περιβάλλον αλλά και σε ένα περιβάλλον χωρίς την χρήση του **Spark**.

# 5.2 Επιβεβαίωση Ορθής Λειτουργίας του Κώδικα Υλοποίησης

Για την επαλήθευση της ορθής λειτουργίας του υλοποιημένου αλγόριθμου Alpha έχουν γραφτεί συνολικά 34 προγράμματα δοκιμής (unit tests), τα οποία ελέγχουν την λειτουργία του αλγορίθμου από την αρχή έως το τέλος αλλά και τις κάθε κλάσης ξεχωριστά. Αυτό επιτρέπει την αλλαγή της υλοποίησης σε διάφορα τμήματα του αλγορίθμου γνωρίζοντας ότι πάντα η συνολική λειτουργικότητα του αλγορίθμου μένει ανεπηρέαστη.

Για τον από άκρη σε άκρη έλεγχο χρησιμοποιήθηκαν 5 παραδείγματα που είναι γνωστό εκ των προτέρων το τελικό δίκτυο Petri το οποίο πρέπει να παραχθεί. Αντίστοιχα έγινε η υλοποίηση των αντίστοιχων προγραμμάτων δοκιμής τα οποία περιμένουν το ίδιο ακριβώς δίκτυο Petri να παραχθεί και από την **Spark** υλοποίηση του αλγόριθμου Alpha. Παρακάτω παρουσιάζονται σύντομα τα 5 παραδείγματα και τα αντίστοιχα προγράμματα δοκιμής.

**Παράδειγμα 1**

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img37.png  **Εικόνα 37:**  Το δίκτυο Petri που παράγεται από το σύνολο γεγονότων w = {ABD , ACD} |

Στον **κώδικα 19** φαίνεται το αντίστοιχο προγράμμα δοκιμής σε Scala που υλοποιήθηκε και επαληθεύει την ορθή λειτουργία του υλοποιημένου αλγόριθμου Alpha. Συγκεκριμένα από τον παρακάτω κώδικα βλέπουμε ότι υπάρχουν 4 διαφορετικές δραστηριότητες (A,B,C,D) όσα ακριβώς υπάρχουν και στο δίκτυο Petri. Ακόμα βλέπουμε ότι ο αριθμός των τόξων στο δίκτυο Petri είναι 8, όσα ακριβώς τόξα βρέθηκαν και από τον υλοποιημένο αλγόριθμο Alpha (τελευταίο assertion). Ακόμα στο δίκτυο Petri είναι φανερό ότι υπάρχουν τέσσερεις καταστάσεις (κύκλοι πάνω στο γράφημα). Ακριβώς τις ίδιες καταστάσεις έχουν βρεθεί και από τον υλοποιημένο αλγόριθμο Alpha και είναι οι ακόλουθες

* State(*Set*.empty, *Set*(**"A"**)) : Η αρχική κατάσταση του δικτύου Petri (start) που δεν έχει είσοδο και σαν έξοδο έχει την δραστηριότητα A.
* State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)) : Την δεύτερη κατάσταση του δικτύου Petri που έχει είσοδο την δραστηριότητα A και σαν έξοδο έχει τις δραστηριότητες B και C.
* State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)): Την τρίτη κατάσταση του δικτύου Petri που έχει είσοδο τις δραστηριότητες B και C και σαν έξοδο έχει τη δραστηριότητα D.
* State(*Set*(**"D"**), *Set*.empty): Την τέταρτη κατάσταση του δικτύου Petri είναι η τελική και έχει σαν είσοδο τη δραστηριότητα D ενώ δεν έχει καμία έξοδο.

Ακόμα από το δίκτυο Petri και το πρόγραμμα δοκιμής βλέπουμε ότι ο υλοποιημένος αλγόριθμος Alpha έχει βρει και τις σωστές ακμές οι οποίες είναι 8 και είναι οι ακόλουθες

* Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **true**)) : Ενώνει την δραστηριότητα A με τη δεύτερη κατάσταση του δικτύου Petri. Το boolean flag είναι true γιατί η δραστηριότητα είναι η αρχή της ακμής και το κατάσταση είναι το πέρας της.
* Edge(**"B"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)) : Ενώνει την δεύτερη κατάσταση του δικτύου Petri με τη δραστηριότητα Β. Το boolean flag είναι false γιατί η κατάσταση είναι η αρχή της ακμής και η δραστηριότητα είναι το πέρας της.
* Edge(**"C"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)) : Ενώνει τη δεύτερη κατάσταση του δικτύου Petri με τη δραστηριότητα C. Το boolean flag είναι false γιατί η κατάσταση είναι η αρχή της ακμής και η δραστηριότητα είναι το πέρας της.
* Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)) : Ενώνει τη δραστηριότητα B με την τρίτη κατάσταση του δικτύου Petri. Το boolean flag είναι true γιατί η δραστηριότητα είναι η αρχή της ακμής και η κατάσταση είναι το πέρας της.
* Edge(**"C"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)) : Ενώνει τη δραστηριότητα C με τη τρίτη κατάσταση του δικτύου Petri. Το boolean flag είναι true γιατί η δραστηριότητα είναι η αρχή της ακμής και η κατάσταση είναι το πέρας της.
* Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)) : Ενώνει τη τρίτη κατάσταση του δικτύου Petri με τη δραστηριότητα D. Το boolean flag είναι false γιατί η κατάσταση είναι η αρχή της ακμής και η δραστηριότητα είναι το πέρας της.
* Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)) : Ενώνει την πρώτο κατάσταση του δικτύου Petri με την δραστηριότητα Α. Το boolean flag είναι false γιατί η κατάσταση είναι η αρχή της ακμής και η δραστηριότητα είναι το πέρας της.
* Edge(**"D"**, **new** State(*Set*(**"D"**), *Set*.empty), **true**)) : Ενώνει τη δραστηριότητα D με την τελευταία κατάσταση του δικτύου Petri. Το boolean flag είναι true γιατί η δραστηριότητα είναι η αρχή της ακμής και η κατάσταση είναι το πέρας της.

Ακόμα στον κώδικα 19 υπάρχουν και δύο επιβεβαιώσεις που ελέγχουν συνθήκες οι οποίες δεν πρέπει να ισχύουν.

|  |
| --- |
| **//Κώδικας 19**  test(**"Check Alpha Algorithm functionality - Log 2"**) {  **val** logPath = **"src/test/resources/log2.txt"  val** traceTools: TraceTools = **new** TraceTools()  **val** tracesDS : Dataset[(String, List[String])] = traceTools.tracesDSFromLogFile(logPath)  **val** petriNet = AlphaAlgorithm.*executeAlphaAlgorithm*(tracesDS)   *//check edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))   *//check initial edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)))   *//check final edges* assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"D"**), *Set*.empty), **true**)))   *//check wrong directionality* assert(!petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))  assert(!petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))   assert(petriNet.getEdges().size==8) } |

**Παράδειγμα 2**

|  |
| --- |
| **C:\Users\Vlasis\Dropbox\osyl\report\images\img38.png**  **Εικόνα 38:**  Το Petri Net παράγεται από το event log w = {ABCEFGH , ABCEGFH, ADEGFH, ADEFGH } |

Ο κώδικας 20 ελέγχει την ορθή λειτουργία του αλγόριθμου **Alpha** για ένα σύνολο γεγονότων w = {ABCEFGH , ABCEGFH, ADEGFH, ADEFGH }. Παρατηρούμε, ακριβώς με την ίδια ανάλυση του παραδείγματος 1, ότι ο υλοποιημένος αλγόριθμος **Alpha** κατασκευάζει το σωστό δίκτυο Petri με ακριβώς 18 ακμές και 9 καταστάσεις.

|  |
| --- |
| **//Κώδικας 20**  test(**"Check Alpha Algorithm functionality - Log 5"**) {  **val** logPath = **"src/test/resources/log5.txt"  val** traceTools: TraceTools = **new** TraceTools()  **val** tracesDS : Dataset[(String, List[String])] = traceTools.tracesDSFromLogFile(logPath)  **val** petriNet = AlphaAlgorithm.*executeAlphaAlgorithm*(tracesDS)   *//check edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"B"**,**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"A"**), *Set*(**"B"**,**"D"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"A"**), *Set*(**"B"**,**"D"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**), *Set*(**"C"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"B"**), *Set*(**"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"C"**,**"D"**), *Set*(**"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"C"**,**"D"**), *Set*(**"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"C"**,**"D"**), *Set*(**"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"E"**), *Set*(**"F"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"F"**, **new** State(*Set*(**"E"**), *Set*(**"F"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"E"**), *Set*(**"G"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"G"**, **new** State(*Set*(**"E"**), *Set*(**"G"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"F"**, **new** State(*Set*(**"F"**), *Set*(**"H"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"H"**, **new** State(*Set*(**"F"**), *Set*(**"H"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"G"**, **new** State(*Set*(**"G"**), *Set*(**"H"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"H"**, **new** State(*Set*(**"G"**), *Set*(**"H"**)), **false**)))   *//check initial edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)))   *//check final edges* assert(petriNet.getEdges().contains(**new** Edge(**"H"**, **new** State(*Set*(**"H"**), *Set*.empty), **true**)))   *//check wrong directionality* assert(!petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))  assert(!petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))   assert(petriNet.getEdges().size==18) } |

**Παράδειγμα 3**

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img39.png  **Εικόνα 39:**  Το Petri Net παράγεται από το event log w = {ABDEFH , ACGH, ABEDFH } |

Ο κώδικας 21 ελέγχει την ορθή λειτουργία του αλγόριθμου **Alpha** για ένα σύνολο γεγονότων w = {ABDEFH , ACGH, ABEDFH }. Παρατηρούμε, ακριβώς με την ίδια ανάλυση του παραδείγματος 1, ότι ο υλοποιημένος αλγόριθμος **Alpha** κατασκευάζει το σωστό δίκτυο Petri με ακριβώς 18 ακμές και 9 καταστάσεις.

|  |
| --- |
| **//Κώδικας 21**  test(**"Check Alpha Algorithm functionality - Log 3"**) {  **val** logPath = **"src/test/resources/log3.txt"  val** traceTools: TraceTools = **new** TraceTools()  **val** tracesDS : Dataset[(String, List[String])] = traceTools.tracesDSFromLogFile(logPath)  **val** petriNet = AlphaAlgorithm.*executeAlphaAlgorithm*(tracesDS)   *//check edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"C"**), *Set*(**"G"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"G"**, **new** State(*Set*(**"C"**), *Set*(**"G"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**), *Set*(**"D"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"D"**), *Set*(**"F"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"F"**, **new** State(*Set*(**"D"**), *Set*(**"F"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**), *Set*(**"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"B"**), *Set*(**"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"E"**), *Set*(**"F"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"F"**, **new** State(*Set*(**"E"**), *Set*(**"F"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"F"**, **new** State(*Set*(**"F"**, **"G"**), *Set*(**"H"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"G"**, **new** State(*Set*(**"F"**, **"G"**), *Set*(**"H"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"H"**, **new** State(*Set*(**"F"**, **"G"**), *Set*(**"H"**)), **false**)))   *//check initial edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)))   *//check final edges* assert(petriNet.getEdges().contains(**new** Edge(**"H"**, **new** State(*Set*(**"H"**), *Set*.empty), **true**)))   *//check wrong directionality* assert(!petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))  assert(!petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))   assert(petriNet.getEdges().size==18) } |

**Παράδειγμα 4**

|  |
| --- |
| **C:\Users\Vlasis\Dropbox\osyl\report\images\img40.png**  **Εικόνα 40:**  Το Petri Net παράγεται από το event log w = {ABCEBCD , ABCD} |

Ο κώδικας 22 ελέγχει την ορθή λειτουργία του αλγόριθμου **Alpha** για ένα σύνολο γεγονότων w = {ABCEBCD , ABCD}. Παρατηρούμε, ακριβώς με την ίδια ανάλυση του παραδείγματος 1, ότι ο υλοποιημένος αλγόριθμος **Alpha** κατασκευάζει το σωστό δίκτυο Petri με ακριβώς 10 ακμές και 5 καταστάσεις και επιπλέον διαθέτει και μια επανάληψη (loop).

|  |
| --- |
| **//Κώδικας 22**  test(**"Check Alpha Algorithm functionality - Log 4"**) {  **val** logPath = **"src/test/resources/log4.txt"  val** traceTools: TraceTools = **new** TraceTools()  **val** tracesDS : Dataset[(String, List[String])] = traceTools.tracesDSFromLogFile(logPath)  **val** petriNet = AlphaAlgorithm.*executeAlphaAlgorithm*(tracesDS)   *//check edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**, **"E"**), *Set*(**"B"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"A"**, **"E"**), *Set*(**"B"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"A"**, **"E"**), *Set*(**"B"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**), *Set*(**"C"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"B"**), *Set*(**"C"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"C"**), *Set*(**"D"**, **"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"C"**), *Set*(**"D"**, **"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"C"**), *Set*(**"D"**, **"E"**)), **false**)))   *//check initial edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)))   *//check final edges* assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"D"**), *Set*.empty), **true**)))   *//check wrong directionality* assert(!petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))  assert(!petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))   assert(petriNet.getEdges().size==10) } |

**Παράδειγμα 5**

|  |
| --- |
| **C:\Users\Vlasis\Dropbox\osyl\report\images\img22.png**  **Εικόνα 41:**  Το Petri Net παράγεται από το event log w = {ABCD , ACBD, AED} |

Ο κώδικας 22 ελέγχει την ορθή λειτουργία του αλγόριθμου **Alpha** για ένα σύνολο γεγονότων w = { ABCD , ACBD, AED}. Παρατηρούμε, ακριβώς με την ίδια ανάλυση του παραδείγματος 1, ότι ο υλοποιημένος αλγόριθμος **Alpha** κατασκευάζει το σωστό δίκτυο Petri με ακριβώς 14 ακμές και 6 καταστάσεις και επιπλέον διαθέτει και μια επανάληψη (loop).

|  |
| --- |
| **//Κώδικας 23**  test(**"Check Alpha Algorithm functionality - Log 1"**) {  **val** logPath = **"src/test/resources/log1.txt"  val** traceTools: TraceTools = **new** TraceTools()  **val** tracesDS : Dataset[(String, List[String])] = traceTools.tracesDSFromLogFile(logPath)  **val** petriNet = AlphaAlgorithm.*executeAlphaAlgorithm*(tracesDS)   *//check edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"A"**), *Set*(**"B"**, **"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*(**"A"**), *Set*(**"C"**, **"E"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"A"**), *Set*(**"C"**, **"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"A"**), *Set*(**"C"**, **"E"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"E"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"B"**, **"E"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"E"**), *Set*(**"D"**)), **false**)))  assert(petriNet.getEdges().contains(**new** Edge(**"C"**, **new** State(*Set*(**"C"**, **"E"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"E"**, **new** State(*Set*(**"C"**, **"E"**), *Set*(**"D"**)), **true**)))  assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"C"**, **"E"**), *Set*(**"D"**)), **false**)))   *//check initial edges* assert(petriNet.getEdges().contains(**new** Edge(**"A"**, **new** State(*Set*.empty, *Set*(**"A"**)), **false**)))   *//check final edges* assert(petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"D"**), *Set*.empty), **true**)))   *//check wrong directionality* assert(!petriNet.getEdges().contains(**new** Edge(**"B"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **false**)))  assert(!petriNet.getEdges().contains(**new** Edge(**"D"**, **new** State(*Set*(**"B"**, **"C"**), *Set*(**"D"**)), **true**)))   assert(petriNet.getEdges().size==14) } |

# 6. Εκτέλεση πειραματικών μετρήσεων

# 6.1 Πλατφόρμα Databricks

Η **Databricks** είναι μια εταιρεία η οποία ιδρύθηκε από τους δημιουργούς του **Apache Spark** και σκοπεύει να βοηθήσει τους πελάτες που χρειάζονται ανάλυση Μεγάλων Δεδομένων βασιζόμενοι στο υπολογιστικό νέφος (cloud) χρησιμοποιώντας το **Spark**. Το **Databricks** είναι μια πλατφόρμα που δουλεύει με το **Spark**, και παρέχει αυτόματη διαχείρηση μιας συστάδας υπολογιστών και διάφορα περιβάλλοντα συγγραφής κώδικα (notebooks), τα οποία παρέχουν πολύ εύκολη συγγραφή και εκτέλεση **Spark** κώδικα στην συστάδα που έχει δημιουργήσει ο χρήστης.

Για την μέτρηση και αξιολόγηση του αλγόριθμου **Alpha** με την χρήση του Spark, αλλά και χωρίς αυτήν, χρησιμοποιήθηκε η **Community edition** του **Databricks**, η οποία παρέχει στον χρήστη ένα cluster με μόνο ένα πρόγραμμα οδηγό (**driver** αλλά χωρίς κόμβους) το οποίο διαθέτει 6 GB μνήμης RAM.

Για την εκτέλεση του αλγόριθμου **Alpha** δημιουργήθηκαν στο **Databricks**, δύο περιβάλλοντα συγγραφής κώδικα (notebooks). Το πρώτο περιβάλλον εκτελεί τον αλγόριθμο **Alpha** στην **Spark** έκδοση του, ενώ το δεύτερο εκτελεί τον αλγόριθμου **Alpha** χωρίς την χρήση **Spark** βιβλιοθηκών. Στις παρακάτω δύο εικόνες (42 έως 44) φαίνεται το περιβάλλοντα συγγραφής κώδικα (notebook) που δημιουργήθηκε στο **Databricks** για την εκτέλεση του αλγόριθμου **Alpha** με την χρήση **Spark** βιβλιοθηκών.

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img42.png  **Εικόνα 42:**  Notebook στο **Databricks** που τρέχει σε δύο εντολές την δημιουργία των ιχνών δραστηριοτήτων που θα επεξεργαστεί ο αλγόριθμος Alpha και το πρώτο βήμα του αλγορίθμου. |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img43.png  **Εικόνα 43:**  Notebook στο **Databricks** με τα βήματα 3 έως 5 του αλγόριθμου Alpha. |

|  |
| --- |
| C:\Users\Vlasis\Dropbox\osyl\report\images\img44.png  **Εικόνα 44:**  Notebook στο **Databricks** με τα βήματα 6 έως 8 του αλγόριθμου Alpha. |

# 6.2 Μετρήσεις

Στο κεφάλαιο αυτό θα γίνει παρουσίαση των μετρήσεων που έγιναν στο **Databricks**, τόσο στην **Community Edition** αλλά και στην κανονική έκδοση που παρέχει συστάδα υπολογιστών με διαφορετικό αριθμό από κόμβους. Οι μετρήσεις έγιναν πάνω στο ίδιο σύνολο δεδομένων αλλά με διαφορετικές παραμέτρους κάθε φορά ώστε στον αλγόριθμο **Alpha** να τροφοδοτείται διαφορετικός αριθμός από ίχνη δραστηριοτήτων και διαφορετικός αριθμός συνολικών δραστηριοτήτων. Σε κάθε πίνακα παρουσιάζονται οι τέσσερεις (4) παρακάτω χρόνοι

* Για την εκτέλεση της **non-Spark** έκδοσης του αλγόριθμου **Alpha** στο **Databricks Community Edition** (1 κεντρικός κόμβος (driver) χωρίς κανένα βοηθητικό κόμβο(worker)).
* Για την εκτέλεση της **Spark** έκδοσης του αλγόριθμου **Alpha** στο **Databricks Community Edition** (1 κεντρικός κόμβος (driver) χωρίς κανένα βοηθητικό κόμβο(worker)).
* Για την εκτέλεση της **Spark** έκδοσης του αλγόριθμου **Alpha** στο **Databricks** με 1 κεντρικό κόμβο (driver) και 2 βοηθητικoύς κόμβους (workers).
* Για την εκτέλεση της **Spark** έκδοσης του αλγόριθμου **Alpha** στο **Databricks** με 1 κεντρικό κόμβο (driver) και 4 βοηθητικoύς κόμβους (workers).

Στις μετρήσεις αυτές φαίνεται ο συνολικός χρόνος που χρειάστηκε ο αλγόριθμος για να τρέξει, συμπεριλαμβανομένου και του χρόνου φιλτραρίσματος των δεδομένων. Σε όλους τους πίνακες ο αλγόριθμος Alpha έτρεξε για όλα το σύνολο γεγονότων με αρχικό αριθμό από ίχνη 36094. Χρησιμοποιήθηκε η τεχνική του φιλτραρίσματος που περιγράφηκε σε προηγούμενο κεφάλαιο και διατηρήθηκαν μόνο τα ίχνη εκείνα που έχουν ποσοστό εμφάνισης πάνω από την τιμή της μεταβλητής percentage. Συγκεκριμένα έγιναν οι παρακάτω μετρήσεις

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Πίνακας 1**  **percentage** = 2  **readAll** = true  **filtering** = true  **Αρχικός αριθμός από ίχνη δραστηριοτήτων** = 36094  **Αριθμός ιχνών δραστηριοτήτων** **προς επεξεργασία** = 7  **Συνολικός αριθμός από δραστηριοτήτες** = 16 | | | | |
|  | **Non-Spark** | **Spark (1 driver – 0 nodes)** | **Spark (1 driver – 2nodes)** | **Spark (1 driver – 4 nodes)** |
| **Χρόνος εκτέλεσης** | 2.60 *λεπτά* | 3.60 *λεπτά* | 1.54 *λεπτά* | 1.2 *λεπτά* |

Για τον πίνακα 1, διατηρήθηκαν μόνο τα ίχνη δραστηριοτήτων εκείνα που έχουν ποσοστό εμφάνισης πάνω από 2%. Έτσι τελικά ο αλγόριθμος χρειάστηκε να επεξεργαστεί μόνο 7 ίχνη δραστηριοτήτων καθώς τα υπόλοιπα επαναλαμβάνονται ή έχουν ποσοστό εμφάνισης κάτω του 2%. Σε αυτήν την περίπτωση υπήρξαν 16 διαφορετικές δραστηριότητες. Παρατηρούμε ότι ο **non-Spark** αλγόριθμος Alpha είναι πιο γρήγορος από τον **Spark** αλγόριθμο Alphaόταν αυτός τρέχει σε μια συστάδα με έναν μόνο κεντρικό κόμβο (**driver**) αλλά χωρίς κανένα βοηθητικό κόμβο (**worker**). Αυτό μπορεί να δικαιολογηθεί λόγω του ότι το σύνολο δεδομένων είναι αρκετά μικρό και έτσι ο **non-Spark** αλγόριθμος Alpha μπορεί να εκτελέσει τον αλγόριθμο αρκετά γρήγορα αποφεύγοντας τον επιπλέον χρόνο που χρειάζεται ο **Spark** αλγόριθμος Alpha για να ξεκινήσει την εκτέλεση ενός Spark προγράμματος αλλά και για το serialization και deserialization των δεδομένων. Όμως ακόμα και για αυτό το μικρό σύνολο δεδομένων ο **non-Spark** αλγόριθμος Alpha είναι αρκετά πιο αργός από τον **Spark** αλγόριθμο Alpha όταν αυτός τρέχει σε μια συστάδα με έναν κεντρικό κόμβο (**driver**) και 2 ή 4 βοηθητικούς κόμβους (**workers**).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Πίνακας 2**  **percentage** = 1  **readAll** = true  **filtering** = true  **Αρχικός αριθμός από ίχνη δραστηριοτήτων** = 36094  **Αριθμός ιχνών δραστηριοτήτων** **προς επεξεργασία** = 8  **Συνολικός αριθμός από δραστηριοτήτες** = 16 | | | | |
|  | **Non-Spark** | **Spark (1 driver – 0 nodes)** | **Spark (1 driver – 2nodes)** | **Spark (1 driver – 4 nodes)** |
| **Χρόνος εκτέλεσης** | 2.47 *λεπτά* | 3.50 *λεπτά* | * 1. *λεπτά* | *1.10 λεπτά* |

Για τον πίνακα 2, διατηρήθηκαν μόνο τα ίχνη δραστηριοτήτων εκείνα που έχουν ποσοστό εμφάνισης πάνω από 1%. Έτσι τελικά ο αλγόριθμος χρειάστηκε να επεξεργαστεί μόνο 8 ίχνη δραστηριοτήτων καθώς τα υπόλοιπα επαναλαμβάνονται ή έχουν ποσοστό εμφάνισης κάτω του 1%. Σε αυτήν την περίπτωση υπήρξαν 16 διαφορετικές δραστηριότητες. Παρατηρούμε ότι ο **non-Spark** αλγόριθμος Alpha είναι πιο γρήγορος από τον **Spark** αλγόριθμο Alpha όταν αυτός τρέχει σε μια συστάδα με έναν μόνο κεντρικό κόμβο (**driver**) αλλά χωρίς κανένα βοηθητικό κόμβο (**worker**). Αυτό μπορεί να δικαιολογηθεί λόγω του ότι το σύνολο δεδομένων είναι αρκετά μικρό και έτσι ο **non-Spark** αλγόριθμος Alpha μπορεί να εκτελέσει τον αλγόριθμο αρκετά γρήγορα αποφεύγοντας τον επιπλέον χρόνο που χρειάζεται ο **Spark** αλγόριθμος Alpha για να ξεκινήσει την εκτέλεση ενός **Spark** προγράμματος αλλά και για το serialization και deserialization των δεδομένων. Όμως ακόμα και για αυτό το μικρό σύνολο δεδομένων ο **non-Spark** αλγόριθμος Alpha είναι αρκετά πιο αργός από τον **Spark** αλγόριθμο Alpha όταν αυτός τρέχει σε μια συστάδα με έναν κεντρικό κόμβο (**driver**) και 2 ή 4 βοηθητικούς κόμβους (**workers**).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Πίνακας 3**  **percentage** = 0.8  **readAll** = true  **filtering** = true  **Αρχικός αριθμός από ίχνη δραστηριοτήτων** = 36094  **Αριθμός ιχνών δραστηριοτήτων** **προς επεξεργασία** = 9  **Συνολικός αριθμός από δραστηριοτήτες** = 17 | | | | |
|  | **Non-Spark** | **Spark (1 driver – 0 nodes)** | **Spark (1 driver – 2nodes)** | **Spark (1 driver – 4 nodes)** |
| **Χρόνος εκτέλεσης** | 10.35 *λεπτά* | 8.17 *λεπτά* | 6.07 *λεπτά* | 3.35 *λεπτά* |

Για τον πίνακα 3, διατηρήθηκαν μόνο τα ίχνη δραστηριοτήτων εκείνα που έχουν ποσοστό εμφάνισης πάνω από 0.8%. Έτσι τελικά ο αλγόριθμος χρειάστηκε να επεξεργαστεί μόνο 9 ίχνη δραστηριοτήτων καθώς τα υπόλοιπα επαναλαμβάνονται ή έχουν ποσοστό εμφάνισης κάτω του 0.8%. Σε αυτήν την περίπτωση υπήρξαν 17 διαφορετικές δραστηριότητες. Παρατηρούμε ότι η **Spark** έκδοση του αλγόριθμου Alphaείναι γρηγορότερη από την **non-Spark** έκδοση του αλγόριθμου Alphaγια όλες τις περιπτώσεις συστάδας υπολογιστών που χρησιμοποιήθηκαν 0,2 ή 4 κόμβοι. Αυτό οφείλεται στο γεγονός ότι το σύνολο δεδομένων είναι πιο πολύπλοκο και υπάρχουν περισσότερες δραστηριότητες που πρέπει να επεξεργαστούν και έτσι η ύπαρξη παραπάνω από ένα μηχανημάτα παίζει καταλυτικό ρόλο στην μείωση του χρόνου εκτέλεσης του αλγόριθμου Alpha. Έτσι παρατηρούμε την μεγάλη διαφορά των χρόνων εκτέλεσης για την **non-Spark** έκδοση του αλγόριθμου Alpha έναντι του χρόνου εκτέλεσης για την **Spark** έκδοση του αλγόριθμου Alpha σε μια συστάδα υπολογιστών με 4 κόμβους(10.35 λεπτά έναντι 3.35 λεπτά).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Πίνακας 4**  **percentage** = 0.7  **readAll** = true  **filtering** = true  **Αρχικός αριθμός από ίχνη δραστηριοτήτων** = 36094  **Αριθμός ιχνών δραστηριοτήτων** **προς επεξεργασία** = 10  **Συνολικός αριθμός από δραστηριοτήτες** = 18 | | | | |
|  | **Non-Spark** | **Spark (1 driver – 0 nodes)** | **Spark (1 driver – 2nodes)** | **Spark (1 driver – 4 nodes)** |
| **Χρόνος εκτέλεσης** | 34.60 *λεπτά* | 17.35 *λεπτά* | 15.40 *λεπτά* | 9.92 *λεπτά* |

Για τον πίνακα 4, διατηρήθηκαν μόνο τα ίχνη δραστηριοτήτων εκείνα που έχουν ποσοστό εμφάνισης πάνω από 0.7%. Έτσι τελικά ο αλγόριθμος χρειάστηκε να επεξεργαστεί μόνο 10 ίχνη δραστηριοτήτων καθώς τα υπόλοιπα επαναλαμβάνονται ή έχουν ποσοστό εμφάνισης κάτω του 0.7%. Σε αυτήν την περίπτωση υπήρξαν 18 διαφορετικές δραστηριότητες. Παρατηρούμε ότι η **Spark** έκδοση του αλγόριθμου Alpha είναι γρηγορότερη από την **non-Spark** έκδοση του αλγόριθμου Alpha για όλες τις περιπτώσεις συστάδας υπολογιστών που χρησιμοποιήθηκαν 0,2 ή 4 κόμβοι. Αυτό οφείλεται στο γεγονός ότι το σύνολο δεδομένων είναι πιο πολύπλοκο και υπάρχουν περισσότερες δραστηριότητες που πρέπει να επεξεργαστούν και έτσι η ύπαρξη παραπάνω από ένα μηχανημάτα παίζει σημαντικό ρόλο στην μείωση του χρόνου εκτέλεσης του αλγόριθμου Alpha. Έτσι παρατηρούμε την μεγάλη διαφορά των χρόνων εκτέλεσης για την **non-Spark** έκδοση του αλγόριθμου Alpha έναντι του χρόνου εκτέλεσης για την **Spark** έκδοση του αλγόριθμου Alpha σε μια συστάδα υπολογιστών με 4 κόμβους(34.60 λεπτά έναντι 9.92 λεπτά).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Πίνακας 5**  **percentage** = 0.5  **readAll** = true  **filtering** = true  **Αρχικός αριθμός από ίχνη δραστηριοτήτων** = 36094  **Αριθμός ιχνών δραστηριοτήτων** **προς επεξεργασία** = 12  **Συνολικός αριθμός από δραστηριοτήτες** = 19 | | | | |
|  | **Non-Spark** | **Spark (1 driver – 0 nodes)** | **Spark (1 driver – 2nodes)** | **Spark (1 driver – 4 nodes)** |
| **Χρόνος εκτέλεσης** | 2.75 ***ώρες*** | 1.06 ***ώρες*** | 52.25 *λεπτά* | 43.58 *λεπτά* |

Για τον πίνακα 5, διατηρήθηκαν μόνο τα ίχνη δραστηριοτήτων εκείνα που έχουν ποσοστό εμφάνισης πάνω από 0.5%. Έτσι τελικά ο αλγόριθμος χρειάστηκε να επεξεργαστεί μόνο 12 ίχνη δραστηριοτήτων καθώς τα υπόλοιπα επαναλαμβάνονται ή έχουν ποσοστό εμφάνισης κάτω του 0.5%. Σε αυτήν την περίπτωση υπήρξαν 19 διαφορετικές δραστηριότητες. Παρατηρούμε ότι η **Spark** έκδοση του αλγόριθμου Alpha είναι γρηγορότερη από την **non-Spark** έκδοση του αλγόριθμου Alpha για όλες τις περιπτώσεις συστάδας υπολογιστών που χρησιμοποιήθηκαν 0,2 ή 4 κόμβοι. Αυτό οφείλεται στο γεγονός ότι το σύνολο δεδομένων είναι πιο πολύπλοκο και υπάρχουν περισσότερες δραστηριότητες που πρέπει να επεξεργαστούν και έτσι η ύπαρξη παραπάνω από ένα μηχανημάτα παίζει σημαντικό ρόλο στην μείωση του χρόνου εκτέλεσης του αλγόριθμου Alpha. Έτσι παρατηρούμε την μεγάλη διαφορά των χρόνων εκτέλεσης για την **non-Spark** έκδοση του αλγόριθμου Alpha έναντι του χρόνου εκτέλεσης για την **Spark** έκδοση του αλγόριθμου Alpha σε μια συστάδα υπολογιστών με 4 κόμβους(2.75 ώρες έναντι 43.58 λεπτά).

Από τα πειράματα που έγιναν, στους πίνακες 1 και 2 φαίνεται ότι η **non-Spark** έκδοση του αλγόριθμου Alpha είναι γρηγορότερη από την **Spark** έκδοση για μια συστάδα με κανένα κόμβο. Αυτό συμβαίνει γιατί το **Databricks Community Edition** παρέχει συστάδα μόνο με ένα κετρνικό κόμβο (driver) χωρίς κανένα βοηθητικό κόμβο (worker). Έτσι λόγω του ότι τα δεδομένα που θα επεξεργαστούν χωράνε στην κύρια μνήμη του συστήματος (RAM) και επειδή η προετοιμασία που χρειάζεται για να ξεκινήσει η εκτέλεση ενός Spark προγράμματος είναι αρκετά μεγάλη σε σχέση με το να τρέξει το ίδιο ακριβώς πρόγραμμα σε καθαρή Scala, έχουμε σαν αποτέλεσμα η εκτέλεση της **non-Spark** υλοποίησης να είναι πιο γρήγορη. Φυσικά αυτό δεν ισχύει για την εκτέλεση της **Spark** έκδοσης για μια συστάδα με 2 ή 4 κόμβους, καθώς εκεί το Spark εκμεταλλεύεται πλήρως τις δυνατότητες της συστάδας και έτσι η εκτέλεση του αλγορίθμου είναι πολύ γρηγορότερη σε σχέση με την **non-Spark** έκδοση του αλγόριθμου Alpha.

Από τις μετρήσεις που έγιναν φάνηκε ότι το πιο χρονοβόρο σημείο του αλγόριθμου Alpha είναι η εύρεση των causal groups. Η εύρεση των causal groups είναι μια πολύ βαριά διαδικασία γιατί το πρόγραμμα πρέπει να υπολογίσει πολλούς συνδιασμούς από σύνολα και υποσύνολα από δραστηριότητες ενώ ταυτόχρονα πρέπει να ελέγχει αν τα ζεύγη μεταξύ των δραστηριότητων ανηκούν σε συγκεκριμένες σχέσεις. Σε αυτό το στάδιο παρατηρούμε ότι η **Spark** υλοποίηση είναι πολύ πιο γρήγορη είτε τρέχει σε συστάδα χωρίς κανένα κόμβο είτε σε συστάδα με πολλούς κόμβους.
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