Claro, aquí está el análisis línea por línea del código Pygame:

Línea 1: import pygame

* Importa el módulo pygame completo. Pygame es una biblioteca de Python diseñada para escribir videojuegos. Proporciona funcionalidades para gráficos, sonido, manejo de entrada, etc.

Línea 2: import sys

* Importa el módulo sys. Este módulo proporciona acceso a algunas variables utilizadas o mantenidas por el intérprete y a funciones que interactúan fuertemente con el intérprete. Se usará aquí para salir del programa.

Línea 3: (En blanco)

* Línea en blanco: Separa la sección de importaciones de la inicialización de Pygame, mejorando la legibilidad.

Línea 4: # Inicializar Pygame

* Comentario que indica que la siguiente línea de código se encarga de poner en marcha los módulos de Pygame.

Línea 5: pygame.init()

* Llama a la función init() del módulo pygame. Esta función inicializa todos los módulos de Pygame que han sido importados (como display, font, mixer, etc.). Es un paso necesario antes de usar la mayoría de las funciones de Pygame.

Línea 6: WIDTH, HEIGHT = 800, 600

* Asigna el valor 800 a la variable WIDTH y el valor 600 a la variable HEIGHT simultáneamente. Estas variables se usarán para definir las dimensiones de la ventana del juego.

Línea 7: screen = pygame.display.set\_mode((WIDTH, HEIGHT))

* Llama a la función set\_mode() del módulo pygame.display.
* (WIDTH, HEIGHT): Es una tupla que especifica la resolución de la pantalla (ancho y alto) que se creará.
* Esta función crea una ventana visible en la pantalla y devuelve un objeto Surface que representa el área dibujable de esa ventana. Este objeto Surface se asigna a la variable screen.

Línea 8: pygame.display.set\_caption("Onion Skinning")

* Llama a la función set\_caption() del módulo pygame.display.
* "Onion Skinning": Es una cadena de texto que se establecerá como el título de la ventana del juego.

Línea 9: (En blanco)

* Línea en blanco: Separa la configuración de la pantalla de la definición de colores.

Línea 10: WHITE = (255, 255, 255)

* Define una variable WHITE y le asigna una tupla (255, 255, 255). Esta tupla representa un color en formato RGB (Rojo, Verde, Azul), donde cada componente va de 0 a 255. (255, 255, 255) es el color blanco.

Línea 11: RED = (255, 0, 0)

* Define una variable RED y le asigna una tupla (255, 0, 0). Esta tupla representa el color rojo en formato RGB.

Línea 12: SHADOW\_COLOR = (255, 0, 0, 40) # Color traslucido para sombra

* Define una variable SHADOW\_COLOR y le asigna una tupla (255, 0, 0, 40). Esta tupla representa un color en formato RGBA (Rojo, Verde, Azul, Alfa). El valor Alfa (40 en este caso, sobre un máximo de 255) controla la opacidad del color, siendo 40 un valor bastante translúcido.
* El comentario # Color traslucido para sombra explica el propósito de este color.

Línea 13: (En blanco)

* Línea en blanco: Separa la definición de colores de la configuración del reloj del juego.

Línea 14: clock = pygame.time.Clock()

* Crea una instancia de la clase Clock del módulo pygame.time y la asigna a la variable clock. Este objeto se utilizará para controlar la velocidad de fotogramas (FPS) del juego.

Línea 15: fps = 60

* Define una variable fps y le asigna el valor entero 60. Esta variable representa el número deseado de fotogramas por segundo para la animación.

Línea 16: (En blanco)

* Línea en blanco: Separa la configuración del reloj de las variables para el "onion skinning".

Línea 17: # Posiciones de cuadros anteriores para onion skinning

* Comentario que indica que las siguientes variables están relacionadas con la técnica de "onion skinning" (piel de cebolla), que muestra fotogramas anteriores de una animación de forma translúcida.

Línea 18: history = []

* Inicializa una variable history como una lista vacía. Esta lista almacenará las posiciones pasadas del objeto animado para dibujar el efecto de "onion skinning".

Línea 19: max\_trail = 10 # cantidad de cuadrso pasados que se muestra

* Define una variable max\_trail y le asigna el valor entero 10.
* El comentario # cantidad de cuadrso pasados que se muestra (nótese el error tipográfico "cuadrso" por "cuadros") explica que esta variable determina cuántos fotogramas pasados se mostrarán como parte del rastro del objeto.

Línea 20: (En blanco)

* Línea en blanco: Separa las variables de "onion skinning" de las variables del objeto animado.

Línea 21: # Objeto animado

* Comentario que indica que las siguientes variables definen las propiedades del objeto que se va a animar.

Línea 22: x,y = 100, HEIGHT // 2

* Asigna el valor 100 a la variable x y el resultado de HEIGHT // 2 a la variable y.
* HEIGHT // 2: Realiza una división entera de la altura de la pantalla (HEIGHT) por 2, lo que posiciona verticalmente el objeto en el centro de la pantalla.
* x e y serán las coordenadas iniciales del centro del objeto animado.

Línea 23: speed = 3

* Define una variable speed y le asigna el valor entero 3. Esta variable determinará cuántos píxeles se moverá el objeto en cada fotograma.

Línea 24: radius = 30

* Define una variable radius y le asigna el valor entero 30. Esta variable representa el radio del objeto circular que se animará.

Línea 25: (En blanco)

* Línea en blanco: Separa la definición del objeto animado del bucle principal del juego.

Línea 26: # Loop principal

* Comentario que indica el inicio del bucle principal del juego, donde la lógica del juego y el renderizado se ejecutan repetidamente.

Línea 27: running = True

* Inicializa una variable running con el valor booleano True. Esta variable se usará como condición para mantener activo el bucle principal del juego.

Línea 28: while running:

* Inicia un bucle while. El código indentado dentro de este bucle se ejecutará repetidamente mientras la variable running sea True.

Línea 29: clock.tick(fps)

* Dentro del bucle while: Llama al método tick() del objeto clock.
* fps: Se pasa la variable fps (definida como 60) como argumento.
* Esta llamada regula la velocidad del bucle para que no exceda el número de fotogramas por segundo especificado. Es decir, intentará que el bucle se ejecute 60 veces por segundo.

Línea 30: for event in pygame.event.get():

* Dentro del bucle while: Inicia un bucle for que itera sobre la lista de eventos devuelta por pygame.event.get().
* pygame.event.get(): Recupera todos los eventos (como pulsaciones de teclas, clics del ratón, el evento de cerrar la ventana, etc.) que han ocurrido desde la última vez que se llamó a esta función.

Línea 31: if event.type == pygame.QUIT:

* Dentro del bucle for (manejo de eventos): Comprueba si el atributo type del objeto event actual es igual a pygame.QUIT.
* pygame.QUIT: Es una constante que representa el evento que se genera cuando el usuario intenta cerrar la ventana (por ejemplo, haciendo clic en el botón 'X').

Línea 32: running = False

* Dentro del if event.type == pygame.QUIT: Asigna False a la variable running. Esto hará que la condición del bucle while running: se evalúe como falsa en la siguiente iteración, terminando así el bucle principal y el juego.

Línea 33: (En blanco, indentado)

* Dentro del bucle while: Línea en blanco para separar el manejo de eventos de la lógica de actualización del juego.

Línea 34: # Actualizar posición

* Dentro del bucle while: Comentario que indica que las siguientes líneas actualizarán la posición del objeto animado.

Línea 35: x += speed

* Dentro del bucle while: Incrementa el valor de la variable x por el valor de la variable speed. Esto mueve el objeto horizontalmente hacia la derecha. Es una forma abreviada de x = x + speed.

Línea 36: if x > WIDTH + radius:

* Dentro del bucle while: Comprueba si la coordenada x del centro del objeto es mayor que el ancho de la pantalla (WIDTH) más el radio del objeto (radius). Esto significa que el objeto ha salido completamente por el borde derecho de la pantalla.

Línea 37: x = -radius

* Dentro del if x > WIDTH + radius: Asigna a x el valor de -radius. Esto reposiciona el objeto justo fuera del borde izquierdo de la pantalla, creando un efecto de "wrap-around" (el objeto reaparece por la izquierda después de salir por la derecha).

Línea 38: history.clear()

* Dentro del if x > WIDTH + radius: Llama al método clear() de la lista history. Esto vacía la lista history, eliminando el rastro anterior cuando el objeto "envuelve" la pantalla.

Línea 39: (En blanco, indentado)

* Dentro del bucle while: Línea en blanco para separar la actualización de la posición del guardado en el historial.

Línea 40: # Guardar la posición actual en el historial

* Dentro del bucle while: Comentario que indica que las siguientes líneas guardarán la posición actual del objeto para el efecto de "onion skinning".

Línea 41: history.append((x, y))

* Dentro del bucle while: Llama al método append() de la lista history.
* (x, y): Se añade una tupla conteniendo las coordenadas actuales x e y del objeto a la lista history.

Línea 42: if len(history) > max\_trail:

* Dentro del bucle while: Comprueba si la longitud de la lista history (el número de posiciones guardadas) es mayor que max\_trail (el número máximo de elementos de rastro permitidos).

Línea 43: history.pop(0)

* Dentro del if len(history) > max\_trail: Llama al método pop(0) de la lista history.
* pop(0): Elimina el elemento en el índice 0 de la lista (es decir, la posición más antigua guardada). Esto asegura que la lista history no crezca indefinidamente y solo contenga las últimas max\_trail posiciones.

Línea 44: (En blanco, doble indentado dentro del if, pero visualmente parece separar secciones dentro del while)

* Línea en blanco: Separa la lógica de actualización del historial de la sección de dibujo.

Línea 45: # Dibujar

* Dentro del bucle while: Comentario que indica el inicio de la sección de dibujo del fotograma actual.

Línea 46: screen.fill(WHITE)

* Dentro del bucle while: Llama al método fill() del objeto screen (la superficie principal de la ventana).
* WHITE: Se pasa el color blanco definido previamente.
* Esta línea rellena toda la pantalla con color blanco, borrando lo que se dibujó en el fotograma anterior.

Línea 47: (En blanco, indentado)

* Dentro del bucle while: Línea en blanco para separar el llenado de la pantalla del dibujo de las sombras.

Línea 48: # Dibujar sombras anteriores (onion skinning)

* Dentro del bucle while: Comentario que indica que las siguientes líneas dibujarán el rastro del objeto (el efecto de "onion skinning").

Línea 49: for i, (hx, hy) in enumerate(history):

* Dentro del bucle while: Inicia un bucle for que itera sobre la lista history usando enumerate.
* enumerate(history): Devuelve pares de (índice, valor) para cada elemento en history. i tomará el valor del índice, y (hx, hy) se desempaquetará de la tupla de coordenadas guardada en esa posición del historial.

Línea 50: alpha = int(255 \* ((i + 1) / max\_trail)) // 6 # gradiente de opacidad

* Dentro del bucle for (dibujo de sombras): Calcula un valor alpha (opacidad) para la sombra actual.
* (i + 1) / max\_trail: Crea una fracción que aumenta con el índice i. Las posiciones más antiguas (índice i más bajo) tendrán una fracción menor, y las más nuevas (índice i más alto, más cercano a max\_trail) una fracción más cercana a 1.
* 255 \* ...: Multiplica esta fracción por 255 (el valor máximo de alfa) para escalar la opacidad.
* // 6: Realiza una división entera por 6. Esto reduce significativamente el valor de alfa, haciendo las sombras mucho más translúcidas y creando un gradiente más suave.
* int(...): Convierte el resultado a un entero, ya que los valores de alfa deben ser enteros.
* El comentario # gradiente de opacidad explica el propósito de este cálculo.

Línea 51: shadow\_surface = pygame.Surface((radius\*2, radius\*2), pygame.SRCALPHA)

* Dentro del bucle for (dibujo de sombras): Crea un nuevo objeto Surface llamado shadow\_surface.
* (radius\*2, radius\*2): Las dimensiones de esta superficie son el doble del radio del objeto, lo suficiente para contener el círculo de la sombra.
* pygame.SRCALPHA: Es una bandera que indica que esta superficie debe soportar transparencia por píxel. Esto es crucial para dibujar objetos translúcidos.

Línea 52: pygame.draw.circle(shadow\_surface, (255, 0, 0, alpha), (radius, radius), radius)

* Dentro del bucle for (dibujo de sombras): Llama a la función circle() del módulo pygame.draw.
* shadow\_surface: La superficie sobre la cual se dibujará el círculo de sombra.
* (255, 0, 0, alpha): El color RGBA para la sombra. Es rojo (255, 0, 0) con el valor de transparencia alpha calculado anteriormente.
* (radius, radius): Las coordenadas del centro del círculo *dentro* de la shadow\_surface. Como la superficie tiene radius\*2 de ancho/alto, (radius, radius) es su centro.
* radius: El radio del círculo.
* Esto dibuja un círculo rojo translúcido en la shadow\_surface.

Línea 53: screen.blit(shadow\_surface, (hx - radius, hy - radius))

* Dentro del bucle for (dibujo de sombras): Llama al método blit() del objeto screen.
* blit (Block Image Transfer) se usa para dibujar una superficie sobre otra.
* shadow\_surface: La superficie que se va a dibujar (la que contiene el círculo de sombra translúcido).
* (hx - radius, hy - radius): Las coordenadas en la pantalla principal (screen) donde se dibujará la esquina superior izquierda de shadow\_surface. (hx, hy) son las coordenadas del centro de la sombra, así que se resta radius para obtener la posición correcta de la esquina superior izquierda.

Línea 54: (En blanco, doble indentado dentro del for, pero visualmente parece separar secciones dentro del while)

* Línea en blanco: Separa el bucle de dibujo de sombras del dibujo del objeto actual.

Línea 55: # Dibujar objeto actual

* Dentro del bucle while: Comentario que indica que la siguiente línea dibujará el objeto principal en su posición actual.

Línea 56: pygame.draw.circle(screen, RED, (x, y), radius)

* Dentro del bucle while: Llama a la función circle() del módulo pygame.draw.
* screen: La superficie principal de la pantalla.
* RED: El color del objeto (rojo opaco, definido previamente).
* (x, y): Las coordenadas actuales del centro del objeto.
* radius: El radio del objeto.
* Esto dibuja el círculo rojo principal en la pantalla.

Línea 57: pygame.display.flip()

* Dentro del bucle while: Llama a la función flip() del módulo pygame.display.
* Esta función actualiza el contenido de toda la pantalla. Hace visible todo lo que se ha dibujado en la superficie screen durante esta iteración del bucle. Si se usa doble búfer, intercambia los búferes.

Línea 58: (En blanco)

* Línea en blanco: Separa el final del bucle while de las líneas de finalización de Pygame.

Línea 59: pygame.quit()

* Fuera del bucle while: Llama a la función quit() del módulo pygame.
* Esta función desinicializa todos los módulos de Pygame que fueron inicializados por pygame.init(). Es importante llamarla al final para liberar recursos.

Línea 60: sys.exit()

* Fuera del bucle while: Llama a la función exit() del módulo sys.
* Esta función termina la ejecución del script de Python.

**Resumen del Código**

Este código Python utiliza la biblioteca Pygame para crear una animación simple con un efecto de "onion skinning" (piel de cebolla).

1. **Inicialización:** Se inicializa Pygame, se configura una ventana de 800x600 píxeles con el título "Onion Skinning", y se definen colores (blanco, rojo y un rojo translúcido para las sombras). Se crea un objeto Clock para controlar los fotogramas por segundo (FPS) a 60.
2. **Variables de Animación:**
   * Se prepara una lista history para almacenar las posiciones pasadas del objeto y una variable max\_trail para limitar el número de "sombras" a 10.
   * Se define un objeto animado (un círculo) con una posición inicial (x, y), una velocidad (speed) y un radio (radius).
3. **Bucle Principal del Juego:**
   * El juego se ejecuta en un bucle while controlado por la variable running.
   * **Control de FPS:** clock.tick(fps) asegura que el bucle no se ejecute más rápido de 60 veces por segundo.
   * **Manejo de Eventos:** Se procesan los eventos de Pygame. Si el usuario cierra la ventana (evento pygame.QUIT), la variable running se establece en False para salir del bucle.
   * **Actualización de Posición:** La coordenada x del objeto se incrementa por speed. Si el objeto sale por el borde derecho de la pantalla, se reposiciona en el borde izquierdo y se limpia el historial de posiciones (history.clear()).
   * **Historial de Posiciones:** La posición actual (x, y) del objeto se añade a la lista history. Si la longitud de history supera max\_trail, se elimina la posición más antigua.
   * **Dibujo:**
     1. La pantalla se limpia rellenándola de color blanco (screen.fill(WHITE)).
     2. **Onion Skinning:** Se itera sobre la lista history. Para cada posición pasada:
        + Se calcula un valor alpha (transparencia) que disminuye para las posiciones más antiguas, creando un efecto de desvanecimiento.
        + Se crea una superficie temporal (shadow\_surface) con soporte para alfa.
        + Se dibuja un círculo rojo con el alpha calculado en esta shadow\_surface.
        + Se "blitea" (copia) esta shadow\_surface translúcida a la pantalla principal en la posición histórica correspondiente.
     3. Se dibuja el objeto principal (un círculo rojo opaco) en su posición actual (x, y).
   * **Actualización de Pantalla:** pygame.display.flip() actualiza toda la pantalla para mostrar los cambios dibujados.
4. **Finalización:** Una vez que el bucle principal termina (cuando running es False), pygame.quit() desinicializa los módulos de Pygame, y sys.exit() cierra el programa.

En esencia, el programa muestra un círculo rojo moviéndose horizontalmente de izquierda a derecha, reapareciendo por la izquierda cuando sale por la derecha. Detrás del círculo principal, se dibujan versiones translúcidas de sus posiciones anteriores, creando un rastro o "piel de cebolla" que da una sensación de movimiento y velocidad.

![](data:image/png;base64,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)