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**Experiment 3**

**Date : 1/02/22**

**Implementation of constraint satisfaction problems Cryptarithmetic problem**

**Problem Statement :** The goal here is to assign each letter a digit from 0 to 9 so that the arithmetic works out correctly. The rules are that all occurrences of a letter must be assigned the same digit, and no digit can be assigned to more than one letter.

## Algorithm :

 First, create a list of all the characters that need assigning to pass to Solve

 If all characters are assigned, return true if puzzle is solved, false otherwise

 Otherwise, consider the first unassigned character

 for (every possible choice among the digits not in use)

make that choice and then recursively try to assign the rest of the characters  
if recursion successful, return true  
if !successful, unmake assignment and try another digit

**Optimization technique :** The algorithm above actually has a lot in common with the permutations algorithm, it pretty much just creates all arrangements of the mapping from characters to digits and tries each until one works or all have been successfully tried. For a large puzzle, this could take a while.  
A smarter algorithm could take into account the structure of the puzzle and avoid going down dead-end paths. For example, if we assign the characters starting from the one’s place and moving to the left, at each stage, we can verify the correctness of what we have so far before we continue onwards. This definitely complicates the code but leads to a tremendous improvement in efficiency, making it much more feasible to solve large puzzles.

* Start by examining the rightmost digit of the topmost row, with a carry of 0
* If we are beyond the leftmost digit of the puzzle, return true if no carry, false otherwise
* If we are currently trying to assign a char in one of the addends  
  If char already assigned, just recur on the row beneath this one, adding value into the sum  
  If not assigned, then
  + for (every possible choice among the digits not in use)  
    make that choice and then on row beneath this one, if successful, return true  
    if !successful, unmake assignment and try another digit
  + return false if no assignment worked to trigger backtracking
* Else if trying to assign a char in the sum
* If char assigned & matches correct,  
  recur on next column to the left with carry, if success return true,
* If char assigned & doesn’t match, return false
* If char unassigned & correct digit already used, return false
* If char unassigned & correct digit unused,  
  assign it and recur on next column to left with carry, if success return true
* return false to trigger backtracking.

**Tool :** aws cloud9 and Python 3.9.0

## Programming code :

import itertools

def get\_value(word, substitution):

    s = 0

    factor = 1

    for letter in reversed(word):

        s += factor \* substitution[letter]

        factor \*= 10

    return s

def solve2(equation):

    left, right = equation.lower().replace(' ', '').split('=')

    left = left.split('+')

    letters = set(right)

    for word in left:

        for letter in word:

            letters.add(letter)

    letters = list(letters)

    digits = range(10)

    for perm in itertools.permutations(digits, len(letters)):

        sol = dict(zip(letters, perm))

        if sum(get\_value(word, sol) for word in left) == get\_value(right, sol):

            print(' + '.join(str(get\_value(word, sol)) for word in left) + " = {} (mapping: {})".format(get\_value(right, sol), sol))

print('SEND + MORE = MONEY ')

solve2('SEND + MORE = MONEY ')

## Output screen shots :

## 

**Result :** Successfully solved the given constraint satisfaction problem.