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#### Цель работы

Оптимизировать код алгоритма способами обращения к памяти и процессору.

#### Задание

Вариант 1 – умножение матриц.

#### Выполнение

## **1. Первоначальный алгоритм**

Для начала напишем простой алгоритм и проверим его на небольших матрицах, чтобы удостовериться, что всё работает корректно:

#include <iostream>

#include <omp.h>

using namespace std;

int main(int argc, char\*\* argv) {

//две матрицы 2х2

int row1 = 2, row2 = 2, col1 = 2, col2 = 2;

int\*\* a, \*\* b, \*\* c;

//заполнение первой матрицы

a = new int\* [row1];

for (int i = 0; i < row1; i++)

{

a[i] = new int[col1];

for (int j = 0; j < col1; j++)

{

a[i][j] = rand() % 10;

}

}

//заполнение второй матрицы

b = new int\* [row2];

for (int i = 0; i < row2; i++)

{

b[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

b[i][j] = rand() % 10;

}

}

clock\_t start = clock();

// Умножение матриц

c = new int\* [row1];

for (int i = 0; i < row1; i++)

{

c[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

c[i][j] = 0;

for (int k = 0; k < col1; k++)

c[i][j] += a[i][k] \* b[k][j];

}

}

clock\_t end = clock();

cout << "time = " << end - start << endl;

// Вывод элементов первой матрицы

cout << endl << "mantix a:" << endl;

for (int i = 0; i < row1; i++)

{

for (int j = 0; j < col1; j++)

cout << a[i][j] << " ";

cout << endl;

}

// Вывод элементов второй матрицы

cout << endl << "mantix b:" << endl;

for (int i = 0; i < row2; i++)

{

for (int j = 0; j < col2; j++)

{

cout << b[i][j] << " ";

}

cout << endl;

}

// Вывод матрицы произведения

cout << endl << "result mantix:" << endl;

for (int i = 0; i < row1; i++)

{

for (int j = 0; j < col2; j++)

cout << c[i][j] << " ";

cout << endl;

}

return 0;

}

Вектор вычисляется правильно, однако из-за маленького размера данных все происходит слишком быстро:
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Увеличиваем размерность данных:

#include <iostream>

#include <omp.h>

using namespace std;

int main(int argc, char\*\* argv) {

//две матрицы 2000х2000

int row1 = 2000, row2 = 2000, col1 = 2000, col2 = 2000;

int\*\* a, \*\* b, \*\* c;

//заполнение первой матрицы

a = new int\* [row1];

for (int i = 0; i < row1; i++)

{

a[i] = new int[col1];

for (int j = 0; j < col1; j++)

{

a[i][j] = j % 10;

}

}

//заполнение второй матрицы

b = new int\* [row2];

for (int i = 0; i < row2; i++)

{

b[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

b[i][j] = j % 10;

}

}

clock\_t start = clock();

// Умножение матриц

c = new int\* [row1];

for (int i = 0; i < row1; i++)

{

c[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

c[i][j] = 0;

for (int k = 0; k < col1; k++)

c[i][j] += a[i][k] \* b[k][j];

}

}

clock\_t end = clock();

cout << "time = " << end - start << endl;

return 0;

}

Время выполнения:

![](data:image/png;base64,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)

Будем считать это значение отправной точкой.

## **2. Построчное обращение ко второй матрице – пространственная локальность**

Пространственная локальность - когда мы обращаемся к данным, а потом обращаемся к другим данным, которые расположены в памяти рядом с первоначальными. За счет этого достигается быстродействие.

Чтобы добиться пространственной локальности, которая в нашем случае будет заключаться в том, что при обращении к элементам матриц мы будем на каждом следующем шаге обращаться к соседним элементам, нам следует обходить как первую, так и вторую матрицу построчно. Первая и так обходится построчно, а для второй придется изменить алгоритм: мы не будем вычислять каждый элемент окончательной матрицы за раз, а будем вычислять элементы частично на каждой итерации при проходах по матрицам построчно.

#include <iostream>

#include <omp.h>

using namespace std;

int main(int argc, char\*\* argv) {

//две матрицы 2000х2000

int row1 = 2000, row2 = 2000, col1 = 2000, col2 = 2000;

int\*\* a, \*\* b, \*\* c;

//заполнение первой матрицы

a = new int\* [row1];

for (int i = 0; i < row1; i++)

{

a[i] = new int[col1];

for (int j = 0; j < col1; j++)

{

a[i][j] = j % 10;

}

}

//заполнение второй матрицы

b = new int\* [row2];

for (int i = 0; i < row2; i++)

{

b[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

b[i][j] = j % 10;

}

}

clock\_t start = clock();

// Умножение матриц

c = new int\* [row1];

**for (int i = 0; i < row1; i++) {**

**c[i] = new int[col2] {};**

**for (int k = 0; k < col1; k++) {**

**int r1 = a[i][k];**

**// построчное обращение ко 2 матрице**

**for (int j = 0; j < col2; j++) {**

**c[i][j] += r1 \* b[k][j];**

**}**

**}**

**}**

clock\_t end = clock();

cout << "time = " << end - start << endl;

return 0;

}

Время выполнения:
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## **3. Конвейер**

Конвейерная реализация – стратегия, при которой за 1 итерацию цикла вычисляется не 1 элемент, а несколько. Так, в нашем случае, при умножении матрицы на вектор мы рассматриваем сразу 4 строки матрицы вместо 1. Также особенностью является то, что после работы «конвейерной» части алгоритма нам необходимо в обычном режиме завершить вычисления, относящиеся к строкам, которые не попали в конвейер. Это происходит из-за того, что число строк матрицы может не делиться нацело на количество, обрабатываемое за 1 проходку конвейера, тем самым порождая остаток из нескольких строк, которые все же нужно домножить.

#include <iostream>

#include <omp.h>

using namespace std;

int main(int argc, char\*\* argv) {

//две матрицы 2000х2000

int row1 = 2000, row2 = 2000, col1 = 2000, col2 = 2000;

int\*\* a, \*\* b, \*\* c;

//заполнение первой матрицы

a = new int\* [row1];

for (int i = 0; i < row1; i++)

{

a[i] = new int[col1];

for (int j = 0; j < col1; j++)

{

a[i][j] = j % 10;

}

}

//заполнение второй матрицы

b = new int\* [row2];

for (int i = 0; i < row2; i++)

{

b[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

b[i][j] = j % 10;

}

}

clock\_t start = clock();

// Умножение матриц

c = new int\* [row1];

**int maxCol2 = (col2 / 4) \* 4;**

**for (int i = 0; i < row1; i++) {**

**c[i] = new int[col2] {};**

**for (int k = 0; k < col1; k++) {**

**int r1 = a[i][k];**

**//построчное обращение ко 2 матрице + конвейер**

**for (int j = 0; j < maxCol2; j += 4) {**

**c[i][j] += r1 \* b[k][j];**

**c[i][j + 1] += r1 \* b[k][j + 1];**

**c[i][j + 2] += r1 \* b[k][j + 2];**

**c[i][j + 3] += r1 \* b[k][j + 3];**

**}**

**//доработка после конвейера**

**for (int j = maxCol2; j < col2; j++) {**

**c[i][j] += r1 \* b[k][j];**

**}**

**}**

**}**

clock\_t end = clock();

cout << "time = " << end - start << endl;

return 0;

}

Время выполнения:
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## **4. Многопоточность с помощью open MP**

#include <iostream>

#include <omp.h>

using namespace std;

int main(int argc, char\*\* argv) {

//две матрицы 2000х2000

int row1 = 2000, row2 = 2000, col1 = 2000, col2 = 2000;

int\*\* a, \*\* b, \*\* c;

//заполнение первой матрицы

a = new int\* [row1];

for (int i = 0; i < row1; i++)

{

a[i] = new int[col1];

for (int j = 0; j < col1; j++)

{

a[i][j] = j % 10;

}

}

//заполнение второй матрицы

b = new int\* [row2];

for (int i = 0; i < row2; i++)

{

b[i] = new int[col2];

for (int j = 0; j < col2; j++)

{

b[i][j] = j % 10;

}

}

clock\_t start = clock();

// Умножение матриц

c = new int\* [row1];

int maxCol2 = col2 / 4;

//многопоточность

**#pragma omp parallel for**

for (int i = 0; i < row1; i++) {

c[i] = new int[col2] {};

for (int k = 0; k < col1; k++) {

int r1 = a[i][k];

//построчное обращение ко 2 матрице + конвейер

for (int j = 0; j < maxCol2; j += 4) {

c[i][j] += r1 \* b[k][j];

c[i][j + 1] += r1 \* b[k][j + 1];

c[i][j + 2] += r1 \* b[k][j + 2];

c[i][j + 3] += r1 \* b[k][j + 3];

}

//доработка после конвейера

for (int j = maxCol2; j < col2; j++) {

c[i][j] += r1 \* b[k][j];

}

}

}

clock\_t end = clock();

cout << "time = " << end - start << endl;

return 0;

}

Время выполнения:
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## **Тестирование**

Далее составим сводную таблицу с результатами тестирования каждой из версий. Метрики получены из VTune:

|  |  |
| --- | --- |
| Алгоритм | Метрики |
| 1. Оригинальный |  |
| 2. Пространственная локальность |  |
| 3. Конвейер |  |
| 4. Многопоточность |  |

Метрики, которые мы исследуем:

* CPU Time - время, в течение которого ЦП активно выполняет наше приложение.
* Memory Bound - Эта метрика показывает, в какой степени как проблемы с подсистемой памяти влияют на производительность. В частности L1 Bound, L2 Bound, L3 Bound показывают, насколько часто выполнение останавливалось, сталкиваясь с проблемой ненахождения данных в соответствующих кэшах.
* DRAM Bound - Эта метрика показывает, как часто ЦП зависал из-за основной памяти. Эта проблема решается кэшированием.
* Loads – количество загрузок/обращений к данным.
* Stores – количество сохранений данных.
* LLC Miss Count - показывает общее количество загрузок по требованию, которые не попали в LLC (last-level cache - кэш последнего уровня).
* Average Latency (cycles) - Эта метрика показывает среднюю задержку нагрузки в циклах.
* Total Thread Count – количество потоков.
* Clockticks – количество тактов, прошедших во время выполнения задачи. Такты - сигналы, которые генерируются процессором для координации всех операций.
* Instructions – количество инструкций, то есть команд, необходимых для выполнения.
* CPI Rate – количество тактов на инструкцию. Эта метрика зависит от, собственно, тактовой частоты процессора, которая определяет, насколько быстро выполняются инструкции, и от количества инструкций, которые нужно выполнить.

## **Выводы**

Из представленных скриншотов видно, что:

* Оригинальный алгоритм имел проблемы с памятью: показатели Memory Bound и DRAM Bound превышают установленные в программе в качестве приемлемых 20%.
* Поэтому решением этой проблемой послужило изменение алгоритма на более «дружелюбный к кэшу» путем добавления пространственной локальности в первом варианте оптимизации. Это дало улучшение по времени в 2.7 раза, а также уменьшение количества загрузок и сохранений, уменьшение промахов кэша, уменьшение IPC более чем в 2 раза.
* Вторая оптимизация с конвейером уменьшила время по сравнению с предыдущей в 1.3 раза, вместе с тем уменьшив почти все перечисленные выше метрики.
* При многопоточности улучшилось время по сравнению с предыдущей оптимизацией в 4,5 раза. Количество обращений к основной памяти немного увеличилось, т.к. повысился процент Memory Bound, также увеличилось значение CPI.