Lab 1

# Uzduotis NR 1

#1.Realizuokite dvimačio Gauso atsitiktinių dydžių generavimo funkciją, kuri generuotų dydžius su vidurkiu M ir kovariacine matrica R (žr. variantų lentelę). Ši funkcija gali naudotis tik vienamačio standartinio Gauso atsitiktinio dydžio generatoriumi rnorm(n). Tolimesnei užduočiai naudokite šią savo sudarytą funkciją.  
  
# 6 variantas - Vytautas Kraujalis  
set.seed(6)  
  
# Duoti vidurkiai  
mu1 <- 9  
mu2 <- 1  
  
M <- c(mu1, mu2)  
  
# Duota sigma matrica  
R <- matrix(  
 c(  
 40, -10,  
 -10, 4  
 ),  
 nrow = 2, ncol = 2  
)  
  
# -- 1 --  
  
# Funkcija, kurios argumentai: N - imties dydis, M - Vidurkiu matrica, R - Kovariacine matrica. Funkcija grazina dvimati normaluji a.d. matricos pavidalus 2\*N  
DvimatisGausoAD <- function(N, M, R){  
 # Cholesky dekompozicija  
   
 # Transponuota cholesky dekompozicija  
 Chol = t(chol(R))  
   
 # Generuojam normaliuosius vienmacius a.d.  
 Z = matrix(  
 rnorm(2 \* N),  
 nrow = 2, ncol = N  
 )  
 DvimatisGauso = t(Chol %\*% Z) +  
 matrix(  
 rep(M, N),  
 byrow = T, ncol = 2  
 )  
 return(DvimatisGauso)  
}  
  
# -------  
# -- 2 --  
  
# Imties dydziu vektorius, su kuriais darysime bandymus  
N <- c(10, 100, 1000, 10000)  
  
print("Tikra kovariacine matrica:")

## [1] "Tikra kovariacine matrica:"

R

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4

for(i in 1:length(N)){  
 print(paste0("Kovariacine matrica, kai N = ", N[i]))  
 print(round(cov(DvimatisGausoAD(N[i], M, R)), 1))  
}

## [1] "Kovariacine matrica, kai N = 10"  
## [,1] [,2]  
## [1,] 37.1 -13.4  
## [2,] -13.4 6.5  
## [1] "Kovariacine matrica, kai N = 100"  
## [,1] [,2]  
## [1,] 38.4 -9.2  
## [2,] -9.2 3.6  
## [1] "Kovariacine matrica, kai N = 1000"  
## [,1] [,2]  
## [1,] 38.6 -9.4  
## [2,] -9.4 3.9  
## [1] "Kovariacine matrica, kai N = 10000"  
## [,1] [,2]  
## [1,] 39.9 -9.9  
## [2,] -9.9 4.0

print("Tikri vidurkiai:")

## [1] "Tikri vidurkiai:"

M

## [1] 9 1

for(i in 1:length(N)){  
 print(paste0("Vidurkiai, kai N = ", N[i]))  
 print(round(colMeans(DvimatisGausoAD(N[i], M, R)), 1))  
}

## [1] "Vidurkiai, kai N = 10"  
## [1] 10.7 0.5  
## [1] "Vidurkiai, kai N = 100"  
## [1] 9.4 1.1  
## [1] "Vidurkiai, kai N = 1000"  
## [1] 9.2 1.0  
## [1] "Vidurkiai, kai N = 10000"  
## [1] 9 1

# -------  
# -- 3 --  
  
library(ggplot2)  
library(dplyr)

##   
## Pridedamas paketas: 'dplyr'

## Šie objektai yra užmaskuoti nuo 'package:stats':  
##   
## filter, lag

## Šie objektai yra užmaskuoti nuo 'package:base':  
##   
## intersect, setdiff, setequal, union

#Grafiko brezimas  
BreztiSklaidosDiagrama <- function(DvimatisGausas){  
 DvimatisGausas <- as.data.frame(DvimatisGausas)  
 # Apskaiciuojam empirinius vidurkius, naudosime tasko padejimui sklaidos diagramoje  
 EmpiriniaiVidurkiai <- DvimatisGausas %>%   
 summarise\_all(mean)  
 # Breziame a.d. sklaidos diagrame, elipsines kreives 95% ir 50% tiketinoms reiksmems ir empirinio vidurkio vieta  
 ggplot(DvimatisGausas, aes(x = V1, y = V2)) +  
 geom\_point() +  
 stat\_ellipse(level = 0.5, color = "red", type = "norm", size = 1) +  
 stat\_ellipse(level = 0.95, color = "green", type = "norm", size = 1) +  
 geom\_point(data = EmpiriniaiVidurkiai, size = 4, color = "red", shape = 23, fill = "red") +  
 theme\_minimal()  
}  
  
# Kuomet keiciam imties dydi N  
N <- c(10, 100, 1000, 2500, 5000, 10000)  
DvimaciaiGauso <- list(  
 DvimatisGausoAD(N[1], M, R),  
 DvimatisGausoAD(N[2], M, R),  
 DvimatisGausoAD(N[3], M, R),  
 DvimatisGausoAD(N[4], M, R),  
 DvimatisGausoAD(N[5], M, R),  
 DvimatisGausoAD(N[6], M, R)  
)  
Labels <- list()  
for(i in 1:length(N)){  
 Labels[[i]] <- paste0("N = ", N[i])  
}  
  
cowplot::plot\_grid(  
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[1], M, R)),   
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[2], M, R)),   
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[3], M, R)),  
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[4], M, R)),  
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[5], M, R)),  
 BreztiSklaidosDiagrama(DvimatisGausoAD(N[6], M, R)),  
 labels = Labels)

![](data:image/png;base64,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)

ggsave(paste0("Lab1\_Grafikas\_PagalN.png"), device = "png", width = 14, height = 7)  
  
# Funkcija keisti parametrus ir brezti sklaidos diagrama  
# PirmaKoord ir AntraKoord - koordinates, kuriu parametrus keisime; ReiksmeNuo - Koordinates reikmes, kuri bus pradiniu momentu; ReiksmesDidinimas - keliais vienetais didinsime koordinates reiksme; KiekReiksmiu - kiek susigeneruosime reiksmiu (grafikas nubres max 6); N - Imties dydis N  
KeiciamParametrus <- function(PirmaKoord, AntraKoord, ReiksmeNuo, ReiksmesDidinimas, KiekReiksmiu, N){  
 DvimaciaiGauso <- list()  
 # Kovariacine matrica, kuri kiekvienos iteracijos metu igys nauja parametro reiksme  
 KovariacineMatrica <- R  
 # Isisaugosime koreliacijos koeficientus  
 Koreliacijos <- NULL  
 # Koordinates parametru reiksmes, kurias testuosime  
 koordinate <- seq(ReiksmeNuo, by = ReiksmesDidinimas, length.out = KiekReiksmiu)  
 for(i in 1:KiekReiksmiu){  
 KovariacineMatrica[PirmaKoord, AntraKoord] <- koordinate[i]  
 DvimaciaiGauso[[i]] <- DvimatisGausoAD(N, M, KovariacineMatrica)  
 print(KovariacineMatrica)  
 # Patikriname, ar tikrines reiksmes yra >= 0  
 print(eigen(KovariacineMatrica)$values >= 0)  
 # Apskaiciuojame ir issisaugome koreliacijos koeficienta  
 Koreliacijos <- c(Koreliacijos, round(cov(DvimaciaiGauso[[i]][,1], DvimaciaiGauso[[i]][,2]) / ( sqrt(KovariacineMatrica[1,1]) \* sqrt(KovariacineMatrica[2,2]) ), 3))  
 print(Koreliacijos[i])  
   
 }  
 Labels <- list()  
 for(i in 1:KiekReiksmiu){  
 Labels[[i]] <- paste0("N = ", N, " Koord. ", PirmaKoord, ", ", AntraKoord, " reiksme = ", koordinate[i], ", kor. koef = ", Koreliacijos[i])  
 }  
 cowplot::plot\_grid(  
 BreztiSklaidosDiagrama(DvimaciaiGauso[[1]]),   
 BreztiSklaidosDiagrama(DvimaciaiGauso[[2]]),   
 BreztiSklaidosDiagrama(DvimaciaiGauso[[3]]),  
 BreztiSklaidosDiagrama(DvimaciaiGauso[[4]]),  
 BreztiSklaidosDiagrama(DvimaciaiGauso[[5]]),  
 BreztiSklaidosDiagrama(DvimaciaiGauso[[6]]),  
 labels = Labels,  
 label\_size = 12,  
 label\_x = -0.3)  
 ggsave(paste0("Lab1\_Grafikas\_",paste(PirmaKoord,AntraKoord,ReiksmeNuo,ReiksmesDidinimas,KiekReiksmiu, sep = "\_"), ".png"), device = "png", width = 14, height = 7)  
}  
  
# Kuomet didinam kovariacines matricos 1,1 koordinate  
KeiciamParametrus(1, 1, 40, 10, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.818  
## [,1] [,2]  
## [1,] 50 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.677  
## [,1] [,2]  
## [1,] 60 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.549  
## [,1] [,2]  
## [1,] 70 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.53  
## [,1] [,2]  
## [1,] 80 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.562  
## [,1] [,2]  
## [1,] 90 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.571

# Kuomet mazinam kovariacines matricos 1,1 koordinate  
KeiciamParametrus(1, 1, 40, -2, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.763  
## [,1] [,2]  
## [1,] 38 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.854  
## [,1] [,2]  
## [1,] 36 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.766  
## [,1] [,2]  
## [1,] 34 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.92  
## [,1] [,2]  
## [1,] 32 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.814  
## [,1] [,2]  
## [1,] 30 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.913

# Kuomet didinam kovariacines matricos 2,2 koordinate  
KeiciamParametrus(2, 2, 10, 50, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 10  
## [1] TRUE TRUE  
## [1] -0.544  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 60  
## [1] TRUE TRUE  
## [1] -0.153  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 110  
## [1] TRUE TRUE  
## [1] -0.128  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 160  
## [1] TRUE TRUE  
## [1] -0.107  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 210  
## [1] TRUE TRUE  
## [1] -0.119  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 260  
## [1] TRUE TRUE  
## [1] -0.05

# Kuomet mazinam kovariacines matricos 2,2 koordinate  
KeiciamParametrus(2, 2, 14, -2, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 14  
## [1] TRUE TRUE  
## [1] -0.413  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 12  
## [1] TRUE TRUE  
## [1] -0.454  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 10  
## [1] TRUE TRUE  
## [1] -0.49  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 8  
## [1] TRUE TRUE  
## [1] -0.541  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 6  
## [1] TRUE TRUE  
## [1] -0.661  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.754

# Kuomet didinam kovariacines matricos 1,2 koordinate  
KeiciamParametrus(1, 2, -10, 4, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.747  
## [,1] [,2]  
## [1,] 40 -6  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.464  
## [,1] [,2]  
## [1,] 40 -2  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.166  
## [,1] [,2]  
## [1,] 40 2  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] 0.084  
## [,1] [,2]  
## [1,] 40 6  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] 0.506  
## [,1] [,2]  
## [1,] 40 10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] 0.752

# Kuomet mazinam kovariacines matricos 1,2 koordinate  
KeiciamParametrus(1, 2, -7, -1, 6, 1000)

## [,1] [,2]  
## [1,] 40 -7  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.545  
## [,1] [,2]  
## [1,] 40 -8  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.67  
## [,1] [,2]  
## [1,] 40 -9  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.712  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.809  
## [,1] [,2]  
## [1,] 40 -11  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.867  
## [,1] [,2]  
## [1,] 40 -12  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.959

# Kuomet didinam kovariacines matricos 2,1 koordinate  
KeiciamParametrus(2, 1, -10, 4, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.753  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -6 4  
## [1] TRUE TRUE  
## [1] -0.742  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -2 4  
## [1] TRUE TRUE  
## [1] -0.752  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] 2 4  
## [1] TRUE TRUE  
## [1] -0.801  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] 6 4  
## [1] TRUE TRUE  
## [1] -0.852  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] 10 4  
## [1] TRUE TRUE  
## [1] -0.807

# Kuomet mazinam kovariacines matricos 2,1 koordinate  
KeiciamParametrus(2, 1, -7, -1, 6, 1000)

## [,1] [,2]  
## [1,] 40 -10  
## [2,] -7 4  
## [1] TRUE TRUE  
## [1] -0.746  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -8 4  
## [1] TRUE TRUE  
## [1] -0.839  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -9 4  
## [1] TRUE TRUE  
## [1] -0.834  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -10 4  
## [1] TRUE TRUE  
## [1] -0.845  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -11 4  
## [1] TRUE TRUE  
## [1] -0.775  
## [,1] [,2]  
## [1,] 40 -10  
## [2,] -12 4  
## [1] TRUE TRUE  
## [1] -0.715

# -------  
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