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## Data Processing

source('clean\_all\_data.R')

Loading required package: pacman

Warning: Expecting numeric in I18 / R18C9: got a date

Warning: Expecting numeric in L18 / R18C12: got a date

Warning: Expecting numeric in I19 / R19C9: got a date

Warning: Expecting numeric in L19 / R19C12: got a date

Warning: Expecting numeric in I85 / R85C9: got a date

New names:  
• `year` -> `year...10`  
• `year` -> `year...13`

Rows: 282 Columns: 3  
── Column specification ────────────────────────────────────────────────────────  
Delimiter: ","  
chr (2): County, species  
dbl (1): species\_num  
  
ℹ Use `spec()` to retrieve the full column specification for this data.  
ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.  
`summarise()` has grouped output by 'county', 'year', 'date', 'diseases', 'diagnosis'. You can override using the `.groups` argument.

# Identifying the outliers in the number of cases  
numeric\_columns <- df\_incidence2.1 %>%  
 select(contains('cases')) |>   
 keep(is.numeric)  
  
numeric\_columns %>%  
 map(~summary(.))

$hum\_cases  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 0.0 82.0 245.0 501.4 633.0 9623.0 26   
  
$catt\_cases  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 0.000 1.000 1.000 3.584 3.000 70.000 9240   
  
$cam\_cases  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 1.000 1.000 1.500 3.125 2.500 13.000 9369   
  
$goat\_cases  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 0.00 1.00 4.00 21.24 13.00 528.00 9306   
  
$shp\_cases  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 0.00 1.00 2.00 6.76 8.00 81.00 9352

numeric\_columns %>%  
 imap(  
 ~ ggplot(data = data.frame(y = .x)) +  
 geom\_boxplot(aes(x = 1, y = y)) +  
 labs(title = .y) +  
 theme\_light()  
 )

$hum\_cases

Warning: Removed 26 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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$catt\_cases

Warning: Removed 9240 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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$cam\_cases

Warning: Removed 9369 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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$goat\_cases

Warning: Removed 9306 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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$shp\_cases

Warning: Removed 9352 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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# Replacing the outliers with the mean  
df\_incidence2 <- df\_incidence2.1 |>   
 mutate(  
 catt\_cases = ifelse(catt\_cases >= 69, round(mean(catt\_cases, na.rm = T)), catt\_cases),  
 goat\_cases = ifelse(goat\_cases > 28, round(mean(goat\_cases, na.rm = T)), goat\_cases)  
 ) |>   
 mutate(date = as.Date(date))  
  
df\_tot\_cases <- df\_incidence2 |>  
 group\_by(date, county) |>  
 summarise(across(contains("cases"), ~ sum(., na.rm = T)))

`summarise()` has grouped output by 'date'. You can override using the  
`.groups` argument.

# Population per year, per county  
df\_pop <- df\_incidence2 |>   
 select(date, county, contains("pop")) %>%  
 distinct(.) |>  
 as\_tibble() |>  
 group\_by(date, county) %>%  
 summarise(across(where(is.numeric), ~unique(.)))

`summarise()` has grouped output by 'date'. You can override using the  
`.groups` argument.

df\_1 <- df\_tot\_cases |>  
 merge(df\_pop, by = c("date", "county")) |>   
 filter(!is.na(date)) |>  
 mutate(  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4),  
 catt\_incidence = round((catt\_cases / catt\_pop) \* 1000000, 4),  
 cam\_incidence = round((cam\_cases / cam\_pop) \* 1000000, 4),  
 goat\_incidence = round((goat\_cases / goat\_pop) \* 1000000, 4),  
 shp\_incidence = round((shp\_cases / sheep\_pop) \* 1000000, 4)  
 ) |>  
 select(date, county, contains(c("incidence", "cases"))) |>  
 as\_tibble() |>   
 arrange(county)  
  
df\_1\_pop <- df\_tot\_cases |>  
 merge(df\_pop, by = c("date", "county")) |>   
 select(date, county, pop)  
write.csv(df\_1\_pop, 'county\_humanpop.csv', row.names = F)  
  
df\_1\_complete <- df\_1 |>  
 select(  
 date,  
 county,  
 human\_incidence,  
 catt\_incidence,  
 goat\_incidence,  
 hum\_cases,  
 catt\_cases,  
 goat\_cases  
 ) |>  
 filter(catt\_incidence > 0)  
write.csv(df\_1\_complete, "df\_1\_complete.csv", row.names = F)  
  
# Outliers  
numeric\_columns <- df\_1 %>%  
 select(contains('incidence')) |>   
 keep(is.numeric)  
  
numeric\_columns %>%  
 map(~summary(.))

$human\_incidence  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.0000 0.2528 0.6593 1.0400 1.5011 12.3950   
  
$catt\_incidence  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.0000 0.0000 0.0000 0.1546 0.0000 234.7197   
  
$cam\_incidence  
 Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
 0.0000 0.0000 0.0000 0.0417 0.0000 121.9558 1911   
  
$goat\_incidence  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.00000 0.00000 0.00000 0.03123 0.00000 27.45740   
  
$shp\_incidence  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.00000 0.00000 0.00000 0.01431 0.00000 45.07380

numeric\_columns %>%  
 imap(  
 ~ ggplot(data = data.frame(y = .x)) +  
 geom\_boxplot(aes(x = 1, y = y)) +  
 labs(title = .y) +  
 theme\_light()  
 )

$human\_incidence
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$catt\_incidence
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$cam\_incidence

Warning: Removed 1911 rows containing non-finite outside the scale range  
(`stat\_boxplot()`).
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$goat\_incidence
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$shp\_incidence
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df\_cum <- df\_tot\_cases |>  
 merge(df\_pop, by = c("date", "county")) |>   
 filter(!is.na(date)) |>   
 rowwise() |>   
 mutate(  
 animal\_cases = sum(catt\_cases, goat\_cases, shp\_cases, cam\_cases, na.rm = T),  
 animal\_pop = sum(catt\_pop, goat\_pop, sheep\_pop, cam\_pop, na.rm = T),  
 animal\_cases = ifelse(animal\_cases == 0, NA, animal\_cases),  
 animal\_incidence = round((animal\_cases / animal\_pop) \* 1000000, 4),  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4)  
 ) |>   
 select(date, county, contains(c("incidence", 'cases'))) |>   
 as\_tibble() |>   
 mutate()  
  
df\_cum\_complete <- df\_cum |>   
 select(date, county, human\_incidence, animal\_incidence, animal\_cases, hum\_cases) |>   
 filter(animal\_incidence > 0)  
write.csv(df\_cum\_complete, "df\_cum\_complete.csv", row.names = F)  
  
## County  
df\_county <- df\_incidence2.1 |>   
 select(county, contains("cases")) |>   
 mutate(  
 catt\_cases = ifelse(catt\_cases >= 69, round(mean(catt\_cases, na.rm = T)), catt\_cases),  
 goat\_cases = ifelse(goat\_cases > 28, round(mean(goat\_cases, na.rm = T)), goat\_cases)  
 ) |>   
 group\_by(county) |>   
 summarise(across(where(is.numeric), ~round(sum(., na.rm = T))))

df\_incidence2\_trend <- df\_incidence2.1 |>   
 select(date,   
 county,   
 diseases,   
 diagnosis,   
 contains("cases"),   
 catt\_pop,   
 goat\_pop,   
 sheep\_pop,   
 cam\_pop) |>  
 mutate(year = year(as.Date(date))) |>   
 merge(pop, by = c("county", "year"))   
  
df\_tot\_cases\_trend <- df\_incidence2\_trend |>  
 group\_by(date) |>  
 summarise(across(contains("cases"), ~ sum(., na.rm = T))) |>   
 mutate(across(contains('cases'), ~ifelse(. == 0, NA, .)))  
  
df\_tot\_pop\_trend <- df\_incidence2\_trend |>  
 select(date, county, contains("pop")) %>%  
 distinct(.) |>  
 as\_tibble() |>  
 group\_by(date) %>%  
 summarise(  
 sheep\_pop = sum(sheep\_pop),  
 goat\_pop = sum(goat\_pop),  
 cam\_pop = sum(cam\_pop),  
 catt\_pop = sum(catt\_pop),  
 hum\_pop = sum(pop)  
 ) %>%  
 as\_tibble()  
  
  
df\_1\_trend <- df\_tot\_cases\_trend |>  
 merge(df\_tot\_pop\_trend, by = "date") |>  
 filter(!is.na(date)) |>  
 mutate(  
 human\_incidence = round((hum\_cases / hum\_pop) \* 1000, 4),  
 catt\_incidence = round((catt\_cases / catt\_pop) \* 1000000, 4),  
 cam\_incidence = round((cam\_cases / cam\_pop) \* 1000000, 4),  
 goat\_incidence = round((goat\_cases / goat\_pop) \* 1000000, 4),  
 shp\_incidence = round((shp\_cases / sheep\_pop) \* 1000000, 4),  
 date = as.Date(date)  
 ) |>  
 select(date, contains("incidence")) |>  
 as\_tibble() |>   
 mutate(  
   
 )  
  
write.csv(df\_1\_trend, "individual\_incidence.csv")  
  
df\_1\_trend\_complete <- df\_1\_trend |>  
 select(date, human\_incidence, catt\_incidence, goat\_incidence) |>   
 filter(!is.na(catt\_incidence)) |>   
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
# Cases  
df\_1\_trend\_cases <- df\_tot\_cases\_trend |>  
 merge(df\_tot\_pop\_trend, by = "date") |>  
 filter(!is.na(date)) |>  
 mutate(  
 human\_incidence = round((hum\_cases / hum\_pop) \* 1000, 4),  
 catt\_incidence = round((catt\_cases / catt\_pop) \* 1000000, 4),  
 cam\_incidence = round((cam\_cases / cam\_pop) \* 1000000, 4),  
 goat\_incidence = round((goat\_cases / goat\_pop) \* 1000000, 4),  
 shp\_incidence = round((shp\_cases / sheep\_pop) \* 1000000, 4),  
 date = as.Date(date)  
 ) |>  
 select(date, contains(c("incidence", "cases"))) |>  
 as\_tibble() |>   
 mutate(  
   
 )  
write.csv(df\_1\_trend\_cases, "individual\_incidence\_cases.csv")  
  
  
## The differenced one  
date <- df\_1\_trend$date[-1]  
  
df\_1\_trend\_diff <- df\_1\_trend |>   
 reframe(across(contains("incidence"), ~ diff(., na.rm = T))) |>   
 mutate(date = as.Date(date))  
  
df\_cum\_trend <- df\_tot\_cases\_trend |>  
 merge(df\_tot\_pop\_trend, by = "date") |>  
 filter(!is.na(date)) |>  
 rowwise() |>   
 mutate(animal\_cases = sum(catt\_cases, goat\_cases, shp\_cases, cam\_cases, na.rm = T),  
 animal\_pop = sum(catt\_pop, goat\_pop, sheep\_pop, cam\_pop, na.rm = T),  
 # animal\_cases = ifelse(animal\_cases == 0, NA, animal\_cases),  
 human\_incidence = round((hum\_cases / hum\_pop) \* 1000, 4),  
 animal\_incidence = round((animal\_cases / animal\_pop) \* 1000000, 4)  
 ) |>   
 select(date, contains("incidence"))  
write.csv(df\_cum\_trend, "combined\_incidence.csv")  
  
# Cases  
df\_cum\_trend\_cases <- df\_tot\_cases\_trend |>  
 merge(df\_tot\_pop\_trend, by = "date") |>  
 filter(!is.na(date)) |>  
 rowwise() |>   
 mutate(animal\_cases = sum(catt\_cases, goat\_cases, shp\_cases, cam\_cases, na.rm = T),  
 animal\_pop = sum(catt\_pop, goat\_pop, sheep\_pop, cam\_pop, na.rm = T),  
 # animal\_cases = ifelse(animal\_cases == 0, NA, animal\_cases),  
 human\_incidence = round((hum\_cases / hum\_pop) \* 1000, 4),  
 animal\_incidence = round((animal\_cases / animal\_pop) \* 1000000, 4)  
 ) |>   
 select(date, contains(c("incidence", "cases")))  
write.csv(df\_cum\_trend\_cases, "combined\_incidence\_cases.csv")  
  
# The differenced one  
df\_cum\_trend\_diff <- df\_cum\_trend |>   
 arrange(date) |>   
 as.data.frame() |>  
 reframe(across(c(human\_incidence, animal\_incidence), ~ diff(., 1, na.rm = T))) |>   
 mutate(date = as.Date(date))  
  
trend\_data <- df\_1\_trend %>%  
 pivot\_longer(cols = -date) %>%  
 mutate(  
 name = factor(name, levels = unique(name)),  
 name = factor(name, labels = c(  
 "Human Incidence", "Cattle Incidence", "Goat Incidence",  
 "Sheep Incidence", "Camel Incidence"  
 ))  
 )  
  
all\_plus\_hum <- df\_cum\_trend |>   
 #filter(!is.na(animal\_incidence)) |>   
 mutate(animal\_incidence = ifelse(is.na(animal\_incidence), 0, animal\_incidence)) |>   
 ggplot(aes(date)) +  
 geom\_point(aes(y = animal\_incidence), col = "black", size = 1) +  
 geom\_line(aes(y = animal\_incidence), col = "black", linewidth = 1) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Animal Incidence") +  
 ggtitle('Animal Incidence')  
all\_plus\_hum
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# All except humans  
species\_plt <- trend\_data %>%  
 filter(name != "Human Incidence") |>  
 mutate(value = ifelse(is.na(value), 0, value)) |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value, col = name), linewidth = 1) +  
 geom\_point(aes(y = value, col = name), size = 2) +  
 theme\_light() +  
 #facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Incidence rate for cattle, goats, sheep and camels")  
species\_plt
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# Humans  
humans\_plt <- trend\_data %>%  
 filter(name == "Human Incidence") |>  
 mutate(value = ifelse(is.na(value), 0, value)) |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value), linewidth = 1) +  
 geom\_point(aes(y = value), size = 2) +  
 theme\_light() +  
 #facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Incidence rate for humans")  
humans\_plt
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# At county Level  
adf1 <- adf.test(na.omit(df\_1$human\_incidence))

Warning in adf.test(na.omit(df\_1$human\_incidence)): p-value smaller than  
printed p-value

adf2 <- adf.test(na.omit(df\_1$catt\_incidence))

Warning in adf.test(na.omit(df\_1$catt\_incidence)): p-value smaller than printed  
p-value

adf3 <- adf.test(na.omit(df\_1$cam\_incidence))

Warning in adf.test(na.omit(df\_1$cam\_incidence)): p-value smaller than printed  
p-value

adf4 <- adf.test(na.omit(df\_1$goat\_incidence))

Warning in adf.test(na.omit(df\_1$goat\_incidence)): p-value smaller than printed  
p-value

adf5 <- adf.test(na.omit(df\_1$shp\_incidence))

Warning in adf.test(na.omit(df\_1$shp\_incidence)): p-value smaller than printed  
p-value

adf\_res <- data.frame(  
 variable = c(  
 "Human Incidence",  
 "Cattle Incidence",  
 "Camel Incidence",  
 "Goat Incidence",  
 "Sheep Incidence"  
 ),  
 statistic = c(  
 adf1$statistic,  
 adf2$statistic,  
 adf3$statistic,  
 adf4$statistic,  
 adf5$statistic  
 ),  
   
 `P Value` = c(  
 adf1$p.value,  
 adf2$p.value,  
 adf3$p.value,  
 adf4$p.value,  
 adf5$p.value  
 )  
   
   
) %>%  
 mutate(across(where(is.numeric), ~round(., 3))) |>   
knitr::kable(  
 align = "l",  
 caption = "Results of Augmented Dickey-Fuller Test for Stationarity at County Level",  
 format = "pipe",  
 latex\_options = "hold\_position"  
 )  
  
# At National Level  
adf\_trend1 <- adf.test(na.omit(df\_1\_trend$human\_incidence))  
adf\_trend2 <- adf.test(na.omit(df\_1\_trend$catt\_incidence))  
adf\_trend3 <- adf.test(na.omit(df\_1\_trend$cam\_incidence))

Warning in adf.test(na.omit(df\_1\_trend$cam\_incidence)): p-value smaller than  
printed p-value

adf\_trend4 <- adf.test(na.omit(df\_1\_trend$goat\_incidence))  
adf\_trend5 <- adf.test(na.omit(df\_1\_trend$shp\_incidence))  
  
adf\_trend\_res <- data.frame(  
 Variable = c(  
 "Human Incidence",  
 "Cattle Incidence",  
 "Camel Incidence",  
 "Goat Incidence",  
 "Sheep Incidence"  
 ),  
 Statistic = c(  
 adf\_trend1$statistic,  
 adf\_trend2$statistic,  
 adf\_trend3$statistic,  
 adf\_trend4$statistic,  
 adf\_trend5$statistic  
 ),  
   
 `P Value` = c(  
 adf\_trend1$p.value,  
 adf\_trend2$p.value,  
 adf\_trend3$p.value,  
 adf\_trend4$p.value,  
 adf\_trend5$p.value  
 )  
   
   
) |>  
 mutate(across(where(is.numeric), ~round(., 3))) |>   
 knitr::kable(  
 align = "l",  
 caption = "Results of Augmented Dickey-Fuller Test for Stationarity at National Level",  
 format = "pipe",  
 latex\_options = "hold\_position"  
 )  
  
## All incidences combined  
  
adf\_combined <- adf.test(na.omit(df\_cum$animal\_incidence))

Warning in adf.test(na.omit(df\_cum$animal\_incidence)): p-value smaller than  
printed p-value

adf\_combined\_trend <- adf.test(df\_cum\_trend$animal\_incidence)

Warning in adf.test(df\_cum\_trend$animal\_incidence): p-value smaller than  
printed p-value

adf\_combined\_results <- data.frame(  
 "Level" = c("County", "National"),  
 "Statistic" = c(adf\_combined$statistic, adf\_combined\_trend$statistic),  
 "P Value" = c(adf\_combined$p.value, adf\_combined\_trend$p.value)  
)

# Select columns containing "incidence"  
incidence\_cols <- grep("incidence", names(df\_1\_trend), value = TRUE)  
  
# Apply moving average smoothing to selected columns  
smoothed\_df <- df\_1\_trend %>%  
 mutate(across(incidence\_cols, ~ifelse(is.na(.), 0, .))) |>   
 mutate(across(all\_of(incidence\_cols), ~zoo::rollmean(., k = 4, fill = NA), .names = "smoothed\_{.col}")) |>   
 na.omit()

Warning: There was 1 warning in `mutate()`.  
ℹ In argument: `across(incidence\_cols, ~ifelse(is.na(.), 0, .))`.  
Caused by warning:  
! Using an external vector in selections was deprecated in tidyselect 1.1.0.  
ℹ Please use `all\_of()` or `any\_of()` instead.  
 # Was:  
 data %>% select(incidence\_cols)  
  
 # Now:  
 data %>% select(all\_of(incidence\_cols))  
  
See <https://tidyselect.r-lib.org/reference/faq-external-vector.html>.

# Print the first few rows of the smoothed data  
head(smoothed\_df)

# A tibble: 6 × 11  
 date human\_incidence catt\_incidence cam\_incidence goat\_incidence  
 <date> <dbl> <dbl> <dbl> <dbl>  
1 2014-02-01 0.19 0 0 0  
2 2014-03-01 0.218 0 0 0  
3 2014-04-01 0.192 0 0 0  
4 2014-05-01 0.205 0 0 0  
5 2014-06-01 0.197 0 0 0  
6 2014-07-01 0.225 0 0 0  
# ℹ 6 more variables: shp\_incidence <dbl>, smoothed\_human\_incidence <dbl>,  
# smoothed\_catt\_incidence <dbl>, smoothed\_cam\_incidence <dbl>,  
# smoothed\_goat\_incidence <dbl>, smoothed\_shp\_incidence <dbl>

order <- c(  
 "smoothed\_human\_incidence",  
 "smoothed\_catt\_incidence",  
 "smoothed\_goat\_incidence",  
 "smoothed\_shp\_incidence",  
 "smoothed\_cam\_incidence"  
)  
  
  
order2 <- c("Human Incidence", "Cattle Incidence", "Camel Incidence", "Goat Incidence",   
"Sheep Incidence")  
  
trend\_data\_smoothed <- smoothed\_df %>%  
 select(date, contains("smoothed")) %>%  
 pivot\_longer(cols = -date) %>%  
 mutate(  
 name = factor(name, levels = order),  
 name = factor(name, labels = c(  
 "Human Incidence", "Cattle Incidence", "Goat Incidence",  
 "Sheep Incidence", "Camel Incidence"  
 ))  
 )   
  
df\_long <- df\_1\_trend %>%  
 mutate(across(incidence\_cols, ~ifelse(is.na(.), 0, .))) |>   
 select(date, contains("incidence")) %>%  
 pivot\_longer(cols = -date) %>%  
 mutate(  
 name = case\_when(  
 name == "human\_incidence" ~ "Human Incidence",  
 name == "catt\_incidence" ~ "Cattle Incidence",  
 name == "goat\_incidence" ~ "Goat Incidence",  
 name == "shp\_incidence" ~ "Sheep Incidence",  
 TRUE ~ "Camel Incidence"  
 )) |>   
 mutate(  
 name = factor(name, levels = order2),  
 name = factor(name, labels = c(  
 "Human Incidence", "Cattle Incidence", "Goat Incidence",  
 "Sheep Incidence", "Camel Incidence"  
 ))  
 )  
  
species\_sm\_plt <- trend\_data\_smoothed |>   
 filter(name != "Human Incidence") |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value, col = name), linewidth = 1) +  
 #geom\_point(aes(y = value, col = name)) +  
 # facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Smoothed Incidence rate for cattle, goats, sheep and camels")  
  
species\_sm\_plt
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# With points  
species\_sm\_plt\_points <- trend\_data\_smoothed |>   
 filter(name != "Human Incidence") |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value, col = name), linewidth = 1) +  
 geom\_point(data = trend\_data |>   
 mutate(value = ifelse(is.na(value), 0, value)) |>   
 filter(name != "Human Incidence"),  
   
 aes(y = value, col = name), size = 1) +  
 # facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Smoothed Incidence rate for cattle, goats, sheep and camels")  
  
species\_sm\_plt\_points
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humans\_sm\_plt <- trend\_data\_smoothed |>   
 filter(name == "Human Incidence") |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value), linewidth = 1) +  
 geom\_point(data = df\_1\_trend, aes(y = human\_incidence), col = "red") +  
 # facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Smoothed incidence rate for humans")  
humans\_sm\_plt
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humans\_sm\_plt\_nopoints <- trend\_data\_smoothed |>   
 filter(name == "Human Incidence") |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = value), linewidth = 1) +  
 #geom\_point(data = df\_1\_trend, aes(y = human\_incidence), col = "red") +  
 # facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Smoothed incidence rate for humans")  
humans\_sm\_plt\_nopoints
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## For all animal incidence combined  
df\_cum\_trend <- df\_cum\_trend |>   
 mutate(date = as.Date(date))  
  
incidence\_cols\_cum <- grep("incidence", names(df\_cum\_trend), value = TRUE)  
  
# Apply moving average smoothing to selected columns  
# Select columns containing "incidence"  
incidence\_cols <- grep("incidence", names(df\_cum\_trend), value = TRUE)  
  
# Apply moving average smoothing to selected columns  
smoothed\_df\_combined <- df\_cum\_trend %>%  
 mutate(animal\_incidence = ifelse(is.na(animal\_incidence), 0, animal\_incidence)) |>   
 as\_tibble() |>  
 mutate(across(  
 all\_of(incidence\_cols),  
 ~ zoo::rollmean(., k = 2, fill = NA),  
 .names = "smoothed\_{.col}"  
 )) |>  
 na.omit()  
  
animal\_sm\_plt <- smoothed\_df\_combined |>   
 ggplot(aes(x = date)) +  
 geom\_line(aes(y = smoothed\_animal\_incidence), linewidth = 1) +  
 geom\_point(data = df\_cum\_trend |>   
 mutate(animal\_incidence = ifelse(is.na(animal\_incidence), 0, animal\_incidence))   
 , aes(y = animal\_incidence), col = "red") +  
 # facet\_wrap(~name, scales = "free", ncol = 3) +  
 theme\_light() +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(color = "black", hjust = 0.5, size = 12),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "bottom",  
 legend.text = element\_text(color = "black")  
 ) +  
 ylab("Incidence/1,000,000 population") +  
 xlab("Year") +  
 labs(col = "Species", title = "Smoothed incidence rate for animal incidence combined")  
animal\_sm\_plt

![](data:image/png;base64,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)

table1.1 <- df\_incidence2.1 |>  
 select(county, diagnosis, contains("cases")) |>  
 mutate(  
 catt\_cases = ifelse(catt\_cases >= 69, round(mean(catt\_cases, na.rm = T)), catt\_cases),  
 goat\_cases = ifelse(goat\_cases > 28, round(mean(goat\_cases, na.rm = T)), goat\_cases)  
 ) |>  
 pivot\_longer(cols = -c(county, diagnosis)) %>%  
 group\_by(name) |>  
 group\_by(name, Diagnosis = diagnosis) |>  
 summarise(Cases = sum(value, na.rm = T)) |>   
 mutate(  
 Species = recode(  
 name,  
 "cam\_cases" = 'Camels',  
 "hum\_cases" = 'Humans',  
 "goat\_cases" = 'Goats',  
 "shp\_cases" = "Sheep",  
 "catt\_cases" = "Cattle"  
 )   
 ) |>   
 ungroup() |>   
 select(-name) |>   
 group\_by(Species, Diagnosis) |>   
 group\_by(Species) |>   
 mutate(`Percent(%)` = round((Cases/sum(Cases, na.rm = T)) \* 100, 2)) |>   
 mutate(Cases = format(round(Cases), big.mark = ',') |> str\_squish()) |>   
 select(3, 1,2,4) |>   
 knitr::kable(align = "l",   
 caption = "Number of cases according to the type of Diagnosis",   
 format = "pipe",  
 latex\_options = "hold\_position")

`summarise()` has grouped output by 'name'. You can override using the  
`.groups` argument.

table1.1

Number of cases according to the type of Diagnosis

| Species | Diagnosis | Cases | Percent(%) |
| --- | --- | --- | --- |
| Camels | Clinically confirmed | 23 | 92.00 |
| Camels | Lab confirmed | 2 | 8.00 |
| Camels | Post Mortem | 0 | 0.00 |
| Cattle | Clinically confirmed | 225 | 62.50 |
| Cattle | Lab confirmed | 121 | 33.61 |
| Cattle | Post Mortem | 14 | 3.89 |
| Goats | Clinically confirmed | 451 | 78.57 |
| Goats | Lab confirmed | 123 | 21.43 |
| Goats | Post Mortem | 0 | 0.00 |
| Humans | Clinically confirmed | 1,058,294 | 22.57 |
| Humans | Lab confirmed | 3,630,512 | 77.43 |
| Humans | Post Mortem | 0 | 0.00 |
| Sheep | Clinically confirmed | 152 | 89.94 |
| Sheep | Lab confirmed | 17 | 10.06 |
| Sheep | Post Mortem | 0 | 0.00 |

write.csv( df\_incidence |>   
 select(county, diagnosis, contains("cases")) |>   
 pivot\_longer(cols = -c(county, diagnosis)) %>%  
 group\_by(name) |>   
 group\_by(name, Diagnosis = diagnosis) |>   
 summarise(Cases = sum(value, na.rm = T)) |>   
 mutate(  
 Species = recode(  
 name,  
 "cam\_cases" = 'Camels',  
 "hum\_cases" = 'Humans',  
 "goat\_cases" = 'Goats',  
 "shp\_cases" = "Sheep",  
 "catt\_cases" = "Cattle"  
 )   
 ) |>   
 ungroup() |>   
 select(-name) |>   
 group\_by(Species, Diagnosis) |>   
 group\_by(Species) |>   
 mutate(`Percent(%)` = round((Cases/sum(Cases)) \* 100, 2)) |>   
 select(3, 1,2,4),  
   
 "cases\_table.csv")

`summarise()` has grouped output by 'name'. You can override using the  
`.groups` argument.

# The descriptive statistics are for the Incidence Rate National Wide  
table2 <- df\_1 %>%  
 select(county, contains("incidence")) |>  
 pivot\_longer(cols = -1) %>%  
 group\_by(name) %>%  
 summarise(  
 `Mean Incidence Rate` = mean(value, na.rm = TRUE),  
 minimum = min(value, na.rm = TRUE),  
 median = median(value, na.rm = TRUE),  
 max = max(value, na.rm = TRUE),  
 sd = sd(value, na.rm = TRUE)  
 ) %>%  
 arrange(desc(`Mean Incidence Rate`)) %>%  
 mutate(  
 name = case\_when(  
 name == "human\_incidence" ~ "Human",  
 name =="catt\_incidence" ~ "Cattle",   
 name == "goat\_incidence" ~ "Goat",   
 name == "cam\_incidence" ~ "Camel",   
 name == "shp\_incidence" ~ "Sheep"  
 ),  
 Cases = comma(`Mean Incidence Rate`),  
 Minimum = comma(minimum),  
 Median = comma(median),  
 Maximum = comma(max),  
 `Standard Deviation` = comma(sd)  
 ) |>   
 select(Species = name,  
 `Mean Incidence Rate`,  
 Minimum,  
 Median,  
 Maximum,  
 `Standard Deviation`) |>  
 knitr::kable(  
 align = "l",  
 caption = "Descriptive Statistics for Incidence Rate",  
 format = "pipe",  
 latex\_options = "hold\_position"  
 )  
  
table2

Descriptive Statistics for Incidence Rate

| Species | Mean Incidence Rate | Minimum | Median | Maximum | Standard Deviation |
| --- | --- | --- | --- | --- | --- |
| Human | 1.0400485 | 0 | 0.66 | 12 | 1.114 |
| Cattle | 0.1546213 | 0 | 0.00 | 235 | 3.710 |
| Camel | 0.0416705 | 0 | 0.00 | 122 | 2.191 |
| Goat | 0.0312345 | 0 | 0.00 | 27 | 0.630 |
| Sheep | 0.0143072 | 0 | 0.00 | 45 | 0.653 |

write.csv(df\_1 %>%  
 select(county, contains("incidence")) |>  
 pivot\_longer(cols = -1) %>%  
 group\_by(name) %>%  
 summarise(  
 `Mean Incidence Rate` = mean(value, na.rm = TRUE),  
 minimum = min(value, na.rm = TRUE),  
 median = median(value, na.rm = TRUE),  
 max = max(value, na.rm = TRUE),  
 sd = sd(value, na.rm = TRUE)  
 ) %>%  
 arrange(desc(`Mean Incidence Rate`)) %>%  
 mutate(  
 name = case\_when(  
 name == "human\_incidence" ~ "Human",  
 name =="catt\_incidence" ~ "Cattle",   
 name == "goat\_incidence" ~ "Goat",   
 name == "cam\_incidence" ~ "Camel",   
 name == "shp\_incidence" ~ "Sheep"  
 ),  
 Cases = comma(`Mean Incidence Rate`),  
 Minimum = comma(minimum),  
 Median = comma(median),  
 Maximum = comma(max),  
 `Standard Deviation` = comma(sd)  
 ) |>   
 select(Species = name,  
 `Mean Incidence Rate`,  
 Minimum,  
 Median,  
 Maximum,  
 `Standard Deviation`),  
 "descriptive\_table.csv")

# Cases per year per county  
df\_tot\_cases\_spatial <- df\_incidence2.1 |>  
 group\_by(year = year(as.Date(date)), county) |>  
 summarise(across(contains("cases"), ~ sum(., na.rm = T))) |>  
 mutate(across(contains('cases'), ~ ifelse(. == 0, NA, .)))

`summarise()` has grouped output by 'year'. You can override using the  
`.groups` argument.

# Population per year, per county  
df\_pop\_spatial <- df\_incidence2.1 |>  
 select(date, county, contains("pop")) %>%  
 distinct(.) |>  
 as\_tibble() |>  
 group\_by(year = year(as.Date(date)), county) %>%  
 summarise(across(where(is.numeric), ~ unique(.))) |>  
 mutate(across(contains('cases'), ~ ifelse(. == 0, NA, .)))

`summarise()` has grouped output by 'year'. You can override using the  
`.groups` argument.

# Individual Cases per year per county month  
df\_tot\_cases\_spatial\_month <- df\_incidence2.1 |>  
 group\_by(date, county) |>  
 summarise(across(contains("cases"), ~ sum(., na.rm = T))) |>  
 mutate(year = year(as.Date(date))) |>  
 merge(df\_pop\_spatial, by = c("year", "county")) |>  
 filter(!is.na(year)) |>  
 mutate(  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4),  
 catt\_incidence = round((catt\_cases / catt\_pop) \* 1000000, 4),  
 cam\_incidence = round((cam\_cases / cam\_pop) \* 1000000, 4),  
 goat\_incidence = round((goat\_cases / goat\_pop) \* 1000000, 4),  
 shp\_incidence = round((shp\_cases / sheep\_pop) \* 1000000, 4)  
 ) |>  
 select(year, date, county, contains(c("incidence", "cases"))) |>  
 as\_tibble()

`summarise()` has grouped output by 'date'. You can override using the  
`.groups` argument.

write.csv(df\_tot\_cases\_spatial\_month,  
 "df\_tot\_cases\_spatial\_month.csv")  
  
df\_tot\_cases\_spatial\_month\_complete <- df\_tot\_cases\_spatial\_month |>  
 select(  
 year,  
 date,  
 county,  
 human\_incidence,  
 goat\_incidence,  
 catt\_incidence,  
 goat\_cases,  
 catt\_cases,  
 hum\_cases  
 )  
  
write.csv(df\_tot\_cases\_spatial\_month\_complete,  
 "df\_tot\_cases\_spatial\_month\_complete.csv")  
  
# Combined cases  
df\_spatial\_cum\_month <- df\_tot\_cases\_spatial\_month |>  
 merge(df\_pop\_spatial, by = c("year", "county")) |>  
 rowwise() |>  
 mutate(  
 animal\_cases = sum(catt\_cases, goat\_cases, shp\_cases, cam\_cases, na.rm = T),  
 animal\_pop = sum(catt\_pop, goat\_pop, sheep\_pop, cam\_pop, na.rm = T) %>%  
 ifelse(. == 0, NA, .),  
 animal\_incidence = round((animal\_cases / animal\_pop) \* 1000000, 4),  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4)  
 ) |>  
 select(date, year, county, contains(c("incidence", "cases"))) |>  
 as\_tibble()  
write.csv(df\_spatial\_cum\_month, "df\_spatial\_cum\_month.csv")  
  
# Population per year, per county  
df\_pop\_spatial <- df\_incidence2.1 |>  
 select(date, county, contains("pop")) %>%  
 distinct(.) |>  
 as\_tibble() |>  
 group\_by(year = year(date), county) %>%  
 summarise(across(where(is.numeric), ~ unique(.))) |>  
 mutate(across(contains('cases'), ~ ifelse(. == 0, NA, .)))

`summarise()` has grouped output by 'year'. You can override using the  
`.groups` argument.

df\_spatial <- df\_tot\_cases\_spatial |>  
 merge(df\_pop\_spatial, by = c("year", "county")) |>  
 filter(!is.na(year)) |>  
 mutate(  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4),  
 catt\_incidence = round((catt\_cases / catt\_pop) \* 1000000, 4),  
 cam\_incidence = round((cam\_cases / cam\_pop) \* 1000000, 4),  
 goat\_incidence = round((goat\_cases / goat\_pop) \* 1000000, 4),  
 shp\_incidence = round((shp\_cases / sheep\_pop) \* 1000000, 4)  
 ) |>  
 select(year, county, contains("incidence")) |>  
 #mutate(across(is.numeric, ~ifelse(is.na(.), 0, .))) |>  
 as\_tibble()  
  
df\_spatial\_cum <- df\_tot\_cases\_spatial |>  
 merge(df\_pop\_spatial, by = c("year", "county")) |>  
 rowwise() |>  
 mutate(  
 animal\_cases = sum(catt\_cases, goat\_cases, shp\_cases, cam\_cases, na.rm = T),  
 animal\_pop = sum(catt\_pop, goat\_pop, sheep\_pop, cam\_pop, na.rm = T) %>%  
 ifelse(. == 0, NA, .),  
 animal\_cases = ifelse(animal\_cases == 0, NA, animal\_cases),  
 animal\_incidence = round((animal\_cases / animal\_pop) \* 1000000, 4),  
 human\_incidence = round((hum\_cases / pop) \* 1000, 4)  
 ) |>  
 select(year, county, contains("incidence")) |>  
 as\_tibble()  
  
# Checking for mismatch of county names in the shapefiles and in our data  
setdiff(shp$Name, df\_spatial$county)

[1] "Muranga"

setdiff(df\_spatial$county, shp$Name)

[1] "Murang'a"

# Replacing Muranga to Murang'a  
shp <- shp |>  
 mutate(Name = ifelse(Name == "Muranga", "Murang'a", Name))  
setdiff(shp$Name, df\_spatial$county)

character(0)

setdiff(df\_spatial$county, shp$Name)

character(0)

length(unique(df\_spatial$county))

[1] 47

# Merging  
df\_spatial\_merged <- df\_spatial |>  
 merge(shp, by.x = "county", by.y = 'Name')  
indi\_incidence\_columns <- grep("incidence", names(df\_spatial\_merged), value = TRUE)  
  
df\_spatial\_merged <- df\_spatial\_merged |>  
 mutate(across(  
 all\_of(indi\_incidence\_columns),  
 ~ cut(  
 .,  
 breaks = quantile(., na.rm = TRUE),  
 include.lowest = TRUE  
 ),  
 .names = "{col}\_range"  
 )) |>  
 st\_as\_sf()  
  
df\_spatial\_merged\_cum <- df\_spatial\_cum |>  
 merge(shp, by.x = "county", by.y = 'Name')  
  
all\_incidence\_columns <- grep("incidence", names(df\_spatial\_merged\_cum), value = TRUE)  
df\_spatial\_merged\_cum <- df\_spatial\_merged\_cum |>  
 mutate(across(  
 all\_of(all\_incidence\_columns),  
 ~ cut(  
 .,  
 breaks = quantile(., na.rm = TRUE),  
 include.lowest = TRUE  
 ),  
 .names = "{col}\_range"  
 )) |>  
 st\_as\_sf()  
  
# Plotting  
# Convert year to factor for better plotting  
df\_spatial\_merged$year <- as.factor(df\_spatial\_merged$year)  
df\_spatial\_merged\_cum$year <- as.factor(df\_spatial\_merged\_cum$year)  
  
# All animals incidence  
cate\_animal <- length(levels(df\_spatial\_merged\_cum$animal\_incidence\_range))  
animals <- df\_spatial\_merged\_cum |>  
 mutate(animal\_incidence\_range = ifelse(  
 is.na(animal\_incidence\_range),  
 "0",  
 as.character(animal\_incidence\_range)  
 ) %>%  
 factor(  
 .,  
 levels = c(  
 "0",  
 '[0.113,0.894]',  
 '(0.894,2.16]',  
 '(2.16,6]',  
 '(6,336]'  
 )  
 )) |>  
 ggplot() +  
 geom\_sf(aes(fill = animal\_incidence\_range)) +  
 scale\_fill\_manual(  
 values = c("white", brewer.pal(cate\_animal, "YlOrRd")),  
 labels = function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
   
 na.value = "white"  
 ) +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Animals") +  
 labs(fill = "Animals")  
animals

![](data:image/png;base64,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)

# Humans  
cate\_human <-  
 length(levels(df\_spatial\_merged\_cum$human\_incidence\_range))  
  
humans <-   
 # mutate(human\_incidence\_range = ifelse(is.na(human\_incidence\_range),  
 # "0",  
 # as.character(human\_incidence\_range)) %>%  
 # factor(., levels = c(  
 # "0",  
 # "[0.113,0.865]",  
 # "(0.865,1.85]",  
 # "(1.85,5.62]",  
 # "(5.62,67.4]"  
 # ))) |>  
 ggplot() +  
 #geom\_sf(data = shp, fill = 'white') +  
 geom\_sf(data = df\_spatial\_merged\_cum, aes(fill = human\_incidence\_range)) +   
 scale\_fill\_manual(  
 values = c(brewer.pal(cate\_human, "YlOrRd")),  
 labels =  
 function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
 na.value = "white"  
 ) +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Humans") +  
 labs(fill = "Humans")  
humans
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animals\_humans <-  
 wrap\_plots(humans,  
 animals,  
 ncol = 1,  
 guides = "keep") +  
 plot\_annotation(caption = "For humans, the incidence rate is per  
 1,000 population while for animal,  
 the incidence rate is per 1,000,000 population  
 ") &  
 theme(plot.caption = element\_text(size = 16, colour = "black"))  
  
animals\_humans
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cate\_catt <- length(levels(df\_spatial\_merged$catt\_incidence\_range))  
cattle <- df\_spatial\_merged |>  
 mutate(catt\_incidence\_range = ifelse(is.na(catt\_incidence\_range),   
 "0",   
 as.character(catt\_incidence\_range)) %>%  
 factor(., levels = c(  
 "0",  
 "[0.704,2.4]",  
 "(2.4,5.45]",   
 "(5.45,11.9]",  
 "(11.9,235]"  
 ))) |>   
 ggplot() +  
 geom\_sf(aes(fill = catt\_incidence\_range)) +  
 scale\_fill\_manual(values = c("white", brewer.pal(cate\_catt, "YlOrRd")),  
 labels =  
 function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
   
 na.value = "white") +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Cattle") +  
 labs(fill = "Cattle")   
cattle
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# Goats  
cate\_goat <- length(levels(df\_spatial\_merged$goat\_incidence\_range))  
goat <- df\_spatial\_merged |>  
 mutate(goat\_incidence\_range = ifelse(is.na(goat\_incidence\_range),   
 "0",   
 as.character(goat\_incidence\_range)) %>%  
 factor(., levels = c(  
 "0",  
 "[0.13,0.8]",  
 "(0.8,3.21]",  
 "(3.21,9.34]",  
 "(9.34,690]"   
 ))) |>   
 ggplot() +  
 geom\_sf(aes(fill = goat\_incidence\_range)) +  
 scale\_fill\_manual(values = c("white", brewer.pal(cate\_goat, "YlOrRd")),  
 labels =  
 function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
   
 na.value = "white") +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Goats") +  
 labs(fill = "Goat")   
goat
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# sheep  
cate\_shp <- length(levels(df\_spatial\_merged$shp\_incidence\_range))  
sheep <- df\_spatial\_merged |>  
 mutate(shp\_incidence\_range = ifelse(is.na(shp\_incidence\_range),   
 "0",   
 as.character(shp\_incidence\_range)) %>%  
 factor(., levels = c(  
 "0",  
 "[0.182,0.701]",  
 "(0.701,2.48]",  
 "(2.48,4.65]",  
 "(4.65,45.1]"   
 ))) |>   
 ggplot() +  
 geom\_sf(aes(fill = shp\_incidence\_range)) +  
 scale\_fill\_manual(values = c("white", brewer.pal(cate\_shp, "YlOrRd")),  
 labels =  
 function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
   
 na.value = "white") +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Sheep") +  
 labs(fill = "Sheep")   
sheep
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# Camels  
cate\_cam <- length(levels(df\_spatial\_merged$cam\_incidence\_range))  
camels <- df\_spatial\_merged |>  
 mutate(cam\_incidence\_range = ifelse(is.na(cam\_incidence\_range),   
 "0",   
 as.character(cam\_incidence\_range)) %>%  
 factor(., levels = c(  
 "0",  
 "[0.613,1.9]",  
 "(1.9,2.84]",  
 "(2.84,33]",  
 "(33,122]"   
 ))) |>   
 ggplot() +  
 geom\_sf(aes(fill = cam\_incidence\_range)) +  
 scale\_fill\_manual(values = c("white", brewer.pal(cate\_cam, "YlOrRd")),  
 labels =  
 function(breaks) {  
 str\_replace\_all(breaks, "\\[|\\)|\\]|\\(", "") %>% str\_replace\_all(., ",", " - ")  
 },  
   
 na.value = "white") +  
 theme\_void() +  
 facet\_wrap( ~ year, nrow = 1) +  
 theme(  
 plot.title = element\_text(  
 color = "black",  
 hjust = .5,  
 size = 16  
 ),  
 legend.position = "bottom",  
 legend.text = element\_text(size = 12),  
 legend.title = element\_text(size = 12, colour = "black"),  
 legend.key.size = unit(0.7, "cm"),  
 strip.text = element\_text(colour = "black", size = 16)  
 ) +  
 ggtitle("Camels") +  
 labs(fill = "Camels")   
camels
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all\_plots <-  
 wrap\_plots(humans,  
 cattle,  
 goat,  
 sheep,  
 camels,  
 ncol = 1,  
 guides = "keep") &  
 theme(plot.caption = element\_text(size = 16, colour = "black"))  
dev.off()
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ggsave("all\_plots.png", dpi = 1e3, height = 18, width = 20)
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# Correlation Plot  
df\_1\_trend <- df\_1\_trend |>   
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
cor\_lag <- df\_1\_trend %>%  
 as\_tibble() %>%  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between human incidence \nand animal incidences",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 35  
 ),  
 plot.subtitle = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 14  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag
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# Correlation Plot at lag 1  
cor\_lag1 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 1))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 1",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag1
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# Correlation Plot at lag 2  
cor\_lag2 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 2))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 2",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag2
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# Correlation Plot at lag 3  
cor\_lag3 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 3))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 3",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag3
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# Correlation Plot at lag 4  
cor\_lag4 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 4))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 4",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag4
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# Correlation Plot at lag 5  
cor\_lag5 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 5))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 5",  
 x = NULL,  
 y = NULL) +  
 guides(fill = "none") +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag5
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# Correlation Plot at lag 6  
cor\_lag6 <- df\_1\_trend %>%  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = 6))) |>  
 na.omit() |>  
 select(-date) %>%  
 setNames(c("Human",  
 "Cattle",  
 "Camel",  
 "Goat",  
 "Sheep")) |>  
 cor() %>%  
 ggcorrplot::ggcorrplot(type = "upper",  
 lab = TRUE,  
 lab\_size = 6) +  
 theme\_light() +  
 labs(subtitle = "Correlation between\nhuman incidence \nand animal incidences at lag 6",  
 x = NULL,  
 y = NULL) +  
 theme(  
 strip.background = element\_rect(fill = "white", colour = "grey"),  
 strip.text = element\_text(color = "black", size = 12),  
 axis.title = element\_text(colour = "black"),  
 axis.text = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black", linewidth = 1),  
 plot.title = element\_text(  
 color = "black",  
 hjust = 0.5,  
 size = 20  
 ),  
 axis.title.y = element\_text(color = "black", size = 10),  
 legend.position = "right",  
 legend.text = element\_text(color = "black")  
 )  
cor\_lag6
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all\_cols <- wrap\_plots(  
 cor\_lag,  
 cor\_lag1,  
 cor\_lag2,  
 cor\_lag3,  
 cor\_lag4,  
 cor\_lag5,  
 cor\_lag6,  
 ncol = 3,  
 guides = "collect"  
) |>   
 plot\_grid(  
 rel\_widths = c(7, 7,7)  
 )   
all\_cols <- all\_cols + theme(plot.title = element\_text(size = 16),  
 axis.text.y = element\_text(color = 'black', size = 13))

lag\_values <- 0:6 # Assuming you want lag values from 0 to 6  
cor\_dats <- list(  
  
 cor\_lag$data,  
 cor\_lag1$data,  
 cor\_lag2$data,  
 cor\_lag3$data,  
 cor\_lag4$data,  
 cor\_lag5$data,  
 cor\_lag6$data  
 )  
result\_table <- tibble(  
 Lag = lag\_values,  
 `Average Correlation` = cor\_dats %>%  
 map(~ filter(.x, Var1 == "Human")) %>%  
 map\_dbl(~mean(.$value))  
) |>  
 arrange(desc(`Average Correlation`)) |>   
 knitr::kable(align = "l",   
 caption = "Average correlation between human incidence and other species incidence, ordered from the largest to the smallest",   
 format = "pipe",  
 latex\_options = "hold\_position")  
  
print(result\_table)

Table: Average correlation between human incidence and other species incidence, ordered from the largest to the smallest  
  
|Lag |Average Correlation |  
|:---|:-------------------|  
|0 |0.1475 |  
|3 |0.1450 |  
|2 |0.1225 |  
|4 |0.1175 |  
|1 |0.1150 |  
|6 |0.1075 |  
|5 |0.0650 |

# This helps us to choose the lag with the highest average correlation

## This model fits the data without differencing, at difference lags, (0-3) and for individual   
## animal incidences.  
  
df\_1\_trend <- df\_1\_trend |>   
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
# Models with NA  
run\_lag\_models <- function(df, max\_lag = 3, ...) {  
 suppressMessages({  
 result\_df <- tibble()  
   
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ lag(., n = lag\_value))) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <- df\_lagged |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 (human\_incidence) ~ cam\_incidence + shp\_incidence + catt\_incidence + goat\_incidence  
 )  
 ) |>  
 report()  
   
 mod\_results <- tidy(mod) %>%  
 select(-.model) %>%  
 as\_tibble() %>%  
 mutate(term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 term == "shp\_incidence" ~ "Sheep incidence",  
 term == "cam\_incidence" ~ "Camel incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |> select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 adj\_r\_squared <- glance(mod) %>%  
 select(r\_squared, AIC, adj\_r\_squared)  
   
 mod\_results <- bind\_cols(mod\_results, adj\_r\_squared) |>  
 mutate(across(c(estimate, std.error, statistic, p.value, conf\_low, conf\_high, adj\_r\_squared), ~round(., 3))) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 select(c(1:8, 12, 9:11))  
   
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
 })  
 return(result\_df)  
}  
  
# Models with complete cases  
complete\_run\_lag\_models <- function(df, max\_lag = 3, ...) {  
 suppressMessages({  
 result\_df <- tibble()  
   
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, goat\_incidence),  
 list( ~ lag(., n = lag\_value))) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <- df\_lagged |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 human\_incidence ~ catt\_incidence + goat\_incidence  
 )  
 ) |>  
 report()  
   
 mod\_results <- tidy(mod) %>%  
 select(-.model) %>%  
 as\_tibble() %>%  
 mutate(term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |> select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 adj\_r\_squared <- glance(mod) %>%  
 select(r\_squared, AIC, adj\_r\_squared)  
   
 mod\_results <- bind\_cols(mod\_results, adj\_r\_squared) |>  
 mutate(across(c(estimate, std.error, statistic, p.value, conf\_low, conf\_high, adj\_r\_squared), ~round(., 3))) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 select(c(1:8, 12, 9:11))  
   
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
 })  
 return(result\_df)  
}  
  
non\_diff\_indivi\_with\_NA <- run\_lag\_models(df\_1\_trend)

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.7266 -0.1578 0.0911 0.2261 0.5408   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.87918 0.03355 26.209 <2e-16 \*\*\*  
cam\_incidence 0.15911 0.22709 0.701 0.4851   
shp\_incidence 0.97554 0.62776 1.554 0.1233   
catt\_incidence 0.23064 0.13455 1.714 0.0895 .   
goat\_incidence -0.02506 0.05387 -0.465 0.6428   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3179 on 103 degrees of freedom  
Multiple R-squared: 0.0758, Adjusted R-squared: 0.0399  
F-statistic: 2.112 on 4 and 103 DF, p-value: 0.084635  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.74358 -0.11750 0.05283 0.22167 0.47940   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.89177 0.03339 26.707 <2e-16 \*\*\*  
cam\_incidence 0.12606 0.22486 0.561 0.5763   
shp\_incidence 1.07181 0.62166 1.724 0.0877 .   
catt\_incidence 0.17900 0.13329 1.343 0.1823   
goat\_incidence -0.02870 0.05335 -0.538 0.5917   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3148 on 102 degrees of freedom  
Multiple R-squared: 0.05722, Adjusted R-squared: 0.02024  
F-statistic: 1.548 on 4 and 102 DF, p-value: 0.19413  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.73671 -0.12186 0.05724 0.21880 0.51482   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.89661 0.03267 27.445 <2e-16 \*\*\*  
cam\_incidence 0.12965 0.21882 0.593 0.5548   
shp\_incidence 1.22441 0.60500 2.024 0.0456 \*   
catt\_incidence 0.17812 0.12977 1.373 0.1729   
goat\_incidence -0.03005 0.05192 -0.579 0.5641   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3063 on 101 degrees of freedom  
Multiple R-squared: 0.06858, Adjusted R-squared: 0.03169  
F-statistic: 1.859 on 4 and 101 DF, p-value: 0.12348  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.74004 -0.11984 0.05346 0.18815 0.48826   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.89994 0.03194 28.175 <2e-16 \*\*\*  
cam\_incidence 0.16581 0.21277 0.779 0.4376   
shp\_incidence 1.02029 0.58835 1.734 0.0860 .   
catt\_incidence 0.22751 0.12624 1.802 0.0745 .   
goat\_incidence -0.03432 0.05049 -0.680 0.4982   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.2978 on 100 degrees of freedom  
Multiple R-squared: 0.08157, Adjusted R-squared: 0.04483  
F-statistic: 2.22 on 4 and 100 DF, p-value: 0.072126

non\_diff\_indivi\_without\_NA <-  
 complete\_run\_lag\_models(df\_1\_trend\_complete)

Series: human\_incidence   
Model: TSLM   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.84860 -0.11488 0.04294 0.16120 0.41882   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.004848 0.043141 23.292 <2e-16 \*\*\*  
catt\_incidence 0.114544 0.118264 0.969 0.338   
goat\_incidence -0.005748 0.045086 -0.127 0.899   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.2622 on 46 degrees of freedom  
Multiple R-squared: 0.04234, Adjusted R-squared: 0.0007068  
F-statistic: 1.017 on 2 and 46 DF, p-value: 0.36967  
Series: human\_incidence   
Model: TSLM   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.88147 -0.12067 0.00746 0.16625 0.38477   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.039113 0.040050 25.945 <2e-16 \*\*\*  
catt\_incidence 0.034544 0.108609 0.318 0.752   
goat\_incidence 0.005222 0.041319 0.126 0.900   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.2401 on 45 degrees of freedom  
Multiple R-squared: 0.01066, Adjusted R-squared: -0.03331  
F-statistic: 0.2425 on 2 and 45 DF, p-value: 0.78571  
Series: human\_incidence   
Model: TSLM   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.52295 -0.12363 0.02954 0.14731 0.36752   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.055838 0.033949 31.100 <2e-16 \*\*\*  
catt\_incidence 0.038460 0.091059 0.422 0.675   
goat\_incidence 0.007845 0.034565 0.227 0.822   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.2007 on 44 degrees of freedom  
Multiple R-squared: 0.02277, Adjusted R-squared: -0.02165  
F-statistic: 0.5125 on 2 and 44 DF, p-value: 0.60252  
Series: human\_incidence   
Model: TSLM   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.466496 -0.123334 0.008342 0.136314 0.349946   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.081553 0.032282 33.503 <2e-16 \*\*\*  
catt\_incidence -0.010042 0.085607 -0.117 0.907   
goat\_incidence 0.005739 0.032421 0.177 0.860   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.188 on 43 degrees of freedom  
Multiple R-squared: 0.0007612, Adjusted R-squared: -0.04572  
F-statistic: 0.01638 on 2 and 43 DF, p-value: 0.98376

diff\_indivi <- run\_lag\_models(df\_1\_trend\_diff |>   
 mutate(across(contains('incidence'), ~ifelse(is.na(.), 0, .))))

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.386594 -0.066171 0.007478 0.082536 0.249146   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.006222 0.012200 0.510 0.611  
cam\_incidence -18.527691 17.256709 -1.074 0.286  
shp\_incidence 0.116650 0.368165 0.317 0.752  
catt\_incidence 0.039857 0.040692 0.979 0.330  
goat\_incidence -0.057560 0.075005 -0.767 0.445  
  
Residual standard error: 0.1253 on 102 degrees of freedom  
Multiple R-squared: 0.02158, Adjusted R-squared: -0.01679  
F-statistic: 0.5625 on 4 and 102 DF, p-value: 0.69041  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.413173 -0.063748 0.006477 0.076952 0.239656   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.007373 0.011809 0.624 0.53382   
cam\_incidence 65.712533 52.578727 1.250 0.21426   
shp\_incidence -0.375130 0.353663 -1.061 0.29136   
catt\_incidence -0.094868 0.039090 -2.427 0.01700 \*   
goat\_incidence 0.208432 0.072060 2.892 0.00468 \*\*  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.1203 on 101 degrees of freedom  
Multiple R-squared: 0.1062, Adjusted R-squared: 0.07077  
F-statistic: 2.999 on 4 and 101 DF, p-value: 0.021975  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.410457 -0.063757 0.006243 0.083743 0.252240   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.004657 0.012417 0.375 0.708  
cam\_incidence NA NA NA NA  
shp\_incidence -0.211110 0.371877 -0.568 0.572  
catt\_incidence 0.006058 0.041103 0.147 0.883  
goat\_incidence -0.065731 0.075771 -0.867 0.388  
  
Residual standard error: 0.1265 on 101 degrees of freedom  
Multiple R-squared: 0.01143, Adjusted R-squared: -0.01793  
F-statistic: 0.3893 on 3 and 101 DF, p-value: 0.76096  
Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.412447 -0.066177 0.005648 0.082223 0.250031   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.006652 0.012521 0.531 0.596  
cam\_incidence NA NA NA NA  
shp\_incidence 0.389456 0.373215 1.044 0.299  
catt\_incidence 0.025046 0.041243 0.607 0.545  
goat\_incidence -0.018898 0.076028 -0.249 0.804  
  
Residual standard error: 0.1269 on 100 degrees of freedom  
Multiple R-squared: 0.01396, Adjusted R-squared: -0.01563  
F-statistic: 0.4718 on 3 and 100 DF, p-value: 0.70262

write\_csv(non\_diff\_indivi\_with\_NA |>  
 select(-r\_squared, -AIC, -adj\_r\_squared), "non\_diff\_individual\_with\_NA.csv")  
write\_csv(non\_diff\_indivi\_without\_NA |>  
 select(-r\_squared, -AIC, -adj\_r\_squared), "non\_diff\_individual\_without\_NA.csv")  
  
write\_csv(diff\_indivi, "diff\_individual.csv")  
  
  
## The following function fits the model, without differencing, at difference lags, (0-3) and for  
## animal incidences combined  
  
lag\_models\_full <- function(df, max\_lag = 3, ...) {  
 result\_df <- tibble()  
   
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(vars(animal\_incidence),  
 list(~ lag(., n = lag\_value))) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <- df\_lagged |>  
 as\_tsibble() |>  
 model(TSLM((human\_incidence) ~ animal\_incidence)) |>  
 report()  
   
 mod\_results <- tidy(mod) %>%  
 select(-.model) %>%  
 as\_tibble() %>%  
 mutate(  
 term = case\_when(  
 term == "animal\_incidence" ~ "Animal Incidence",  
 TRUE ~ as.character(term)  
 ),  
 variable = term  
 ) |> select(6, 2:5) |>  
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 adj\_r\_squared <- glance(mod) |>  
 select(r\_squared, adj\_r\_squared, AIC) |>  
 as.data.frame()  
   
   
 mod\_results <- bind\_cols(mod\_results, adj\_r\_squared) |>  
 mutate(across(  
 c(  
 estimate,  
 std.error,  
 statistic,  
 p.value,  
 conf\_low,  
 conf\_high,  
 adj\_r\_squared  
 ),  
 ~ round(., 3)  
 )) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant"))   
   
 result\_df <- bind\_rows(result\_df, mod\_results)  
   
 }  
   
 return(result\_df)  
}  
  
non\_diff\_full\_with\_NA <- lag\_models\_full(df\_cum\_trend |>   
 mutate(across(contains('incidence'), ~ifelse(is.na(.), 0, .))))

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.74840 -0.12736 0.07724 0.22423 0.51900   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.90744 0.03163 28.689 <2e-16 \*\*\*  
animal\_incidence 0.11629 0.06767 1.718 0.0886 .   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3215 on 106 degrees of freedom  
Multiple R-squared: 0.0271, Adjusted R-squared: 0.01793  
F-statistic: 2.953 on 1 and 106 DF, p-value: 0.088637

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.75967 -0.13346 0.07628 0.22781 0.49967   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.91847 0.03141 29.243 <2e-16 \*\*\*  
animal\_incidence 0.07279 0.06689 1.088 0.279   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3177 on 105 degrees of freedom  
Multiple R-squared: 0.01115, Adjusted R-squared: 0.001734  
F-statistic: 1.184 on 1 and 105 DF, p-value: 0.27901

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.76573 -0.13419 0.06972 0.21866 0.49909   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.92563 0.03090 29.959 <2e-16 \*\*\*  
animal\_incidence 0.07000 0.06549 1.069 0.288   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3111 on 104 degrees of freedom  
Multiple R-squared: 0.01087, Adjusted R-squared: 0.001356  
F-statistic: 1.143 on 1 and 104 DF, p-value: 0.28759

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.76995 -0.13787 0.07195 0.21685 0.47979   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.92985 0.03024 30.750 <2e-16 \*\*\*  
animal\_incidence 0.09533 0.06380 1.494 0.138   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.303 on 103 degrees of freedom  
Multiple R-squared: 0.02122, Adjusted R-squared: 0.01171  
F-statistic: 2.233 on 1 and 103 DF, p-value: 0.13817

non\_diff\_full\_without\_NA <- lag\_models\_full(df = df\_cum\_trend)

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.74840 -0.12736 0.07724 0.22423 0.51900   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.90744 0.03163 28.689 <2e-16 \*\*\*  
animal\_incidence 0.11629 0.06767 1.718 0.0886 .   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3215 on 106 degrees of freedom  
Multiple R-squared: 0.0271, Adjusted R-squared: 0.01793  
F-statistic: 2.953 on 1 and 106 DF, p-value: 0.088637

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.75967 -0.13346 0.07628 0.22781 0.49967   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.91847 0.03141 29.243 <2e-16 \*\*\*  
animal\_incidence 0.07279 0.06689 1.088 0.279   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3177 on 105 degrees of freedom  
Multiple R-squared: 0.01115, Adjusted R-squared: 0.001734  
F-statistic: 1.184 on 1 and 105 DF, p-value: 0.27901

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.76573 -0.13419 0.06972 0.21866 0.49909   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.92563 0.03090 29.959 <2e-16 \*\*\*  
animal\_incidence 0.07000 0.06549 1.069 0.288   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.3111 on 104 degrees of freedom  
Multiple R-squared: 0.01087, Adjusted R-squared: 0.001356  
F-statistic: 1.143 on 1 and 104 DF, p-value: 0.28759

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.76995 -0.13787 0.07195 0.21685 0.47979   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.92985 0.03024 30.750 <2e-16 \*\*\*  
animal\_incidence 0.09533 0.06380 1.494 0.138   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.303 on 103 degrees of freedom  
Multiple R-squared: 0.02122, Adjusted R-squared: 0.01171  
F-statistic: 2.233 on 1 and 103 DF, p-value: 0.13817

diff\_full <- lag\_models\_full(df\_cum\_trend\_diff)

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.4087348 -0.0635705 -0.0008561 0.0813921 0.2519912   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 0.005663 0.011879 0.477 0.6346   
animal\_incidence 0.033347 0.018293 1.823 0.0712 .  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.1229 on 105 degrees of freedom  
Multiple R-squared: 0.03068, Adjusted R-squared: 0.02145  
F-statistic: 3.323 on 1 and 105 DF, p-value: 0.071158

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.408009 -0.073618 0.007568 0.083920 0.251737   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.00568 0.01211 0.469 0.640  
animal\_incidence -0.02037 0.01856 -1.097 0.275  
  
Residual standard error: 0.1247 on 104 degrees of freedom  
Multiple R-squared: 0.01144, Adjusted R-squared: 0.001939  
F-statistic: 1.204 on 1 and 104 DF, p-value: 0.27505

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.411473 -0.066265 0.008535 0.084835 0.251244   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.005465 0.012262 0.446 0.657  
animal\_incidence -0.014059 0.018706 -0.752 0.454  
  
Residual standard error: 0.1257 on 103 degrees of freedom  
Multiple R-squared: 0.005454, Adjusted R-squared: -0.004202  
F-statistic: 0.5648 on 1 and 103 DF, p-value: 0.45403

Using `date` as index variable.

Series: human\_incidence   
Model: TSLM   
Transformation: (human\_incidence)   
  
Residuals:  
 Min 1Q Median 3Q Max   
-0.411774 -0.068145 0.006532 0.083605 0.250940   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)  
(Intercept) 0.005768 0.012279 0.47 0.640  
animal\_incidence 0.027778 0.018641 1.49 0.139  
  
Residual standard error: 0.1252 on 102 degrees of freedom  
Multiple R-squared: 0.02131, Adjusted R-squared: 0.01171  
F-statistic: 2.221 on 1 and 102 DF, p-value: 0.13927

write.csv(non\_diff\_full\_with\_NA |>  
 select(-r\_squared, -AIC, -adj\_r\_squared), "non\_diff\_full\_with\_NA.csv")  
  
write.csv(non\_diff\_full\_without\_NA |>  
 select(-r\_squared, -AIC, -adj\_r\_squared), "non\_diff\_full\_without\_NA.csv")  
  
# write\_csv(non\_diff\_full, "non\_diff\_full.csv")  
# write\_csv(diff\_full, "diff\_full.csv")  
  
## Getting the AIC, R-Squared and Adjusted R squared for each lag  
Table\_lag\_indivi\_withoutNA <- non\_diff\_indivi\_without\_NA |>   
 select(Lag = lag, `R-Squared(%)` = r\_squared, `Adjusted R-Squared(%)` = adj\_r\_squared, AIC) |>   
 mutate(across(c(`R-Squared(%)` , `Adjusted R-Squared(%)`, ), ~ (. \* 100))) |>   
 mutate(across(where(is.numeric), ~round(., 2))) |>   
 unique() |>   
 arrange(desc(`Adjusted R-Squared(%)`)) |>   
 knitr::kable(  
 align = "l",  
 caption = "The AIC, R-Squared and Adjusted R-Squared for each lag for individual species. The data as been arranged in decreasing order of Adjusted R-Squared",  
 format = "pipe",  
 latex\_options = "hold\_position"  
 )  
Table\_lag\_indivi\_withoutNA

The AIC, R-Squared and Adjusted R-Squared for each lag for individual species. The data as been arranged in decreasing order of Adjusted R-Squared

| Lag | R-Squared(%) | Adjusted R-Squared(%) | AIC |
| --- | --- | --- | --- |
| 0 | 4.23 | 0.1 | -126.28 |
| 2 | 2.28 | -2.2 | -146.08 |
| 1 | 1.07 | -3.3 | -132.06 |
| 3 | 0.08 | -4.6 | -148.84 |

Table\_lag\_full <- non\_diff\_full\_without\_NA |>   
 select(Lag = lag, `R-Squared(%)` = r\_squared, `Adjusted R-Squared(%)` = adj\_r\_squared, AIC) |>   
 mutate(across(c(`R-Squared(%)` , `Adjusted R-Squared(%)`, ), ~ (. \* 100))) |>   
 mutate(across(where(is.numeric), ~round(., 2))) |>   
 unique() |>   
 arrange(desc(`Adjusted R-Squared(%)`)) |>   
 knitr::kable(  
 align = "l",  
 caption = "The AIC, R-Squared and Adjusted R-Squared for each lag for combined species. The data as been arranged in decreasing order of Adjusted R-Squared",  
 format = "pipe",  
 latex\_options = "hold\_position"  
 )  
Table\_lag\_full

The AIC, R-Squared and Adjusted R-Squared for each lag for combined species. The data as been arranged in decreasing order of Adjusted R-Squared

| Lag | R-Squared(%) | Adjusted R-Squared(%) | AIC |
| --- | --- | --- | --- |
| 0 | 2.71 | 1.8 | -241.11 |
| 3 | 2.12 | 1.2 | -246.80 |
| 1 | 1.12 | 0.2 | -241.37 |
| 2 | 1.09 | 0.1 | -243.58 |

# Lag 2  
df\_2\_2 <- df\_1 |>   
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ dplyr::lag(., n = 2))) |>  
 na.omit() |>   
 mutate(date = as.Date(date))  
  
# Lag 3  
df\_2\_3 <- df\_1 |>   
 as\_tibble() %>%  
 mutate\_at(vars(catt\_incidence, cam\_incidence, goat\_incidence, shp\_incidence),  
 list( ~ dplyr::lag(., n = 3))) |>  
 na.omit() |>   
 mutate(date = as.Date(date))  
  
  
fit\_county\_model <- function(county\_name, data, type) {  
 # Subset the data for the specific county  
 county\_data <- filter(data, county == county\_name)  
   
 if (type == "full")  
 {  
 # Check if all incidences are zero  
 if (all(county\_data$animal\_incidence == 0)) {  
 message(paste("Skipping model for", county\_name, "as all incidences are zero."))  
 return(NULL)  
 }  
   
 # Fit the model  
 mod\_county <- county\_data |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 human\_incidence ~ animal\_incidence  
 )  
 ) |>  
 tidy() |>  
 select(-.model) |>  
 as\_tibble() |>  
 mutate(term = case\_when(  
 term == "animal\_incidence" ~ "Animal Incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |>   
 select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 )  
 }  
 else if(type == "individual") {  
 # Check if all incidences are zero  
 if (all(county\_data$catt\_incidence == 0 &  
 county\_data$cam\_incidence == 0 &  
 county\_data$goat\_incidence == 0 &  
 county\_data$shp\_incidence == 0)) {  
 message(paste("Skipping model for", county\_name, "as all incidences are zero."))  
 return(NULL)  
 }  
   
 # Fit the model  
 mod\_county <- county\_data |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 human\_incidence ~ catt\_incidence + goat\_incidence + shp\_incidence +cam\_incidence  
 )  
 ) |>  
 tidy() |>  
 select(-.model) |>  
 as\_tibble() |>  
 mutate(term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 term == "shp\_incidence" ~ "Sheep incidence",  
 term == "cam\_incidence" ~ "Camel incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |>   
 select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 )  
 }  
 return(mod\_county)  
}  
  
county\_names <- unique(df\_2\_2$county)  
  
# Create a list to store the models for each county  
models\_list <- list()  
  
# Initialize the data frame for each county  
coefficients\_df\_lag2 <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
# At lag 2  
for (county\_name in county\_names) {  
 message(paste("Fitting model for", county\_name))  
   
  
   
 # Fit the model  
 mod\_county <- fit\_county\_model(county\_name, df\_2\_2, type = "individual")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df\_lag2 <- bind\_rows(coefficients\_df\_lag2,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Baringo

Using `date` as index variable.  
Fitting model for Bomet  
  
Using `date` as index variable.  
Fitting model for Bungoma  
  
Using `date` as index variable.  
Fitting model for Busia  
  
Using `date` as index variable.  
Fitting model for Elgeyo Marakwet  
  
Using `date` as index variable.  
Fitting model for Embu  
  
Using `date` as index variable.  
Fitting model for Garissa  
  
Using `date` as index variable.  
Fitting model for Homa Bay  
  
Skipping model for Homa Bay as all incidences are zero.  
  
Fitting model for Isiolo  
  
Using `date` as index variable.  
Fitting model for Kajiado  
  
Using `date` as index variable.  
Fitting model for Kakamega  
  
Using `date` as index variable.  
Fitting model for Kericho  
  
Skipping model for Kericho as all incidences are zero.  
  
Fitting model for Kiambu  
  
Skipping model for Kiambu as all incidences are zero.  
  
Fitting model for Kilifi  
  
Using `date` as index variable.  
Fitting model for Kirinyaga  
  
Skipping model for Kirinyaga as all incidences are zero.  
  
Fitting model for Kisii  
  
Skipping model for Kisii as all incidences are zero.  
  
Fitting model for Kisumu  
  
Skipping model for Kisumu as all incidences are zero.  
  
Fitting model for Kitui  
  
Using `date` as index variable.  
Fitting model for Kwale  
  
Using `date` as index variable.  
Fitting model for Laikipia  
  
Using `date` as index variable.  
Fitting model for Lamu  
  
Skipping model for Lamu as all incidences are zero.  
  
Fitting model for Machakos  
  
Using `date` as index variable.  
Fitting model for Makueni  
  
Using `date` as index variable.  
Fitting model for Mandera  
  
Using `date` as index variable.  
Fitting model for Marsabit  
  
Using `date` as index variable.  
Fitting model for Meru  
  
Using `date` as index variable.  
Fitting model for Migori  
  
Skipping model for Migori as all incidences are zero.  
  
Fitting model for Mombasa  
  
Using `date` as index variable.  
Fitting model for Murang'a  
  
Skipping model for Murang'a as all incidences are zero.  
  
Fitting model for Nairobi  
  
Skipping model for Nairobi as all incidences are zero.  
  
Fitting model for Nakuru  
  
Using `date` as index variable.  
Fitting model for Nandi  
  
Using `date` as index variable.  
Fitting model for Narok  
  
Using `date` as index variable.  
Fitting model for Nyamira  
  
Skipping model for Nyamira as all incidences are zero.  
  
Fitting model for Nyandarua  
  
Skipping model for Nyandarua as all incidences are zero.  
  
Fitting model for Nyeri  
  
Skipping model for Nyeri as all incidences are zero.  
  
Fitting model for Samburu  
  
Using `date` as index variable.  
Fitting model for Siaya  
  
Using `date` as index variable.  
Fitting model for Taita Taveta  
  
Using `date` as index variable.  
Fitting model for Tana River  
  
Using `date` as index variable.  
Fitting model for Tharaka Nithi  
  
Using `date` as index variable.  
Fitting model for Trans Nzoia  
  
Using `date` as index variable.  
Fitting model for Turkana  
  
Using `date` as index variable.  
Fitting model for Uasin Gishu  
  
Using `date` as index variable.  
Fitting model for Vihiga  
  
Using `date` as index variable.  
Fitting model for Wajir  
  
Using `date` as index variable.  
Fitting model for West Pokot  
  
Using `date` as index variable.

coefficients\_df\_lag2 <- coefficients\_df\_lag2 |>  
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 mutate(across(c(3:8), ~round(., 3)))  
write\_csv(coefficients\_df\_lag2, "individual\_animal\_incidence\_per\_county\_lag2.csv")  
  
# At lag 3  
coefficients\_df\_lag3 <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
for (county\_name in county\_names) {  
 message(paste("Fitting model for", county\_name))  
   
   
   
 # Fit the model  
 mod\_county <- fit\_county\_model(county\_name, df\_2\_3, type = "individual")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df\_lag3 <- bind\_rows(coefficients\_df\_lag3,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Baringo  
Using `date` as index variable.Fitting model for Bomet  
Using `date` as index variable.Fitting model for Bungoma  
Using `date` as index variable.Fitting model for Busia  
Using `date` as index variable.Fitting model for Elgeyo Marakwet  
Using `date` as index variable.Fitting model for Embu  
Using `date` as index variable.Fitting model for Garissa  
Using `date` as index variable.Fitting model for Homa Bay  
Skipping model for Homa Bay as all incidences are zero.  
Fitting model for Isiolo  
Using `date` as index variable.Fitting model for Kajiado  
Using `date` as index variable.Fitting model for Kakamega  
Using `date` as index variable.Fitting model for Kericho  
Skipping model for Kericho as all incidences are zero.  
Fitting model for Kiambu  
Skipping model for Kiambu as all incidences are zero.  
Fitting model for Kilifi  
Using `date` as index variable.Fitting model for Kirinyaga  
Skipping model for Kirinyaga as all incidences are zero.  
Fitting model for Kisii  
Skipping model for Kisii as all incidences are zero.  
Fitting model for Kisumu  
Skipping model for Kisumu as all incidences are zero.  
Fitting model for Kitui  
Using `date` as index variable.Fitting model for Kwale  
Using `date` as index variable.Fitting model for Laikipia  
Using `date` as index variable.Fitting model for Lamu  
Skipping model for Lamu as all incidences are zero.  
Fitting model for Machakos  
Using `date` as index variable.Fitting model for Makueni  
Using `date` as index variable.Fitting model for Mandera  
Using `date` as index variable.Fitting model for Marsabit  
Using `date` as index variable.Fitting model for Meru  
Using `date` as index variable.Fitting model for Migori  
Skipping model for Migori as all incidences are zero.  
Fitting model for Mombasa  
Using `date` as index variable.Fitting model for Murang'a  
Skipping model for Murang'a as all incidences are zero.  
Fitting model for Nairobi  
Skipping model for Nairobi as all incidences are zero.  
Fitting model for Nakuru  
Using `date` as index variable.Fitting model for Nandi  
Using `date` as index variable.Fitting model for Narok  
Using `date` as index variable.Fitting model for Nyamira  
Skipping model for Nyamira as all incidences are zero.  
Fitting model for Nyandarua  
Skipping model for Nyandarua as all incidences are zero.  
Fitting model for Nyeri  
Skipping model for Nyeri as all incidences are zero.  
Fitting model for Samburu  
Using `date` as index variable.Fitting model for Siaya  
Using `date` as index variable.Fitting model for Taita Taveta  
Using `date` as index variable.Fitting model for Tana River  
Using `date` as index variable.Fitting model for Tharaka Nithi  
Using `date` as index variable.Fitting model for Trans Nzoia  
Using `date` as index variable.Fitting model for Turkana  
Using `date` as index variable.Fitting model for Uasin Gishu  
Using `date` as index variable.Fitting model for Vihiga  
Using `date` as index variable.Fitting model for Wajir  
Using `date` as index variable.Fitting model for West Pokot  
Using `date` as index variable.

coefficients\_df\_lag3 <- coefficients\_df\_lag3 |>  
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 mutate(across(c(3:8), ~round(., 3)))  
write\_csv(coefficients\_df\_lag3, "individual\_animal\_incidence\_per\_county\_lag3.csv")

# Lag 2  
df\_cum\_2\_2 <- df\_cum |>   
 as\_tibble() %>%  
 mutate\_at(vars(animal\_incidence),  
 list( ~ dplyr::lag(., n = 2))) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
  
# Lag 3  
df\_cum\_2\_3 <- df\_cum |>   
 as\_tibble() %>%  
 mutate\_at(vars(animal\_incidence),  
 list( ~ dplyr::lag(., n = 3))) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
  
# At lag 2  
county\_names2\_2 <- unique(df\_cum\_2\_2$county)  
  
# Create a list to store the models for each county  
models\_list <- list()  
  
# Initialize the data frame for each county  
coefficients\_df2\_lag2 <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
for (county\_name in county\_names2\_2) {  
 message(paste("Fitting model for", county\_name))  
   
   
   
 # Fit the model  
 mod\_county <- fit\_county\_model(county\_name, df\_cum\_2\_2, type = "full")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df2\_lag2 <- bind\_rows(coefficients\_df2\_lag2,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Murang'a

Using `date` as index variable.  
Fitting model for Mandera  
  
Using `date` as index variable.  
Fitting model for Vihiga  
  
Using `date` as index variable.  
Fitting model for West Pokot  
  
Using `date` as index variable.  
Fitting model for Marsabit  
  
Using `date` as index variable.  
Fitting model for Elgeyo Marakwet  
  
Using `date` as index variable.  
Fitting model for Embu  
  
Using `date` as index variable.

coefficients\_df2\_lag2 <- coefficients\_df2\_lag2 |>  
 mutate(across(c(3:8), ~round(., 3))) |>   
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 as\_tibble()  
write\_csv(coefficients\_df2\_lag2, "all\_animal\_incidence\_per\_county\_lag2.csv")  
  
# At lag 3  
county\_names2\_3 <- unique(df\_cum\_2\_3$county)  
  
# Create a list to store the models for each county  
models\_list <- list()  
  
# Initialize the data frame for each county  
coefficients\_df2\_lag3 <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
for (county\_name in county\_names2\_3) {  
 message(paste("Fitting model for", county\_name))  
   
   
   
 # Fit the model  
 mod\_county <- fit\_county\_model(county\_name, df\_cum\_2\_3, type = "full")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df2\_lag3 <- bind\_rows(coefficients\_df2\_lag3,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Tharaka Nithi  
Using `date` as index variable.Fitting model for Turkana  
Using `date` as index variable.Fitting model for Trans Nzoia  
Using `date` as index variable.Fitting model for Nyamira  
Using `date` as index variable.Fitting model for Vihiga  
Using `date` as index variable.Fitting model for Bungoma  
Using `date` as index variable.Fitting model for Marsabit  
Using `date` as index variable.Fitting model for Embu  
Using `date` as index variable.Fitting model for Isiolo  
Using `date` as index variable.

coefficients\_df2\_lag3 <- coefficients\_df2\_lag3 |>  
 mutate(across(c(3:8), ~round(., 3))) |>   
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 as\_tibble()  
write\_csv(coefficients\_df2\_lag3, "all\_animal\_incidence\_per\_county\_lag3.csv")

# Lag 2  
df\_2\_2\_complete <- df\_1\_complete |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(catt\_incidence, goat\_incidence),  
 list(~ dplyr::lag(., n = 2))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
  
# Lag 3  
df\_2\_3\_complete <- df\_1\_complete |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(catt\_incidence, goat\_incidence),  
 list(~ dplyr::lag(., n = 4))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
  
  
fit\_county\_model\_complete <- function(county\_name, data, type) {  
 # Subset the data for the specific county  
 county\_data <- filter(data, county == county\_name)  
   
 if (type == "full")  
 {  
 # Check if all incidences are zero  
 if (all(county\_data$animal\_incidence == 0)) {  
 message(paste("Skipping model for", county\_name, "as all incidences are zero."))  
 return(NULL)  
 }  
   
 # Fit the model  
 mod\_county <- county\_data |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 human\_incidence ~ animal\_incidence  
 )  
 ) |>  
 tidy() |>  
 select(-.model) |>  
 as\_tibble() |>  
 mutate(term = case\_when(  
 term == "animal\_incidence" ~ "Animal Incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |>   
 select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 )  
 }  
 else if (type == "individual") {  
 # Check if all incidences are zero  
 if (all(county\_data$catt\_incidence == 0 &  
 county\_data$goat\_incidence == 0 )) {  
 message(paste("Skipping model for", county\_name, "as all incidences are zero."))  
 return(NULL)  
 }  
   
 # Fit the model  
 mod\_county <- county\_data |>  
 as\_tsibble() |>  
 model(  
 TSLM(  
 human\_incidence ~ catt\_incidence + goat\_incidence  
 )  
 ) |>  
 tidy() |>  
 select(-.model) |>  
 as\_tibble() |>  
 mutate(term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 TRUE ~ as.character(term)   
 ),  
 variable = term  
 ) |>   
 select(6, 2:5) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(estimate - std.error \* 1.645),  
 conf\_high = max(estimate + std.error \* 1.645)  
 )  
 }  
 return(mod\_county)  
}  
  
county\_names <- unique(df\_2\_2\_complete$county)  
  
# Create a list to store the models for each county  
models\_list\_withouNA <- list()  
  
# Initialize the data frame for each county  
coefficients\_df\_lag2\_withoutNA <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
# At lag 2  
for (county\_name in county\_names) {  
 message(paste("Fitting model for", county\_name))  
   
  
   
 # Fit the model  
 mod\_county <- fit\_county\_model\_complete(county\_name, df\_2\_2\_complete, type = "individual")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df\_lag2\_withoutNA <- bind\_rows(coefficients\_df\_lag2\_withoutNA,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Baringo

Using `date` as index variable.  
Fitting model for Bomet  
  
Using `date` as index variable.  
Fitting model for Bungoma  
  
Using `date` as index variable.  
Fitting model for Busia  
  
Using `date` as index variable.  
Fitting model for Elgeyo Marakwet  
  
Using `date` as index variable.  
Fitting model for Embu  
  
Using `date` as index variable.  
Fitting model for Garissa  
  
Using `date` as index variable.  
Fitting model for Isiolo  
  
Using `date` as index variable.  
Fitting model for Kakamega  
  
Using `date` as index variable.  
Fitting model for Kericho  
  
Using `date` as index variable.  
Fitting model for Kilifi  
  
Using `date` as index variable.  
Fitting model for Kirinyaga  
  
Using `date` as index variable.  
Fitting model for Kisii  
  
Using `date` as index variable.  
Fitting model for Kitui  
  
Using `date` as index variable.  
Fitting model for Laikipia  
  
Using `date` as index variable.  
Fitting model for Machakos  
  
Using `date` as index variable.  
Fitting model for Makueni  
  
Using `date` as index variable.  
Fitting model for Mandera  
  
Using `date` as index variable.  
Fitting model for Marsabit  
  
Using `date` as index variable.  
Fitting model for Meru  
  
Using `date` as index variable.  
Fitting model for Migori  
  
Using `date` as index variable.  
Fitting model for Mombasa  
  
Using `date` as index variable.  
Fitting model for Murang'a  
  
Using `date` as index variable.  
Fitting model for Nakuru  
  
Using `date` as index variable.  
Fitting model for Nandi  
  
Using `date` as index variable.  
Fitting model for Narok  
  
Using `date` as index variable.  
Fitting model for Nyamira  
  
Using `date` as index variable.  
Fitting model for Nyeri  
  
Using `date` as index variable.  
Fitting model for Siaya  
  
Using `date` as index variable.  
Fitting model for Taita Taveta  
  
Using `date` as index variable.  
Fitting model for Tharaka Nithi  
  
Using `date` as index variable.  
Fitting model for Trans Nzoia  
  
Using `date` as index variable.  
Fitting model for Turkana  
  
Using `date` as index variable.  
Fitting model for Uasin Gishu  
  
Using `date` as index variable.  
Fitting model for Vihiga  
  
Using `date` as index variable.  
Fitting model for West Pokot  
  
Using `date` as index variable.

coefficients\_df\_lag2\_withoutNA <- coefficients\_df\_lag2\_withoutNA |>  
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 mutate(across(c(3:8), ~round(., 3)))  
write\_csv(coefficients\_df\_lag2\_withoutNA, "individual\_animal\_incidence\_per\_county\_lag2\_withoutNA.csv")  
  
# At lag 3  
coefficients\_df\_lag3\_withoutNA <- data.frame(county = character(),   
 variable = character(),  
 estimate = numeric(),  
 stringsAsFactors = FALSE)  
  
for (county\_name in county\_names) {  
 message(paste("Fitting model for", county\_name))  
   
   
   
 # Fit the model  
 mod\_county <- fit\_county\_model\_complete(county\_name, df\_2\_3\_complete, type = "individual")  
   
 # Check if model fitting was successful  
 if (!is.null(mod\_county)) {  
 # Extract coefficients, round off, and add to the data frame  
 coefficients\_df\_lag3\_withoutNA <- bind\_rows(coefficients\_df\_lag3\_withoutNA,   
 mod\_county %>%   
 mutate(county = county\_name,  
 estimate = round(estimate, 3)))  
 }  
}

Fitting model for Baringo  
Skipping model for Baringo as all incidences are zero.  
Fitting model for Bomet  
Using `date` as index variable.Fitting model for Bungoma  
Using `date` as index variable.Fitting model for Busia  
Using `date` as index variable.Fitting model for Elgeyo Marakwet  
Using `date` as index variable.Fitting model for Embu  
Using `date` as index variable.Fitting model for Garissa  
Using `date` as index variable.Fitting model for Isiolo  
Using `date` as index variable.Fitting model for Kakamega  
Using `date` as index variable.Fitting model for Kericho  
Using `date` as index variable.Fitting model for Kilifi  
Using `date` as index variable.Fitting model for Kirinyaga  
Using `date` as index variable.Fitting model for Kisii  
Using `date` as index variable.Fitting model for Kitui  
Using `date` as index variable.Fitting model for Laikipia  
Using `date` as index variable.Fitting model for Machakos  
Using `date` as index variable.Fitting model for Makueni  
Using `date` as index variable.Fitting model for Mandera  
Using `date` as index variable.Fitting model for Marsabit  
Using `date` as index variable.Fitting model for Meru  
Using `date` as index variable.Fitting model for Migori  
Using `date` as index variable.Fitting model for Mombasa  
Using `date` as index variable.Fitting model for Murang'a  
Using `date` as index variable.Fitting model for Nakuru  
Using `date` as index variable.Fitting model for Nandi  
Using `date` as index variable.Fitting model for Narok  
Using `date` as index variable.Fitting model for Nyamira  
Using `date` as index variable.Fitting model for Nyeri  
Using `date` as index variable.Fitting model for Siaya  
Using `date` as index variable.Fitting model for Taita Taveta  
Using `date` as index variable.Fitting model for Tharaka Nithi  
Using `date` as index variable.Fitting model for Trans Nzoia  
Using `date` as index variable.Fitting model for Turkana  
Using `date` as index variable.Fitting model for Uasin Gishu  
Using `date` as index variable.Fitting model for Vihiga  
Using `date` as index variable.Fitting model for West Pokot  
Using `date` as index variable.

coefficients\_df\_lag3\_withoutNA <- coefficients\_df\_lag3\_withoutNA |>  
 mutate(significant = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant")) |>   
 mutate(across(c(3:8), ~round(., 3)))  
write\_csv(coefficients\_df\_lag3\_withoutNA, "individual\_animal\_incidence\_per\_county\_lag4\_withoutNA.csv")

Note: All counties model (combined without NA-complete case) at lag 2 and 3 was omitted as it had no difference to combined with NA

# Mixed Effect Models

The section includes the mixed effect modelling. The mixed effect was done for both the incidence (as integers), cases and the proportion, and at lags 0 to 3.

# Importing packages  
if (require(pacman))  
{  
 p\_load(  
 tidyverse,  
 tseries,  
 data.table,  
 scales,  
 zoo,  
 forecast,  
 sf,  
 patchwork,  
 grid,  
 fable,  
 patchwork,  
 xts,  
 feasts,  
 cowplot,  
 broom,  
 kableExtra,  
 readxl,  
 stringi,  
 stringr,  
 rKenyaCensus,  
 knitr,  
 purrr,  
 RColorBrewer,  
 tscount,  
 lme4  
 )  
}  
  
# Importing data  
individual <- fread("individual\_incidence\_cases.csv")  
combined <- fread("combined\_incidence\_cases.csv")  
individual\_county <- fread("df\_tot\_cases\_spatial\_month.csv")  
combined\_county <- fread("df\_spatial\_cum\_month.csv")  
  
  
# Complete  
county\_indivi\_complete <- fread("df\_1\_complete.csv") |>   
 mutate(hum\_cases = round(hum\_cases))  
  
county\_comb\_complete <- fread("df\_cum\_complete.csv") |>   
 mutate(hum\_cases = round(hum\_cases))  
  
county\_humanpop <- fread('county\_humanpop.csv')

# Individual: Incidence  
# The cattle and goat incidence were calculated 10M per population  
df\_indivi\_inci <- county\_indivi\_complete |>   
 mutate(across(c(catt\_incidence, goat\_incidence), ~ round(.\*10))) |>   
 mutate(human\_incidence = round(human\_incidence \* 10)) |>   
 select(date, county, contains("incidence")) |>  
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
# Individual: Proportion  
df\_indivi\_inci\_prop <- county\_indivi\_complete |>   
 mutate(across(c(catt\_incidence, goat\_incidence), ~ .\*10)) |>   
 mutate(human\_incidence = human\_incidence/1e3) |>   
 select(date, county, contains("incidence")) |>  
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .))) |>   
 merge(county\_humanpop, by = c("county", "date"))  
  
# Individual: Cases  
df\_indivi\_cases <- county\_indivi\_complete |>   
 select(date, county, contains("cases")) |>  
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
  
# Combined : Incidence  
df\_comb\_inci <- county\_comb\_complete |>   
 mutate(human\_incidence = round(human\_incidence\*10),  
 animal\_incidence = round(animal\_incidence\*10)  
 ) |>   
 select(date, county, animal\_incidence, human\_incidence) |>   
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))  
  
  
# combined: Proportion  
df\_comb\_inci\_prop <- county\_comb\_complete |>   
 mutate(human\_incidence = human\_incidence/1e3,  
 animal\_incidence = animal\_incidence\*10  
 ) |>   
 select(date, county, animal\_incidence, human\_incidence) |>   
 mutate(across(where(is.numeric), ~ifelse(is.na(.), 0, .)))|>   
 merge(county\_humanpop, by = c("county", "date"))  
  
# Combined: Cases  
df\_comb\_cases <- county\_comb\_complete |>   
 select(date, county, animal\_cases, hum\_cases)

# Individual Incidence  
indivi\_models <- function(df, type, max\_lag, ...) {  
 # Type is either prop or incidence  
 result\_df <- tibble()  
 if (type == "prop") {  
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(  
 catt\_incidence,  
 goat\_incidence  
 ),  
 list(~ lag(., n = lag\_value))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <-  
 glmer(  
 human\_incidence ~ catt\_incidence + goat\_incidence +   
 (1 |  
 county),  
 data = df\_lagged,  
 family = binomial(link = "logit"),  
 nAGQ = 0,  
 weights = pop  
 )  
   
 mod\_results <- broom.mixed::tidy(mod) %>%  
 as\_tibble() %>%  
 mutate(  
 term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 term == "sd\_\_(Intercept)" ~ "Sd - Random Intercept",  
 TRUE ~ as.character(term)  
 ),  
 effect = case\_when(  
 effect == "ran\_pars" ~ "Random",  
 TRUE ~ effect  
 ),  
 variable = term  
 ) |>   
 rename(`log odds` = estimate) |>   
 mutate(odds = exp(`log odds`),  
 odds = ifelse(effect == "Random", NA, odds)  
 ) |>   
 select(1, 8,4, 9, 5:8) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(`log odds` - std.error \* 1.645),  
 conf\_high = max(`log odds` + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 metrics <- broom.mixed::glance(mod) %>%  
 select(nobs, AIC, BIC)  
   
 mod\_results <- bind\_cols(mod\_results, metrics) |>  
 mutate(across(  
 c(  
 `log odds`,  
 odds,  
 std.error,  
 statistic,  
 p.value,  
 conf\_low,  
 conf\_high,  
 AIC,  
 BIC  
 ),  
 ~ round(., 3)  
 )) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant"))   
 cat(paste("Runnning model for lag", lag\_value), "\n")  
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
   
 } else if (type == "inci") {  
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(  
 catt\_incidence,  
 goat\_incidence  
 ),  
 list(~ lag(., n = lag\_value))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <-  
 glmer.nb(  
 human\_incidence ~ catt\_incidence + goat\_incidence +  
 (1 |  
 county),  
 data = df\_lagged,  
 nAGQ = 0  
 )  
   
 mod\_results <- broom.mixed::tidy(mod) %>%  
 as\_tibble() %>%  
 mutate(  
 term = case\_when(  
 term == "goat\_incidence" ~ "Goat Incidence",  
 term == "catt\_incidence" ~ "Cattle incidence",  
 term == "sd\_\_(Intercept)" ~ "Sd - Random Intercept",  
 TRUE ~ as.character(term)  
 ),  
 effect = case\_when(  
 effect == "ran\_pars" ~ "Random",  
 TRUE ~ effect  
 ),  
 variable = term  
 ) |>   
 rename(`log IRR` = estimate) |>   
 mutate(IRR = exp(`log IRR`),  
 IRR = ifelse(effect == "Random", NA, IRR)  
 ) |>   
 select(1, 8,4, 9, 5:8) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(`log IRR` - std.error \* 1.645),  
 conf\_high = max(`log IRR` + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
  
 metrics <- broom.mixed::glance(mod) %>%  
 select(nobs, AIC, BIC)  
   
 mod\_results <- bind\_cols(mod\_results, metrics) |>  
 mutate(across(  
 c(  
 `log IRR`,  
 IRR,  
 std.error,  
 statistic,  
 p.value,  
 conf\_low,  
 conf\_high,  
 AIC,  
 BIC  
 ),  
 ~ round(., 4)  
 )) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant"))  
 cat(paste("Runnning model for lag", lag\_value), "\n")  
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
   
 }  
   
 return(result\_df)  
  
}  
  
df\_indivi\_model\_inci = indivi\_models(df = df\_indivi\_inci, type = "inci", max\_lag = 3)

Runnning model for lag 0   
Runnning model for lag 1   
Runnning model for lag 2   
Runnning model for lag 3

df\_indivi\_model\_prop = indivi\_models(df = df\_indivi\_inci\_prop, type = "prop", max\_lag = 3)

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 0

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 1

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 2

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 3

write.csv(df\_indivi\_model\_inci, "df\_indivi\_model\_inci.csv")  
  
# Combined Cases  
comb\_models <- function(df, type, max\_lag, ...) {  
 # Type is either prop or incidence  
 result\_df <- tibble()  
 if (type == "prop") {  
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(  
 animal\_incidence,  
 ),  
 list(~ lag(., n = lag\_value))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <-  
 glmer(  
 human\_incidence ~ animal\_incidence +   
 (1 |  
 county),  
 data = df\_lagged,  
 family = binomial(link = "logit"),  
 nAGQ = 0,  
 weights = pop  
 )  
   
 mod\_results <- broom.mixed::tidy(mod) %>%  
 as\_tibble() %>%  
 mutate(  
 term = case\_when(  
 term == "animal\_incidence" ~ "Animal incidence",  
 term == "sd\_\_(Intercept)" ~ "Sd - Random Intercept",  
 TRUE ~ as.character(term)  
 ),  
 effect = case\_when(  
 effect == "ran\_pars" ~ "Random",  
 TRUE ~ effect  
 ),  
 variable = term  
 ) |>   
 rename(`log odds` = estimate) |>   
 mutate(odds = exp(`log odds`),  
 odds = ifelse(effect == "Random", NA, odds)  
 ) |>   
 select(1, 8,4, 9, 5:8) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(`log odds` - std.error \* 1.645),  
 conf\_high = max(`log odds` + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 metrics <- broom.mixed::glance(mod) %>%  
 select(nobs, AIC, BIC)  
   
 mod\_results <- bind\_cols(mod\_results, metrics) |>  
 mutate(across(  
 c(  
 `log odds`,  
 odds,  
 std.error,  
 statistic,  
 p.value,  
 conf\_low,  
 conf\_high,  
 AIC,  
 BIC  
 ),  
 ~ round(., 3)  
 )) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant"))   
 cat(paste("Runnning model for lag", lag\_value), "\n")  
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
   
 } else if (type == "inci") {  
 for (lag\_value in 0:max\_lag) {  
 df\_lagged <- df |>  
 as\_tibble() %>%  
 mutate\_at(  
 vars(  
 animal\_incidence  
 ),  
 list(~ lag(., n = lag\_value))  
 ) |>  
 na.omit() |>  
 mutate(date = as.Date(date))  
   
 mod <-  
 glmer.nb(  
 human\_incidence ~ animal\_incidence +  
 (1 |  
 county),  
 data = df\_lagged,  
 nAGQ = 0  
 )  
   
 mod\_results <- broom.mixed::tidy(mod) %>%  
 as\_tibble() %>%  
 mutate(  
 term = case\_when(  
 term == "animal\_incidence" ~ "Animal incidence",  
 term == "sd\_\_(Intercept)" ~ "Sd - Random Intercept",  
 TRUE ~ as.character(term)  
 ),  
 effect = case\_when(  
 effect == "ran\_pars" ~ "Random",  
 TRUE ~ effect  
 ),  
 variable = term  
 ) |>   
 rename(`log IRR` = estimate) |>   
 mutate(IRR = exp(`log IRR`),  
 IRR = ifelse(effect == "Random", NA, IRR)  
 ) |>   
 select(1, 8,4, 9, 5:8) |>   
 group\_by(variable) %>%  
 mutate(  
 conf\_low = min(`log IRR` - std.error \* 1.645),  
 conf\_high = max(`log IRR` + std.error \* 1.645)  
 ) %>%  
 mutate(lag = lag\_value)  
   
 metrics <- broom.mixed::glance(mod) %>%  
 select(nobs, AIC, BIC)  
   
 mod\_results <- bind\_cols(mod\_results, metrics) |>  
 mutate(across(  
 c(  
 `log IRR`,  
 IRR,  
 std.error,  
 statistic,  
 p.value,  
 conf\_low,  
 conf\_high,  
 AIC,  
 BIC  
 ),  
 ~ round(., 4)  
 )) |>  
 mutate(significance = ifelse(conf\_low \* conf\_high > 0, "Significant", "Not Significant"))  
 cat(paste("Runnning model for lag", lag\_value), "\n")  
 result\_df <- bind\_rows(result\_df, mod\_results)  
 }  
   
 }  
   
 return(result\_df)  
  
}  
  
df\_combined\_model\_inci = comb\_models(df = df\_comb\_inci, type = "inci", max\_lag = 3)

Runnning model for lag 0   
Runnning model for lag 1   
Runnning model for lag 2   
Runnning model for lag 3

df\_combined\_model\_prop = comb\_models(df = df\_comb\_inci\_prop, type = "prop", max\_lag = 3)

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 0

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 1

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 2

Warning in eval(family$initialize, rho): non-integer #successes in a binomial  
glm!

Runnning model for lag 3

# Time Series Analysis

The following section contains the codes for time series analysis. Data was imported as follows;

source('clean\_tseries\_data.R')

Warning: Expecting numeric in I18 / R18C9: got a date

Warning: Expecting numeric in L18 / R18C12: got a date

Warning: Expecting numeric in I19 / R19C9: got a date

Warning: Expecting numeric in L19 / R19C12: got a date

Warning: Expecting numeric in I85 / R85C9: got a date

New names:  
Rows: 282 Columns: 3  
── Column specification  
──────────────────────────────────────────────────────── Delimiter: "," chr  
(2): County, species dbl (1): species\_num  
ℹ Use `spec()` to retrieve the full column specification for this data. ℹ  
Specify the column types or set `show\_col\_types = FALSE` to quiet this message.  
`summarise()` has grouped output by 'date'. You can override using the  
`.groups` argument.  
`summarise()` has grouped output by 'date'. You can override using the  
`.groups` argument.  
• `year` -> `year...10`  
• `year` -> `year...13`

Then we test for stationarity as follows;

# Testing for stationary ---------------------------------------------------------------------------  
# Test for human incidence  
adf.test(df\_complete1$human\_incidence) # Not stationary

Augmented Dickey-Fuller Test  
  
data: df\_complete1$human\_incidence  
Dickey-Fuller = -1.8568, Lag order = 4, p-value = 0.6361  
alternative hypothesis: stationary

# Test for animal incidence  
adf.test(df\_complete1$animal\_incidence)

Warning in adf.test(df\_complete1$animal\_incidence): p-value smaller than  
printed p-value

Augmented Dickey-Fuller Test  
  
data: df\_complete1$animal\_incidence  
Dickey-Fuller = -4.0428, Lag order = 4, p-value = 0.01  
alternative hypothesis: stationary

Lag 3 had the highest correlation so we lagged the time series at lag 3.

# Lagging ------------------------------------------------------------  
  
df2.1 <- df\_complete1 |>  
 mutate(date = as.Date(date),  
 animal\_incidence = lag(animal\_incidence, 3)  
 ) |>  
 na.omit() |>   
 distinct(date, .keep\_all = T)  
adf.test(df2.1$human\_incidence)

Augmented Dickey-Fuller Test  
  
data: df2.1$human\_incidence  
Dickey-Fuller = -2.1678, Lag order = 4, p-value = 0.5069  
alternative hypothesis: stationary

df\_xts1 <- as.xts(x = cbind(df2.1$human\_incidence, df2.1$animal\_incidence), order.by = df2.1$date) |>  
 setNames(c("human\_incidence", "animal\_incidence"))  
  
plot(df\_xts1)
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# Data for train and testing -------------------------------------------------------------  
  
df\_xts <- window(df\_xts1, start ='2014-04-01', end = '2022-12-01')  
forecast.df <- window(df\_xts1, start ='2023-01-01', end = '2023-12-01')  
  
df2 <- df2.1 |>   
 filter(date < as.Date('2023-01-01'))  
# Our training and testing data reaches 2022-12-01

## Testing for several aspects of the time series

### 1. Correlation of human incidence with it’s past values

# Correlation between human incidence and the previous lags  
dd = df\_xts |>  
 data.frame(row.names = NULL) %>%  
 mutate(date = zoo::index(df\_xts) |>  
 zoo::as.yearmon() |>  
 yearmonth()) |>  
 as\_tsibble()

Using `date` as index variable.

dd |>  
 gg\_lag(human\_incidence, geom = "point") +  
 theme\_light()
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#> Lag 1 seems to have a strong correlation with the current value of human incidence

### 3. Decomposing the time series

dcmp <- dd |>  
 model(stl = STL(human\_incidence))

Below is the trend and the time series

# The trend  
components(dcmp) |>  
 as\_tsibble() |>  
 ggplot(aes(x = date)) +  
 geom\_xspline(aes(y = human\_incidence, colour = "Human Incidence")) +  
 geom\_xspline(aes(y = trend, color = 'Trend')) +  
 labs(y = "Incidence (human cases per 1000 pop)",  
 title = "Human Brucellois incidence") +  
 theme\_light() +  
 theme(  
 axis.title = element\_text(color = 'black'),  
 axis.text = element\_text(color = 'black'),  
 plot.title = element\_text(color = 'black', hjust = .5),  
 legend.position = 'bottom'  
 ) +  
 scale\_color\_manual(values = c("Human Incidence" = "gray", "Trend" = "#D55E00")) +  
 labs(color = 'Series:')

Warning: Using the `size` aesthetic in this geom was deprecated in ggplot2 3.4.0.  
ℹ Please use `linewidth` in the `default\_aes` field and elsewhere instead.
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The time series seasonality

# Seasonality  
components(dcmp) |>  
 as\_tsibble() |>  
 ggplot(aes(x = date)) +  
 geom\_xspline(aes(y = human\_incidence, colour = "Human Incidence")) +  
 geom\_xspline(aes(y = season\_year, color = 'Season-year')) +  
 labs(y = "Incidence (human cases per 1000 pop)",  
 title = "Human Brucellois incidence") +  
 theme\_light() +  
 theme(  
 axis.title = element\_text(color = 'black'),  
 axis.text = element\_text(color = 'black'),  
 plot.title = element\_text(color = 'black', hjust = .5),  
 legend.position = 'bottom'  
 ) +  
 scale\_color\_manual(values = c("Human Incidence" = "gray", "Season-year" = "#D55E00")) +  
 labs(color = 'Series:')
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All of them together

# All of them together  
components(dcmp) |>  
 autoplot() +  
 theme\_light()
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Plot without seasonality and trend

# The plot without seasonality and trend  
components(dcmp) |>  
 as\_tsibble() |>  
 ggplot(aes(x = date)) +  
 #geom\_xspline(aes(y = human\_incidence, colour = "Human Incidence")) +  
 geom\_xspline(aes(y = season\_adjust - trend, color = 'Human Incidence without the seasonality')) +  
 labs(y = "Incidence (human cases per 1000 pop)",  
 title = "Human Brucellois incidence") +  
 theme\_light() +  
 theme(  
 axis.title = element\_text(color = 'black'),  
 axis.text = element\_text(color = 'black'),  
 plot.title = element\_text(color = 'black', hjust = .5),  
 legend.position = 'bottom'  
 ) +  
 scale\_color\_manual(values = c("Human Incidence" = "gray", "Human Incidence without the seasonality" = "#D55E00")) +  
 labs(color = 'Series:')
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## Train and testing data

We split our data into training and testing (80%, 20%) respectively as follows:

# Splitting ------------------------------------------------------------------------------  
  
# train <- window(ts\_diff, start = as.Date("2014-04-01"), end = "2021-12-01")  
# test <- window(df\_xts, start = as.Date("2022-01-01"), end = as.Date("2022-12-01"))  
  
# We will take 70% for training, 30% for validation.  
nrow(df\_xts) # our data has 105 rows, thus 70% of this is 73 rows for training and 32 for testing.,

[1] 105

# 0% is upto 2021-03-01 and then the rest for testing  
nrow\_70 <- floor(.7 \* nrow(df\_xts))  
train <- df\_xts[1:nrow\_70,]  
test <- df\_xts[(nrow\_70 + 1):nrow(df\_xts),]

The acf and pacf plot were as follows;

# ACF and PACF plots ---------------------------------------------------------------------  
  
acf(train$human\_incidence)
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#> shows both trend and seasonality.  
#> The slow decrease in the ACF as the lags increase is due to the trend, while the “scalloped” shape  
#> is due to the seasonality. Time series that show no autocorrelation are called white noise.   
  
pacf(train$human\_incidence)
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## Training the Models

### 1. Model without the covariate

The model without covariate was trained as follows;

set.seed(123)  
model\_sarima <- train |>  
 as.data.frame() %>%  
 mutate(date = row.names(.) |>  
 zoo::as.yearmon() |>  
 yearmonth()) |>  
 as\_tsibble() |>  
 model(  
 ARIMA(human\_incidence,  
 ic = "aic",  
 stepwise = T  
 )  
 ) |>  
 report()

Using `date` as index variable.

Series: human\_incidence   
Model: ARIMA(0,1,0)(2,0,0)[12]   
  
Coefficients:  
 sar1 sar2  
 0.2934 0.3118  
s.e. 0.1123 0.1275  
  
sigma^2 estimated as 0.01306: log likelihood=52.59  
AIC=-99.19 AICc=-98.84 BIC=-92.36

We then forecasted and extracted values for the forecasted as follows;

original\_data <- df\_xts |>  
 as.data.frame() %>%  
 mutate(date = row.names(.) |> ymd())  
  
fitted <- augment(model\_sarima) |>   
 as.data.frame() %>%  
 select(date, fitted =.fitted, residuals = .resid) |>   
 mutate(date = ym(date)   
 )   
  
CI <- hilo(forecast::forecast(model\_sarima, h = nrow(test))) |>   
 as.data.frame()  
  
CI80 <- CI$`80%` |>   
 lapply(FUN = first) |> unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo80", "Hi80"))  
  
  
CI95 <- CI$`95%` |>   
 lapply(FUN = first) |> unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo95", "Hi95"))  
  
forecast\_data\_human\_sarima <-  
 data.frame(  
 date = row.names(as.data.frame(test)) |>  
 ymd(),  
 PointForecast = CI$.mean,  
 CI80,  
 CI95  
 )

The above data gave the following plot

forecast\_plot\_human\_sarima <- ggplot(original\_data) +  
 geom\_ribbon(data = forecast\_data\_human\_sarima, aes(date, ymin = Lo95, ymax = Hi95, fill = "95% CI"), alpha = 0.1) +  
 geom\_xspline(data = fitted, aes(date, y = fitted, color = "fitted")) +  
 geom\_ribbon(data = forecast\_data\_human\_sarima, aes(date, ymin = Lo80, ymax = Hi80, fill = "80% CI"), alpha = .4) +  
 geom\_xspline(data = forecast\_data\_human\_sarima, aes(date, PointForecast, colour = "Predicted human incidence")) +  
 geom\_xspline(aes(date, human\_incidence, color = "Actual human incidence")) +  
 theme\_light() +  
 theme(axis.text = element\_text(color = "black"),  
 axis.title = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black"),  
 legend.position = "bottom",  
 plot.title = element\_text(color = "black", hjust = .5)  
 ) +  
 xlab("Year") +  
 ylab("Human Incidence") +  
 scale\_color\_manual(  
 values = c(  
 "Predicted human incidence" = "red",  
 "Actual human incidence" = "black",  
 'fitted' = 'blue'  
 )  
 ) +  
 scale\_fill\_manual(  
 values = c(  
 "95% CI" = "blue",  
 "80% CI" = "blue"  
 ),  
 guide = guide\_legend(  
 override.aes = list(alpha = c(0.25, 1))  
 )  
 ) +  
 labs(col = NULL, fill = NULL)  
#plotly::ggplotly( forecast\_plot\_human\_sarima)  
forecast\_plot\_human\_sarima
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The model metrics were calculated as follows:

# Accuracy  
test\_acc <- test |>  
 as.data.frame() %>%  
 mutate(date = rownames(.) |> ymd() |> yearmonth()) |>  
 as\_tsibble() |>  
 select(-animal\_incidence)

Using `date` as index variable.

model\_sarima\_accuracy <- accuracy(forecast::forecast(model\_sarima, h = nrow(test)), test\_acc,  
 measures = list(  
 point\_accuracy\_measures,  
 interval\_accuracy\_measures,  
 distribution\_accuracy\_measures  
 )  
)  
  
model\_sarima\_accuracy

# A tibble: 1 × 15  
 .model .type ME RMSE MAE MPE MAPE MASE RMSSE ACF1 winkler pinball  
 <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 "ARIMA(… Test 0.126 0.162 0.134 11.6 12.6 NaN NaN 0.261 1.96 0.0694  
# ℹ 3 more variables: scaled\_pinball <dbl>, percentile <dbl>, CRPS <dbl>

### 2. Model with the covariate

The model without covariate was trained as follows;

set.seed(123)  
model\_sarima\_covariates <- train |>  
 as.data.frame() %>%  
 mutate(date = row.names(.) |>  
 zoo::as.yearmon() |>  
 yearmonth()) |>  
 as\_tsibble() |>  
 model(ARIMA(  
 human\_incidence ~ animal\_incidence,  
 ic = "aic",  
 stepwise = T  
 )) |>  
 report()

Using `date` as index variable.

Series: human\_incidence   
Model: LM w/ ARIMA(0,1,0)(2,0,0)[12] errors   
  
Coefficients:  
 sar1 sar2 animal\_incidence  
 0.2826 0.3125 0.0101  
s.e. 0.1152 0.1280 0.0170  
  
sigma^2 estimated as 0.01322: log likelihood=52.77  
AIC=-97.54 AICc=-96.95 BIC=-88.44

We then forecasted and extracted values for the forecasted as follows;

fitted\_covariate <- augment(model\_sarima\_covariates) |>   
 as.data.frame() %>%  
 select(date, fitted =.fitted, residuals = .resid) |>   
 mutate(date = ym(date)   
 )   
  
test\_tsibble <- test |>   
 as.data.frame() %>%  
 mutate(date = rownames(.) |> ymd() |> yearmonth()) |>   
 as\_tsibble() |>  
 select(-human\_incidence)

Using `date` as index variable.

CI\_covariate <- model\_sarima\_covariates |>  
 forecast(new\_data = test\_tsibble) |>   
 hilo()  
  
CI\_covariate80 <- CI\_covariate$`80%` |>   
 lapply(FUN = first) |>   
 unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo80", "Hi80"))  
  
  
CI\_covariate95 <- CI\_covariate$`95%` |>   
 lapply(FUN = first) |> unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo95", "Hi95"))  
  
forecast\_data\_covariate\_sarima <-  
 data.frame(  
 date = row.names(as.data.frame(test)) |>  
 ymd(),  
 PointForecast = CI\_covariate$.mean,  
 CI\_covariate80,  
 CI\_covariate95  
 )

The above data gave the following plot

forecast\_plot\_covariate\_sarima <- ggplot(original\_data) +  
 geom\_ribbon(data = forecast\_data\_covariate\_sarima, aes(date, ymin = Lo95, ymax = Hi95, fill = "95% CI"), alpha = 0.1) +  
 geom\_ribbon(data = forecast\_data\_covariate\_sarima, aes(date, ymin = Lo80, ymax = Hi80, fill = "80% CI"), alpha = .4) +  
 geom\_xspline(data = fitted\_covariate, aes(date, y = fitted, color = "Fitted")) +  
 geom\_xspline(data = forecast\_data\_covariate\_sarima, aes(date, PointForecast, colour = "Predicted human incidence")) +  
 geom\_xspline(aes(date, human\_incidence, color = "Actual human incidence")) +  
 theme\_light() +  
 theme(axis.text = element\_text(color = "black"),  
 axis.title = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black"),  
 legend.position = "bottom",  
 plot.title = element\_text(color = "black", hjust = .5)  
 ) +  
 xlab("Year") +  
 ylab("Human Incidence") +  
 scale\_color\_manual(  
 values = c(  
 "Predicted human incidence" = "red",  
 "Actual human incidence" = "black",  
 'Fitted' = 'blue'  
 )  
 ) +  
 scale\_fill\_manual(  
 values = c(  
 "95% CI" = "blue",  
 "80% CI" = "blue"  
 ),  
 guide = guide\_legend(  
 override.aes = list(alpha = c(0.25, 1))  
 )  
 ) +  
 labs(col = NULL, fill = NULL)  
forecast\_plot\_covariate\_sarima
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The model metrics were calculated as follows:

model\_sarima\_covariates\_coefficients <-  
 tidy(model\_sarima\_covariates) |>  
 select(-.model) %>%  
 as\_tibble() %>%  
 group\_by(term)   
  
  
# Accuracy  
test\_acc2 <- test |>  
 as.data.frame() %>%  
 mutate(date = rownames(.) |> ymd() |> yearmonth()) |>  
 as\_tsibble() |>  
 select(-animal\_incidence)

Using `date` as index variable.

model\_sarima\_covariate\_accuracy <-  
 accuracy(  
 model\_sarima\_covariates |>  
 forecast(new\_data = test\_tsibble) ,  
 test\_acc,  
 measures = list(  
 point\_accuracy\_measures,  
 interval\_accuracy\_measures,  
 distribution\_accuracy\_measures  
 )  
 )  
  
model\_sarima\_covariate\_accuracy

# A tibble: 1 × 15  
 .model .type ME RMSE MAE MPE MAPE MASE RMSSE ACF1 winkler pinball  
 <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 "ARIMA(… Test 0.122 0.159 0.131 11.2 12.3 NaN NaN 0.277 1.96 0.0700  
# ℹ 3 more variables: scaled\_pinball <dbl>, percentile <dbl>, CRPS <dbl>

### 3. Comparison of the Model with and Without a covariate

model\_sarima\_accuracy2 <- model\_sarima\_accuracy |>   
 mutate(model = "Model without Covariate") |>   
 select(-.model, -.type) |>   
 select(model, RMSE, MAE, MAPE)  
  
model\_sarima\_covariate\_accuracy2 <- model\_sarima\_covariate\_accuracy |>   
 mutate(model = "Model with Covariate") |>   
 select(-.model, -.type) |>   
 select(model, RMSE, MAE, MAPE)  
  
metrics\_df <- rbind(model\_sarima\_accuracy2, model\_sarima\_covariate\_accuracy2)  
write.csv(metrics\_df, "metrics\_df.csv", row.names = F)  
  
kableExtra::kable(metrics\_df)

| model | RMSE | MAE | MAPE |
| --- | --- | --- | --- |
| Model without Covariate | 0.1615255 | 0.1342892 | 12.57971 |
| Model with Covariate | 0.1587211 | 0.1314678 | 12.27924 |

write.csv(metrics\_df, "metrics\_df\_70\_30.csv", row.names = F)  
  
  
#> We have saved the metrics df for several training set 70-30, 75-25, 80-20

The model with the covariate was better, based on the RMSE, MAE and MAPE. Thus, we used this to forecast the values for the year 2023,

## Full model for forecasting 2023 data

we fit a time series data with animal incidence as the covariate with data from 2014 to 2022 and then use it to forecast 2023 human brucellosis incidence. The model was fitted as follows;

# Time series so that we can be able to forecast 2023.  
set.seed(123)  
full.model <- df\_xts |>   
 as.data.frame() %>%  
 mutate(date = row.names(.) |>  
 zoo::as.yearmon() |>  
 yearmonth()) |>  
 as\_tsibble() |>  
 model(ARIMA(  
 human\_incidence ~ animal\_incidence,  
 ic = "aic",  
 stepwise = T  
 )) |>  
 report()

Using `date` as index variable.

Series: human\_incidence   
Model: LM w/ ARIMA(1,1,1)(1,0,2)[12] errors   
  
Coefficients:  
 ar1 ma1 sar1 sma1 sma2 animal\_incidence  
 0.5277 -0.7260 0.8624 -0.7944 0.1593 0.0188  
s.e. 0.1941 0.1501 0.1309 0.1873 0.1259 0.0166  
  
sigma^2 estimated as 0.01272: log likelihood=80.16  
AIC=-146.32 AICc=-145.15 BIC=-127.81

Then, the forecasted data is curated as follows;

fitted\_full <- augment(full.model) |>   
 as.data.frame() %>%  
 select(date, fitted =.fitted, residuals = .resid) |>   
 mutate(date = ym(date)   
 )   
  
original\_data2 <- df\_xts |>  
 rbind(forecast.df) |>   
 as.data.frame() %>%  
 mutate(date = row.names(.) |> ymd())  
  
test\_tsibble <- forecast.df |>   
 as.data.frame() %>%  
 mutate(date = rownames(.) |> ymd() |> yearmonth()) |>   
 as\_tsibble() |>  
 select(-human\_incidence)

Using `date` as index variable.

CI\_full <- full.model |>  
 forecast(new\_data = test\_tsibble) |>   
 hilo()  
  
CI\_full80 <- CI\_full$`80%` |>   
 lapply(FUN = first) |>   
 unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo80", "Hi80"))  
  
  
CI\_full95 <- CI\_full$`95%` |>   
 lapply(FUN = first) |> unlist() |>  
 matrix(ncol = 3, byrow = T) |>   
 as.data.frame() |>   
 select(-V3) |>   
 setNames(c("Lo95", "Hi95"))  
  
forecast\_data\_full\_sarima <-  
 data.frame(  
 date = row.names(as.data.frame(forecast.df)) |>  
 ymd(),  
 PointForecast = CI\_full$.mean,  
 CI\_full80,  
 CI\_full95  
 )

The above gave the following results

forecast\_plot\_full\_sarima <- ggplot(original\_data2) +  
 geom\_ribbon(data = forecast\_data\_full\_sarima, aes(date, ymin = Lo95, ymax = Hi95, fill = "95% CI"), alpha = 0.1) +  
 geom\_ribbon(data = forecast\_data\_full\_sarima, aes(date, ymin = Lo80, ymax = Hi80, fill = "80% CI"), alpha = .4) +  
 geom\_xspline(data = fitted\_full, aes(date, y = fitted, color = "Fitted")) +  
 geom\_xspline(data = forecast\_data\_full\_sarima, aes(date, PointForecast, colour = "Predicted human incidence")) +  
 geom\_xspline(aes(date, human\_incidence, color = "Actual human incidence")) +  
 theme\_light() +  
 theme(axis.text = element\_text(color = "black"),  
 axis.title = element\_text(color = "black"),  
 axis.ticks = element\_line(color = "black"),  
 legend.position = "bottom",  
 plot.title = element\_text(color = "black", hjust = .5)  
 ) +  
 xlab("Year") +  
 ylab("Human Incidence") +  
 scale\_color\_manual(  
 values = c(  
 "Predicted human incidence" = "red",  
 "Actual human incidence" = "black",  
 'Fitted' = 'blue'  
 )  
 ) +  
 scale\_fill\_manual(  
 values = c(  
 "95% CI" = "blue",  
 "80% CI" = "blue"  
 ),  
 guide = guide\_legend(  
 override.aes = list(alpha = c(0.25, 1))  
 )  
 ) +  
 labs(col = NULL, fill = NULL)  
forecast\_plot\_full\_sarima

![](data:image/png;base64,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)

The model coefficients are;

full.model\_coefficients <-  
 tidy(full.model) |>  
 select(-.model) %>%  
 as\_tibble() %>%  
 group\_by(term)  
knitr::kable(full.model\_coefficients)

| term | estimate | std.error | statistic | p.value |
| --- | --- | --- | --- | --- |
| ar1 | 0.5276965 | 0.1940934 | 2.718776 | 0.0076791 |
| ma1 | -0.7260114 | 0.1500707 | -4.837797 | 0.0000046 |
| sar1 | 0.8624260 | 0.1309424 | 6.586301 | 0.0000000 |
| sma1 | -0.7943738 | 0.1872603 | -4.242083 | 0.0000482 |
| sma2 | 0.1592874 | 0.1259334 | 1.264854 | 0.2087505 |
| animal\_incidence | 0.0188223 | 0.0165687 | 1.136015 | 0.2585613 |

The results of the forecasted values versus the actual, together with the upper 95% CI were as follows;

# Forecasted and Actual data  
fore.actual <- forecast\_data\_full\_sarima |>   
 mutate(Actual = as.vector(forecast.df$human\_incidence),  
 Date = as.Date(date) |>   
 zoo::as.yearmon() |>  
 yearmonth()) |>   
 select(Date = Date,   
 Forecasted = PointForecast,  
 Actual,  
 `Lower 95% CI` = Lo95,  
 `Upper 95% CI` = Hi95,  
 ) |>   
 mutate(across(where(is.numeric), ~as.numeric(round(., 3))))   
knitr::kable(fore.actual)

| Date | Forecasted | Actual | Lower 95% CI | Upper 95% CI |
| --- | --- | --- | --- | --- |
| 2023 Jan | 0.863 | 0.988 | 0.642 | 1.084 |
| 2023 Feb | 0.890 | 0.905 | 0.607 | 1.174 |
| 2023 Mar | 0.957 | 0.955 | 0.634 | 1.279 |
| 2023 Apr | 0.854 | 0.818 | 0.502 | 1.207 |
| 2023 May | 0.864 | 0.958 | 0.487 | 1.242 |
| 2023 Jun | 0.905 | 1.041 | 0.505 | 1.305 |
| 2023 Jul | 0.896 | 1.052 | 0.475 | 1.317 |
| 2023 Aug | 0.872 | 0.977 | 0.432 | 1.312 |
| 2023 Sep | 0.916 | 0.903 | 0.458 | 1.375 |
| 2023 Oct | 0.926 | 0.969 | 0.449 | 1.402 |
| 2023 Nov | 0.885 | 0.913 | 0.392 | 1.378 |
| 2023 Dec | 0.800 | 0.821 | 0.291 | 1.310 |

## Supplementary Plots

# Supplementary plots --------------------------------------------------------------------  
  
  
forecast\_plot\_covariate\_sarima\_title <- forecast\_plot\_covariate\_sarima +  
 ggtitle("Forecast with exogenous variable")  
  
dev.off()

null device   
 1

ggsave(  
 "images/forecast\_plot\_covariate\_sarima\_title.png",  
 width = 13,  
 height = 6,  
 dpi = 1e3  
)  
  
require(patchwork)  
all <- forecast\_plot\_human\_sarima/forecast\_plot\_covariate\_sarima  
all  
dev.off()

null device   
 1

ggsave(  
 "images/all\_without\_title\_sarima.png",  
 width = 13,  
 height = 10,  
 dpi = 1e3  
)  
  
forecast\_plot\_human\_sarima\_title <- forecast\_plot\_human\_sarima +  
 ggtitle("Forecast without exogenous variable")  
  
all\_title <- forecast\_plot\_human\_sarima\_title/forecast\_plot\_covariate\_sarima\_title  
all\_title  
dev.off()

null device   
 1

ggsave(  
 "images/all\_with\_title\_sarima.png",  
 width = 13,  
 height = 10,  
 dpi = 1e3  
)