# 【Elasticsearch】

## 主要内容

1. Elasticsearch简介
2. Linux安装Elasticsearch
3. 常用Elasticsearch管理操作
4. 常用元数据简介
5. 分词器和标准化处理
6. Elasticsearch中的mapping问题
7. Search搜索详解

## 学习目标

|  |  |
| --- | --- |
| 知识点 | 要求 |
| Elasticsearch简介 | 掌握 |
| Linx安装Elasticsearch | 掌握 |
| 常用Elasticsearch管理操作 | 掌握 |
| 常用元数据简介 | 掌握 |
| 分词器和标准化处理 | 掌握 |
| Elasticsearch中的mapping问题 | 掌握 |
| Search搜索详解 | 掌握 |

## Elasticsearch简介

Elasticsearch是一个基于Lucene的搜索服务器。它提供了一个分布式的全文搜索引擎，其对外服务是基于RESTful web接口发布的。Elasticsearch是用Java开发的应用，并作为Apache许可条款下的开放源码发布，是当前流行的企业级搜索引擎。设计用于云计算中，能够达到近实时搜索，稳定，可靠，快速，安装使用方便。

### 相关概念

#### cluster

集群。Elasticsearch集群由一或多个节点组成，其中有一个主节点，这个主节点是可以通过选举产生的，主从节点是对于集群内部来说的。Elasticsearch的一个概念就是去中心化，字面上理解就是无中心节点，这是对于集群外部来说的，因为从外部看Elasticsearch集群，在逻辑上是个整体，你与集群中的任何一个节点通信和与整个Elasticsearch集群通信是等价的。也就是说，主节点的存在不会产生单点安全隐患、并发访问瓶颈等问题。

#### shards

primary shard：代表索引的主分片，Elasticsearch可以把一个完整的索引分成多个primary shard，这样的好处是可以把一个大的索引拆分成多个分片，分布存储在不同的Elasticsearch节点上，从而形成分布式存储，并为搜索访问提供分布式服务，提高并发处理能。primary shard的数量只能在索引创建时指定，并且索引创建后不能再更改primary shard数量。

#### replicas

replica shard：代表索引主分片的副本，Elasticsearch可以设置多个replica shard。replica shard的作用：一是提高系统的容错性，当某个节点某个primary shard损坏或丢失时可以从副本中恢复。二是提高Elasticsearch的查询效率，Elasticsearch会自动对搜索请求进行负载均衡，将并发的搜索请求发送给合适的节点，增强并发处理能力。

#### Index

索引。相当于关系型数据库中的表。其中存储若干相似结构的Document数据。如：客户索引，订单索引，商品索引等。Elasticsearch中的索引不像数据库表格一样有强制的数据结构约束，在理论上，可以存储任意结构的数据。但了为更好的为业务提供搜索数据支撑，还是要设计合适的索引体系来存储不同的数据。

#### Type

类型。每个索引中都必须有唯一的一个Type，Type是Index中的一个逻辑分类。Elasticsearch中的数据Document是存储在索引下的Type中的。

注意：Elasticsearch5.x及更低版本中，一个Index中可以有多个Type。Elasticsearch6.x版本之后，type概念被弱化，一个index中只能有唯一的一个type。且在7.x版本之后，删除type定义。

#### Document

文档。Elasticsearch中的最小数据单元。一个Document就是一条数据，一般使用JSON数据结构表示。每个Index下的Type中都可以存储多个Document。一个Document中可定义多个field，field就是数据字段。如：学生数据（{"name":"张三", "age":20, "gender":"男"}）。

#### 倒排索引

对数据进行分析，抽取出数据中的词条，以词条作为key，对应数据的存储位置作为value，实现索引的存储。这种索引称为倒排索引。倒排索引是Document写入Elasticsearch时分析维护的。

如：

|  |  |  |
| --- | --- | --- |
| 数据 | | |
| 商品主键 | 商品名 | 商品描述 |
| 1 | 荣耀10 | 更贵的手机 |
| 2 | 荣耀8 | 相对便宜的手机 |
| 3 | IPHONE X | 要卖肾买的手机 |

|  |  |
| --- | --- |
| 分析结果、倒排索引 | |
| 词条 | 数据 |
| 手机 | 1，2，3 |
| 便宜 | 2 |
| 卖肾 | 3 |
| 相对 | 2 |
| 荣耀 | 1，2 |
| IPHONE | 3 |

### Elasticsearch常见使用场景

维基百科：全文检索，高亮显示，搜索推荐

The Guardian（国外的一个新闻网站），此平台可以对用户的行为（点击、浏览、收藏、评论）、社区网络数据（对新闻的评论等）进行数据分析，为新闻的发布者提供相关的公众反馈。

Stack Overflow（国外的程序异常讨论论坛）

Github（开源代码管理），在千亿级别的代码行中搜索信息

电子商务平台等。

### 为什么不用数据库做搜索？

#### 查询语法复杂度高。

如：电商系统中搜索商品数据 - select \* from products where name like '%关键字%' and price bewteen xxx and yyy and ......。不同的用户提供的查询条件不同，需要提供的动态SQL过于复杂。

#### 关键字索引不全面，搜索结果不符合要求

如：电商系统中查询商品数据，条件为商品名包含'笔记本电脑'。那么对此关键字的分析结果为-笔记本、电脑、笔记等。对应的查询语法应该为 - select \* from products where name like '%笔记本%' or name like '%电脑%' .......

#### 效率问题

数据量越大，查询反应效率越低。

## Linux安装Elasticsearch

使用的Elasticsearch的版本是6.8.4。Elasticsearch6.x要求Linux内核必须是3.5+版本以上。

在linux操作系统中，查看内核版本的命令是： uname -a

课堂使用的Linux是CentOS8。内核使用的是4.18。

### 为Elasticsearch提供完善的系统配置

Elasticsearch在Linux中安装部署的时候，需要系统为其提供若干系统配置。如：应用可启动的线程数、应用可以在系统中划分的虚拟内存、应用可以最多创建多少文件等。

#### 修改限制信息

vim /etc/security/limits.conf

是修改系统中允许应用最多创建多少文件等的限制权限。Linux默认来说，一般限制应用最多创建的文件是65535个。但是Elasticsearch至少需要65536的文件创建权限。修改后的内容为：

\* soft nofile 65536

\* hard nofile 65536

\*代表任意用户，soft表示内存中虚拟文件（软文件），hard表示落地到磁盘的具体文件（硬文件）， nofile表示权限，65536表示个数。

#### 修改线程开启限制

在CentOS6.5版本中编辑下述的配置文件

vim /etc/security/limits.d/90-nproc.conf

在CentOS7+版本中编辑配置文件是：

vim /etc/security/limits.conf

是修改系统中允许用户启动的进程开启多少个线程。默认的Linux限制root用户开启的进程可以开启任意数量的线程，其他用户开启的进程可以开启1024个线程。必须修改限制数为4096+。因为Elasticsearch至少需要4096的线程池预备。Elasticsearch在5.x版本之后，强制要求在linux中不能使用root用户启动Elasticsearch进程。所以必须使用其他用户启动Elasticsearch进程才可以。

\* soft nproc 4096

root soft nproc unlimited

\*任何用户 nproc创建线程 数量4096

注意：Linux低版本内核为线程分配的内存是128K。4.x版本的内核分配的内存更大。如果虚拟机的内存是1G，最多只能开启3000+个线程数。**至少为虚拟机分配1.5G以上的内存，保险起见建议2G以上。**

#### 修改系统控制权限

CentOS6.5中的配置文件为：

vim /etc/sysctl.conf

CentOS8中的配置文件为：

vim /etc/sysctl.d/99-sysctl.conf

系统控制文件是管理系统中的各种资源控制的配置文件。Elasticsearch需要开辟一个65536字节以上空间的虚拟内存。Linux默认不允许任何用户和应用直接开辟虚拟内存。

新增内容为：

vm.max\_map\_count=655360

**使用命令： sysctl -p** 让系统控制权限配置生效。

### 安装Elasticsearch

Elasticsearch是java开发的应用。在6.8.4版本中，要求JDK至少是1.8.0\_131版本以上。

Elasticsearch的安装过程非常简单。解压立刻可以使用。

#### 解压缩安装压缩包

tar -zxf Elasticsearch-6.8.4.tar.gz

#### 移动Elasticsearch

mv Elasticsearch-6.8.4 /usr/local/es/

#### 修改Elasticsearch应用的所有者

因为Elasticsearch不允许root用户启动，而课堂案例中，Elasticsearch是root用户解压缩的。所以解压后的Elasticsearch应用属于root用户。所以我们需要将Elasticsearch应用的所有者修改为其他用户。当前课堂案例中虚拟机Linux内有smallming这个用户。

chown -R smallming.smallming /usr/local/es

可以通过：groups 用户名 查看用户所在用户组

#### 切换用户

root向其他用户切换时不是需要写密码，但是其他向root切换需要有密码。

su切换登录。

su smallming

#### 修改配置

修改config/Elasticsearch的配置文件，设置可访问的客户端。0.0.0.0代表任意客户端访问。

注意：如果不小心使用root修改此文件，会在config下生成elasticsearch.keystore文件，通过ll查看该文件是否是root操作权限，如果是一定要删除，否则启动时会报此文件无权限。

vim config/elasticsearch.yml

增加下述内容：

network.host: 0.0.0.0

#### 启动

**注意：**

**如果不小心使用root启动，一定要去logs文件夹中通过ll查看文件权限，所有root的文件都需要删除。**

前台启动

./bin/elasticsearch

关闭： ctrl + c

后台启动

./elasticsearch -d

关闭：

jps 命令查看Elasticsearch线程的编号

kill -9 Elasticsearch线程编号

#### 测试连接

curl http://localhost:9200

返回如下结果：

{

"name" : "L6WdN7y",

"cluster\_name" : "Elasticsearch",

"cluster\_uuid" : "s7\_GSd9YQnaH10VQBKCQ5w",

"version" : {

"number" : "6.3.1",

"build\_flavor" : "default",

"build\_type" : "tar",

"build\_hash" : "eb782d0",

"build\_date" : "2018-06-29T21:59:26.107521Z",

"build\_snapshot" : false,

"lucene\_version" : "7.3.1",

"minimum\_wire\_compatibility\_version" : "5.6.0",

"minimum\_index\_compatibility\_version" : "5.0.0"

},

"tagline" : "You Know, for Search"

}

curl <http://localhost:9200/_cat/nodes> 获取节点信息

curl <http://localhost:9200/_cat/shards> 获取分片信息

curl <http://localhost:9200/_cat/indices> 获取索引信息

curl <http://localhost:9200/_cat/health?v> 获取健康状态信息

### 搭建集群

elasticsearch伪集群特别好安装，只需要把安装的es文件在复制一份（保证smallming用户具有操作权限）后执行运行即可，启动后会自动判断端口是否被占用，如果占用端口递增1.但是需要注意最多递增到9299。

注意：

**复制后的es文件夹要删除data目录，否则无法启动集群。复制后和原文件夹都要删除。**

### 安装Kibana

Kibana是一个基于WEB的Elasticsearch管理控制台。现阶段安装Kibana主要是为了方便学习。

在Linux中安装Kibana很方便。解压，启动即可。Kibana要求的环境配置是小于Elasticsearch的要求的。

tar -zxf kibana-6.3.1-linux-x86\_64.tar.gz

修改config/kibana.yml

vim config/kibana.yml

新增内容： server.host: "0.0.0.0"

bin/kibana

Kibana在启动时会扫描操作系统本地的9200~9299端口。查看是否有ES在运行，如果有则自动连接ES。

访问时，使用浏览器访问http://192.168.8.134:5601/

## 常用Elasticsearch管理操作

### 查看健康状态

GET \_cat/health?v

|  |
| --- |
| Epoch（编号） timestamp（时间戳） cluster（集群名称） status（健康状态） node.total（节点总数） node.data（数据节点数） shards（分片数）  1531290005 14:20:05 Elasticsearch green 1 1 2  Pri（主分片数量） relo（备份节点） init（正在初始化的） unassign（未分配的） pending\_tasks（正在等待执行的任务）  2 0 0 0 0  max\_task\_wait\_time（挂起任务的等待时间） active\_shards\_percent（活动的分片的占有百分比）  - 100.0% |

status：green、yellow、red

green：每个索引的primary shard和replica shard都是active的

yellow：每个索引的primary shard都是active的，但部分的replica shard不是active的

red：不是所有的索引的primary shard都是active状态的。

### 创建索引

命令语法：PUT 索引名{索引配置参数}

index名称必须是小写的，且不能以下划线'\_'，'-'，'+'开头。

在Elasticsearch中，默认的创建索引的时候，会分配5个primary shard，并为每个primary shard分配一个replica shard。在Elasticsearch中，默认的限制是：如果磁盘空间不足15%的时候，不分配replica shard。如果磁盘空间不足5%的时候，不再分配任何的primary shard。Elasticsearch中对shard的分布是有要求的。Elasticsearch尽可能保证primary shard平均分布在多个节点上。Replica shard会保证不和他备份的那个primary shard分配在同一个节点上。

创建默认索引。默认索引在7版本之前是5个，到7.x之后改成1个。

![](data:image/png;base64,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)

PUT test\_index1

创建索引时指定分片。

注意： 编写时大括号要和put命令等不在一行。重点不能把{放在索引名后，kibana会把{当成索引名的一部分

PUT test\_index2

{

"settings":{

"number\_of\_shards" : 2,

"number\_of\_replicas" : 1

}

}

### 修改索引

命令语法：PUT 索引名/\_settings{索引配置参数}

注意：索引一旦创建，primary shard数量不可变化，可以改变replica shard数量。

PUT test\_index2/\_settings

{

"number\_of\_replicas" : 2

}

### 删除索引

命令语法：DELETE 索引名1[, 索引名2 ...]

DELETE test\_index1

### 查看索引信息

GET \_cat/indices?v

|  |
| --- |
| health status index uuid pri rep docs.count  yellow open test\_index 2PJFQBtzTwOUhcy-QjfYmQ 5 1 0  docs.deleted store.size pri.store.size  0 460b 460b |

### 检查分片信息

查看索引的shard信息。

GET \_cat/shards?v

|  |
| --- |
| index shard prirep state docs store ip node  test\_index2 1 p STARTED 0 261b 192.168.89.142 mN\_pylT  test\_index2 1 r UNASSIGNED  test\_index2 1 r UNASSIGNED  test\_index2 0 p STARTED 0 261b 192.168.89.142 mN\_pylT  test\_index2 0 r UNASSIGNED  test\_index2 0 r UNASSIGNED |

### 新增Document

在索引中增加文档。在index中增加document。

Elasticsearch有自动识别机制。如果增加的document对应的index不存在，自动创建index；如果index存在，type不存在，则自动创建type。如果index和type都存在，则使用现有的index和type。

#### PUT语法

此操作为手工指定id的Document新增方式。

语法：PUT 索引名/类型名/唯一ID{字段名:字段值}

如：

|  |
| --- |
| PUT test\_index/test\_type/1  {  "name":"test\_doc\_01",  "remark":"first test elastic search",  "order\_no":1  }  PUT test\_index/test\_type/2  {  "name":"test\_doc\_02",  "remark":"second test elastic search",  "order\_no":2  }  PUT test\_index/test\_type/3  {  "name":"test\_doc\_03",  "remark":"third test elastic search",  "order\_no":3  } |

结果：

|  |
| --- |
| {  "\_index": "test\_index", 新增的document在什么index中，  "\_type": "test\_type", 新增的document在index中的哪一个type中。  "\_id": "1", 指定的id是多少  "\_version": 1, document的版本是多少，版本从1开始递增，每次写操作都会+1  "result": "created", 本次操作的结果，created创建，updated修改，deleted删除  "\_shards": { 分片信息  "total": 2, 分片数量只提示primary shard  "successful": 1, 数据document一定只存放在index中的某一个primary shard中  "failed": 0  },  "\_seq\_no": 0, 执行的序列号  "\_primary\_term": 1 词条比对。  } |

如果使用PUT语法对同id的Document执行多次操作。是一种覆盖操作。如果需要Elasticsearch辅助检查PUT的Document是否已存在，可以使用强制新增语法。使用强制新增语法时，如果Document的id在Elasticsearch中已存在，则会报错。（version conflict, document already exists）

语法：

PUT 索引名/类型名/唯一ID/\_create{字段名:字段值}

或

PUT 索引名/类型名/唯一ID?op\_type=create{字段名:字段值}。

如：

|  |
| --- |
| PUT test\_index/test\_type/1/\_create  {  "name":"new\_test\_doc\_01",  "remark":"first test elastic search",  "order\_no":1  } |

#### POST语法

此操作为Elasticsearch自动生成id的新增Document方式。

语法：POST 索引名/类型名{字段名:字段值}

如：

|  |
| --- |
| POST test\_index/test\_type  {  "name":"test\_doc\_04",  "remark":"forth test elastic search",  "order\_no":4  } |

### 查询Document

#### GET ID单数据查询

语法：GET 索引名/类型名/唯一ID

如：

GET test\_index/test\_type/1

结果：

|  |
| --- |
| {  "\_index": "test\_index",  "\_type": "test\_type",  "\_id": "1",  "\_version": 1,  "found": true,  "\_source": { 找到的document数据内容。  "name": "test\_doc\_01",  "remark": "first test elastic search",  "order\_no":1  }  } |

#### GET \_mget批量查询

批量查询可以提高查询效率。推荐使用（相对于单数据查询来说）。

语法如下：

|  |
| --- |
| GET \_mget  {  "docs" : [  {  "\_index" : "索引名",  "\_type" : "类型名",  "\_id" : "唯一ID值"  }, {}, {}  ]  } |
| GET 索引名/\_mget  {  "docs" : [  {  "\_type" : "类型名",  "\_id" : "唯一ID值"  }, {}, {}  ]  } |
| GET 索引名/类型名/\_mget  {  "docs" : [  {  "\_id" : "唯一ID值"  },  {  "\_id" : "唯一ID值"  }  ]  } |

### 修改Document

#### 替换Document（全量替换）

和新增的PUT语法是一致。

PUT 索引名/类型名/唯一ID{字段名:字段值}

本操作相当于覆盖操作。全量替换的过程中，Elasticsearch不会真的修改Document中的数据，而是标记Elasticsearch中原有的Document为deleted状态，再创建一个新的Document来存储数据，当Elasticsearch中的数据量过大时，Elasticsearch后台回收deleted状态的Document。

如：

|  |
| --- |
| PUT test\_index/test\_type/1  {  "name":"new\_test\_doc\_01",  "remark":"first test elastic search",  "order\_no":1  } |

结果：

|  |
| --- |
| {  "\_index": "test\_index",  "\_type": "test\_type",  "\_id": "1",  "\_version": 2,  "result": "updated",  "\_shards": {  "total": 2,  "successful": 1,  "failed": 0  },  "\_seq\_no": 1,  "\_primary\_term": 1  } |

#### 更新Document（partial update）

语法：POST 索引名/类型名/唯一ID/\_update{doc:{字段名:字段值}}

只更新某Document中的部分字段。这种更新方式也是标记原有数据为deleted状态，创建一个新的Document数据，将新的字段和未更新的原有字段组成这个新的Document，并创建。对比全量替换而言，只是操作上的方便，在底层执行上几乎没有区别。

如：

|  |
| --- |
| POST test\_index/test\_type/1/\_update  {  "doc":{  "name":" test\_doc\_01\_for\_update"  }  } |

结果：

|  |
| --- |
| {  "\_index": "test\_index",  "\_type": "test\_type",  "\_id": "1",  "\_version": 5,  "result": "updated",  "\_shards": {  "total": 2,  "successful": 1,  "failed": 0  },  "\_seq\_no": 2,  "\_primary\_term": 1  } |

### 删除Document

Elasticsearch中执行删除操作时，Elasticsearch先标记Document为deleted状态，而不是直接物理删除。当Elasticsearch存储空间不足或工作空闲时，才会执行物理删除操作。标记为deleted状态的数据不会被查询搜索到。

语法：DELETE 索引名/类型名/唯一ID

如：

|  |
| --- |
| DELETE test\_index/test\_type/1 |

结果：

|  |
| --- |
| {  "\_index": "test\_index",  "\_type": "test\_type",  "\_id": "1",  "\_version": 6,  "result": "deleted",  "\_shards": {  "total": 2,  "successful": 1,  "failed": 0  },  "\_seq\_no": 5,  "\_primary\_term": 1  } |

### bulk批量增删改

使用bulk语法执行批量增删改。语法格式如下：

注意：\_bulk的两个{}都不要出现换行等操作，两个{}使用回车符进行识别。

POST \_bulk

{ "action\_type" : { "metadata\_name" : "metadata\_value" } }

{ document datas | action datas }

语法中的action\_type可选值为：

create : 强制创建，相当于PUT 索引名/类型名/唯一ID/\_create

index: 普通的PUT操作，相当于创建Document或全量替换

update: 更新操作（partial update）,相当于 POST 索引名/类型名/唯一ID/\_update

delete: 删除操作

案例如下：

|  |
| --- |
| 新增数据：  POST \_bulk  { "create" : { "\_index" : "test\_index" , "\_type" : "test\_type", "\_id" : "1" } }  { "field\_name" : "field value" } |
| PUT操作新增或全量替换  POST \_bulk  { "index" : { "\_index" : "test\_index", "\_type" : "test\_type" , "\_id" : "2" } }  { "field\_name" : "field value 2" } |
| POST更新数据  POST \_bulk  { "update" : { "\_index" : "test\_index", "\_type" : "test\_type" , "\_id" : 2, "\_retry\_on\_conflict" : 3 } }  { "doc" : { "field\_name" : "partial update field value" } } |
| DELETE删除数据  POST \_bulk  { "delete" : { "\_index" : "test\_index", "\_type" : "test\_type", "\_id" : "2" } } |
| 批量写操作  POST \_bulk  { "create" : { "\_index" : "test\_index" , "\_type" : "test\_type", "\_id" : "10" } }  { "field\_name" : "field value" }  { "index" : { "\_index" : "test\_index", "\_type" : "test\_type" , "\_id" : "20" } }  { "field\_name" : "field value 2" }  { "update" : { "\_index" : "test\_index", "\_type" : "test\_type" , "\_id" : 20, "\_retry\_on\_conflict" : 3 } }  { "doc" : { "field\_name" : "partial update field value" } }  { "delete" : { "\_index" : "test\_index", "\_type" : "test\_type", "\_id" : "2" } } |

注意：bulk语法中要求一个完整的json串不能有换行。不同的json串必须使用换行分隔。多个操作中，如果有错误情况，不会影响到其他的操作，只会在批量操作返回结果中标记失败。bulk语法批量操作时，bulk request会一次性加载到内存中，如果请求数据量太大，性能反而下降（内存压力过高），需要反复尝试一个最佳的bulk request size。一般从1000~5000条数据开始尝试，逐渐增加。如果查看bulk request size的话，一般是5~15MB之间为好。

bulk语法要求json格式是为了对内存的方便管理，和尽可能降低内存的压力。如果json格式没有特殊的限制，Elasticsearch在解释bulk请求时，需要对任意格式的json进行解释处理，需要对bulk请求数据做json对象会json array对象的转化，那么内存的占用量至少翻倍，当请求量过大的时候，对内存的压力会直线上升，且需要jvm gc进程对垃圾数据做频繁回收，影响Elasticsearch效率。

生产环境中，bulk api常用。都是使用java代码实现循环操作。一般一次bulk请求，执行一种操作。如：批量新增10000条数据等。

## 常用元数据简介

在ElasticSearch中，除了定义的index，type，和管理的document外，还有若干的元数据。这些元数据用于记录ElasticSearch中需要使用的核心数据。在ElasticSearch中，元数据通常使用下划线’\_’开头。在使用GET查询Document时，返回结果中不仅包括客户端录入的数据，还包括各元数据。

### \_index

代表document存放在哪个index中，\_index就是索引的名字。生产环境中，类似的Document存放在一个index中，非类似的Document存放在不同的index中。一个index中包含若干相似结构的Document。

### \_type

代表document属于index中的哪个type（类别），就是type的名字。ElasticSearch6.x版本中，一个index只能定义一个type。结构类似的document保存在一个index中。Type命名要求：字符大小写无要求，不能下划线开头，不能包含逗号。（ElasticSearch低版本，5.x或更低版本。一般一个索引会划分若干type，逻辑上对index中的document进行细致的划分。在命名上，可以全大写或者全小写，不能下划线开头，不能包含逗号。）

### \_id

代表document的唯一标识。使用index、type和id可以定位唯一的一个document。id可以在新增document时手工指定，也可以由ElasticSearch自动创建。

#### 手动指定id

如：

|  |
| --- |
| PUT test\_index/test\_type/10  {  "field\_name" : "field\_value"  } |

使用这种方式，需要考虑是否满足手动指定id的条件。如果数据是从其他数据源中读取并新增到ElasticSearch中的时候，使用手动指定id。如：数据是从Database中读取并新增到ElasticSearch中的，那么使用Database中的PK作为ElasticSearch中的id比较合适。建议，不要把不同表的数据新增到同一个index中，可能有id冲突。

#### 自动生成id

语法：

|  |
| --- |
| POST test\_index/test\_type  {  "field\_name" : "field\_value"  } |

自动生成的ID特点：长度为20的字符串；URL安全（经过base64编码的）；GUID生成策略，支持分布式高并发（在分布式系统中，并发生成ID也不会有重复可能，参考https://baike.baidu.com/item/GUID/3352285?fr=aladdin）。适合用于手工录入的数据。数据没有一个数据源，且未经过任何的管理和存储。这种数据，是没有唯一标识，如果使用手工指定id的方式，容易出现id冲突，导致数据丢失。

### \_source元数据

就是查询的document中的field值。也就是document的json字符串。此元数据可以定义显示结果（field）。

语法：GET 索引名/类型名/唯一ID?\_source=字段名1,字段名2

如：

GET test\_index/test\_type/1?\_source=field\_name

### \_version元数据

代表的是document的版本。在ElasticSearch中，为document定义了版本信息，document数据每次变化，代表一次版本的变更。版本变更可以避免数据并发冲突，同时提高ElasticSearch的搜索效率。

第一次创建Document时，\_version版本号为1，默认情况下，后续每次对Document执行修改或删除操作都会对\_version数据自增1。

删除Document也会\_version自增1。

当使用PUT命令再次增加同id的Document，\_version会继续之前的版本继续自增。

## 分词器（analyzer）和标准化处理（normalization）

### 什么是分词器

分词器是一个字符串解析拆分工具。其作用是分析写入的Document中的文本数据field，并将field数据拆分成一个个有完整含义的、不可拆分的单词。

如：I think dogs is human’s best friend.在写入此数据的时候，Elasticsearch会使用分词器分析并拆分数据，将上述的语句切分成若干的单词，分别是：i、 think、 dogs、 human's、 best、 friend。

### 什么是标准化处理

标准化处理是用于完善分词器结果的。

分词器处理的文本结果，通常会有一些不需要的、有异议的、包含时态转化等情况的数据。在上述案例中的分词结果是：i、 think、 dogs、 human's、 best、 friend。其中i是很少应用在搜索条件中的单词；dogs是dog单词的复数形式，通常在搜索过程中使用dog作为搜索条件更频繁一些；human's是特殊的标记方式，通常不会在搜索中作为条件出现。那么Elasticsearch维护这些单词是没有太大必要的。这个时候就需要标准化处理了。

如：china 搜索时，如果条件为cn是否可搜索到。如：dogs，搜索时，条件为dog是否可搜索到数据。如果可以使用简写（cn）或者单复数（dog&dogs）搜索到想要的结果，那么称为搜索引擎人性化。

normalization是为了提升召回率的（recall），就是提升搜索能力的。

normalization是配合分词器(analyzer)完成其功能的。

### Elasticsearch默认提供的常见分词器

要切分的语句：Set the shape to semi-transparent by calling set\_trans(5)

standard analyzer - 是Elasticsearch中的默认分词器。标准分词器，处理英语语法的分词器。切分后的key\_words：set, the, shape, to, semi, transparent, by, calling, set\_trans, 5。这种分词器也是Elasticsearch中默认的分词器。切分过程中不会忽略停止词（如：the、a、an等）。会进行单词的大小写转换、过滤连接符（-）或括号等常见符号。

GET \_analyze

{

"text": "Set the shape to semi-transparent by calling set\_trans(5)",

"analyzer": "standard"

}

simple analyzer - 简单分词器。切分后的key\_words：set, the, shape, to, semi, transparent, by, calling, set, trans。就是将数据切分成一个个的单词。使用较少，经常会破坏英语语法。

GET \_analyze

{

"text": "Set the shape to semi-transparent by calling set\_trans(5)",

"analyzer": "simple"

}

whitespace analyzer - 空白符分词器。切分后的key\_words：Set, the, shape, to, semi-transparent, by, calling, set\_trans(5)。就是根据空白符号切分数据。如：空格、制表符等。使用较少，经常会破坏英语语法。

GET \_analyze

{

"text": "Set the shape to semi-transparent by calling set\_trans(5)",

"analyzer": "whitespace"

}

language analyzer - 语言分词器，如英语分词器（english）等。切分后的key\_words：set, shape, semi, transpar, call, set\_tran, 5。根据英语语法分词，会忽略停止词、转换大小写、单复数转换、时态转换等，应用分词器分词功能类似standard analyzer。

GET \_analyze

{

"text": "Set the shape to semi-transparent by calling set\_trans(5)",

"analyzer": "english"

}

注意：Elasticsearch中提供的常用分词器都是英语相关的分词器，对中文的分词都是一字一词。

### 安装中文分词器

IK中文分词器，可以直接下载：注意：要下载elasticsearch-analysis-ik-xxx.zip，不要下载source

<https://github.com/medcl/elasticsearch-analysis-ik/releases/tag/v6.8.4>

也可以通过github下载源码，本地编译打包。

就是maven工程中的package能力。

github上提供的源码不是伴随ES的每个版本提供，一般只有分词器无效后，才提供新的版本。通常都是伴随ES的次版本号提供IK分词器版本。下载对应的IK分词器源码，本地package打包，生成zip压缩包，既是IK在ES中的分词器安装包。

1. 下载分词器项目
2. 将项目导入到Idea中
3. 修改POM文件制定es版本
4. 打包 package

#### 安装IK分词器

Elasticsearch是一个开箱即用的工具。插件安装方式也非常简单。

将IK分词器的zip压缩文件上传到Linux，并在Elasticsearch安装目录的plugins目录中手工创建子目录，目录命名为ik。将zip压缩文件解压缩到新建目录ik中。重新启动Elasticsearch即可。

创建IK中文分词器的插件子目录：

mkdir /usr/local/es/plugins/ik/

复制中文分词器zip压缩文件到Elasticsearch应用目录中：

cp elasticsearch-analysis-ik-6.8.4.zip /usr/local/es/plugins/ik

解压缩：

unzip elasticsearch-analysis-ik-6.8.4.zip

所有的分词器，都是针对词语的，不是语句的。拆分单元是词语，不是语句。

#### 测试IK分词器

IK分词器提供了两种analyzer，分别是ik\_max\_word和ik\_smart。

ik\_max\_word: 会将文本做最细粒度的拆分，比如会将“中华人民共和国国歌”拆分为“中华人民共和国,中华人民,中华,华人,人民共和国,人民,人,民,共和国,共和,国,国歌”，会穷尽各种可能的组合；

ik\_smart: 会做最粗粒度的拆分，比如会将“中华人民共和国国歌”拆分为“中华人民共和国,国歌”。

|  |
| --- |
| GET \_analyze  {  "text" : "中华人民共和国国歌",  "analyzer": "ik\_max\_word"  }  GET \_analyze  {  "text" : "中华人民共和国国歌",  "analyzer": "ik\_smart"  } |

#### IK配置文件

IK的配置文件在Elasticsearch安装目录/plugins/ik/config/中。

配置文件有：

main.dic ： IK中内置的词典。 main dictionary。记录了IK统计的所有中文单词。一行一词。文件中未记录的单词，IK无法实现有效分词。如：雨女无瓜。不建议修改当前文件中的单词。这个是最核心的中文单词库。就好像，很多的网络词不会收集到辞海中一样。

quantifier.dic ： IK内置的数据单位词典

suffix.dic ：IK内置的后缀词典

surname.dic ：IK内置的姓氏词典

stopword.dic ：IK内置的英文停用词

preposition.dic ：IK内置的中文停用词（介词）

IKAnalyzer.cfg.xml ： 用于配置自定义词库的

自定义词库是用户手工提供的特殊词典，类似网络热词，特定业务用词等。

ext\_dict - 自定义词库，配置方式为相对于IKAnalyzer.cfg.xml文件所在位置的相对路径寻址方式。相当于是用户自定义的一个main.dic文件。是对main.dic文件的扩展。

ext\_stopwords - 自定义停用词，配置方式为相对于IKAnalyzer.cfg.xml文件所在位置的相对路径寻址方式。相当于是preposition.dic的扩展。

注意：IK的所有的dic词库文件，必须使用UTF-8字符集。不建议使用windows自带的文本编辑器编辑。Windows中自带的文本编辑器是使用GBK字符集。IK不识别，是乱码。

## Elasticsearch中的mapping问题

Mapping在Elasticsearch中是非常重要的一个概念。决定了一个index中的field使用什么数据格式存储，使用什么分词器解析，是否有子字段等。

Mapping决定了index中的field的特征。

### mapping核心数据类型

Elasticsearch中的数据类型有很多，在这里只介绍常用的数据类型。

文本（字符串）：text

整数：byte、short、integer、long

浮点型：float、double

布尔类型：boolean

日期类型：date

数组类型：array {a:[]}

对象类型：object {a:{}}

不分词的字符串（关键字）： keyword

### dynamic mapping对字段的类型分配

true or false -> boolean

123 -> long

123.123 -> double

2018-01-01 -> date

hello world -> text

[] -> array

{} -> object

在上述的自动mapping字段类型分配的时候，只有text类型的字段需要分词器。默认分词器是standard分词器。

### 查看索引mapping

可以通过命令查看已有index的mapping具体信息，语法如下：

GET 索引名/\_mapping

如：

|  |
| --- |
| GET test\_index/\_mapping |

结果：

|  |
| --- |
| {  "test\_index": { # 索引名  "mappings": { # 映射列表  "test\_type": { # 类型名  "properties": { # 字段列表  "age": { # 字段名  "type": "long" # 字段类型  },  "gender": {  "type": "text",  "fields": { # 子字段列表  "keyword": { # 子字段名  "type": "keyword", # 子字段类型，keyword不进行分词处理的文本类型  "ignore\_above": 256 # 子字段存储数据长度  }  }  },  "name": {  "type": "text",  "fields": {  "keyword": {  "type": "keyword",  "ignore\_above": 256  }  }  }  }  }  }  }  } |

### custom mapping

可以通过命令，在创建index和type的时候来定制mapping映射，也就是指定字段的类型和字段数据使用的分词器。

手工定制mapping时，只能新增mapping设置，不能对已有的mapping进行修改。

如：有索引a，其中有类型b，增加字段f1的mapping定义。后续可以增加字段f2的mapping定义，但是不能修改f1字段的mapping定义。

通常都是手工创建index，并进行各种定义。如：settings,mapping等。

#### 创建索引时指定mapping

语法：

PUT 索引名称

{

"mappings":{

"类型名称":{

"properties":{

"字段名":{

"type":类型,

["analyer":字段的分词器,]

["fields":{

"子字段名称":{

"type":类型,

"ignore\_above":长度限制

}

}]

}

}

}

}

}

如：

|  |
| --- |
| PUT /test\_index  {  "settings": {  "number\_of\_shards": 2,  "number\_of\_replicas": 1  },  "mappings": {  "test\_type":{  "properties": {  "author\_id" : {  "type": "byte",  "index": false  },  "title" : {  "type": "text",  "analyzer": "ik\_max\_word",  "fields": {  "keyword" : {  "type": "keyword",  "ignore\_above": 256  }  }  },  "content" : {  "type": "text",  "analyzer": "ik\_max\_word"  },  "post\_date" : {  "type": "date"  }  }  }  }  } |

"index" - 是否可以作为搜索索引。可选值：true | false

"analyzer" - 指定分词器。

"type" - 指定字段类型

#### 为已有索引添加**新的字段mapping**

语法：

PUT 索引名/\_mapping/类型名

{

"properties":{

"新字段名":{

"type":类型,

"analyer":字段的分词器,

"fields":{

"子字段名":{

"type":类型,

"ignore\_above":长度

}

}

}

}

}

如：

|  |
| --- |
| PUT /test\_index/\_mapping/test\_type  {  "properties" : {  "new\_field" : { "type" : "text" , "analyzer" : "standard" }  }  } |

#### 测试不同的字段的分词器

语法：

GET 索引名称/\_analyze

{

"field":"索引中的text类型的字段名",

"text":"要分词处理的文本数据"

}

使用索引中的字段对应的分词器，对文本数据做分词处理。

如：

|  |
| --- |
| GET /test\_index/\_analyze  {  "field": "new\_field",  "text": "中华人民共和国国歌"  }  GET /test\_index/\_analyze  {  "field": "content",  "text": "中华人民共和国国歌"  } |

## Search 搜索详解

### 搜索学习测试数据

|  |
| --- |
| PUT test\_search  {  "mappings": {  "test\_type" : {  "properties": {  "dname" : {  "type" : "text",  "analyzer": "standard"  },  "ename" : {  "type" : "text",  "analyzer": "standard"  },  "eage" : {  "type": "long"  },  "hiredate" : {  "type": "date"  },  "gender" : {  "type" : "keyword"  }  }  }  }  }  POST test\_search/test\_type/\_bulk  { "index": {}}  { "dname" : "Sales Department", "ename" : "张三", "eage":20, "hiredate" : "2019-01-01", "gender" : "男性" }  { "index": {}}  { "dname" : "Sales Department", "ename" : "李四", "eage":21, "hiredate" : "2019-02-01", "gender" : "男性" }  { "index": {}}  { "dname" : "Development Department", "ename" : "王五", "eage":23, "hiredate" : "2019-01-03", "gender" : "男性" }  { "index": {}}  { "dname" : "Development Department", "ename" : "赵六", "eage":26, "hiredate" : "2018-01-01", "gender" : "男性" }  { "index": {}}  { "dname" : "Development Department", "ename" : "韩梅梅", "eage":24, "hiredate" : "2019-03-01", "gender" : "女性" }  { "index": {}}  { "dname" : "Development Department", "ename" : "钱虹", "eage":29, "hiredate" : "2018-03-01", "gender" : "女性" } |

### query string search

search的参数都是类似http请求头中的字符串参数提供搜索条件的。

GET [/index\_name/type\_name/]\_search[?parameter\_name=parameter\_value&...]

#### 全搜索

timeout参数：是超时时长定义。代表每个节点上的每个shard执行搜索时最多耗时多久。不会影响响应的正常返回。只会影响返回响应中的数据数量。

如：索引a中，有10亿数据。存储在5个shard中，假设每个shard中2亿数据，执行全数据搜索的时候，需要耗时1000毫秒。定义timeout为10毫秒，代表的是shard执行10毫秒，搜索出多少数据，直接返回。

在商业项目中，是禁止全数据搜索的。必须指定搜索的索引，类型和关键字。如果没有指定索引或类型，则代表开发目的不明确，需要重新做用例分析。如果没有关键字，称为索引内全搜索，也叫魔鬼搜索。

语法：

|  |
| --- |
| GET [索引名/类型名/]\_search?timeout=10ms |

结果：

|  |
| --- |
| {  "took": 144, #请求耗时多少毫秒  "timed\_out": false, #是否超时。默认情况下没有超时机制，也就是客户端等待Elasticsearch搜索结束（无论执行多久），提供超时机制的话，Elasticsearch则在指定时长内处理搜索，在指定时长结束的时候，将搜索的结果直接返回（无论是否搜索结束）。指定超时的方式是传递参数，参数单位是：毫秒-ms。秒-s。分钟-m。  "\_shards": {  "total": 1, #请求发送到多少个shard上  "successful": 1,#成功返回搜索结果的shard  "skipped": 0, #停止服务的shard  "failed": 0 #失败的shard  },  "hits": {  "total": 1, #返回了多少结果  "max\_score": 1, #搜索结果中，最大的相关度分数，相关度越大分数越高，\_score越大，排位越靠前。  "hits": [ #搜索到的结果集合，默认查询前10条数据。  {  "\_index": "test\_index", #数据所在索引  "\_type": "test\_type", #数据所在类型  "\_id": "1", #数据的id  "\_score": 1, #数据的搜索相关度分数  "\_source": { # 数据的具体内容。  "field": "value"  }  }  ]  }  } |

#### multi index搜索

所谓的multi-index就是从多个index中搜索数据。相对使用较少，只有在复合数据搜索的时候，可能出现。一般来说，如果真使用复合数据搜索，都会使用\_all。

如：搜索引擎中的无条件搜索。（现在的应用中都被屏蔽了。使用的是默认搜索条件，执行数据搜索。 如： 电商中的搜索框默认值， 搜索引擎中的类别）

无条件搜索，在搜索应用中称为“魔鬼搜索”，代表的是，搜索引擎会执行全数据检索，效率极低，且对资源有非常高的压力。

语法：

|  |
| --- |
| GET \_search  GET 索引名1,索引名2/\_search # 搜索多个index中的数据  GET 索引名/类型名/\_search # 所属一个index中type的数据  GET prefix\_\*/\_search # 通配符搜索  GET \*\_suffix/\_search  GET 索引名1,索引名2/类型名/\_search # 搜索多个index中type的数据  GET \_all/\_search # \_all代表所有的索引 |

#### 条件搜索

query string search 搜索是通过HTTP请求的请求头传递参数的，默认的HTTP请求头字符集是ISO-8859-1，**请求头传递中文会有乱码**。

语法：

|  |
| --- |
| GET 索引名/\_search?**q=**字段名:搜索条件 |

#### 分页搜索

默认情况下，Elasticsearch搜索返回结果是10条数据。从第0条开始查询。

语法：

|  |
| --- |
| GET 索引名/\_search?size=10 # size查询数据的行数  GET 索引名/\_search?from=0&size=10 # from 从第几行开始查询，行号从0开始。 |

#### +/-搜索

语法：

|  |
| --- |
| GET 索引名/\_search?q=字段名:条件  GET 索引名/\_search?q=+字段名:条件  GET 索引名/\_search?q=-字段名:条件 |

+ ：和不定义符号含义一样，就是搜索指定的字段中包含key words的数据

- ： 与+符号含义相反，就是搜索指定的字段中不包含key words的数据

#### **排序**

语法：GET 索引名/\_search?sort=字段名:排序规则

排序规则： asc(升序) | desc(降序)

|  |
| --- |
| GET test\_search/\_search?sort=eage:asc  GET test\_search/\_search?sort=eage:desc |

### query DSL

DSL - Domain Specified Language ， 特殊领域的语言。

请求参数是请求体传递的。在Elasticsearch中，请求体的字符集默认为UTF-8。

语法格式：

GET 索引名/\_search

{

"command":{ "parameter\_name" : "parameter\_value"}

}

#### 查询所有数据

|  |
| --- |
| GET 索引名/\_search  {  "query" : { "match\_all" : {} }  } |

#### match search

全文检索。要求查询条件拆分后的任意词条与具体数据匹配就算搜索结果。

|  |
| --- |
| GET 索引名/\_search  {  "query": {  "match": {  "字段名": "搜索条件"  }  }  } |

#### phrase search

短语检索。要求查询条件必须和具体数据完全匹配才算搜索结果。其特征是：1-搜索条件不做任何分词解析；2-在搜索字段对应的倒排索引(正排索引)中进行精确匹配，不再是简单的全文检索。

|  |
| --- |
| GET 索引名/\_search  {  "query": {  "match\_phrase": {  "字段名": "搜索条件"  }  }  } |

#### range

范围比较搜索

|  |
| --- |
| GET 索引名/类型名/\_search  {  "query" : {  "range" : {  "字段名" : {  "gt" : 搜索条件1,  "lte" : 搜索条件2  }  }  }  } |

#### term

词组比较，词组搜索。

忽略搜索条件分词，在Elasticsearch倒排索引中进行精确匹配。

|  |
| --- |
| GET 索引名/类型名/\_search  {  "query" : {  "term" : {  "字段名": "搜索条件"  }  }  }  GET 索引名/类型名/\_search  {  "query" : {  "terms" : {  "字段名": ["搜索条件1", "搜索条件2"]  }  }  } |

#### 多条件复合搜索

在一个请求体中，有多个搜索条件，就是复合搜索。如：搜索数据，条件为部门名称是Sales Department，员工年龄在20到26之间，部门员工姓名叫张三。上述条件中，部门名称为可选条件，员工年龄必须满足要求，部门员工姓名为可选要求。这种多条件搜索就是复合搜索。

|  |
| --- |
| GET 索引名/类型名/\_search  {  "query": {  "bool": {  "must": [ #数组中的多个条件必须同时满足  {  "range": {  "字段名": {  "lt": 条件  }  }  }  ],  "must\_not":[ #数组中的多个条件必须都不满足  {  "match": {  "字段名": "条件"  }  },  {  "range": {  "字段名": {  "gte": "搜索条件"  }  }  }  ]  "should": [# 数组中的多个条件有任意一个满足即可。  {  "match": {  "字段名": "条件"  }  },  {  "range": {  "字段名": {  "gte": "搜索条件"  }  }  }  ]  }  }  } |

#### 排序

在Elasticsearch的搜索中，默认是使用相关度分数实现排序的。可以通过搜索语法实现定制化排序。

|  |
| --- |
| GET 索引名/类型名/\_search  {  "query": {  [搜索条件]  },  "sort": [  {  "字段名1": {  "order": "asc"  }  },  {  "字段名2": {  "order": "desc"  }  }  ]  } |

注意：在Elasticsearch中，如果使用text类型的字段作为排序依据，会有问题。Elasticsearch需要对text类型字段数据做分词处理。如果使用text类型字段做排序，Elasticsearch给出的排序结果未必友好，毕竟分词后，先使用哪一个单词做排序都是不合理的。所以Elasticsearch中默认情况下不允许使用text类型的字段做排序，如果需要使用字符串做结果排序，则可使用keyword类型字段作为排序依据，因为keyword字段不做分词处理。

#### 分页

DSL分页也是使用from和size实现的。

|  |
| --- |
| GET 索引名称/\_search  {  "query":{  "match\_all":{}  },  "from": 起始下标,  "size": 查询记录数  } |

#### highlight display

在搜索中，经常需要对搜索关键字做高亮显示，这个时候就可以使用highlight语法。

语法：

|  |
| --- |
| GET 索引名/\_search  {  "query": {  "match": {  "字段名": "条件"  }  },  "highlight": {  "fields": {  "要高亮显示的字段名": {  "fragment\_size": 5, #每个分段长度，默认20  "number\_of\_fragments": 1 #返回多少个分段，默认3  }  },  "pre\_tags": ["前缀"],  "post\_tags": ["后缀"]  }  } |
| // 演示案例  GET test\_search/\_search  {  "query": {  "bool": {  "should": [  {  "match": {  "dname": "Development department"  }  },  {  "match": {  "gender": "男性"  }  }  ]  }  },  "highlight": {  "fields": {  "dname": {  "fragment\_size": 20,  "number\_of\_fragments": 1  },  "gender": {  "fragment\_size": 20,  "number\_of\_fragments": 1  }  },  "pre\_tags":["<span style='color:red'>"],  "post\_tags":["</span>"]  },  "from": 2,  "size": 2  } |

fragment\_size：代表字段数据如果过长，则分段，每个片段数据长度为多少。长度不是字符数量，是Elasticsearch内部的数据长度计算方式。默认不对字段做分段。

number\_of\_fragments：代表搜索返回的高亮片段数量，默认情况下会将拆分后的所有片段都返回。

pre\_tags：高亮前缀

post\_tags：高亮后缀

很多搜索结果显示页面中都不会显示完整的数据，这样在数据过长的时候会导致页面效果不佳，都会按照某一个固定长度来显示搜索结果，所以fragment\_size和number\_of\_fragments参数还是很常用的。