**Hierarchy of LinkedList class in Java**
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**LinkedList representation**

Each element in the LinkedList is called the **Node**. Each Node of the LinkedList contains two items: 1) Content of the element 2) Pointer/Address/Reference to the Next Node in the LinkedList.

**This is how a LinkedList looks:**  
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**Note:**  
1. **Head** of the LinkedList only contains the Address of the **First element** of the List.  
2. The Last element of the LinkedList contains **null** in the pointer part of the node because it is the end of the List so it doesn’t point to anything as shown in the above diagram.  
3. The diagram which is shown above represents a **singly linked list**. There is another complex type variation of LinkedList which is called **doubly linked list**, node of a doubly linked list contains three parts: 1) Pointer to the previous node of the linked list 2) content of the element 3) pointer to the next node of the linked list.

**Why do we need a Linked List?**

You must be aware of the arrays which is also a linear data structure but **arrays have certain limitations such as:**  
1) **Size of the array is fixed** which is decided when we create an array so it is hard to predict the number of elements in advance, if the declared size fall short then we cannot increase the size of an array and if we declare a large size array and do not need to store that many elements then it is a waste of memory.

2) Array elements **need contiguous memory locations** to store their values.

3) **Inserting an element in an array is performance wise expensive** as we have to shift several elements to make a space for the new element. For example:  
Let’s say we have an array that has following elements: 10, 12, 15, 20, 4, 5, 100, now if we want to insert a new element 99 after the element that has value 12 then we have to shift all the elements after 12 to their right to make space for new element.

Similarly **deleting an element** from the array is also a performance wise expensive operation because all the elements after the deleted element have to be shifted left.

**These limitations are handled in the Linked List by providing following features:**  
1. Linked list allows **dynamic memory allocation**, which means memory allocation is done at the run time by the compiler and we do not need to mention the size of the list during linked list declaration.

2. Linked list elements **don’t need contiguous memory locations** because elements are linked with each other using the reference part of the node that contains the address of the next node of the list.

3. Insert and delete operations in the Linked list are not performance wise expensive because adding and deleting an element from the linked list does’t require element shifting, only the pointer of the previous and the next node requires change.

**Java Linked List example of adding elements**

In the following example we are using add(), addFirst() and addLast() methods to add the elements at the desired locations in the LinkedList, there are several such useful methods in the LinkedList class which I have mentioned at the end of this article.

package com.beginnersbook;

import java.util.\*;

public class JavaExample{

public static void main(String args[]){

LinkedList<Stiring> list=new LinkedList<String>();

//Adding elements to the Linked list

list.add("Steve");

list.add("Carl");

list.add("Raj");

//Adding an element to the first position

list.addFirst("Negan");

//Adding an element to the last position

list.addLast("Rick");

//Adding an element to the 3rd position

list.add(2, "Glenn");

//Iterating LinkedList

Iterator<String> iterator=list.iterator();

while(iterator.hasNext()){

System.out.println(iterator.next());

}

}

}

## Java example of removing elements from the LinkedList

In the following example we are checking out the few popular **remove methods** in the LinkedList that are used to remove elements from certain positions in the LinkedList. Detailed explanation of these methods along with examples are covered in the separate tutorials, links are provided at the end of this article.

package com.beginnersbook;

import java.util.\*;

public class JavaExample{

public static void main(String args[]){

list<String> list=new LinkedList<String>();

//Adding elements to the Linked list

list.add("Steve");

list.add("Carl");

list.add("Raj");

list.add("Negan");

list.add("Rick");

//Removing First element

//Same as list.remove(0);

list.removeFirst();

//Removing Last element

list.removeLast();

//Iterating LinkedList

Iterator<String> iterator=list.iterator();

while(iterator.hasNext()){

System.out.print(iterator.next()+" ");

}

//removing 2nd element, index starts with 0

list.remove(1);

System.out.print("\nAfter removing second element: ");

//Iterating LinkedList again

Iterator<String> iterator2=list.iterator();

while(iterator2.hasNext()){

System.out.print(iterator2.next()+" ");

}

}

}

## Example of LinkedList in Java

import java.util.\*;

public class LinkedListExample {

public static void main(String args[]) {

/\* Linked List Declaration \*/

LinkedList<String> linkedlist = new LinkedList<String>();

/\*add(String Element) is used for adding

\* the elements to the linked list\*/

linkedlist.add("Item1");

linkedlist.add("Item5");

linkedlist.add("Item3");

linkedlist.add("Item6");

linkedlist.add("Item2");

/\*Display Linked List Content\*/

System.out.println("Linked List Content: " +linkedlist);

/\*Add First and Last Element\*/

linkedlist.addFirst("First Item");

linkedlist.addLast("Last Item");

System.out.println("LinkedList Content after addition: " +linkedlist);

/\*This is how to get and set Values\*/

Object firstvar = linkedlist.get(0);

System.out.println("First element: " +firstvar);

linkedlist.set(0, "Changed first item");

Object firstvar2 = linkedlist.get(0);

System.out.println("First element after update by set method: " +firstvar2);

/\*Remove first and last element\*/

linkedlist.removeFirst();

linkedlist.removeLast();

System.out.println("LinkedList after deletion of first and last element: " +linkedlist);

/\* Add to a Position and remove from a position\*/

linkedlist.add(0, "Newly added item");

linkedlist.remove(2);

System.out.println("Final Content: " +linkedlist);

}

}

A **linked list** is a way to store a collection of elements. Like an array these can be character or integers. Each element in a linked list is stored in the form of a **node**.

**Node**:

![enter image description here](data:image/png;base64,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)

A node is a collection of two sub-elements or parts. A **data** part that stores the element and a **next** part that stores the link to the next node.

**Linked List**:
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A linked list is formed when many such nodes are linked together to form a chain. Each node points to the next node present in the order. The first node is always used as a reference to traverse the list and is called **HEAD**. The last node points to **NULL**.

**Why Linked List?**  
Arrays can be used to store linear data of similar types, but arrays have the following limitations.  
**1)** The size of the arrays is fixed: So we must know the upper limit on the number of elements in advance. Also, generally, the allocated memory is equal to the upper limit irrespective of the usage.  
**2)** Inserting a new element in an array of elements is expensive because the room has to be created for the new elements and to create room existing elements have to be shifted.

**Advantages over arrays**  
**1)** Dynamic size  
**2)** Ease of insertion/deletion

**Drawbacks:**  
**1)** Random access is not allowed. We have to access elements sequentially starting from the first node. So we cannot do binary search with linked lists efficiently with its default implementation. Read about it [here](https://www.geeksforgeeks.org/binary-search-on-singly-linked-list/" \t "_blank).  
**2)** Extra memory space for a pointer is required with each element of the list.  
**3)** Not cache friendly. Since array elements are contiguous locations, there is locality of reference which is not there in case of linked lists.

**Representation:**  
A linked list is represented by a pointer to the first node of the linked list. The first node is called the head. If the linked list is empty, then the value of the head is NULL.  
Each node in a list consists of at least two parts:  
1) data  
2) Pointer (Or Reference) to the next node

A **D**oubly **L**inked **L**ist (DLL) contains an extra pointer, typically called previous pointer, together with next pointer and data which are there in singly linked list.
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**Advantages over singly linked list**  
**1)** A DLL can be traversed in both forward and backward direction.  
**2)** The delete operation in DLL is more efficient if pointer to the node to be deleted is given.  
**3)**We can quickly insert a new node before a given node.  
In singly linked list, to delete a node, pointer to the previous node is needed. To get this previous node, sometimes the list is traversed. In DLL, we can get the previous node using previous pointer.

**Disadvantages over singly linked list**  
**1)** Every node of DLL Require extra space for an previous pointer. It is possible to implement DLL with single pointer though (See [this](https://www.geeksforgeeks.org/xor-linked-list-a-memory-efficient-doubly-linked-list-set-1/" \t "_blank)and [this](https://www.geeksforgeeks.org/xor-linked-list-a-memory-efficient-doubly-linked-list-set-2/" \t "_blank)).  
**2)** All operations require an extra pointer previous to be maintained. For example, in insertion, we need to modify previous pointers together with next pointers. For example in following functions for insertions at different positions, we need 1 or 2 extra steps to set previous pointer.

**Insertion**  
A node can be added in four ways  
**1)**At the front of the DLL  
**2)** After a given node.  
**3)** At the end of the DLL  
**4)** Before a given node.

Vector implements List Interface. Like ArrayList it also maintains insertion order but it is rarely used in non-thread environment as it is synchronized and due to which it gives poor performance in searching, adding, delete and update of its elements.

#### Three ways to create vector class object:

**Method 1:**

Vector vec = new Vector();

It creates an empty Vector with the default initial capacity of 10. It means the Vector will be re-sized when the 11th elements needs to be inserted into the Vector. Note: By default vector doubles its size. i.e. In this case the Vector size would remain 10 till 10 insertions and once we try to insert the 11th element It would become 20 (double of default capacity 10).

**Method 2:**  
Syntax: Vector object= new Vector(int initialCapacity)

Vector vec = new Vector(3);

It will create a Vector of initial capacity of 3.

**Method 3:**  
Syntax:

Vector object= new vector(int initialcapacity, capacityIncrement)

Example:

Vector vec= new Vector(4, 6)

Here we have provided two arguments. The initial capacity is 4 and capacityIncrement is 6. It means upon insertion of 5th element the size would be 10 (4+6) and on 11th insertion it would be 16(10+6).

## Complete Example of Vector in Java:

import java.util.\*;

public class VectorExample {

public static void main(String args[]) {

/\* Vector of initial capacity(size) of 2 \*/

Vector<String> vec = new Vector<String>(2);

/\* Adding elements to a vector\*/

vec.addElement("Apple");

vec.addElement("Orange");

vec.addElement("Mango");

vec.addElement("Fig");

/\* check size and capacityIncrement\*/

System.out.println("Size is: "+vec.size());

System.out.println("Default capacity increment is: "+vec.capacity());

vec.addElement("fruit1");

vec.addElement("fruit2");

vec.addElement("fruit3");

/\*size and capacityIncrement after two insertions\*/

System.out.println("Size after addition: "+vec.size());

System.out.println("Capacity after increment is: "+vec.capacity());

/\*Display Vector elements\*/

Enumeration en = vec.elements();

System.out.println("\nElements are:");

while(en.hasMoreElements())

System.out.print(en.nextElement() + " ");

}

}

**Points to Note about HashSet:**

1. HashSet doesn’t maintain any order, the elements would be returned in any random order.
2. HashSet doesn’t allow duplicates. If you try to add a duplicate element in HashSet, the old value would be overwritten.
3. HashSet allows null values however if you insert more than one nulls it would still return only one null value.
4. HashSet is non-synchronized.
5. The iterator returned by this class is fail-fast which means iterator would throw ConcurrentModificationException if HashSet has been modified after creation of iterator, by any means except iterator’s own remove method.

**HashSet Example**

import java.util.HashSet;

public class HashSetExample {

public static void main(String args[]) {

// HashSet declaration

HashSet<String> hset = new HashSet<String>();

// Adding elements to the HashSet

hset.add("Apple");

hset.add("Mango");

hset.add("Grapes");

hset.add("Orange");

hset.add("Fig");

//Addition of duplicate elements

hset.add("Apple");

hset.add("Mango");

//Addition of null values

hset.add(null);

hset.add(null);

//Displaying HashSet elements

System.out.println(hset);

}

}

TreeSet is similar to [HashSet](https://beginnersbook.com/2013/12/hashset-class-in-java-with-example/" \t "_blank) except that it sorts the elements in the ascending order while HashSet doesn’t maintain any order. TreeSet allows null element but like HashSet it doesn’t allow. Like most of the other collection classes this class is also not synchronized, however it can be synchronized explicitly like this: SortedSet s = Collections.synchronizedSortedSet(new TreeSet(...));

## TreeSet Example:

In this example we have two TreeSet (TreeSet<String> & TreeSet<Integer>). We have added the values to both of them randomly however the result we got is sorted in ascending order.

import java.util.TreeSet;

public class TreeSetExample {

public static void main(String args[]) {

// TreeSet of String Type

TreeSet<String> tset = new TreeSet<String>();

// Adding elements to TreeSet<String>

tset.add("ABC");

tset.add("String");

tset.add("Test");

tset.add("Pen");

tset.add("Ink");

tset.add("Jack");

//Displaying TreeSet

System.out.println(tset);

// TreeSet of Integer Type

TreeSet<Integer> tset2 = new TreeSet<Integer>();

// Adding elements to TreeSet<Integer>

tset2.add(88);

tset2.add(7);

tset2.add(101);

tset2.add(0);

tset2.add(3);

tset2.add(222);

System.out.println(tset2);

}

}

## HashSet vs TreeSet

1) [HashSet](https://beginnersbook.com/2013/12/hashset-class-in-java-with-example/" \o "HashSet Class in Java with example" \t "_blank) gives better performance (faster) than [TreeSet](https://beginnersbook.com/2013/12/treeset-class-in-java-with-example/" \o "TreeSet Class in Java with example" \t "_blank) for the operations like add, remove, contains, size etc. HashSet offers constant time cost while TreeSet offers log(n) time cost for such operations.

2) HashSet does not maintain any order of elements while TreeSet elements are sorted in ascending order by default.

**Similarities**:

1) Both HashSet and TreeSet does not hold duplicate elements, which means both of these are duplicate free.

2) If you want a sorted Set then it is better to add elements to HashSet and then [convert it into TreeSet](https://beginnersbook.com/2014/08/how-to-convert-a-hashset-to-a-treeset/" \t "_blank" \o "How to convert a HashSet to a TreeSet) rather than creating a TreeSet and adding elements to it.

3) Both of these classes are non-synchronized that means they are not thread-safe and should be synchronized explicitly when there is a need of thread-safe operations.

**Examples:**

#### HashSet example

import java.util.HashSet;

class HashSetDemo{

public static void main(String[] args) {

// Create a HashSet

HashSet<String> hset = new HashSet<String>();

//add elements to HashSet

hset.add("Abhijeet");

hset.add("Ram");

hset.add("Kevin");

hset.add("Singh");

hset.add("Rick");

// Duplicate removed

hset.add("Ram");

// Displaying HashSet elements

System.out.println("HashSet contains: ");

for(String temp : hset){

System.out.println(temp);

}

}

}

#### TreeSet example

import java.util.TreeSet;

class TreeSetDemo{

public static void main(String[] args) {

// Create a TreeSet

TreeSet<String> tset = new TreeSet<String>();

//add elements to TreeSet

tset.add("Abhijeet");

tset.add("Ram");

tset.add("Kevin");

tset.add("Singh");

tset.add("Rick");

// Duplicate removed

tset.add("Ram");

// Displaying TreeSet elements

System.out.println("TreeSet contains: ");

for(String temp : tset){

System.out.println(temp);

}

}

}

1. HashSet doesn’t maintain any kind of order of its elements.
2. TreeSet sorts the elements in ascending order.
3. LinkedHashSet maintains the insertion order. Elements gets sorted in the same sequence in which they have been added to the Set.

**Example of LinkedHashSet:**

import java.util.LinkedHashSet;

public class LinkedHashSetExample {

public static void main(String args[]) {

// LinkedHashSet of String Type

LinkedHashSet<String> lhset = new LinkedHashSet<String>();

// Adding elements to the LinkedHashSet

lhset.add("Z");

lhset.add("PQ");

lhset.add("N");

lhset.add("O");

lhset.add("KK");

lhset.add("FGH");

System.out.println(lhset);

// LinkedHashSet of Integer Type

LinkedHashSet<Integer> lhset2 = new LinkedHashSet<Integer>();

// Adding elements

lhset2.add(99);

lhset2.add(7);

lhset2.add(0);

lhset2.add(67);

lhset2.add(89);

lhset2.add(66);

System.out.println(lhset2);

}

}

A **Queue** is designed in such a way so that the elements added to it are placed at the end of Queue and removed from the beginning of Queue. The concept here is similar to the queue we see in our daily life, for example, when a new iPhone launches we stand in a queue outside the apple store, whoever is added to the queue has to stand at the end of it and persons are served on the basis of FIFO (First In First Out), The one who gets the iPhone is removed from the beginning of the queue.
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Queue interface in Java collections has two implementation: LinkedList and PriorityQueue, these two classes implements Queue interface.  
**Queue is an interface** so we cannot instantiate it, rather we create instance of LinkedList or PriorityQueue and assign it to the Queue like this:

Queue q1 = new LinkedList();

Queue q2 = new PriorityQueue();

## Java Queue Example

import java.util.\*;

public class QueueExample1 {

public static void main(String[] args) {

/\*

\* We cannot create instance of a Queue as it is an

\* interface, we can create instance of LinkedList or

\* PriorityQueue and assign it to Queue

\*/

Queue<String> q = new LinkedList<String>();

//Adding elements to the Queue

q.add("Rick");

q.add("Maggie");

q.add("Glenn");

q.add("Negan");

q.add("Daryl");

System.out.println("Elements in Queue:"+q);

/\*

\* We can remove element from Queue using remove() method,

\* this would remove the first element from the Queue

\*/

System.out.println("Removed element: "+q.remove());

/\*

\* element() method - this returns the head of the

\* Queue. Head is the first element of Queue

\*/

System.out.println("Head: "+q.element());

/\*

\* poll() method - this removes and returns the

\* **head** of the Queue. Returns null if the Queue is empty

\*/

System.out.println("poll(): "+q.poll());

/\*

\* peek() method - it works same as element() method,

\* however it returns null if the Queue is empty

\*/

System.out.println("peek(): "+q.peek());

//Again displaying the elements of Queue

System.out.println("Elements in Queue:"+q);

}

}

Queue serves the requests based on FIFO(First in First out). Now the question is: **What if we want to serve the request based on the priority rather than FIFO?** In a practical scenario this type of solution would be preferred as it is more dynamic and efficient in nature. This can be done with the help of PriorityQueue, which serves the request based on the priority that we set using [Comparator](https://beginnersbook.com/2017/08/comparator-interface-in-java/).

## Java PriorityQueue Example

In this example, I am adding few Strings to the PriorityQueue, while creating PriorityQueue I have passed the Comparator(named as MyComparator) to the PriorityQueue constructor.  
In the MyComparator java class, I have sorted the Strings based on their length, which means the priority that I have set in PriorityQueue is String length. That way I ensured that the smallest string would be served first rather than the string that I have added first.

**PriorityQueueExample.java**

import java.util.PriorityQueue;

public class PriorityQueueExample

{

public static void main(String[] args)

{

PriorityQueue<String> queue =

new PriorityQueue<String>(15, new MyComparator());

queue.add("Tyrion Lannister");

queue.add("Daenerys Targaryen");

queue.add("Arya Stark");

queue.add("Petyr 'Littlefinger' Baelish");

/\*

\* What I am doing here is removing the highest

\* priority element from Queue and displaying it.

\* The priority I have set is based on the string

\* length. The logic for it is written in Comparator

\*/

while (queue.size() != 0)

{

System.out.println(queue.poll());

}

}

}

**MyComparator.java**

import java.util.Comparator;

public class MyComparator implements Comparator<String>

{

@Override

public int compare(String x, String y)

{

return x.length() - y.length();

}

}

**Deque**

**Deque** is a Queue in which you can add and remove elements from both sides. we have seen that the Queue follows FIFO (First in First out) and in [PriorityQueue](https://beginnersbook.com/2017/08/java-collections-priorityqueue-interface/) example we have seen how to remove and add elements based on the priority. In this tutorial, we will see how to use Deque.

Deque is an interface and has two implementations: LinkedList and ArrayDeque. By implementation I refer that these classes LinkedList and ArrayDeque implements Deque interface, so we can create the instance of these and assign it to the Deque like this:

Deque dq = new LinkedList();

Deque dq = new ArrayDeque();

## Java Deque Interface Example

import java.util.Deque;

import java.util.ArrayDeque;

public class ArrayDequeExample {

public static void main(String[] args) {

/\*

\* We cannot create instance of a Deque as it is an

\* interface, we can create instance of ArrayDeque or

\* LinkedList and assign it to Deque

\*/

Deque<String> dq = new ArrayDeque<String>();

/\*

\* Adding elements to the Deque.

\* addFirst() adds element at the beginning

\* and addLast() method adds at the end.

\*/

dq.add("Glenn");

dq.add("Negan");

dq.addLast("Maggie");

dq.addFirst("Rick");

dq.add("Daryl");

System.out.println("Elements in Deque:"+dq);

/\*

\* We can remove element from Deque using remove() method,

\* we can use normal remove() method which removes first

\* element or we can use removeFirst() and removeLast()

\* methods to remove first and last element respectively.

\*/

System.out.println("Removed element: "+dq.removeLast());

/\*

\* element() method - returns the head of the

\* Deque. Head is the first element of Deque

\*/

System.out.println("Head: "+dq.element());

/\*

\* pollLast() method - this method removes and returns the

\* tail of the Deque(last element). Returns null if the Deque is empty.

\* We can also use poll() or pollFirst() to remove the first element of

\* Deque.

\*/

System.out.println("poll(): "+dq.pollLast());

/\*

\* peek() method - it works same as element() method,

\* however it returns null if the Deque is empty. We can also use

\* peekFirst() and peekLast() to retrieve first and last element

\*/

System.out.println("peek(): "+dq.peek());

//Again printing the elements of Deque

System.out.println("Elements in Deque:"+dq);

}

}