Python笔记

前言

本书结构，带着问题去学Python

写在正式开始学习的前面——科学学习的出发点。

学习是一门学问，编程也是其中的一个小学问。编程是由一张大网组成，一个一个基本的点组成了这个巨大的网络。每一个知识点都应该由一个一个基本模块单位组成。本书的目的便是对每一个知识点构建一个基本的模块。

比如，对于一个基本知识点，它是什么，它能做什么，怎么做，有怎么样的注意事项，又能有哪些应用拓展。具体到一个函数、表达式或语句，便是这样一些问题：基本概念，作用（表达什么、返回什么（数值、字符串、None、还是什么）），运行机制，使用有什么注意事项，最后有哪些应用。

因此，我将编程学习分为这几大模块，作为学习的基本模式。希望能给您带来一定的学习参考意义。

与君共勉。

2018.8

陈军

wan230114@qq.com

序 言

编程是什么，为什么需要去学习，要理解这种工具，我们不妨来做个比方。

...

带着问题去学习，

python语句由什么构成？变量是什么，赋值是什么，对象是什么？怎么查看对象的属性？存储数据的容器有些什么？常见的数据类型都有些什么操作方法？
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# Python简介

## Python背景

Python是什么？它从何而来呢，如何诞生？以及后来有什么应用呢？它有何优劣势呢？

### 诞生

诞生时间：1989圣诞节期间

创始人：Guido van Rossum(荷兰)

Python的命名：源于一个喜剧团Monty Python

Python 的官网: [www.python.org](http://www.python.org)

Python的版本:

Python v2.7（2020年结束维护）

Python v3.5（当前学习环境）

Python v3.8（最新版本）

### 应用

应用领域：

数学（最早）、

系统运维、网络编程、科学计算、人工智能，机器人、web开发、大数据及数据库编程、云计算、教育、游戏、图像、其他

### 评价

* Python优缺点：

优点：

面向对象（Java，C++，Python）

免费，简单易学，可移植，可混合编程（C/C++/Java/.net）

开发效率高，开源

缺点：

和C/C++相比执行速度不够快（最高的是C，其次C++）

不能封闭源代码

执行效率vs开发效率，两者几乎不能兼得。

所以涉及效率的部分可以C/C++开发，这种特性使得Python被称为胶水语言。

### 版本与兼容区别

#### python3的优势

数值计算更符合数学思维：

如：“/”在python2中是地板除，python3中则是数学意义上的除法

python2: 1/2=0

python3: 1/2=0.5

速度更快：

实例：亲测迭代300M大小的文件

测试方法：

读取文件，for循环迭代每一行，再用for循环迭代每一个字符，pass填充语句

结果：

python2平均花了20秒，二进制流花了17秒

python3平均花了13秒，二进制流花了11秒

...

#### Python2和Python3的区别：

（此部分可放至最后阅读）

**1 一些程序的格式**

比如print,若要两版本都兼容，最好统一都使用括号，而且只给1个元素

python2中不加括号，可以兼容3中加括号，但仅限于只有一个元素，否则可能出错。

比如中文字符无法正常显示，多元素标准输出会带上两边括号

python3中加括号，

**2 内建函数区别**

有无区别：

比如cmp()函数在2中有，在3中无【确定为无（还需要查证）？】

使用区别：

**3 类的多继承区别**

Python3中使用的C3算法

**4 文件读取时指针问题**

python2中用r模式打开的文件可以从当前位置回退指针

python3中必须用rb模式才行。

若要考虑两者兼容性，都统一使用rb模式打开文件就好，然后统一使用bytes.decode()解码，或在str字符串前面加b转换为bytes保持一致

**5 导入模块包的区别**

Python2 不能导入文件夹，

Python3 能导入文件夹

如from dir import xxx

...

#### 不同运行平台的差别：

Linux系统下运行dict(L)，会自动乱序

Windows系统下有时候顺序保持不变。

## Python的安装及环境搭建

### Python 的安装:

windows / Mac OS X / Unix ...

### Python的解释执行器

CPython（python） ——C写的

Jython ——Java写的

IronPython ——.net

Pypy ——python

## Hello world：Python的运行

### 在Linux中Python执行的三种方式

* 方法一：python命令行交互提示模式

打开命令窗口：

$ python3

>>> print("hello")

>>> quit() #退出交互模式，exit()，或 Ctrl + D

交互模式下，返回的是表达式（对否？）【？】

* 方法二：Linux/other命令运行脚本（指定调用系统程序）

编写文本文件如下，存储为hello.py

print("hello world!")

print("today is friday!")

随后在同级目录下打开命令窗口运行命令：

$ python3 hello.py

* 方法三：脚本文件直接运行（将文本文件直接作为执行文件，第一句写入解释语句）

编写文本文件如下，存储为hello.py

#! /usr/bin/python3

print("hello world!")

print("today is friday!")

随后在同级目录下打开命令窗口运行命令：

$ chmod a+x hello.py

$ ./python.py #要求文件里必须有解释 #! /usr/bin/python3

### 输入、输出与执行

* 基本输入函数：input()

返回：str

返回输入的字符串，自动删除末尾回车。

格式及用法：

a = input("自定义输入提示语(可空)")

使用方法：交互界面输入内容，按回车结束，此时系统自动捕捉输入内容（字符串）

注：若是数字运算，需要将字符串转换为数字类型，见3.2

* 基本输出函数：print()

返回：

None

功能：

打印显示表达式结果于屏幕。如果是内容是一个表达式（如函数），

则打印其“返回结果”。见5

格式：

print(a , b , c , … , sep=" ",end="\n")

a, b, c ... 为表达式（包括数字、字符串等）

sep为输出间隔字符，默认为空格，可自定义

end为末尾默认字符，默认为回车，可自定义

如何理解print？如图

![https://static.pandateacher.com/cleword_UqgApZ9DsgUcYHRV_cHl0aG9uX3BjX2RheTBfOS5wbmc.png?65312](data:image/png;base64,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)

——（摘自Python小课所制作图片）

## Python程序基本介绍

### Python程序的组成

**程序**由**模块**组成

**模块**由**语句**，**函数**，**类**，**数据**等组成

**语句**包含**表达式**

**表达式**建立并处理**数据对象**

#### 语句和表达式

1. **语句statement**

（执行完整句子，如i=1+3，pass，等）

**概念：**

由表达式、运算符、变量等组成的执行某件事的完整句子

**语句换行规则：**

一般一条语句一行；

多条语句在一行中用“;”分隔；

一行语句在多行中用“\”连接，或在“括号”中进行单或多次换行。

\ 可实现显式换行，实现语句连贯

()[]{} 可实现隐式换行，实现语句连贯

1. **表达式**

（运算句子的一部分，运算返回结果，可赋值给变量，例如：1+2）

**概念：**

表达式，是由数字、运算符、数字分组符号（括号）、自由变量和约束变量等以能求得数值的有意义排列方法所得的组合。

**注意：**

表达式不是语句，表达式能赋值给变量，**语句**则不能。

表达式的最终打印内容为运算后结果，print(表达式)

**Python3中有哪些内容被称为表达式？**

简单的区别方法，在交互界面，print(表达式)，按Enter后能正常返回结果于下一行的都是表达式，表达式一般都有返回值，至少为None。【词条内容为自己定义，还有待查漏】

包括：算式，数值对象（数值、字符串、列表等），函数，类对象等。

示例：

>>> print(10+2.5) #算式

12.5

>>> print(12.5) #数值对象（数值）

12.5

>>> print("hello") #数值对象（字符串）

hello

>>> print([1,2,3]) #数值对象（列表）

[1, 2, 3]

>>> print(print(666)) #函数

666

None

>>> print(list) #类对象

<class 'list'> #Python自带的类对象

**# 表达式和语句差别**

**>>> print(1+2)**

3

**>>> print(i=1+2)**

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'i' is an invalid keyword argument for print()

**>>> print(pass)**

File "<stdin>", line 1

print(pass)

^

SyntaxError: invalid syntax

#### Python的标识：

# 注释一行，开始到行尾。作用: 让注释内容不参加解释执行

\ 转义符

#### 注意事项

python里面非字符串的所有符号必须是英文的

中文符号可以存在于字符串

## 基本概念

### Python程序本质——对象

Python中一切皆对象（数值，字符串等），函数的参数是对象构成。可多个对象，逗号分隔

>>>函数（对象1，对象2，对象3，…） ## 如print

help(print)可查看函数属性，如sep="\*\*\*"

### 变量与赋值

#### 变量

* 变量基本概念：

变量是用来绑定数据对象的标识符

* 作用：

在内存中用于保存数据，变量是可变的。

**变量可以绑定任何东西**，如数据类型，函数，类实例等对象

* 数据类型：

变量的数据类型实质是绑定的对象的数据类型。

它是动态类型，可以被改变。

查看类型的函数type(a)

* 定义变量： （先定义后使用）

变量名必须是标识符:

[A-Za-z\_][A-Za-z0-9\_]\*

**1) 取名。**

**取名规则:** 1）由字母or下划线or数字构成；2）开头只能是下划线or字母；3）大小写不同；4）保留关键字。（PEP 8规则包含其他书写规则见官网文档，或附件PEP8编码规范）

**2) 赋值创建：**第一次赋值时，创建的变量与对象“绑定”（见下一节）。

合法的变量名示例：

a a1 b bbb \_aaa\_ \_Abcdvara1b2c2

不合法的变量名示例：

1a 123 $ABC +a -b #ab @ab

python 的关键字：

True ，False, None is del if elif等

#### 赋值

* 赋值格式：

变量名 = 值（对象） 或 表达式

（“=”是赋值运算符）

* 其他变量赋值方式：

1）多重赋值

a = a1 = a2 = a3 = 123

print(a, a1, a2, a3)

123 123 123 123

2）多元赋值

>>> a, a1, a2, a3 = 1, 2, 3, 4

print(a, a1, a2, a3)

123 123 123 123

多元赋值本质是元组对应位置绑定：

>>> a,b,c = 1,2,3 # 多元赋值

>>> a,b,c

(1, 2, 3)

>>> t =a,b,c

>>> t

(4, 5, 6)

>>> type(t)

<class 'tuple'>

>>> (a,b,c) = (4,5,6)

>>> a,b,c

(4, 5, 6)

>>> [a,b,c] = (4,5,6)

3）增量赋值

x+=1

x-=1

...

4）变量互换

x, y = y, x

1.变量对象绑定交换

注：该方法不会创建新对象。

>>> a,b=100,200

>>> a,b=b,a

>>> a

200

>>> b

100

2.经典交换算法：（该方法会创建新对象）

>>> a,b = 100,200

>>> temp = a

>>> a = b

>>> b = temp

### 赋值的本质——对象的“绑定”

#### “绑定”概念：

关联/绑定/引用都是变量和一个对象的关联关系。

查看本次运行所有的变量绑定的方法：

help("\_\_main\_\_")

示例：

>>> a = 2

>>> help("\_\_main\_\_") #按Q退出

结果：

Help on module \_\_main\_\_:

NAME

\_\_main\_\_

DATA

\_\_annotations\_\_ = {}

a = 2

FILE

(built-in)

#### 绑定过程：

分别创建“变量对象”和“值对象”，单向绑定。

绑定本质：建立联系，变量对象--> 对象(值)，指向最终值。

问题一：在赋值a=10，b=10的过程中，Python解释器大概做哪几个动作？

1.内存中有“10”对象

2.创建变量对象“a”，“b”

3.“a”和“10”单向绑定（联系），“b”和“10”单向绑定，a、b都绑定到10

问题二：a=10，当a=20第二次赋值时，改变了绑定联系。

原来的10会随着运行而销毁，回收。但10是永久保留于系统中的，大于256的数值对象才会被销毁（见下一小节，小整数对象池）

问题三：变量b通过变量a绑定的实质，如a绑定到10，b绑定到a，b指向哪呢？

a和b都指向了绑定的数值对象10

* 总结：

变量向另一个变量赋值，绑定是指向变量最终对应的值（对象）。

多个变量可绑定到一个对象

#### 判断对象的内存地址

* 基本概念：
* is判断方法：

（判断绑定的是否同一个对象）

is #a is b

is not #a is not b

为什么需要判断？值相同不一定对象相同。

>>> a = 257

>>> b = 257

>>> a is b

False

>>> id(a)

47962736

>>> id(b)

50304160

* id()函数

Python对象有唯一标识。函数id()可查看，id()返回对象的内存地址

小整数对象池：

-5到256的数永远存在，不会释放。

也就是说，大于或小于这个数字会创建新对象。

示例1：单个赋值

>>> a=256

>>> b=256

>>> print(a is b, id(a)==id(b), a==b)

True True True

>>> a=257

>>> b=257

>>> print(a is b, id(a)==id(b), a==b)

False False True

示例2：多重赋值:

>>> a,b=256,256

>>> print(a is b, id(a)==id(b), a==b)

True True True

>>> a,b=257,257

>>> print(a is b, id(a)==id(b), a==b)

False False True

* del函数

解除绑定，引用计数为零时销毁数值对象。

Python内存管理和**引用计数**（为零时，对象删除）

如果数据大于256并且没有其他变量绑定时则销毁

id(数字)查看的当前操作新建对象的地址，立马被销毁

>>> id(257)

139954784965552

>>> id(258)

139954784965552

>>> id(259)

139954784965552

关于更多详细信息参考附录

#### 注意事项：关于对象销毁

脚本相当于一条长命令，命令结束时对象才会销毁。

示例：

ID-test.py

#! /usr/bin/python3

a,b,c,d=255,256,257,258

print(id(255),id(256),id(257),id(258)) #单条命令257对象会再建立

print(id(a), id(b), id(c), id(d))

结果：

tarena@tedu:~/JUN code$ python3 test.py

10927552 10927584 139837766555408 139837766086448

10927552 10927584 139837766555408 139837766086448

命令行模式：

>>> a,b,c,d=255,256,257,258

>>> print(id(255),id(256),id(257),id(258)) #单条命令257对象会再建立

262621408 262621424 47962736 50304160

>>> print(id(a), id(b), id(c), id(d))

262621408 262621424 47962400 47962416

## 如何查看帮助?

* 方法一：help(x)

help(x) #可以查看关于x的信息，x可以是函数名、类名等

help(函数名) #可以查看函数帮助文档，如help(print)，help(pow)

help(类名) #可以查看类的帮助文档，如help(list)

## 对象的属性

### type(obj) 查看对象所属类型

返回对象的类

基本类型都可以用type()判断：

>>> type(123)

<class 'int'>

>>> type('str')

<class 'str'>

>>> type(None)

<type(None) 'NoneType'>

>>> type('abc')==str

True

### id(obj)查看对象内存地址编号

查看对象存储于计算机内存的地址

可用于判断是否是同一个对象

### is判断对象是否相同

* is判断是否是同一个对象

>>> a,b=[],[]

>>> a==b

True

>>> a is b

False

### dir(对象)

### 对象.\_\_dict\_\_

查看对象内的绑定关系

### globals() 返回当前全局作用域内变量的字典

### locals() 返回当前局部作用域内的变量的字典

# 数据类型及表示

茫茫大海，计算机是为处理和计算信息而服务，那么数据又如何分类存储并计算呢？

**Python3 中有六个标准的数据类型：**

* **Number（数字**：整数, 浮点数，复数，布尔型**）**
* **String（字符串）**
* **List（列表）**
* **Tuple（元组）**
* **Set（集合）**
* **Dictionary（字典）**

其中，

不可变数据对象（4 个）：

Number（数字）、String（字符串）、Tuple（元组）、frozenset固定集合

可变数据对象（3 个）：

List（列表）、Dictionary（字典）、Set（集合）。

（可变对象的区别方法为：在对象内有元素发生变化时，该对象地址不变）

**字符串、列表、元组被合并称为序列：**

常见序列类型包括字符串(普通字符串和unicode字符串),列表和元组.所谓序列,即成员有序排列,可通过下标访问。——《[引用至Python常见序列详解-weelin\_area-博客园](https://www.cnblogs.com/diaosir/p/6575891.html)》

**存储基础：**

数据最小单位1Bye(字节)=8位。

## 数值类型及其表示

**python数值类型优势：**

相比C/C++避免了数值范围限制。

### 数字型（整、浮、复）

* 整数（整形数int）

**概念：**所有非小数的数；

**计算机字面值表示方式：**

十进制表示：直接表示。（-5，0，99999）

二进制表示：0b + 0~1。（0b111，0b101）

八进制表示：0o + 0~7。（0o7，0o10，0o17）

十六进制表示：0x + 0~9，A~F。（0x11，0xff，0xFF）大小写无关

**注：**

### Python输出的数值均以十进制表达，打印和输出其他进制见本章末（3.3.2 进制与编码互相转换的函数

字符串编码(值)的转换函数：

ord(c) 返回一个字符的Unicode值

chr(i) 返回编码值对应的字符

整数转换进制字符串的函数：

hex(i) 转换为十六进制的字符串

oct(i) 转换为八进制的字符串

bin(i) 转换为二进制的字符串

### 常用运算函数

* abs()返回给定参数的绝对值

abs(数值)

>>> abs(-9)

9

* pow()指数计算

计算x的y次方

1) 内置的 pow() 方法

pow(x, y[, z]) #pow(x,y,z) 结果等效于pow(x,y) %z

>>> pow(2,3)

8

>>> pow(2,3,3)

2

2) math模块 pow() 方法:

import math

math.pow(x, y)

>>> import math

>>> math.pow(2,3)

8.0

* round()四舍五入

对数值进行四舍五入

round(number[, ndigits])

number 数值

ndigits 小数向右取整的位数，负数表示向左取整

>>> round(3.66,1)

3.7

>>> '%.1f'%3.66 # "%.1f"%num相当于round(num,1)

'3.7'

>>> round(1234,-1)

1230

>>> round(1234,-2)

1200

）

示例：

>>> 0b111

7

>>> 0o17

15

>>> 0xff

255

* 浮点数（浮点型数float）

**字面值：**

**小数形式：**3.14 3.1 3. 0.14 .14

**科学计数法：**小数 + e/E + 正负号 + 指数

>>> 3.14e-2

0.0314

>>> 3.14e8

314000000.0

**注意：**浮点型数无double类型，不同于C/C++

* 复数complex

**字面值：**1j （2j） 1+1J 3-4J (-100+100J)

**特点：**Python数据类型可以表示复数，不同于C/C++

**构成：**实部(real)和虚部(image)

>>> -1+9j

(-1+9j)

>>> 1+9j

(1+9j)

### 布尔值

**字面值：**True False

**注意：**布尔值非零既真；Ture == 1，表示数值相等，可加减

>>> bool("123")

Ture

>>> bool( 2 ) # 非零既真

Ture

>>> True

True

>>> 1

1

>>> True == 1

True

>>> True is 1

False

>>> id(True) #True也在小对象池内，运行结束对象不销毁

262398640

>>> id(1) #1在小对象池内，运行结束对象不销毁(多次运行此句id无变化)

262617344

>>> True == 6

False

>>> True + 1 #可加减

2

### 空值None对象

**概念：**None是一个表示不存在的特殊对象

**作用：**用来占位；用来变量解除绑定(我的理解是原对象消失，而被解除绑定)（？）【（day01笔记）如何解除？】

>>> a=None

>>> help('\_\_main\_\_')

Help on module \_\_main\_\_:

NAME

\_\_main\_\_

DATA

\_\_annotations\_\_ = {}

a = None

FILE

(built-in)

## 运算及运算符

### 算术运算符

所有的运算都遵循数学法则，如5/2=2.5。

算术运算符包括：

+ 加法

- 减法

\* 乘法

/ 除法后都变成浮点数，如4/2=2.0。注意python2中不遵循该规则

// 地板除（除的结果去掉小数部分向下取整）,如5//2=2，3.25//1.5=2.0

% 取余（也叫取模）

\*\* 幂运算

注：

1）运算中有混合类型自动升级。如1+2.2=3.2

2）在表达式的运算过程中，相比C/C++不损失精度，如1/3\*3=1.0

运算符优先级**：**

() #括号分组子表达式，用“()”可以将表达式分组，“()”内的表达式先进行计算

\*\* #幂运算

\* / // %

+ -

示例:

1 + 3 \* 3 \*\* 2 + 4 // 2

1 + 3 \* 9 + 4 // 2

1 + 27 + 4 // 2

1 + 27 + 2

28 + 2

30

### 复合赋值运算符

y += x ==> y = y + x

…

### 比较运算符

<

<=

>

>=

==

!=

**结果返回：**布尔类型的值True False

**运算规则：**多个比较运算符的运算规则，从左到右

例如：

>>> 3>2<3

True

了解：python2中的内建函数cmp，python3中该函数已被废弃(奥卡提姆剃须刀)

cmp(x,y) #比较x和y的大小，x<y返回-1，x=y返回0，x>y返回1

### 位运算符

（此内容初学仅作了解）

|  |  |  |
| --- | --- | --- |
| 运算符 | 描述 | 实例 |
| & | 按位与运算符：参与运算的两个值,如果两个相应位都为1,则该位的结果为1,否则为0 | (a & b) 输出结果 12 ，二进制解释： 0000 1100 |
| | | 按位或运算符：只要对应的二个二进位有一个为1时，结果位就为1。 | (a | b) 输出结果 61 ，二进制解释： 0011 1101 |
| ^ | 按位异或运算符：当两对应的二进位相异时，结果为1 | (a ^ b) 输出结果 49 ，二进制解释： 0011 0001 |
| ~ | 按位取反运算符：对数据的每个二进制位取反,即把1变为0,把0变为1。~x 类似于 -x-1 | (~a ) 输出结果 -61 ，二进制解释： 1100 0011， 在一个有符号二进制数的补码形式。 |
| << | 左移动运算符：运算数的各二进位全部左移若干位，由"<<"右边的数指定移动的位数，高位丢弃，低位补0。 | a << 2 输出结果 240 ，二进制解释： 1111 0000 |
| >> | 右移动运算符：把">>"左边的运算数的各二进位全部右移若干位，">>"右边的数指定移动的位数 | a >> 2 输出结果 15 ，二进制解释： 0000 1111 |

以下实例演示了Python所有位运算符的操作：

示例：

a = 60 # 60 = 0011 1100

b = 13 # 13 = 0000 1101

c = a & b; # 12 = 0000 1100 &找都为真的。相加取2为1，其余为0

c = a | b; # 61 = 0011 1101 |找都为假的。相加取0为0，其余为1

c = a ^ b; # 49 = 0011 0001 ^找两两不同的，为1。相减，取绝对值

c = ~a; # -61 = 1100 0011 ~每一位取反。相当于-a-1

c = a << 2; # 240 = 1111 0000 <<左移两位，补零

c = a >> 2; # 15 = 0000 1111 >>右移两位，补零

### 运算误差问题汇总

* 1）浮点数运算误差

问题引入：出现误差。

>>> 3.14 - int(3)

0.14000000000000012

证明：

>>> int(3.14)==3 # 构造函数int()会让得到的数值产生误差吗？不会

True

>>> 3.14 - 3

0.14000000000000012

>>> 3.14 - 3.0

0.14000000000000012

>>> 3.14 - 3.00

0.14000000000000012

**误差本质其实是浮点数值的运算**，浮点数运算可能会出现误差

>>> 1/3

0.3333333333333333 #得到的是一个确定的数，非无理数

>>> 1/3 == 0.3333333333333333 #保留16位，两者竟然相等！奇怪的机制

True

>>> 7/3 - 2

0.3333333333333335 #最后一位不遵循四舍五入。

>>> 7/3

2.3333333333333335

>>> 3.25 % 1.5

0.25

>>> 3.26 % 1.5

0.2599999999999998 #结果应该为0.26，但损失了精度

小思索：计算机还存在误差，这些因素究竟为何？我们的计算还无法进行抽象概念的计算？如何解决？计算的误差，创造真正的机器智能，或是探索宇宙本质？

* 2）round()函数的误差

问题引入：round结果应该是3.65≈3.7，但返回3.6

>>> round(3.65,1)

3.6

>>> '%.1f'%3.65

'3.6'

若想进一步了解，help(round)可以查看四舍五入运算的机制

## 数值相关函数

### 数值对象的构造（创建）函数

* int()函数转换为整数

1) 将其他类型数值转换为十进制整数

**int([x])** 将数字统一转换为整数

选项：

[x] 缺省参数默认为零, x可以为整数(包括其他进制)、浮点数、布尔数，但不可为复数

示例（交互模式下）：

int() #0，缺省参数，int()==0

int(3) #3，整数

int(0b11) #3，二进制整数

int(3.14) #3，浮点数

int(bool()) #0，布尔值

int(bool(666)) #1，布尔值

2) 将字符串数值转换为十进制整数

**int("obj"[, ase])** 将进制为ase的整型数obj字符串，统一转换为十进制的数字

选项：

obj 必须为表示“整型数的字符串”，不可为浮点数、复数、布尔数(True/False)

[ase] 表示该字符串数代表的进制数，缺省参数为10

示例：

int("4") #4

int("4", 10) #4

int("0b100") #报错，触发ValueError异常，因为ase默认参数是10

int("0b100",2) #4

int("100",2) #4

int("100") #100，缺省参数为10，int("obj") == int("obj",10)

int("100",10) #100

错误示例：

int("3.14") #不是整型数，报错

int(3.14) #3，正确

int(100, 2) #100不是字符串，报错

int("100", 2) #4，正确

* float()

float([x]) #将数字(除复数外)统一转换为浮点数

x 可以为数值(整数，浮点数，布尔值)，以及表示整数和浮点数的字符串

float(3) #3.0

float("3") #3.0

float(3.14) #3.14

float("3.14") #3.14

float(False) #0.0

float("False") #报错

* complex()

complex(a,b) #a,b代表实部和虚部的值

* bool()

bool(x) #不为零即为真

返回：True 或 False，可直接参与数值运算，前者为1，后者为0。因为python中True==1。

bool(x)返回假值的情况：x为一切空的东西，如下

#无参数

None #空值

False #布尔假值

0.0

0j

'' #空字符串

() #空

[]

{}

set() #空集合

…

### 进制与编码互相转换的函数

字符串编码(值)的转换函数：

ord(c) 返回一个字符的Unicode值

chr(i) 返回编码值对应的字符

整数转换进制字符串的函数：

hex(i) 转换为十六进制的字符串

oct(i) 转换为八进制的字符串

bin(i) 转换为二进制的字符串

### 常用运算函数

* abs()返回给定参数的绝对值

abs(数值)

>>> abs(-9)

9

* pow()指数计算

计算x的y次方

1) 内置的 pow() 方法

pow(x, y[, z]) #pow(x,y,z) 结果等效于pow(x,y) %z

>>> pow(2,3)

8

>>> pow(2,3,3)

2

2) math模块 pow() 方法:

import math

math.pow(x, y)

>>> import math

>>> math.pow(2,3)

8.0

* round()四舍五入

对数值进行四舍五入

round(number[, ndigits])

number 数值

ndigits 小数向右取整的位数，负数表示向左取整

>>> round(3.66,1)

3.7

>>> '%.1f'%3.66 # "%.1f"%num相当于round(num,1)

'3.7'

>>> round(1234,-1)

1230

>>> round(1234,-2)

1200

# 数据容器

## 常见三种序列

### 字符串str

* 1、基本概念

Python字符串是序列的一种，是**不可改变**的字符序列

* 2、表示方法：

**1）引号：**

非注释中，凡是用引号括起来的部分都是字符串。

' 单引号

" 双引号

''' 三单引号

""" 三双引号

注：

空字符串也是字符串。

示例：

''

""

''''''

""""""

bool(空字符串)==0

单引号中可以包含双引号，双引号中可以包含单引号。

>>> '这是内容"hello"，这样表示'

三单(双)引号可以实现隐式换行

示例：

>>> print('''I

love

you''')

I

love

you

隐式字符串字面值可自动拼接：

示例：

>>> '123''12313124' '1231edasf2'

'123123131241231edasf2'

**2）格式化字符串表达式**

格式：

'字符%d字符%f字符%s'%（整数，浮点数，字符串）

占位符：

%d——整数，%f——浮点数，%s——字符串等

**注：**只有一个占位符时后面%()可省略括号，括号的实质代表的是元组

格式化字符串中的占位符和类型码（占位符类型码）：

|  |  |  |
| --- | --- | --- |
| 占位符  类型码 | 占位内容 | 意义 |
| %s | 字符串（数值也可以） |  |
| %r | 字符串 | 使用repr 而不是str |
| %c | 字符的编码值 | 返回编码值转换后的字符 |
| %d | 任意数值 | 返回十进制整数 |
| %o | 整数 | 返回八进制整数 |
| %x | 整数 | 返回十六进制整数(字符a-f小写) |
| %X | 整数 | 十六进制整数(字符A-F大写) |
| %e |  | 指数型浮点数(e小写),如2.9e+10 |
| %E |  | 指数型浮点数(E大写),如2.9E+10 |
| %f, %F |  | 浮点十进制形式 |
| %g, %G | 数值 | 十进制形式浮点或指数浮点自动转换 |
| %% | 无 | 等同于一个%字符 |

示例：

>>> "%.1e"%0.0002112

'2.1e-04'

...

**Python format 格式化函数：**

|  |  |  |  |
| --- | --- | --- | --- |
| 数字 | 格式 | 输出 | 描述 |
| 3.1415926 | {:.2f} | 3.14 | 保留小数点后两位 |
| 3.1415926 | {:+.2f} | +3.14 | 带符号保留小数点后两位 |
| -1 | {:+.2f} | -1.00 | 带符号保留小数点后两位 |
| 2.71828 | {:.0f} | 3 | 不带小数 |
| 5 | {:0>2d} | 05 | 数字补零 (填充左边, 宽度为2) |
| 5 | {:x<4d} | 5xxx | 数字补x (填充右边, 宽度为4) |
| 10 | {:x<4d} | 10xx | 数字补x (填充右边, 宽度为4) |
| 1000000 | {:,} | 1,000,000 | 以逗号分隔的数字格式 |
| 0.25 | {:.2%} | 25.00% | 百分比格式 |
| 1000000000 | {:.2e} | 1.00e+09 | 指数记法 |
| 13 | {:10d} | 13 | 右对齐 (默认, 宽度为10) |
| 13 | {:<10d} | 13 | 左对齐 (宽度为10) |
| 13 | {:^10d} | 13 | 中间对齐 (宽度为10) |

* 3、格式化字符串的灵活使用

**示例1：**手动制造组合字符串表达式：

fmt="%d岁的%s喜欢诗意和远方"

name='xiaosan'

age=20

print(fmt%(age,name))

**示例2：**占位符与类型码之间的格式语法：

%x.yf。 x代表整数部分占位数，y代表小数部分占位数

>>> '%-+10d'%10 # - 使字符居左，+显示正号，默认不显示

'+10 '

>>> '%f'%777.67 # 默认浮点数无规律补零

'777.670000'

>>> '%.3f'%777.67 # 小数点后保留3位，不够的添零补齐

'777.670'

>>> '%10.3f'%777.67 # 整数部位占位10位，小数点后添零补三位

' 777.670'

>>> '%010.3f'%777.67 # 整数部位补零占位10位，小数点后添零补三位

'000777.670'

>>> '%2.3f'%777.67 # 当位数不足时，填本身数值位数（猜测:%f==%1f）

'777.670'

**示例3：**数字前面填充0

>>> '%09d'%88

'000000088'

>>> '%9d'%88

' 88'

**示例4：**自定义格式之间的数值的方法：

实例：

自动化判断输入的值对齐到右边

s1=input('Input1：')

s2=input('Input2：')

s3=input('Input3：')

number=max(len(s1),len(s2),len(s3))

s='%'+str(number)+'s'

#其他表达形式：

#s = '%%%ds'%number ##%%d表示%d

print(s%s1)

print(s%s2)

print(s%s3)

其他方法：计算空格并填充，'空格'\*(总长度-字符长度)

**示例5：**简化元组传参，'%d与%s'%

用对象元组迭代导入%内容

>>> t=(1,'a')

>>> '%d，%s'%t

'1，a'

用tuple函数转换为元组

>>> L=[1,'a']

>>> '%d，%s' % tuple(L)

'1，a'

**示例6：**高级字典传参，'%(键)s'%{'键':值}

>>> '...%(pa)s...%(pb)s....'%{'pa':11,'pb':'haha'}

'...11...haha....'

* 4、转义字符

用转义序列代表特殊字符：

|  |  |
| --- | --- |
| 转义格式 | 意义 |
| \' | 单引号(') |
| \" | 双引号(") |
| \\ | 反斜杠(\) |
| \n | 换行 |
| \r | 返回光标至行首 |
| \f | 换页符 |
| \t | 水平制表符 |
| \v | 重直制表符 |
| \b | 倒退 |
| \0 | 空字符，字符值为零 |
| \000 | 000为三位八进制ascii表示的字符 |
| \xXX | XX为两位十六进制ascii表示的字符 |
| \uXXXX | Unicode 16的十六进制表示的字符 |
| \UXXXXXXXX | Unicode 32的十六进制表示的字符 |

使用示例：

>>> "ABC\bD"

'ABC\x08D'

>>> print("ABC\bD") # 倒退一格

ABD

>>> '\n \012 \x0A \u000A \U0000000A' # 编码

'\n \n \n \n \n'

ascii编码表：见百度百科词条ascii

* raw字符串（原始字符串）

问题陈述：

>>> s='\\'

>>> s

'\\'

>>> print(s)

\

表达式中，双反斜杠实际表示的是一个反斜杠

让原有转义字符无效：

>>> s="c:\\now\_folder\file" # \x0c的ascii对应的是换页符

'c:\\now\_folder\x0cile'

>>> print(s) #打印出来，转义字符会转换为实际值

c:\now\_folder

ile

>>> s=r"c:\\now\_folder\file" # 返回字符串及转义字符，

>>> s

'c:\\\\now\_folder\\file'

>>> print(s)

c:\\now\_folder\file

### 列表list

* 基本概念

**作用：**临时存入数据，同时方便添加，删除，修改等操作。

**特征**：

容器；一种序列；可以改变；由一系列有顺序的元素组成；元素之间可没有任何联系；

可以进行比较；是<可迭代对象>；

**字面值：**L = [] 等

列表的本质：列表中存储的是一系列变量，如X[1],X[2],X[3]。

### 元组tuple

* 基本概念
* 元组tuple定义：

元组是不可改变的序列，同list一样，元组是可以存放任意类型的容器

* 元组的表示方法：

用()括起来，单个元素括起来后加逗号。区分单个对象还是元组。

## 序列操作

包含字符串str，列表list，元组tuple，字节串bytes，字节数组bytearray等

序列满足三个共同点：

1.下标；

2.in和not in

3.切片

如字典集合不能切片。

### 运算

#### 算术运算

+ 拼接字符，如运算x+=y

\* 仅能和整数相乘，生成重复的序列，如'123'\*3，[1,2]\*2

+=

\*=

* 特殊情况：

列表中的+=格式必须为：

列表 + <可迭代对象>

>>> L=[1,2]; L+='123'; L

[1, 2, '1', '2', '3']

>>> L=[1,2]; L+=range(3); L

[1, 2, 0, 1, 2]

>>> [1,2] + '123'出错

若<可迭代对象>为不可变对象，将重新生成一个新对象，注意与拷贝的关系问题。

对于重复操作能否想到这个运算符

列表不可和元组相加

#### 比较运算

* 比较运算符。

格式：对象1 运算符 对象2

运算符： <、<=、>、>=、==、!=

返回：布尔值

**规则：**非数学比较方式。

从左往右依次比较，直到出现不同结束比较，比较的实际是ascii数值

>>> 'A'=="A"

True

>>> 'ab'<'adca'

True

>>> list('ab') < list('adca')

True

注：数值类型不同比较时会出错。但可以用!=返回true

>>> 'A'<1

TypeError...

>>> 'A'!=1

True

* in/not in比较判断

**格式：**对象 in 序列

**返回：**布尔值

**说明：（**对象、序列**）**包括**（**字符串、列表、字典等**）**

#### 索引和切片取值

**索引**(Index)**语法：**

序列[整数表达式]；

序列可以是字符串、列表、元组；

说明：

整数表达式处结果必须为整形数；

字符串每个字符对应一个下标，

正向序列从左到右从0开始，反向从-1开始；

逆序最后一个数（即为正序第一个数）等于-len(序列)。

序列获取索引值

T.index(v[, begin[, end]])

返回对应元素的索引下标，begin为开始索引，end为结束索引，v不存在时触发ValueErorr错误（序列方法）

**切片**(slice)**语法：**

序列[开始索引:结束索引:步长]

序列可为字符串、列表、字典

**说明：**都可以省略。步长从开始索引的位置从0算起。包含第一位，不包含最后一位。

**返回：**输入原对象类型。如：字符串-->字符串，列表-->列表

>>> s

'abcdef'

>>> s[1:5:2]

'bd'

>>> s[1:5]

'bcde'

>>> L

[1, 2, 3, 4, 5, 6]

>>> L[1:5]

[2, 3, 4, 5]

>>> L[1:5:2]

[2, 4]

**切片规则：**

#分析

# 0 1 2 3 4 5 6 7 8 9

# -10 -9 -8 -7 -6 -5 -4 -3 -2 -1

#

s='0123456789'

#步长

>>> s[1:8] #切片取第一位，停止于最后一位前。[a,b)

'1234567'

>>> s[1:8:1] #默认步数为1可省略，以下展示步数1,2,3

'1234567'

>>> s[1:8:2] #步长为2，从开始索引处从0计算2步

'1357'

#逆向切片

>>> s[1:8:-1]

''

>>> s[8:1]

''

>>> s[8:1:-1] #反向切不报错，使用负步数可以打印结果

'8765432'

>>> s[-1:-8]

''

>>> s[-1:-8:-1]

'9876543'

>>> s[-1:-8:-2]

'9753'

>>> s[-8:-1]

'2345678'

#关于省略

>>> s[:5]

'12345'

>>> s[5:]

'67'

>>> s[::]

'0123456789'

>>> s[::2]

'02468'

>>> s[::-1] #此法可以看回文(看笔记，寻找老师的方法[?]

'9876543210'

#其他问题

>>> s[-100:100] #开始和结束都能越界

'0123456789'

#### 索引和切片赋值

特殊情况：

索引和切片的赋值必须是对<可变对象>。【可变对象与不可变对象区别见章尾】

* 列表切片的赋值

**语法：**列表[切片slice] = <可迭代对象>

**规则：**步长＝±1，替换连续切片值为新值；步长≠1，提供的元素个数必须对等。

注：赋值运算符=的右边必须为<可迭代对象>

实例：L部分元素倒序，并赋值给a

>>> L=[0,1,2,3,4,5,6,7,8,9]

>>> a = L[1:5] = L[1:5][::-1]

>>> L

[0, 4, 3, 2, 1, 5, 6, 7, 8, 9]

>>> a

[4, 3, 2, 1]

**技巧：**

插入元素 L[0 : 0] = [5] #第一位后

L[-1:-1] = [5] #最后一位前

反转元素 L[:] = L[::-1] #不会改变id()，

L = L[::-1] #会改变id()，

【第一个原理是对内部元素切片重新赋值，不改变外部列表对象ID】

【第二个原理是绑定于新对象，原列表对象无绑定被销毁】

#### del语句

del 可用来删除列表元素

**语法：**

del 列表[索引]

del 列表[切片]

**问题引入：**列表赋值空列表“[]”并不能删除元素

>>> L=[6, 5, 4, 3, 2, 1]

>>> L[5]=[]

>>> L

[6, 5, 4, 3, 2, []]

实例

>>> L = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> del L[-1]

>>> L

[0, 1, 2, 3, 4, 5, 6, 7, 8]

>>> del L[1:8]

>>> L

[0, 8]

### 序列相关函数

#### 序列构建函数

##### 字符串构建函数

* 直接定义

S = ""

s = "abc"

* 构造函数：

str() #生成空字符串，等同于""

str(iterable) #对象iterable转换为字符串，可以为数字或其他序列

示例：

>>> str(3.14)

'3.14'

>>> str(None)

'None'

>>> str(2+3j)

'(2+3j)'

##### 列表构建

* 直接定义

L = []

L = [1,2,3]

* 构造函数：

list() 生成一个空的列表，等同于[]

list(iterable) 用<可迭代对象>创建一个列表

示例：

>>> list(range(1,5))

[1, 2, 3, 4]

>>> list('1234')

['1', '2', '3', '4']

##### 元组构建

* 直接定义

t = x,

t = (x,)

t = x,y

t = (x,y)

示例：

t = 20, # (20,)

t = (20,) # (20,)

t = 20,30 # (20,30)

t = (20,30) # (20,30)

注意：

利用逗号，逗号是关键。若无逗号则为序列赋值：

如：

t = (200) # 等同于 t=200

* 构造函数：

tuple() 生成一个空的元组，等同于()

tuple(iterable) 可用迭代对象生成一个元组

实例

>>> tuple([x\*\*2 for x in range(1,10)])

(1, 4, 9, 16, 25, 36, 49, 64, 81)

#### 常用序列函数

##### 比较判断的函数

max(x) 返回最大值

min(x) 返回最小值

any(iterable) 真值测试，判断所有元素，一个为真，返回True

all(iterable) 真值测试，判断所有元素，都为真，返回True

##### 序列计算的函数

len(x) 返回序列的长度。x可以是字符串，比较的是编码值

sum(iterable[,x]) #返回<可迭代对象>与初始值x相加的和

iterable 可以是列表、元组、字典、集合

##### 排序操作

对可迭代元素排序，生成一个排序后的列表

sorted(iterable[, reverse=False])

选项:

iterable 可以是序列

reverse 默认缺省参数reverse=True，代表正序，False代表逆序

返回：一个新的排序后的列表

示例：

L2 = sorted(L)

### 序列方法

常用序列方法

#### 字符串

* 常用字符串方法

方法和函数都是表达式，与函数不同的是必须借助对象

**格式：**对象.方法名（方法传参）

**包括：**

|  |  |  |
| --- | --- | --- |
| 方法 | 返回 | 说明 |
| S.isdigit() | 布尔值 | 判断字符串中的字符是否全为数字 |
| S.isalpha() | 布尔值 | 判断字符串是否全为英文字母 |
| S.islower() | 布尔值 | 判断字符串所有字符是否全为小写英文字母 |
| S.isupper() | 布尔值 | 判断字符串所有字符是否全为大写英文字母 |
| S.isspace() | 布尔值 | 判断字符串是否全为空白字符 |
| S.isnumeric() | 布尔值 | 判断字符串是否全为数字字符。如1，一 |
| S.center(width[,fill]) | 字符串 | 将原字符串居中，fill左右默认填充空格，width总宽度, |
| S.count(sub[, start[,end]]) | 整型数 | 获取一个字符串中子串的个数 |
| S.find(sub[, start[,end]]) | 整型数 | 获取字符串中子串sub的索引,失败返回-1 |
| S.strip([fill]) | 字符串 | 返回去掉左右空白字符的字符串,fill默认空格 |
| S.lstrip() | 字符串 | 返回去掉左侧空白字符的字符串 |
| S.rstrip() | 字符串 | 返回去掉右侧空白字符的字符串 |
| S.upper() | 字符串 | 生成将英文转换为大写的字符串 |
| S.lower() | 字符串 | 生成将英文转换为小写的字符串 |
| S.replace(old, new[, count]) | 字符串 | 将原字符串的old用new代替，生成一个新的字符串，count是替换结束的索引数 |
| S.startswith(prefix[, start[, end]]) | 布尔值 | 返回S是否是以prefix开头，如果以prefix开头返回True,否则返回False, |
| S.endswith(suffix[, start[, end]]) | 布尔值 | 返回S是否是以suffix结尾，如果以suffix结尾返回True,否则返回False |
| 以下是不常用的 |  |  |
| S.title() | 字符串 | 生成每个英文单词的首字母大写字符串 |

* 字符串的文本解析方法split和join

|  |  |  |
| --- | --- | --- |
| 方法 | 返回 | 说明 |
| str.split([sep=None[, num]]) | 列表 | 返回字符分割的列表。sep=' '，表示以空格分割，默认不填时为一切空的字符，包括空格、制表符、换行符。num为表示分割列表最多到第多少个。 |
| str.join(iterable) | 字符串 | 返回对象连接的字符串。对<可迭代对象>用字符str连接。 |
| str.splitlines() | 列表 | 返回字符分割的列表，以\r\n或\n为分隔符，  【？待实验确认】 |

str.split注意事项：

1、处理文本文件时，注意末尾的换行符。

错误示例：处理文本文件时，当部分行的列数比预计多时，直接切割并用join连接可能会因为丢失末尾换行符而导致新文件中的相邻两行未换行。

解决方案：

1）split指定切割次数

2）读取一行就去掉该行末尾的换行符，再写入新文件时手动添加。

示例：

>>> 'abc'.isalpha() #判断是否全为英文字母

True

字符串.startswith()，判断字符串的首字符是否符合要求

#!/usr/bin/python

str = "this is string example....wow!!!";

print str.startswith( 'this' );

print str.startswith( 'is', 2, 4 );

print str.startswith( 'this', 2, 4 );

以上实例输出结果如下：

True

True

False

大小写转换

str = "www.runoob.com"

print(str.upper()) # 把所有字符中的小写字母转换成大写字母

print(str.lower()) # 把所有字符中的大写字母转换成小写字母

print(str.capitalize()) # 把第一个字母转化为大写字母，其余小写

print(str.title()) # 把每个单词的第一个字母转化为大写，其余小写

print (str.swapcase()) # 大小写转换

#### 列表

* 用列表调用方法

|  |  |  |
| --- | --- | --- |
| 方法 | 返回 | 说明 |
| L.index(v [, begin[, end]]) | 数值 | 返回对应元素的索引下标。begin为开始索引，end为结束索引,当 value 不存在时触发ValueError错误 |
| L.insert(index, obj) | None | 将某个元素插放到列表中指定的位置（索引后面一位） |
| L.count(x) | 数值 | 返回列表中元素x的个数 |
| L.remove(x) | None | 从列表中删除第一次出现在列表中的值x |
| L.copy() | None | 复制此列表（只复制一层，不会复制深层对象) |
| L.append(x) | None | 向列表中追加单个元素 |
| L.extend(lst) | None | 向列表追加另一个列表lst，或其他<可迭代对象> |
| L.clear() | None | 清空列表,等同于 L[:] = [] |
| L.sort(reverse=False) | None | 将列表中的元素进行排序，默认顺序按值的小到大的顺序排列 |
| L.reverse() | None | 列表的反转，用来改变原列表的先后顺序 |
| L.pop( [index] ) | 数值 | 删除索引对应的元素，默认删除最后元素(不加索引)，同时返回删除元素的引用关系（对应删除的元素【？】 |

* 注意：

**关于返回和语句执行问题：**

>>> L = [0, 1, 2, 3, 4, 5]

>>> x=L.extend([444])

>>> print(x)

None

>>> print(L)

[0, 1, 2, 3, 4, 5, 444]

方法不一定都返回东西；方法的调用不一定要写成语句，语句中也可以执行保存

* 实例

列表LIST添加元素的几种方法与对比

1. 列表.append()方法

将“待插入对象”作为一个元素添加到原数据

>>> data = [1,2]

>>> data.append(['123','abc'])

>>> data

[1, 2, ['123', 'abc']]

1. 列表.extend()方法

将“待插入对象”作为各个元素连接到原数据

>>> data = [1,2]

>>> data.extend(['123','abc'])

>>> data

[1, 2, '123', 'abc']

>>> L = [1, 2, 3]

>>> L.extend("123") # 理解：隐藏的将对象"123"进行了一次list("123")

>>> L

[1, 2, 3, '1', '2', '3']

>>> L = [1, 2, 3]

>>> L.extend((1,2,"123"))

>>> L

[1, 2, 3, 1, 2, '123']

1. 列表.insert()方法

将“待插入对象”作为一个元素添加到原数据特定位置

>>> data = [1,2]

>>> data.insert(1,'abc')

>>> data

[1, 'abc', 2]

1. 加号

用加号，将两个list相加，会返回到一个新的list对象

注意与前三种的区别。前面三种方法（append, extend, insert）可对列表增加元素的操作，他们没有返回值，是直接修改了原数据对象。 注意：将两个list相加，需要创建新的list对象，从而需要消耗额外的内存，特别是当list较大时，尽量不要使用“+”来添加list，而应该尽可能使用List的append()方法。

>>> list1

['a', 'x', 'b']

>>> list2=['y','z']

>>> list3=list1+list2

>>> list3

['a', 'x', 'b', 'y', 'z']

#### 元组方法

只有两种

T.index(v[, begin[, end]])

T.count(x)

### 应用

#### 遍历序列

序列皆<可迭代对象>，for循环可以遍历

### 高级示范

* 寻找某个字符串之后的索引

>>> s = '0123456789'

>>> s.find(s.split('456')[1])

7

>>> s[7]

'7'

## 字典

### 基本概念

* 问题引入：

#list查找机制

L=[1,2,3,4,5,6,7]

6 in L

#字典可以加快查找？

* 作用：

可以简化循环判断操作

* 特征：

可变，可变容器，可变对象；

键-值映射储存；

键不能有重复，否则只保留后面出现的键值；

无先后顺序，存储也是无序的，不会自动排序，

### 运算

* 算术运算

键的值可以运算

>>> d={}

>>> d[1]=1

>>> d[1]+=1

>>> d[1]

2

### 字典相关函数

len(x)

max(x)

min(x)

sum(x)

any(x)

all(x)

只对键比较和运算，比较和运算也需要类型一致。

#### 构建与修改

* 创建
* 创建格式：

d = {} #空字典

d = {键(key):值(value), 键(key):值(value), ...}

**不可变对象可以作为字典的键如str,tuple等，**

**可变的对象不可以作为键，但可以作为值，如list**

* 字典构造函数：

dict() # 创建空字典，等同于 {}

dict(iterable) 用可迭代对象初始化一个字典

dict(\*\*kwargs) 关键字传参形式生成一个字典

实例：

创建实例：

>>> d={1:123,'a':123} #按照普通方式

>>> d

{1: 123, 'a': 123}

>>> dict([(1,123),('a',234)])

{1: 123, 'a': 234}

>>> dict(name='abc',age=14) #

{'name': 'abc', 'age': 14}

>>> a='werwer'

>>> dict([(1,123),(a,234)])

{1: 123, 'werwer': 234}

批量创建相同值的字典

d =dict.fromkeys((1,2,3),[])

print(d)

* 添加/修改字典

**键赋值修改操作：**d[键]=值，可用于创建与修改。

**删除操作：**del d[键]，删除键及对应值

* 查找字典

**键索引：**d[键]，返回键的值，

**迭代访问：**for i in d，得到的是键，可通过d[键]得到键值

* 判断字典

**in / not in：**判断键是否在字典内

in 判断字典实际是判断键的集合对象

示例：

>>> d={'a':1,'b':2,'c':3}

>>> 1 in d

False

>>> 'a' in d

True

>>> 1 in d.values()

True

>>> 'a' in d.keys()

True

### 方法

常用方法见文件…

|  |  |  |
| --- | --- | --- |
| 函数 | 返回 | 说明 |
| D代表字典对象 |  |  |
| D.clear() |  | 清空字典 |
| D.pop(key) |  | 移除键，同时返回此键所对应的值 |
| D.copy() |  | 返回字典D的副本,只复制一层(浅拷贝) |
| D.update(D2) |  | 将字典 D2 合并到D中，如果键相同，则此键的值取D2的值作为新值 |
| D.get(key, default) |  | 返回键key所对应的值（对象？）,如果没有此键，则返回default，default可以自己指定，不指定若没有则返回None |
| D.keys() |  | 返回可迭代的 dict\_keys 集合对象 |
| D.values() |  | 返回可迭代的 dict\_values 值对象 |
| D.items() |  | 返回可迭代的 dict\_items 对象 |

字典的排序：见6.6.1 lambda表达式（lambda匿名函数）

示例：D.items()返回可迭代的 dict\_items 对象

d = {1: 'a', 2: 'b', 'A': 'a', 'B': 'b'}

print(d.items())

for i in d.items():

print(i)

'''

dict\_items([(1, 'a'), (2, 'b'), ('A', 'a'), ('B', 'b')])

(1, 'a')

(2, 'b')

('A', 'a')

('B', 'b')

'''

### 字典的应用

字典是可迭代对象，字典只能对键进行迭代访问

示例:

d = {1: "One", 2: "Two", "三": 'Three'}

for k in d:

print(k, '对应的值是:', d[k])

* 用于数据查找

字典查找替换等操作

* 存储结构化数据

citys={

'北京':{

'朝阳':['国贸','CBD','天阶','我爱我家','链接地产'],

'海淀':['圆明园','苏州街','中关村','北京大学'],

'昌平':['沙河','南口','小汤山',],

'怀柔':['桃花','梅花','大山'],

'密云':['密云A','密云B','密云C']

},

'河北':{

'石家庄':['石家庄A','石家庄B','石家庄C','石家庄D','石家庄E'],

'张家口':['张家口A','张家口B','张家口C'],

'承德':['承德A','承德B','承德C','承德D']

}

## 集合set

### 基本概念：

特征：

可变容器；

无重复(数据对象具有唯一性)；

无序储存结构，无先后顺序关系（插入，删除等操作很快）；

元素必须是不可变对象（如列表字典不能作为元素）；

相当于只有键的字典。

### 构建与修改

* 创建

创建集合：

>>> s = {1, 2 ,3 ,4}

>>> s

{1, 2, 3, 4}

不能用{}创建空集合

构建函数：

set() 创建一个空的集合对象（不能用{}来创建空集合，因为{}默认创建的是字典）

set(iterable) 用<可迭代对象>创建一个集合

若是字典只取键，若是字符串则分割

示例：

>>> s=set("ABC")

>>> s

{'B', 'A', 'C'} #为什么是BAC的顺序？【？】

>>> max(s)

'C'

>>> min(s)

'A'

* 修改方法：

无索引，所以只能删了再加

### 集合的运算：

& | - ^

>>> s = {1, 2, 3}

>>> s1 = {1, 2, 3}

>>> s2 = {2, 3, 4}

>>> print(s1 & s2) # & 生成两个集合的交集

{2, 3}

>>> print(s1 | s2) # | 生成两个集合的并集

{1, 2, 3, 4}

>>> print(s1 - s2) # - 生成两个集合的补集

{1}

>>> print(s2 - s1)

{4}

>>> print(s2 ^ s1) # ^ 生成两个集合的对称补集

{1, 4}

> <

s1 = {4, 5, 6}

s1 = {4, 5}

>>> print(s1 > s2) # > 判断一个集合是否是另一个集合的超集

Ture

>>> print(s1 < s2) # < 判断一个集合是否是另一个集合的子集

False

== !=判断集合是否相同

>>> {1,2,3} == {2,1,3}

True

<= >= 判断包含与被包含关系

in / not in 判断某元素是否在集合中

### 集合相关函数

集合的内建函数操作：

len(x), max(x), min(x), sum(x), any(x), all(x)

### 集合常用方法

|  |  |  |
| --- | --- | --- |
| 方法 | 返回 | 意义 |
| S.add(e) | None | 在集合中添加一个新的元素e；如果元素已经存在，则不添加 |
| S.remove(e) | None | 从集合中删除一个元素，如果元素不存在于集合中，则会产生一个KeyError错误 |
| S.discard(e) | None | 从集合S中移除一个元素e,在元素e不存在时什么都不做; |
| S.clear() | None | 清空集合内的所有元素 |
| S.copy() | None | 将集合进行一次浅拷贝 |
| S.pop() | 数值 | 从集合S中删除一个随机元素;如果此集合为空,则引发KeyError异常。经探索是从第一个数开始删除，并返回该值 |
| S.update(s2) | 更新后的原集合 | 用 S与s2得到的全集更新变量S（相当于并和运算s1 |= s2）  注意：s1=s1|s2是赋予一个新对象，不会被浅层复制 |
| S.difference(s2) | 集合 | 用S - s2 运算，返回存在于在S中，但不在s2中的所有元素的集合。即S中的特有元素 |
| S.difference\_update(s2) | 集合 | 等同于 S = S - s2 |
| S.intersection(s2) | 集合 | 等同于 S & s2 |
| S.intersection\_update(s2) | 更新后的原集合 | 等同于S = S & s2 |
| S.symmetric\_difference(s2) | 集合 | 返回对称补集,等同于 S ^ s2 |
| S.symmetric\_difference\_update(s2) | 更新后的原集合 | 用 S 与 s2 的对称补集更新 S |
| S.union(s2) | 集合 | 生成 S 与 s2的全集 |
| S.isdisjoint(s2) | 布尔值 | 如果S与s2交集为空返回True,非空则返回False |
| S.issubset(s2) | 布尔值 | 如果S与s2交集为非空返回True,空则返回False |
| S.issuperset(...) | 布尔值 | 如果S为s2的子集返回True,否则返回False |

实例：

enter = input('enter 0 or 1：')

s1 = {1, 2, 3}

s2 = {2, 3, 4}

s = s1

print(s is s1)

if enter == '0':

s1 = s1 | s2 # 生成新对象{1,2,3,4}

print(s is s1)

print(s1) # {1,2,3,4}

print(s) # {1,2,3}

elif enter == '1':

s1 |= s2 # 将对象更新变为{1,2,3,4}，相当于方法S.update(s2)

print(s is s1)

print(s1) # {1,2,3,4}

print(s) # {1,2,3,4}

### 集合的应用

* 迭代对象

集合是可迭代对象

用for语句可以得到集合中的全部数据元素

* 1、去重复

a = [1, 1, 2, 2, 3]

a = list(set(a))

* 2、判断无序相等

a = ["a","b","c"]

a = ["a","c","b"]

a == b #Fulse

set(a) == set(b) #True

## 固定集合frozenset

固定集合可以作为字典的键，也可以作为集合的值

作用：

固定集合可作为字典的键，也可以作为集合的值【？】

创建空的固定集合：

fz = frozenset()

创建非空的固定集合：

>>> fz = frozenset()

>>> fz

frozenset()

固定集合运算，同set运算一致。参见set运算

相当于集合的方法去掉修改集合的方法。

固定集合可以和集合进行比较，如

set(1,2,3)=frozenset…

True

## 容器的赋值与迭代

关于容器的赋值：

t = (20) # t 绑定定整数，不是元组

x, y, z = 100, 200, 300 # 序列赋值等同于如下

x, y, z = (100, 200, 300) # 序列赋值

x, y, z = [100, 200, 300] # 序列赋值

x, y, z = "ABC" # 序列赋值

#### 列表推导式

是由可迭代对象依次生成带有多个元素的列表的表达式

作用：用简易方法生成列表

语法：

[表达式 for 变量 in 可迭代对象 [if 真值表达式]]

实例：

L = []

for x in range(1, 10):

L.append(x \*\* 2)

print(L)

L2 = [x \*\* 2 for x in range(1, 10)]

print(L2)

L3 = [x for x in range(1, 30) if x%2==1]

print(L3)

'''

[1, 4, 9, 16, 25, 36, 49, 64, 81]

[1, 4, 9, 16, 25, 36, 49, 64, 81]

[1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23, 25, 27, 29]

'''

列表推导式的嵌套：

语法：

[表达式

for 变量1 in 可迭代对象1 [if 真值表达式1]

for 变量2 in 可迭代对象2 [if 真值表达式2]

…

示例：

>>> L=[x+y for x in 'ABC' for y in '123']

>>> L

['A1', 'A2', 'A3', 'B1', 'B2', 'B3', 'C1', 'C2', 'C3']

应用：

转换字符串类型列表为数字类型列表

>>> l= ['100', '200', '300', '400', '500']

>>> L= [int(x) for x in L]

>>> L

[100, 200, 300, 400, 500]

语法机制：

>>> t =(x\*\*2 for x in range(1,10))

>>> t

<generator object <genexpr> at 0x0000000002E97888>

>>> tuple(t)

(1, 4, 9, 16, 25, 36, 49, 64, 81)

>>> list(t)

[]

>>> [x\*\*2 for x in range(1,10)]

[1, 4, 9, 16, 25, 36, 49, 64, 81]

应用，

批量转换字符类型

比如str-->int

>>> S='123456789'

>>> L=[int(x) for x in S]

>>> L

[1, 2, 3, 4, 5, 6, 7, 8, 9]

#### 字典推导式

字典推导式是用可迭代的对象依次生成字典的表达式

语法:

{ 键表达式: 值表达式 for 变量 in 可迭代对象 [if 真值表达式]}

注: [] 及其中的内容代表可省略

说明:

1. 先从可迭代对象中取值

2. 用变量绑定

3. 用if 进行条件判断，如果为真值则执行下一步

4. 执行'键表达式'和 '值表达式' 然后加入到新字典中

示例:

生成一个字典，键为1~9的整数,值为键的平方

>>> {x: x\*\*2 for x in range(1, 10)}

{0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81}

#### 集合推导式

集合推导式是用可迭代对象生成集合的表达式

语法：

{表达式 for 变量 in 可迭代对象 [if 真值表达式]}

注：[]括起的部分代表可省略

推导式内的for子句可以嵌套

## 运行机制探索

### 查找速度对比

实例：

import time

from collections import OrderedDict

def f(L, xx):

t0 = time.time()

for i in L:

if i in xx:

continue

print('-->', type(xx), '遍历结束，耗时%f秒' % (time.time() - t0))

def main():

# 对比某个元素在"列表/元组/字典/集合"的查找速度

L = list(range(0, 30000))

f(L, list(L))

f(L, tuple(L))

f(L, set(L))

dic1 = dict(zip(L, [None] \* len(L)))

dic2 = OrderedDict(zip(L, [None] \* len(L)))

f(L, dic1)

f(L, dic2)

if \_\_name\_\_ == '\_\_main\_\_':

main()

结论：对于x in X的操作，集合字典在速度上有明显优势

* 字典与列表的比较

比较

1. 都是可变对象

2. 索引方式不同,列表用整数索引，字典用键索引

3. 字典的查找速度可能会快于列表(重要) （字典机制：不会一一比对）

4. 列表的存储是有序的，字典的存储是无序的

列表和字典的内部存储原理

列表是顺序存储

尾插很方便，但头插会将后面的数据都后挪一位，很麻烦。查找也是顺序逐个比对。

字典是映射存储

添加，删除，查找速度都很快

集合和字典的优点

in / not in 运算符的查找速度快

插入、删除快，特别是对应列表中间，无中间概念。

### 列表L的定义

需要弄清楚一个问题，对象与变量之间的关系，而每一个索引对象的值又是一个小对象

L=[1,2,3]

变量L，绑定一个序列对象，序列对象变化对【？待完善】

### 可变对象与不可变对象区别

* 总结：

可变对象，对原变量指向的对象改变，地址不变，说明对象不变；

不可变对象，对原变量指向的对象改变，地址改变，说明对象产生变化；

（该问题可能会对数据处理（如拷贝等）造成困扰，谨慎处理）

* 问题引入：

Lline = [1, 2, 3]

L = []

L.append(Lline)

Lline.extend([4, 5, 6])

print(L) #请问输出多少？

* 优劣：

|  |  |  |  |
| --- | --- | --- | --- |
|  | 可变对象 | 不可变对象 | 结论 |
| 资源利用 | 对象修改时，无需创建新对象，原对象直接修改完成。 | 每次对象修改，都会创建新对象。 | 当对象数据量较大时，尽量使用可变对象。可以避免频繁创建新对象以及丢弃旧对象的增加计算资源的无用操作。 |
| 数据灵活拷贝 | 当对象修改时，赋值到该对象的所有变量的值都会发生改变。 | 当对象修改时，赋值到该对象的所有变量的值不会发生改变，会创建一个新对象可以用新变量赋值绑定。 | 在于数据应用的保护，以及一些复杂逻辑的灵活应用 |

* 问题探索：

实例：

列表对象与元组对象改变对比

t=()

print(id(t))

t+=(1,) #实际是生成了新对象，新的元组与t绑定

print(id(t))

L = []

t = (1, 2)

print('old\_id(L)=', id(L), ' old\_id(t)=', id(t), sep='')

L += [3, 4]

t += (3, 4)

print('new\_id(L)=', id(L), ' new\_id(t)=', id(t), sep='')

'''

old\_id(L)=42246472 old\_id(t)=42246728

new\_id(L)=42246472 new\_id(t)=35045192 #对象被改变

'''

L运算与t运算的发生机制不同，可能带来浅拷贝深拷贝的问题。

注意：虽然元组是不可变对象，但是其内部的元素可以是可变的对象，并且元素可以直接在原对象上修改（此处待研究【？】为何会出现这种情况）

>>> a=[1,2,3]

>>> b=[2,3,4]

>>> t=(a,b)

>>> t

([1, 2, 3], [2, 3, 4])

>>> A,B=t

>>> A

[1, 2, 3]

>>> B

[2, 3, 4]

>>> t

([1, 2, 3], [2, 3, 4])

>>> id(t)

51048712

>>> A[1]=7 #其他方式t[0].append(9)，A.append(9)都不改变对象

>>> t

([1, 7, 3], [2, 3, 4])

>>> id(t)

51048712

现象推测：不可变对象似乎只对表层管用，像这样的第二层似乎根本无效。待验证【？】【这个逻辑问题已经弄清楚，这个例子太简单了，能想象】

实例：

def f(x, l=[1, 2]):

for i in range(x):

l.append(i \* i)

print(l)

f(2) # \_\_\_\_\_\_\_

f(3, [3, 2, 1]) # \_\_\_\_\_\_\_\_\_\_

f(3) # \_\_\_\_\_\_\_\_\_\_\_\_

* 类型区别：

不可变的类型:

bool, int, float, complex, str, tuple, frozenset, bytes(后面会讲)

可变的数据类型:

list, dict, set, bytearray(后面会讲)

**可变对象支持索引赋值和切片赋值**

如：列表的索引赋值

>>> L = [1, 2, 3]

>>> L[1] = 520

>>> L

[1, 520, 3] #id()函数可以证明，改变L[1]不改变id(L)

**不可变对象不支持索引赋值和切片赋值**

如：元组不支持索引赋值和切片赋值

>>> t=(1,2,3)

>>> t[1]

2

>>> t[1]=6

Traceback (most recent call last):

File "<pyshell#2>", line 1, in <module>

t[1]=6

TypeError: 'tuple' object does not support item assignment

#可变对象

>>> L=[1,2,3]; id(L)

55887048

>>> L+=[4,5,6]; id(L) #说明在原地址追加

55887048

>>> L1=L+[4,5,6]; id(L1)

55888008

#不可变对象

>>> s='abc'; id(s)

31157528

>>> s+='def'; id(s) #结果说明再次重新创建了对象绑定给变量s

51147472

>>> s1=s+'def'; id(s1)

55672048

### 深拷贝和浅拷贝问题探索

结论：

凡拷贝的对象皆会产生新对象并绑定；

否则只是建立新的绑定关系，对象不变，值改变会牵连一系列变化。

浅拷贝shallow copy

深拷贝deep copy

* 问题引入：

L1赋值于L2，对象不重建，L2改变L1也改变。

而L.copy()方法重新再创建对象，L2与L1不相干。

* 区别：

深拷贝：

import copy

L2 = copy.deepcopy(L)

浅拷贝：

L2 = L.copy

L2 = L[::]

不拷贝

L2 = L

探索实例：证明赋值运算符非拷贝，copy,copy为浅拷贝

>>> import copy

>>> a = [1,2,3]

>>> b=a

>>> c=copy.copy(a)

>>> id(a)

50207000

>>> id(b)

50207000

>>> id(c)

50207360

探索实例.py

print('浅拷贝')

L = [9, 8]

L1 = [1, 2, L]

L2 = L1.copy() # 浅拷贝，只能复制一层，不会复制深层变量绑定的对象

print('L=', L, ' L1=', L1, ' L2=', L2)

# L= [9, 8] L1= [1, 2, [9, 8]] L2= [1, 2, [9, 8]]

print(id(L), id(L1), id(L2)) # 42246472 42089480 42246472

print(id(L2) - id(L)) # 两者之间相差1600？？【？】

L[0] = '~' # 验证，改变深层对象的值，发现所有深层对象都被改变

print('L=', L, ' L1=', L1, ' L2=', L2)

# L= ['~', 8] L1= [1, 2, ['~', 8]] L2= [1, 2, ['~', 8]]

L1[0]='#' # 验证，改变浅层对象的值，结果不改变，因为浅层复制产生新对象

print('L=', L, ' L1=', L1, ' L2=', L2)

# L= ['~', 8] L1= ['#', 2, ['~', 8]] L2= [1, 2, ['~', 8]]

print('深拷贝')

import copy # 导入复制模块

L = [9, 8]

L1 = [1, 2, L]

L2 = copy.deepcopy(L1) # 深拷贝，复制深层对象，重新生成对象

print('L=', L, ' L1=', L1, ' L2=', L2)

# L= [9, 8] L1= [1, 2, [9, 8]] L2= [1, 2, [9, 8]]

print(id(L), id(L1), id(L2)) # 42574024 42577288 42417160

print(id(L2) - id(L))

L[0] = '~' # 验证，改变深层对象的值，深层复制的新对象的值不被影响

print('L=', L, ' L1=', L1, ' L2=', L2)

# L= ['~', 8] L1= [1, 2, ['~', 8]] L2= [1, 2, [9, 8]]'''

* 错误示例

字典得到的所有结果都会是最后一次输入的，因为每次修改都是指向同一个对象。

L = []

d = {} #所以该步应该放到循环内部

while True:

d['name'] = input('姓名：')

if d['name'] == ' ':

break

d['age'] = input('年龄：')

d['score'] = input('成绩：')

L.append(d)

print(L)

### 临时对象探索

结论：对象只能使用一次，后面学习到这是生成器

zip()实例探索：

>>> a=zip([1,2],['a','b'])

>>> a

<zip object at 0x0000000002EA8E48>

>>> D1=dict(a)

>>> D1

{1: 'a', 2: 'b'}

>>> D2=dict(a)

>>> D2

{}

列表推导式探索：

>>> a = (x for x in range(5))

>>> a

<generator object <genexpr> at 0x0000000002E58888>

>>> L1=list(a)

>>> L1

[0, 1, 2, 3, 4]

>>> L2=list(a)

>>> L2

[]

### Python复制的机理解释

* 现象描述：

函数方法，a、b变量两者均会改变

>>> a=[1,2,3]

>>> b=a

>>> b

[1, 2, 3]

>>> b.append(4) ##或者a.append(4)，或extend([4])，a、b两者效果一致

>>> b

[1, 2, 3, 4]

>>> a

[1, 2, 3, 4]

>>> a[0]='a'

>>> a

['a', 2, 3, 4]

>>> b

['a', 2, 3, 4]

而直接赋值，a、b变量两者会单独改变

>>> a=[1,2,3]

>>> b=a

>>> b=[1,2,3,4]

>>> b

[1, 2, 3, 4]

>>> a

[1, 2, 3]

原理：浅层复制。a与b只是列表的名字等效了，并没有对其储存数据的地址进行从新分配，所以动其中一个会牵连另一个

* 正确示例

>>> a=[1,2,3,4]

>>> b=a[:]

>>> b

>>> b[0]=8

>>> b

[8, 2, 3, 4]

>>> a

[1, 2, 3, 4]

# 逻辑运算

## 逻辑语句

基本概念，语句与表达式区别见【2.3.1.1 语句和表达式】

什么为一个完整语句块？

while语句：可以用于死循环

for语句：用于<可迭代对象>的循环（字符串，range()返回对象）

break语句：用于终止当前循环

continue语句：用于开始一次新循环

注：布尔值可以直接以True和False代替

### if语句

**作用：**选择性执行语句。

语法：

if 真值表达式:

语句1

elif 真值表达式2:

语句2

elif 真值表达式3:

语句3

...

else:

语句块4

**运行机理：**本质判断是：if 布尔值。实际运行的是if bool(obj)，比如if 100为if bool(100)

### while语句

格式：

while <真值表达式1>：

语句1

else <真值表达式2>：

语句2

运行机制：

第一行while一行中，计算判断<真值表达式1>。

若为True，则执行完后面语句后又跳回while一行，重新计算判断<真值表达式1>。

若为False，则执行else语句，else语句可以省略。

### for语句

* 格式：

**作用：**循环遍历，返回可迭代“对象”元素

for <变量列表> in <可迭代对象>：

语句块1

else:

语句块2

* 示例：

for的高级用法，使用两个变量

>>> for x,y in (('x',1),('y',2),('z',3)):

print(x,y)

x 1

y 2

z 3

# 所以可迭代对象可以变成items

* for循环运行机制：

**1第一行中：**读for语句，计算判断<可迭代对象>，存于内存。

**2第一行中：**将上次赋值元素的下一个元素赋值给x。初始为第1个元素。

**3第二行中：**进入循环内部语句块参与其他计算。

循环一次结束回去重复执行2和3步骤，直到<可迭代对象>所有元素遍历完，待所有元素迭代完进入else语句(可无)循环结束。

**注意：**

<可迭代对象>在第一次运算完后，循环回来不再计算,只在for循环适用。

while中每次循环都要语句重新计算<真值表达式>判断。【？其他的真的很想都删掉，感觉都是复杂化描述】

**如：**

print('for循环探索')

i = 6

for x in range(1, i): # 迭代[1,i)，每个循环向后逐个取出元素，赋值给x

print('x=', x, ' i=', i)

i -= 1

print('while循环探索')

i = 6

x = 1

while x in range(1, i): # 判断x是否在[1,i)内

print('x=', x, ' i=', i)

x += 1

i -= 1

# for循环探索

# x = 1 i = 6

# x = 2 i = 5

# x = 3 i = 4

# x = 4 i = 3

# x = 5 i = 2

# while循环探索

# x = 1 i = 6

# x = 2 i = 5

# x = 3 i = 4

机制探索

s ={1,2,3,4,5}

for i in s:

if i == 2:

s.remove(4)

s.add(44)

# s.update({7,8}) # 但不能更改s长度，否则触发RuntimeError异常

print(i)

### pass语句

填充语法空白

如：if语句中的使用

if Ture:

pass

else:

print('输入有问题')

### break语句

退出当前语句块

注意1：不干扰外层其他语句块

如：

for i in range(2):

print(i)

for j in ['a', 'b', 'c']:

print('j:', j)

if j == 'b':

break

'''

0

j: a

j: b

1

j: a

j: b

'''

注意2：在for-else和while-else语句中break是退出整个语句块：

如：

for-else中else的语句被跳过：

|  |  |
| --- | --- |
| for i in [1,2,3,4]:  if i==2:  **continue**  print(i)  else:  print("hehe")  结果为  1  3  4  hehe | for i in [1,2,3,4]:  if i==2:  **break**  print(i)  else:  print("hehe")  结果为  1 |

### continue语句

**问题引入：**如何让程序不再向下执行，重新开始一次新的循环？

**说明：**

for循环中迭代取下一个元素。

while语句中，真值表达式中会重新判断条件。

### 其他语句

#### 条件表达式

**语法：**<表达式1，为真返回> if <真值表达式> else <表达式2，为假返回>

**作用：**灵活简洁

**再次强调：**表达式不是语句，表达式能赋值给变量，语句则不能。

# 使用条件表达式计算绝对值

b = -s if s<0 else s

b =(-s if s<0 else s)

m = n if n > 0 else -n

#### 语句嵌套

一个语句嵌套到另一个语句内部

#### 布尔运算

**返回：**布尔值或对象

**运算符：**not、and、or

布尔非操作：not x

>>> not True

False

布尔与操作：x and y

机理：从左到右运算，只要有一个不满足就返回x值，否则返回y

优先返回假值对象。

先计算x，若x为False，返回x，否则返回y值。

使用对象表示真假，不同于C/C++的“&”【？】（？？？）。

>>> 0 and 20 #优先返回假值对象

0

>>> 20 and 0

0

>>> 0 and 20 #若x为False，返回x，否则返回y值。

0

>>> 10 and 10

10

>>> 10 and 20

20

>>> 20 and 10

10

布尔或操作：x or y

机理：从左到右运算，只要有一个满足就返回x值，否则返回y

优先返回真值对象。

先计算x，若x为True，返回x，否则返回y值。

>>> 0 or 20 #优先返回真值对象

20

>>> 20 or 0

20

>>> 0 or 20 #若x为True，返回x，否则返回y值。

20

>>> 10 or 10

10

>>> 10 or 20

10

>>> 1 or 20

1

>>> 20 or 1

20

**备注：**这个过程完全满足逻辑判断。如

>>> 6>5 and 6>3

True

>>> 6>5 and 7

7

#### 正负号运算符

+（正号）

-（负号）

一元运算符

语法：+/- 表达式

## 常见联用函数

### range()函数

**格式：**range(s,e,step)，s--开始数值，e--结束数值(不包含)，step--步数(可为负数)

**返回：**返回数值序列的“对象”，非字符串（序列）

>>> print(range(3,6))

range(3, 6)

>>> for i in range(3,6):

print(i， end = ' ')

3 4 5

**常见方法示例：**

range(3,8) #3,4,5,6,7

range(3,8,2) #3,5,7

range(3,0) #无

range(3,0,-1) #3,2,1

规则类似于字符串操作中的切片

数据集合与优化【？】

# 函数function

## 基本概念

概念：

函数是可以重复执行的语句块。

可以重复调用

用于封装语句，调高代码重用性

用于定义用户级别的函数

语法：

def 函数名(形参列表):

语句块

函数名(实参)

说明：

函数的名字就是语句块的名称

函数名的命名规则与变量名相同（函数名必须是标识符）

函数名是一个变量

函数有自己的命名空间，在函数外部不可访问函数内部的变量，在函数内部可以访问外部的变量，要让函数处理外部数据需要用参数给函数传入一些数据。

参数列表可以为空

语句部分不能为空，如果为空需要用pass填充。

函数调用是一个表达式

如果没有return语句，函数执行完毕后返回None对象

如果函数需要返回其它的对象需要用到return语句

## 函数的返回值

* return语句

作用：结束函数的运行，并返回return的结果

示例：

定义函数的5种思路方法【？待总结】

def mufun(a,b,c)

* 注意事项：
* 注意事项1：函数中无return也返回一个None对象

函数中没有return语句相当于末尾加了return None

函数的运行本质，return之深入理解：print函数深度解读

>>> s = print('hello'); print(s) # 返回什么？

>>> print(print('hello')) #返回什么？

hello

None

def myfn():

def myfn2():

print('hello')

return myfn2()

print(myfn())

'''

hello

None

'''

* 注意事项2：函数中return后不再返回原函数执行

递归过程中，return fn()跳转到另一个函数后，将不会返回原函数f()中继续执行。

|  |  |
| --- | --- |
| def f(x):  if x == 0:  print('程序结束, x:', x)  return x  else:  print('开始return跳转, x:', x)  return f(x - 1) # 使用本句直接跳转  print('开始执行f(x-1)')  f(x - 1) #返回继续执行  print('结束执行f(x-1)')  print(f(3))  '''  开始return跳转, x: 3  开始return跳转, x: 2  开始return跳转, x: 1  程序结束, x: 0  0  ''' | def f(x):  if x == 0:  print('程序结束, x:', x)  return x  else:  print('开始return跳转, x:', x)  # return f(x - 1) # 使用本句直接跳转  print('开始执行f(x-1)')  f(x - 1) #返回继续执行  print('结束执行f(x-1)')  print(f(3))  '''  开始return跳转, x: 3  开始执行f(x-1)  开始return跳转, x: 2  开始执行f(x-1)  开始return跳转, x: 1  开始执行f(x-1)  程序结束, x: 0  结束执行f(x-1)  结束执行f(x-1)  结束执行f(x-1)  None  ''' |

## 函数参数传递

（一）.函数传参的方式：

1.位置传参：实参按位置形参

  \*序列传参：属于位置传参的一种，用‘\*’将序列拆解后按位置一一对应传参

2.关键字传参：实参和形参通过关键字名称一一对应

 \*字典传参：属于关键字传参的一种，用‘\*\*’将字典拆解后按关键字传参

\*关键字形参要定义在位置形参之后

（二）.缺省参数：

\*在没有字典形参的情况下，缺省形参必须要定义在最后。

（三）.形参的定义：

位置形参：按位置一一对应

元组形参：属于位置形参的一种，用\*args来收集位置传参的时候多余的实参，并组成一个元组

关键字形参：只有具有相同的关键字的实参才能一一对应。（没有关键字的就是位置传参了）

字典形参：和元组形参差不多的作用，针对多出来的关键字实参进行收集并组成字典，（\*\*kwargs）

详见笔记day09.txt

* 实参传递方式
* 形参接收方式

【？待总结】

* 函数实参与形参区别

形参是指调用函数时传递的参数。

实参是指接收调用函数传入的参数。

一个实例看懂所有传参方式：

|  |  |
| --- | --- |
| def myfun(a, b, c):  print(a, b, c)  myfun(1, 2, 3)  myfun(\*(1, 2, 3))  myfun(\*[1, 2, 3])  myfun(\*\*{'a': 1, 'b': 2, 'c': 3})  myfun(a=1, c=3, b=2)  '''  1 2 3  1 2 3  1 2 3  1 2 3  1 2 3  ''' | def myfun(\*args, \*\*kwargs):  print(args, kwargs)  myfun(1, 2, 3)  myfun(\*(1, 2, 3))  myfun(\*[1, 2, 3])  myfun(\*\*{'a': 1, 'b': 2, 'c': 3})  myfun(a=1, c=3, b=2)  '''  (1, 2, 3) {}  (1, 2, 3) {}  (1, 2, 3) {}  () {'a': 1, 'b': 2, 'c': 3}  () {'a': 1, 'c': 3, 'b': 2}  ''' |

### 位置传参

* 语法：

固定位置传参。

说明

形参按位置接收；

实参按位置传入，或

def myfun(a,b,c): # 形参

print(a, b, c)

myfunc(1,2,3) # 实参

myfun(\*'123') # 等同于a='1',b='2',c='3'

myfun(\*(1,2,3))

myfun(\*[1,2,3])

### \*序列传参

* 1）序列实参传入

def fb(a, b, c): # 形参接收

print(a, b, c)

fb(1, 2, 3)

fb(\*(1, 2, 3)) # 等同于按位置传参

fb(\*[1, 2, 3])

* 2）序列形参接收
* 语法：

收集多余的位置传参。

传参后的返回值：元组序列

* 实例：

def fb(\*args): # args行业规则，一般存在用此名字，其他变量名也可以

print(args, type(args), sum(args))

fb()

fb(1, 2, 3)

fb(\*(1, 2, 3))

fb(\*[1, 2, 3])

'''

() <class 'tuple'> 0

(1, 2, 3) <class 'tuple'> 6

(1, 2, 3) <class 'tuple'> 6

(1, 2, 3) <class 'tuple'> 6

'''

### \*\*关键字传参

5.3.4.1

F(a=1, c=2

* 1）字典关键字实参
* 字典前面加“\*\*”

在传入函数前被拆解

字典键名必须与形参名一致，键名必须为字符串。

def mufun(a,b,c):

print(a,b,c)

myfun(\*\*{'a' : 1, 'b' : 2, 'c' : 3}) # 等同于(a=1,b=2,c=3)

* 强制c,d必须用关键字传参

示例1：

def fa(a, b, \*, c, d):

print(a, b, c, d)

fa(1, 2, d=400, c=300) # 1 2 300 400

# fa(1, 2, 400, 300) #报错

示例2：

def fb(a, b, **\*args**, c, d):

print(a, b, **args**, c, d)

fb(1, 2, **3, 4, 5**, \*\*{'d':400, 'c':300}) # 1 2 **(3, 4, 5)** 300 400

fb(1, 2, **3, 4**, d=400, c=200) # 1 2 **(3, 4)** 200 400

# fb(1, 2, 3, 4, 400, 200) # 报错

* 2）字典关键字形参
* 语法：

收集多余的关键字传参。

传参的返回值：字典

实例：

def fa(**xx,** \*\*kwargs):

print(**"xx =", xx** , "kwargs =", kwargs)

fa(\*\*{'a': 1, 'b': 2, 'c': 3, **'xx': 0**})

fa(a=10, b=20, c=30, **xx=0**)

'''

xx = 0 kwargs = {'a': 1, 'b': 2, 'c': 3}

xx = 0 kwargs = {'a': 10, 'b': 20, 'c': 30}

'''

* 缺省形参

在形参加入初始值，传参时便可省略一部分值。

缺省参数规则：

缺省参数可以有零个和多个，甚至全部。

若函数中有缺省参数存在，则必须遵循从右到左依次定义的规则。即缺省参数必须放在参数后面。如(x, y=0, z=0)

如：自己定义的range函数

def myrange(s, end=0, n=1):

x = s #代表数开始

y = end #代表数结束

if end == 0:

x = end

y = s

L = []

while x < y:

L.append(x)

x += n

print(L)

myrange(10)

myrange(5, 10)

myrange(5, 10, 2)

# myrange(s=5, end=10, 2) #报错

### 综合传参

位置传参可随意组合位置，传入也是位置；关键字传参必须明确定义传参变量

示例：

def myfun(a, b, \*args, c, d, \*\*kwargs):

print(a, b, c, d, args, kwargs)

myfun(1, 2, c=3, d=4)

myfun(1, d=4, b=2, c=3)

myfun(\*\*{'a': 1, 'b': 2, 'c': 3}, d=4)

myfun(\*(1, 2, 3, 4, 5, 6, 7), c=4, d=5, \*\*{'other': None})

'''

1 2 3 4 () {}

1 2 3 4 () {}

1 2 3 4 () {}

1 2 4 5 (3, 4, 5, 6, 7) {'other': None}

'''

### 函数传参

Python特点：可以传函数

函数作为另一个函数的返回值 (从一个函数中返回函数名，作为另一个函数的传参值)

示例：

灵活传max,min,sum函数进形参

def myinput(fn):

L = []

while True:

x = int(input("请输入大于0的整数:") or '-1')

if x < 0:

break

L.append(x)

return fn(L) # <<< 注意此处

print(myinput(max))

print(myinput(min))

print(myinput(sum))

# function\_return\_other\_function.py

# 此示例示意get\_op这个函数可以返回其它的函数

def get\_op():

s = input("请输入您要做的操作: ")

if s == '求最大':

return max

elif s == '求最小':

return min

elif s == '求和':

return sum

L = [1, 2, 3, 4]

fx = get\_op()

print( fx(L) )

* 函数的嵌套定义

函数的嵌套定义是指一个函数里用def语句来创建其它函数的情况。

嵌套内的执行语句不被自动执行。

执行一个总函数，内部函数也会执行。

不能直接调用嵌套内部函数，但可以外部调用？

## 函数名变量

函数名是变量，它在创建时绑定一个函数。

一个函数可以作为另一个函数实参传递

# 示例:

**def** f1():

print(**"f1被调用"**)

**def** f2():

print(**"f2被调用"**)

**def** fx(fn):

print(**"fn绑定的是: "**, fn)

fn() # 调用fn绑定的函数, 此处等同于调用谁呢?

fx(f1)

fx(f2)

函数也是一个对象，可被函数名(变量)绑定，甚至可以交换绑定f1,f2

# 示例：

# function\_variable.py

def f1():

print("hello f1")

def f2():

print("hello f2")

fx = f1 # 注意此处f1没有加()

fx() # 调用f1

f1() # 调用f1

f1 = f2 # 让f1 改变绑定关系,去绑定f2

f1() # 调用f2

f2 = fx

f2() # 调用f1 # 交换法(三次交换赋值)

## 函数作用范围

问题引入：

函数内可使用外部变量，但不可更改变量所绑定的对象。

def func(x):

print('x:', x, 'y:', y)

# y += 10 # 报错，域名空间之外变量绑定对象不可变

print(L) # [0]

L[0] += 1

print(L) # [1] # 对象可变

L = [0]

y = 0

func(9) # 同一命名空间，函数可使用，但不可更改变量和其绑定的对象(若对象是可变的，当然也可变)

注意事项：

if True:

if True:

data = 'hello'

print(data) # 正常输出'hello'

### 局部变量与全局变量

* 局部变量

定义在函数内部的变量称为局部变量（函数的形参也是局部变量）

局部变量只能在函数内部使用。

局部变量在函数调用时会创建，被调用后会被销毁

局部变量说明：

1. 在函数内首次对变量赋值是创建局部变量,再次为变量赋值是修改局部变量的绑定关系

2. 在函数内部的赋值语句不会对全局变量造成影响

3. 局部变量只能在其被声明的函数内部访问,而全局变量可以在整个模块同访问

* 全局变量

定义在函数外部,模块内部的变量称为全局变量

所有的函数都可以直接访问"全局"变量,但函数内部不能直接通过赋值语句来改变全局变量

示例：

函数内部局部变量修改全局变量

# 若函数内部无同名全局变量，则调用正常，但不能改变变量绑定对象

def f():

print(y) # 10

y = 10

f()

# 若函数内部有同名全局变量，在重新赋值后可正常运行

def f():

y = 20

print(y) # 20

y = 10

f()

# 若函数内部有同名全局变量，且调用出现在变量重新赋值语句前，则报错

def f():

print(y) # 报错：UnboundLocalError: local variable 'y' referenced before assignment

y = 20

y = 10

f()

### Python作用域

作用域也叫命名空间，是访问变量时查找变量名的范围空间。

#### Python的四个作用域：LEGB

|  |  |  |
| --- | --- | --- |
| 作用域 | 英文解释 | 英文简写 |
| 局部作用域（函数内） | Local（function） | L |
| 外部嵌套函数作用域 | Enclosing function | E |
| 函数定义所在模块（文件）的作用域 | Globals（module） | G |
| Python内置模块的作用域 | Builtin（python） | B |

说明：

包含关系：Builtin > Globals > Enclosing > Local

模块 文件 外部函数 当前函数

一般全局变量为Globals，本地变量为Local。

Builtin内建作用域变量如max,min,len等是只读的不能改变。变量和del都是在操作Globals作用域，如重定义max，优先访问全局的

变量名的查找规则：

由内到外。L --> E --> G --> B。

示例：嵌套函数调用

def print\_y(): # 属于外部嵌套函数Enclosing function

print(y)

def f():

y = 20

print\_y() # 10

print(y) # 20

y = 10

f()

示例：重定义max

def max(a, b):

return min(a, b)

print(max(10, 9)) #9

#### globals和locals函数打印作用域字典

globals() 返回当前全局作用域内变量的字典

locals() 返回当前局部作用域内的变量的字典

实例：

# globals\_locals\_function.py

a = 1

b = 2

c = 3

**def** fx(c, d):

e = 300

# 此处有几个局部变量?

print(**'locals() 返回'**, locals()) *# 3个变量：c,d,e*

print(**"globals() 返回"**, globals()) *# 4个变量：a,b,c,fx，及其他*

print(c) # 100

print(globals()[**'c'**]) *# 3*

fx(100, 200)

### 变量作用范围机制探索

不可变对象改变，会绑定新对象，作用域结束会销毁。可变对象改变则能影响到全局变量。

* 运行机制探索实例：

验证：变量指向的可变对象（如列表）的修改，不能绑定新对象，值改变会超越局部变量。

v=100

def f(v):

v=50 # v绑定新对象

f(v)

print(v) #100

v=100

def f(v):

v+=50 # v +=操作是对不可变对象，会生成新对象

f(v)

print(v) #100

v=[100]

def f(v):

v=[50] # v绑定新对象

f(v)

print(v) #[100]

v=[100]

def f(v):

v+=[50] # v为绑定为可变对象，+=操作不会生成新对象

# v.extend([50])

# v.append(50)

f(v)

print(v) #[100, 50]

再次验证：不可变对象（如字符串）的改变，会绑定新对象，作用域结束会销毁。

v='100'

def f(v):

v='50'

f(v)

print(v) #'100'

## 高级常用函数

### lambda表达式（lambda匿名函数）

引入：

除了def语句可以创建函数之外，lambda表达式也可以创建函数。

概念：

lambda表达式（又称匿名函数），用于封装有限的逻辑的函数

lambda的主体是一个表达式，而不是一个代码块。仅仅能在lambda表达式中封装有限的逻辑进去。

语法格式：

lambda [变量1，变量2，… ]:表达式

说明：

可以省略变量

只能包含一条表达式

* 示例见：

>>> myadd = lambda x,y:x+y

>>> print(myadd(10,20))

30

>>> myadd=lambda :print('hello')

>>> print(myadd())

hello

None

fun = **lambda** x: sum([x \* x **for** x **in** range(1, x + 1)])

**print**(fun(10))

### eval函数 和 exec函数

* eval函数【？疑问待解决，当存在缩进如何解决】

作用:

把一个字符串当成一个表达式来执行,返回表达式执行后的结果

格式:

eval(source [,globals=None[,locals=None]] )

运行机制：

先将参数1字符串表达式格式化预执行，再用参数2赋值，再用参数3赋值

示例：

while True:

s = input("请输入表达式 >>> ")

if not s:

break

print(eval(s))

'''

请输入表达式 >>> print('hello')

hello

None

请输入表达式 >>> 2\*3+4

10

'''

运行机制深究：

x = 100

y = 200

v = eval('x + y')

print(v) # 300

v = eval('x + y', None, None)

print(v) # 300

# v = eval('x + y', {'x':1},None)

# print(v) # 1 + y 出错,因为给定的字典内，y未定义

v = eval('x + y', None, {'y': 2})

print(v) # 102，可以单独传入，使用的x是全局变量，y是自定义变量

v = eval('x + y', {'x': 2}, {'y': 8})

print(v) # 10

v = eval('x + y', {'x': 2, 'y': 8}, {'x': 3, 'y': 4})

print(v) # 7

# 自定义传入参数示例

my\_dict = {'x': 1, 'y': 2}

v = eval('x + y', my\_dict, {'y': 20})

print(v) # 21

* exec函数:

作用:

把一个字符串当成'程序'来执行

格式:

exec(source, globals=None, locals=None)

示例:

x = 100

y = 200

s = '''z=x+y

print('z=', z)

print("hello world!")

'''

exec(s) # 执行 s这个字符串 # z= 300 # hello world!

print(z) #300

dict\_local = {'x': 1}

exec(s, None, dict\_local) # z= 201 # hello world!

print(dict\_local) # {'x': 1, 'z': 201}

## 函数式编程

* 函数式编程

**概念：**是指用一系列函数解决问题

函数是一等公民(Guido)

1. 函数本身可以赋值给变量,赋值后变量绑定函数

2. 允许将函数本身作为参数传入另一个函数

3. 允许函数返回一个函数

**好处:**

用每一个函数完成细小的功能,一系列函数在任意组合可以完成大问题

**函数的可重入性:**

当一个函数在运行时不读取和改变除局部作用域以外的变量时,此函数为可重入函数

可重入函数在每次调用时,如果参数一定,则结果必然一定

示例:

可重入函数:

def add1(x, y):

return x + y

不可重入函数示例:

y = 200

def add2(x):

return x + y

print(add2(10)) # 210

y = 300

print(add2(10)) # 310

### 高阶函数

**概念：**什么是高阶函数(high order function)？

满足下列条件中一个的函数即为高阶函数

1. 函数接收一个或多个函数作为参数传入

2. 函数返回一个函数

* python中内建的高阶函数:

map, filter, sorted

map是用函数取迭代对象的值

filter是用函数判断筛选对象的值

sorted是用函数排序对象的值

#### map 函数

格式：

map(func, \*iterables)

func是<可传参函数>，\*iterables是<可迭代对象>

用函数和对可迭代对象中的每一个元素作为参数返回新的可迭代对象;当最短的一个可迭代对象不再提供数据时迭代结束

返回：

可迭代对象

要求:

func函数接收的参数个数必须与可迭代对象的个数相同【？我不认同】

示例:

>>> def square(x) : # 计算平方数

return x \*\* 2

>>> map(square, [1,2,3,4,5]) # 计算列表各个元素的平方

[1, 4, 9, 16, 25]

>>> map(lambda x: x \*\* 2, [1, 2, 3, 4, 5]) # 使用 lambda 匿名函数

[1, 4, 9, 16, 25]

# 提供了两个列表，对相同位置的列表数据进行相加

>>> map(lambda x, y: x + y, [1, 3, 5, 7, 9], [2, 4, 6, 8, 10])

[3, 7, 11, 15, 19]

# 字符拼接

>>> list = ['abc','def','xyz']

>>> map(lambda x: 'str\_'+x, list);

['str\_abc', 'str\_def', 'str\_xyz']

**for** x **in** map(**lambda** x: x\*\*2 , range(1, 5)):

print(x, end=**' '**) *#* *1 4 9 16*

**for** x **in** map(**lambda x, y: x + y**, [1, 2, 3, 4], [5, 6, 7, 8, 9, 10]):

print(x, end=**' '**) *# 6 8 10 12*

练习 :

1. 求 1\*\*2 + 2\*\*2 + 3\*\*2 + ...+ 9\*\*2的和

(用函数式和高阶函数map实现)

s=0

for x in map(lambda x:x\*\*2,range(1,10)):

s+=x

print(s)

2. 求: 1\*\*9 + 2\*\*8 + 3\*\*7 + .... + 9\*\*1的和

s = 0

**for** x **in** map(**lambda** x, y: x \*\* y,

range(1, 10),

reversed(range(1, 10))):

s += x

print(s)

#### filter 函数:

格式:

filter(function, iterable)

作用:

筛选可迭代对象iterable中的数据,返回一个可迭代对象,此可迭代对象将对iterable提供的数据进行筛选

说明:

函数function 将对iteralbe中的每个元素进行求布尔值,返回True则保留,返回False则丢弃

示例见:

print('test1:')

for x in filter(lambda x: x % 2 == 1, range(41, 53)):

print(x, end=' ') # 41 43 45 47 49 51

print('\ntest2:')

def func1(x):

if x % 2 == 1:

return x

for x in filter(func1, range(41, 53)):

print(x, end=' ') # 41 43 45 47 49 51

练习:

1. 把之前写的is\_prime(x)判断x是否为素数的函数复制过来

1) 用filter函数把100到200的全部素数求出来,放入列表L中

2) 求300 ~ 400之间全部素数的和

#### sorted 函数

作用:

将原可迭代对象提供的数据进行排序，生成排序后的列表

格式:

sorted(iterable, key=None, reverse=False)

说明:

iterable 可迭代对象

key 函数是用来提供一个排序参考值的函数，这个函数的返回值将作为排序的依据

key的值有：

reverse 标志用来设置是否降序排序

* 简单示例:

L = [5, -2, -4, 0, 3, 1]

L2 = sorted(L) # [-4, -2, 0, 1, 3, 5]

# 要得到这样的结果该怎么办？

L3 = sorted(L, key=abs) # [0, 1, -2, 3, -4, 5]

names = ['Tom', 'Jerry', 'Spike', 'Tyke']

L = sorted(names, key=len)

# 结果 ['Tom', 'Tyke', 'Jerry', 'Spike']

* 示例：与lambda高级联用

**1、lambda与sorted联用对列表里的字典排序**

>>> L = [{'a': 1, 'b': 4}, {'a': 1111, 'b': 2}, {'a': 1111, 'b': 3}]

>>> sorted(L, key=lambda d: d['b'], reverse=False)

[{'a': 1111, 'b': 2}, {'a': 1111, 'b': 3}, {'a': 1, 'b': 4}]

2、对字典进行按key排序

>>> d={'a':25,'c':27,'b':20,'d':22}

>>> sorted(d.keys())

['a', 'b', 'c', 'd']

3、对字典进行按values排序

>>> d={'a':25,'c':27,'b':20,'d':22}

>>> sorted(d.items(),key=lambda item:item[1])

[('b', 20), ('d', 22), ('a', 25), ('c', 27)]

>>> sorted(d.items(),key=lambda item:item[1],reverse=True)

[('c', 27), ('a', 25), ('d', 22), ('b', 20)]

4、对列表多重排序

>>> sorted([2,3,4,1],key=lambda x: x)

[1, 2, 3, 4]

>>> sorted([2,3,4,1],key=lambda x: x\*-1)

[4, 3, 2, 1]

>>> sorted([['a',2], ['b',3], ['c',4], ['d',1]],key=lambda x: x[1]\*-1)

[['c', 4], ['b', 3], ['a', 2], ['d', 1]]

对sorted的key=function中lambda的理解：

>>> sorted([['a',2, 1], ['b',3,1],['bb',4,1], ['c',4,2], ['d',1,2]],key=lambda x: (x[2], x[1]\*-1))

[['bb', 4, 1], ['b', 3, 1], ['a', 2, 1], ['c', 4, 2], ['d', 1, 2]]

>>> def fn(x):

... return (x[2], x[1]\*-1)

...

>>> sorted([['a',2, 1], ['b',3,1],['bb',4,1], ['c',4,2], ['d',1,2]],key=fn)

[['bb', 4, 1], ['b', 3, 1], ['a', 2, 1], ['c', 4, 2], ['d', 1, 2]]

利用模块，编程排序（不如lambda灵活，特别是目前未找到多重排序如何实现一正排序同时一负排序）

Operator 模块函数（[python 列表排序方法sort、sorted技巧篇 - whaben - 博客园](https://www.cnblogs.com/whaben/p/6495702.html)）

上面的key参数的使用非常广泛，因此python提供了一些方便的函数来使得访问方法更加容易和快速。operator模块有itemgetter，attrgetter，从2.6开始还增加了methodcaller方法。使用这些方法，上面的操作将变得更加简洁和快速：

>>> from operator import itemgetter, attrgetter

>>> sorted(student\_tuples, key=itemgetter(2))

[('dave', 'B', 10), ('jane', 'B', 12), ('john', 'A', 15)]

>>> sorted(student\_objects, key=attrgetter('age'))

[('dave', 'B', 10), ('jane', 'B', 12), ('john', 'A', 15)]

operator模块还允许多级的排序，例如，先以grade，然后再以age来排序：

>>> sorted(student\_tuples, key=itemgetter(1,2))

[('john', 'A', 15), ('dave', 'B', 10), ('jane', 'B', 12)]

>>> sorted(student\_objects, key=attrgetter('grade', 'age'))

[('john', 'A', 15), ('dave', 'B', 10), ('jane', 'B', 12)]

练习:

已知:

names = ['Tom', 'Jerry', 'Spike', 'Tyke']

排序的依据为原字符串反序的字符串

'moT', 'yrreJ', 'ekipS', 'ekyT'

结果:

['Spike', 'Tyke', 'Tom', 'Jerry']

参考：

>>> sorted(['Tom', 'Jerry', 'Spike', 'Tyke'],key=lambda x:x[::-1])

['Spike', 'Tyke', 'Tom', 'Jerry']

### 递归函数

递归函数 recursion

函数直接或间接的调用自身

说明：

递归一定要控制递归的层数，当符合一定条件时要终止递归调用

几乎所有的递归都能用while循环来代替

优点:

递归可以把问题简单化，让思路更为清晰,代码更简洁

缺点:

递归因系统环境影响大，当递归深度太大时，可能会得到不可预知的结果

示例:

**def** f():

f() # 直接调用自己，进入递归

f()

# 函数间接调用自身

**def** fa():

fb()

**def** fb():

fa()

fa()

print(**"递归完成"**)

递归的两个阶段：

递推阶段: 从原问题出发，按递归公式递推从未知到已知，最终达到递归的终止条件

回归阶段: 按递归终止条件求出结果，逆向逐步代入递归公式，回归到问题求解

示例见:

**def** fn(n):

print(**"递归进入第"**, n, **'层'**)

# 当递归进入第三层时，将不再向下走，开始回归

**if** n == 3:

**return**

fn(n + 1)

print(**'递归退出第'**, n, **'层'**)

fn(1)

print(**"程序结束"**)

'''

递归进入第 1 层

递归进入第 2 层

递归进入第 3 层

递归退出第 2 层

递归退出第 1 层

程序结束

'''

示例:

写一个函数求n的阶乘（递归实现）

见:

def myfac(n):

if n == 1:

return 1

return n \* myfac(n-1)

print('5的阶乘是:', myfac(5))

递归的实现方法

先假设函数已经实现

练习:

写一个函数mysum(n), 用递归方法求

1 + 2 + 3 + 4 + .... + n的和

def mysum(n):

....

print(mysum(100)) # 5050

**def** mysum(n):

**if** n == 1:

**return** 1

**return** n + mysum(n-1)

print(mysum(4))

### 闭包 closure 闭包函数【？待学习】

概念：

闭包是指引用了此函数外部嵌套函数作用域变量的函数

【换句话说，就是定义一次的函数变量的参数可以继续使用】

闭包必须满足三个条件:

1. 必须有内嵌函数（def一行）

2. 内嵌函数必须引用外部函数中的变量（y）

3. 外部函数返回值必须是内嵌函数.（fn）

#### 实例

示例1:

def make\_power(y):

def fn(x):

return x \*\* y

return fn

pow2 = make\_power(2)

print('5的平方是:', pow2(5))

print('5的平方是:', make\_power(2)(5)) # 还可以一句话直接生成

pow3 = make\_power(3)

print("6的立方是", pow3(6))

# 计算

# 1\*\* 2 + 2\*\*2 + 3\*\*2 + ..... + 9 \*\* 2

print(sum(map(lambda x: x\*\*2, range(1, 9))))

print(sum(map(make\_power(2), range(1, 9))))

示例2：

def get\_fx(a, b, c):

def fx(x):

return a\*x\*\*2 + b\*x\*\*1 + c

return fx

# 创建函数 f(x) = 1\*x\*\*2 + 2\*x\*\*1 + 3

f123 = get\_fx(1, 2, 3)

print(f123(20))

print(f123(50))

f654 = get\_fx(6,5,4)

print(f654(20))

print(f654(50))

我的理解：

def kuangjia(kuangjiax):

def func(x):

print('hehe')

print(kuangjiax)

print(x)

return func

do = kuangjia('mmp')

do('666')

#### 应用：

* 减少print(file=fo)的写法次数

import time

def f(foname):

def g(\*args):

print(\*args, file=fo)

fo = open(foname, 'w', buffering=1)

return g

def main():

myprint = f('my.log')

# print([1, 2], {4: 4}, 1, 2)

myprint([1, 2], {4: 4}, 1, 2)

# fo.write(str([1, 2]) + str({4: 4}))

time.sleep(20)

# print([1, 2], {4: 4}, 1, 2)

myprint([1, 2], {4: 4}, 1, 2)

if \_\_name\_\_ == '\_\_main\_\_':

main()

练习:

1. 已知:

第五个人比第四个人大2岁

第四个人比第三个人大2岁

第三个人比第二个人大2岁

第二个人比第一个人大2岁

第一个人说他10岁

编写程序算出第5个人几岁?

(思考是否可以使用递归和循环两种方式来做)

# 循环实现

x=1

age=10

while x<5:

age=age+2

x+=1

print(age)

# 递归实现

**def** f(n):

**if** n==1:

**return** 10

**return** 2+f(n-1)

print(f(5))

2. 已知有列表:

L = [[3, 5, 8], 10, [[13, 14], 15, 18], 20]

1) 写一个函数print\_list(lst)打印出列表内的所有元素

print\_list(L) # 3 5 8 10 13 14...

2) 写一个函数sum\_list(lst): 返回这个列表中所有元素的和

print(sum\_list(L)) # 86

注:

type(x) 可以返回一个变量的类型

如:

>>> type(20) is int # True

>>> type([3, 5, 8]) is list # True

**def** func(Lx):

**if** type(Lx) == typeL:

**for** i **in** Lx:

print(**'Lx'**, Lx)

print(**'i'**, i)

**return** func(i)

**else**:

print(**'Lx'**, Lx, end=**' '**)

L = [[3, 5, 8], 10, [[13, 14], 15, 18], 20]

typeL = type(L) # type([3, 5, 8]) is list # True

func(L)

# 结果如下，为何for循环不能自动向后迭代？

'''

Lx [[3, 5, 8], 10, [[13, 14], 15, 18], 20]

i [3, 5, 8]

Lx [3, 5, 8]

i 3

Lx 3

'''

3. 改写之前的学生信息管理程序

要求添加四个功能:

| 5) 按学生成绩高-低显示学生信息 |

| 6) 按学生成绩低-高显示学生信息 |

| 7) 按学生年龄高-低显示学生信息 |

| 8) 按学生年龄低-高显示学生信息 |

模块也是对象

### 装饰器 decorators(专业提高往篇)

**问题:**

函数名 / 函数名() 区别

函数名是变量，它绑定一个函数

什么是装饰器？

**概念：**

装饰器是一个函数，主要作用是用来包装另一个函数或类(后面会讲)

**作用：**

是在不改变原函数名(或类名)的情况下改变被包装对象的行为

**函数装饰器:**

函数装饰器是指装饰器是一个函数，传入的是一个函数，返回的也是一个函数

**语法:**

def 装饰器函数名(参数):

语句块

return 函数对象

@装饰器函数名<换行>

def 函数名(形参列表):

语句块

函数名()

优秀参考文档：

这是我见过最全面的Python装饰器详解！没有学不会这种说法！ - Python程序员的博客 - CSDN博客

<https://blog.csdn.net/qq_42156420/article/details/81169554>

#### 运行机制：

* 原理描述：

1. 调用顺序，遵循入栈出栈思想

2. 装饰器实际上是一个闭包函数

@mydeco

def myfunc()....

等同于

myfunc = mydeco(myfunc)

* 运行过程

1. 将函数名myfun(x)作为一个对象传入装饰器函数形参fn，即fn=myfun(x)
2. 装饰器函数中，return返回其内部定义的子函数fx，并使用参数x
3. 子函数内部可以直接return返回fn(n)

示例见:

def mydeco(fn):

def fx(x,y=10):

print('mmp',x,y)

fn(4) #若此处调用myfunc()会导致无穷循环

return fx

@mydeco

def myfunc(x):

print('被装饰函数',x)

myfunc(5)

#结果：

'''

mmp 5 10

被装饰函数 4

'''

探索：

def mydeco1(function):

print('阶段一：程序读取mydeco1（1）')

def func(x, y=10):

print('--> 开始mydeco1(myfunc(5))')

function(x)

print('mydeco1，over, x=%d,y=%d' % (x, y))

print('阶段一：程序读取mydeco1（2）')

return func

############# 结 果 #############

'''

--------------------------

阶段一：程序读取mydeco1（1）

阶段一：程序读取mydeco1（2）

阶段一：程序读取mydeco2（1）

阶段一：程序读取mydeco2（2）

-------------

开始执行myfunc(5)

--> 开始mydeco2(myfunc(5))

--> 开始mydeco1(myfunc(5))

----> 运行myfunc(5), x=5

mydeco1，over, x=5,y=10

mydeco2，over, x=5

'''

def mydeco2(function):

print('阶段一：程序读取mydeco2（1）')

def func(x):

print('--> 开始mydeco2(myfunc(5))')

function(x)

print('mydeco2，over, x=%d' % (x,))

print('阶段一：程序读取mydeco2（2）')

return func

print('--------------------------')

@mydeco2 # 3,mydeco1( mydeco2( myfunc(5) )

@mydeco1 # 2, mydeco2( myfunc(5) ) )

def myfunc(x): # 1, myfunc(5)

print('----> 运行myfunc(5), x=%d' % x)

print('-------------\n开始执行myfunc(5)')

myfunc(5)

#### 应用实例：

# 此示例示意再加一个装饰器用来添加余额变动提醒功能

def send\_message(fn):

# 小姜写了一个装饰器函数用来发送短信 # send\_message(fn=privillage\_check(savemoney("小张", 200)))

def fy(name, x):

mod = fn(name, x) # 先办业务

if mod == "无权限":

print("%s无权限操作" % name)

elif mod:

print('发短信给%s存了%s元, 剩余%s元' % (name, x, L[0]))

else:

print('发短信给%s取了%s元, 剩余%s元' % (name, x, L[0]))

return fy

def privillage\_check(fn):

# 小赵写了一个装饰器函数: privillage\_check(fn=savemoney("小张", 200))

def fx(name, x):

print("\n正在检查权限.....")

if name in {"小张", "小赵"}:

mod = fn(name, x) # 权限通过可以调用相应函数

return mod

else:

return "无权限"

return fx

@send\_message # send\_message(privillage\_check(savemoney("小张", 200)))

@privillage\_check # privillage\_check(savemoney("小张", 200))

# 写一个操作数据的函数(此函数用来示意存钱操作)

def savemoney(name, x): # 魏老师写的函数,用于存钱

print(name, '存钱', x, '元')

L[0] += x

return 1

@send\_message

@privillage\_check

def withdraw(name, x): # 冯老师写的函数，用于取钱

print(name, '取钱', x, '元')

L[0] -= x

return 0

L = [0]

# ---- 以下是调用者小闵写的程序 -------

savemoney("小张", 2000)

withdraw("小张", 1000)

withdraw('小赵', 100)

savemoney('小赵', 400)

withdraw('小李', 500)

withdraw('小杜', 500)

# 运行结果

'''

正在检查权限.....

小张 存钱 2000 元

发短信给小张存了2000元, 剩余2000元

正在检查权限.....

小张 取钱 1000 元

发短信给小张取了1000元, 剩余1000元

正在检查权限.....

小赵 取钱 100 元

发短信给小赵取了100元, 剩余900元

正在检查权限.....

小赵 存钱 400 元

发短信给小赵存了400元, 剩余1300元

正在检查权限.....

小李无权限操作

正在检查权限.....

小杜无权限操作

'''

## 函数的文档字符串

定义：

函数内第一次未赋值给任何变量的字符串是此函数的文档字符串

说明:

1. 文档字符串通常用来说明本函数的功能和使用方法

2. 在交互模式下，输入:help(函数名) 可以查看函数的文档字符串

* 语法:

def 函数名(形参列表):

'''函数的文档字符串'''

函数语句块

* 查看方法：

help(函数名) 用于查看函数的帮助信息

函数的 \_\_doc\_\_ 属性

\_\_doc\_\_ 属性用于记录文档字符串。用来绑定函数的文档字符串

函数的 \_\_name\_\_ 属性

\_\_name\_\_ 用于记录函数的名称。用来绑定函数名(字符串)

示例:

def hello():

'''此函数用来打招呼...

这是函数的文档字符串

'''

pass

>>> help(hello)

函数的定义语法:

@装饰器1

@装饰器2

...

def 函数名(位置形参, \*元组形参(或\*), 命名关键字形参, \*\*字典形参):

'''文档字符串'''

语句块

## 机制研究

函数绑定

### 可变对象思考（函数中的）

* 现象

面试题,思考？

L = [1, 2, 3]

def f(n=0, lst=[]):

lst.append(n)

print(lst)

f(4, L) # 打印结果是什么？·[1, 2, 3, 4]

f(5, L) # 打印结果是什么？ [1, 2, 3, 4, 5]

f(100) [100]

f(200) # 打印结果是什么？为什么？ [100, 200]

如下代码的打印结果是什么？

L = [1, 2, 3]

def f(n=0, lst=None):

if lst is None:

lst = []

lst.append(n)

print(lst)

f(4, L) # 打印结果是什么？·[1, 2, 3, 4]

f(5, L) # 打印结果是什么？ [1, 2, 3, 4, 5]

f(100) # [100]

f(200) # 打印结果是什么？为什么？ [200]

* 本质理解

函数在一开始初始化时，初始形参的变量即被创建和绑定一个对象。

若调用函数不再改变，绑定的对象将在之后的调用处理中也一直是该对象。

用列表进行函数传参ID是否变化？

L是独立的空间，函数内可以直接更改L，内外都相同

示例：

>>> def f(x,L):

... print("ID",id(L))

... L+=[1]

... L.append(x)

...

>>> L

[1, 2, 3]

>>> f(9,L)

ID 21181864

>>> L

[1, 2, 3, 1, 9]

>>> id(L)

21181864

# 数据的迭代与生成

* 小结:

迭代器

用来访问可迭代对象的数据

　　iter(iterable) # 返回迭代器

next(iterator) # 获取可迭代对象的数据

生成器函数

根据需要动态创建一些数据(数据原来不存在，用yield现用现生成)

range()

生成器表达式

## 迭代器 和 生成器

iterator和generator

共同点：

1. 调用一次后，迭代对象和生成对象皆消失

示例：迭代对象消失

>>> r = range(0,5)

>>> it = iter(r)

>>> for i in it:

print(i)

0

1

2

3

4

>>> for i in it:

print(i)

1. 的

### 迭代器iterator

* 问题引入：

问题:

能否用迭代器访问 range(100, 10000) 中的前三个数?

(要求不用for 循环)

实例：

r = range(100, 10000)

it = iter(r)

print("第一个数是:", next(it)) # 100

print("第二个数是:", next(it)) # 101

print("第三个数是:", next(it)) # 102

#### 基本概念

* 概念

迭代器是访问可迭代对象的一种方式。

迭代器是访问可迭代对象的工具(对象)。

迭代器本身也是对象。

* 说明:

迭代器只能向前取值,不能后退

用iter函数可以返回一个可迭代对象的迭代器

* 疑问

for语句是该迭代器的一种封装【？】

#### 迭代器函数:

* iter( )和next( )

iter(iterable) 从可迭代对象中返回一个迭代器,iterable必须是一个能提供迭代器的可迭代对象

next(iterator) 从迭代器iterator中获取下一条记录,如果无法获取下一条记录,则触发StopIteration 异常

注意：next(iterator)，内容必须是迭代器iterator，非可迭代对象iterable。

示例：

L = [2, 3, 5]

it = iter(L) # 让可迭代对象L 提供一个迭代器

next(it) # 2

next(it) # 3

next(it) # 5

next(it) # StopIteration 异常通知

>>> next([1,2,3])

Traceback (most recent call last):

File "<pyshell#7>", line 1, in <module>

next([1,2,3])

TypeError: 'list' object is not an iterator

* reversed() 反向迭代：

reversed(lst)，一般用于for语句中反向迭代

#### 应用实例

不使用for循环的迭代：（用while 语句遍历列表L中的全部元素）

xiyou=[1,2,3,4]

it=iter(xiyou)

while True:

try:

print(next(it))

except:

print('the end')

break

### 生成器generator

问题引入：

时间 vs 空间

计算机内存有限，生成器函数能用计算的时间换取内存的空间。

概念：

生成器是能够动态提供数据的对象,生成器对象也是可迭代对象(实例)

特点：

是一次性的。数据被使用后就被删除

生成器有两种：

生成器函数

生成器表达式

#### 生成器函数

##### 基本概念：

定义

含有 yield 语句的函数是生成器函数，此函数被调用时将返回一个生成器对象

注: yield 翻译为产生（或生成)

返回：

返回一个生成器对象，生成器对象是一个可迭代对象

生成器函数说明:

1. 生成器函数的调用将返回一个生成器对象,生成器对象是可迭代对象

2. 生成器函数调用 return 会触发一个StopIteration异常【？】

语法：

def f():

...

yield 表达式1

yield 表达式2

...

f()

说明:

yield用于def函数中，目的是将此函数作为生成器函数使用

yield用来生成数据，供迭代器 next(it) 函数使用

##### 运行机制：

函数中遇到yield语句时，

1先执行yield之前语句，

2送yield之后元素出来参与各类操作,如list

示例见:

生成器函数示例：

def myyield():

print("即将生成2")

yield 2 # 生成2

print('即将生成3')

yield 3 # 生成3

print('即将生成5')

yield 5

print("myield函数返回")

print('\*----------------------') # 此处说明函数返回可迭代对象

myyield() # 无任何执行与返回

print(myyield()) # 返回迭代对象地址

print('\*----------------------')

# 说明机制：遇到yield语句时，1>执行之前语句，2>送yield元素出来

for x in myyield():

print(x)

print('\*\*---------------------') # 此处说明迭代对象只能使用一次

it = myyield() # it 绑定生成器

print(list(it)) # 可见迭代对象存在

print('\*\*\*--------------------')

print(list(it)) # 可见迭代对象已删除

结果：

"""

<generator object myyield at 0x000000000282FB48>

\*----------------------

即将生成2

2

即将生成3

3

即将生成5

5

myield函数返回

\*\*---------------------

即将生成2

即将生成3

即将生成5

myield函数返回

[2, 3, 5]

\*\*\*--------------------

[]

"""

##### 应用

使用yield生成序列

def myeven(s, e):

while s < e:

if s % 2 == 0:

yield s

s += 1

for i in myeven(10, 20):

print(i)

#### 生成器表达式

##### 基本概念

* 语法:

(表达式 for 变量　in 可迭代对象 [if 真值表达式])

说明：if 子句可以省略

* 作用:

用推导式的形式生成一个新的生成器

　　示例:

gen = (x\*\*2 for x in range(1, 4))

it = iter(gen)

next(it)　　# 1

next(it)　　# 4

next(it)　　# 9

next(it)　　# StopIteration

* 优点：

不占用内存空间

##### 列表推导式 和　生成表达式的区别:

生成表达式**不存储数据**，所有数据都是实时获取的。

而列表推导式相反，储存数据生成新列表。

实例：

改变原列表分别对结果的影响

# 看程序执行结果有什么不同:

# 1) 程序1

L = [2, 3, 5, 7]

lst = [x for x in L]

it = iter(lst)

print(next(it)) # 2

L[1] = 30

print(next(it)) # 3

#2) 程序2

L = [2, 3, 5, 7]

lst = (x for x in L)

it = iter(lst)

print(next(it)) # 2

L[1] = 30

print(next(it)) # 30

## 迭代工具函数:

迭代工具函数的作用是：生成一个个性化的可迭代对象

### zip函数

* 格式：

zip(iter1 [,iter2, iter3,...])

* 返回：

元组包装的对象enumerate。

返回一个zip对象此对象用于生成一个元组，此元组的个数由最小的可迭代对象决定，

元组由对象位置的iter1，iter组成。

* 示例:

本质探索：

zip生成的是一个个元组组成的可迭代对象。

numbers = [10086, 10000, 10010, 95588]

names = ['中国移动', '中国电信', '中国联通']

for a in zip(numbers, names):

print(a)

"""

(10086, '中国移动')

(10000, '中国电信')

(10010, '中国联通')

"""

* 应用：

常用操作：相当于序列赋值给n,a

numbers = [10086, 10000, 10010, 95588]

names = ['中国移动', '中国电信', '中国联通']

for n, a in zip(numbers, names):

print(a, '的客服号码是:', n)

"""

中国移动 的客服号码是: 10086

中国电信 的客服号码是: 10000

中国联通 的客服号码是: 10010

"""

* 应用

# 以下用zip函数生成一个字典

numbers = [10086, 10000, 10010, 95588]

names = ['中国移动', '中国电信', '中国联通']

d = dict(zip(names, numbers))

* 运行机制

# zip函数的实现机制见:

03\_myzip.py

### enumerate函数(枚举函数)

返回：

元组包装的对象enumerate。

每个元素前添加索引，并包装为元组(索引,元素)，组合为可迭代对象enumerate

作用：

从指定数（默认为0）开始向后自动生成序号

格式：

enumerate(iterable[,start=0])

生成带索引的枚举对象，返回迭代类型为索引-值对(index,value)对, 默认索引从零开始,也可以使用start绑定

示例:

names = ['中国移动', '中国电信', '中国联通']

for x in enumerate(names):

print(x) # (0, '中国移动'), (1, '中国电信')...

for x in enumerate(names, start=100): # 可省略“start=”

print(x) # (100, '中国移动'), (101, '中国电信'), (102, '中国联通')

# 错误及异常处理

问题描述：

程序语句正常，但是却因为输入值错误无法运行

若要继续运行，如何解决？

异常处理意义：

传递与处理进程异常信息，类似于公司管理。

## 基本概念

### 错误与异常比较

* 错误

错误是指由于逻辑或语法等导致一个程序无法正常执行的问题

特点：

有些错误是无法预知的

* 异常

异常是程序出错时标识的一种状态。

当异常发生时，程序不会再向下执行，而转去调用此函数的地方待处理此错误并恢复为正常状态。

即便Python程序的语法是正确的，在运行它的时候，也有可能发生错误。运行期检测到的错误被称为异常。

大多数的异常都不会被程序处理，都以错误信息的形式展现。

### 作用

* 作用:

用作信号,通知上层调用者有错误需要处理

### 错误类型

|  |  |  |
| --- | --- | --- |
| 分类 | 错误类型 | 说明 |
| 数值 | ZeroDivisionError | 除(或取模)零 (所有数据类型) |
| 函数 | ValueError | 传入无效的参数 |
|  | AssertionError | 断言语句失败 |
|  | StopIteration | 迭代器没有更多的值 |
|  | IndexError | 序列中没有此索引(index) |
|  | IndentationError | 缩进错误 |
| 模块 | ImportError | 导入模块/对象失败 |
| 文件 | OSError | 输入/输出操作失败 |
|  | NameError | 未声明/初始化对象 (没有属性) |
|  | AttributeError | 对象没有这个属性 |
|  |  |  |
|  | BaseException | 所有异常的基类 |
|  | SystemExit | 解释器请求退出 |
|  | KeyboardInterrupt | 用户中断执行(通常是输入^C) |
|  | Exception | 常规错误的基类 |
|  | GeneratorExit | 生成器(generator)发生异常来通知退出 |
|  | StandardError | 所有的内建标准异常的基类 |
|  | ArithmeticError | 所有数值计算错误的基类 |
|  | FloatingPointError | 浮点计算错误 |
|  | OverflowError | 数值运算超出最大限制 |
|  | EOFError | 没有内建输入,到达EOF 标记 |
|  | EnvironmentError | 操作系统错误的基类 |
|  | OSError | 操作系统错误 |
|  | WindowsError | 系统调用失败 |
|  | LookupError | 无效数据查询的基类 |
|  | KeyError | 映射中没有这个键 |
|  | MemoryError | 内存溢出错误(对于Python 解释器不是致命的) |
|  | UnboundLocalError | 访问未初始化的本地变量 |
|  | ReferenceError | 弱引用(Weak reference)试图访问已经垃圾回收了的对象 |
|  | RuntimeError | 一般的运行时错误 |
|  | NotImplementedError | 尚未实现的方法 |
|  | SyntaxError Python | 语法错误 |
|  | TabError | Tab 和空格混用 |
|  | SystemError | 一般的解释器系统错误 |
|  | TypeError | 对类型无效的操作 |
|  | UnicodeError | Unicode 相关的错误 |
|  | UnicodeDecodeError | Unicode 解码时的错误 |
|  | UnicodeEncodeError | Unicode 编码时错误 |
|  | UnicodeTranslateError | Unicode 转换时错误 |

|  |  |
| --- | --- |
| 以下为警告类型 |  |
| Warning | 警告的基类 |
| DeprecationWarning | 关于被弃用的特征的警告 |
| FutureWarning | 关于构造将来语义会有改变的警告 |
| OverflowWarning | 旧的关于自动提升为长整型(long)的警告 |
| PendingDeprecationWarning | 关于特性将会被废弃的警告 |
| RuntimeWarning | 可疑的运行时行为(runtime behavior)的警告 |
| SyntaxWarning | 可疑的语法的警告 |
| UserWarning | 用户代码生成的警告 |

## 语句

* 小结:

语句:

try-except

捕获异常，偿试接收异常通知

(收通知,偿试处理错误，将状态改为正常状态)

try-finally

执行一定要执行的语句

raise

发送异常通知，将程序转为异常状态（进入异常流程)

(发错误通知，将状态改为异常状态)

assert

根据条件来触发AssertionError类型的异常

with 语句(以后再学)

### try语句

常规语法：try、except、else、finally

* 两种语法：

try-except语句

try-finally语句

* try-except语句

作用：

偿试捕获异常，将程序转为正常状态并继续执行

注:try-finally语句不会改变程序的(正常/异常)状态

* try-finally语句

作用:

通常用try-finally语句来做触发异常时必须要处理的事情,无论异常是否发生，finally子句都会被执行

#### 语法：

try:

try:

可能触发异常的语句

except 错误类型1 [as 变量1]:

异常处理语句1

except 错误类型2 [as 变量2]:

异常处理语句2

except (错误类型3, 错误类型4, ...) [as 变量3]:

异常处理语句3

...

except:

异常处理语句other

else:

末发生异常时执行的语句

finally:

一定要执行的最终语句

except 错误类型1:

异常处理语句1

...

* 语法说明:

as 子句是用于绑定错误对象的变量，可以省略不写。

except子句可以有一个或多个，但至少要有一个except或finally

else子句最多只能有一个，也可以省略不写

finally子句最多只能有一个，也可以省略不写

* 变量绑定及异常自定义说明：

as可以用于绑定变量返回错误标识。

try:

int('a')

except ValueError as e: **# as可以用于绑定变量返回错误标识。**

print("错误的值是:", e)

'''

错误的值是: invalid literal for int() with base 10: 'a'

'''

练习:

与一个函数 get\_score() 来获取学生的成绩(0~100), 如果输入出现异常，则此函数返回0,否则返回用户输入的成绩

def get\_score():

....

score = get\_score()

print("学生的成绩是:", score)

#### 运行机制：

**若无错：**

执行由try --> else --> finally

**遇错立即跳出，若在try中，则**

执行由try --> except --> finally

示例：

def make\_exception():

# err = ValueError # 可绑定变量

# raise err

raise ValueError("This is 我自己定义的一个错误")

print('该条语句会被跳过吗？yes1')

try:

make\_exception()

print('该条语句会被跳过吗？yes2')

except ValueError as e:

print("try里出现了值错误通知，已捕获!!!")

print("接收的异常通知是: ", e)

else:

print('else语句会被跳过吗？yes3')

finally:

print('该条语句会被跳过吗？No')

'''

try里出现了值错误通知，已捕获!!!

接收的异常通知是: This is 我自己定义的一个错误

该条语句会被跳过吗？No

'''

**错误会逐层向外传递**

**def** fry\_egg():

**try**:

print(**'打开天燃气....'**)

**try**:

count = int(input(**"请输入鸡蛋个数: "**))

print(**"共煎了"**, count, **'个鸡蛋'**)

**finally**:

print(**'关闭天燃气'**)

**except** ValueError:

**pass**

fry\_egg()

print("程序正常执行")

练习:

1. 一个球100米高空落下,每次落下后反弹高度是原高度的一半,再落下,

写程序

1) 算出皮球在第10次落地后反弹高度是多少,

2) 打印出球共经过了多少米的路程

2. 分解质因数,输入一个正整数，分解质因数:

如:

输入: 90

打印:

90=2\*3\*3\*5

(质因数是指最小能被原数整数的素数(不包括1))

### raise 语句

作用:

触发一个错误,让程序进入异常状态

语法:

raise 异常类型

或

raise 异常对象

示例见:

11\_raise.py

12\_raise\_get\_age.py

示例：

def make\_exception():

# raise ValueError

err = ValueError("这是我自己定义的一个错误")

raise err

print('该条语句会被跳过吗？yes')

try:

make\_exception()

print('该条语句会被跳过吗？yes')

except ValueError as e:

print("try里出现了值错误通知，已捕获!!!")

print("接收的异常通知是: ", e)

### assert 语句(断言语句)

语法:

assert 真值表达式, 错误数据(通常是字符串)

作用:

当真值表达式为False时,用错误数据创建一个 AssertionError 类型的错误,并进入异常状态

【用于抛出不满足正常条件的异常】

【检验输入的数据是否合格，后面跟满足的条件，不满足时抛出异常】

类似于:

if 真值表达式 == False:

raise AssertionError(错误数据)

示例：

# 此示例示意assert语句的用法

def get\_score():

s = int(input("请输入学生成绩: "))

# 用assert语句来断言s是否在 0~100之间

assert 0 <= s <= 100, "用户输入的整数不在0~100之间"

return s

try:

score = get\_score()

print("学生成绩为:", score)

except ValueError:

print("用户输入的成绩无法转化为整数")

except AssertionError as err:

print("发生了断言错误，原因是:", err)

## 应用

为什么要用异常处理机制？

在程序调用层数较深时,向主调函数传递错误信息需要用return语句层层传递比较麻烦,所以用异常处理机制

说明示例:

# 以建房子为例

def f1():

print("开始建房子打地基")

err = ValueError("打地基挖出古董")

raise err

print("完成打地基工作")

return "地基完成"

def f2():

print("开始建设地上部分")

# err = ValueError("规划要建高压线")

# return err

print("地上部分建完..")

return "地上完成"

def f3():

# 建地基

r1 = f1()

# 建地上部分

r2 = f2()

return r1 + r2

def built\_house():

'''接项目的人'''

return f3()

try:

h = built\_house() # 建房子的函数,此函数应当返回一个房子对象

print(h)

except ValueError as e:

print("错误原因是:", e)

print('改建博物管')

### 灵活处理

示例：

方法一：

def getnum(x):

try:

s = x

if s not in range(1, 141):

raise ValueError('你输入的数值%d不在范围内'%s)

print(s)

except ValueError as err:

print('触发错误，',err)

getnum(150)

触发错误， 你输入的数值150不在范围内

方法二：(断言)

# 文件file及编码

问题：

文件是什么，存储方式是什么？

编码是什么？为什么会有不同编码？

utf-8和gbk的文件区别是什么？

猜测：文件的头几个编码不同造成这些文件差异？

经验证并非如此，他们文件本质并无差异，都是字节串文件，差异在于文本模式打开后的汉字编码(翻译)规则。

字节串和二进制文件有什么关系？

字节串是二进制文件的存储方式。

为什么Python在Linux下能正常open并read文件，而把文件放在Windows不能？

系统的编码不同win --> gbk，linux --> utf-8。

linux的默认

## 基本概念

### 文件file

什么是文件？各种格式之间有什么区别吗？

#### 文件基本概念

我的用一句话概括：

文件是存储字节串的容器，编码和后缀名(文件格式)只是它的翻译规则。

特点：

文件是数据存储的单位

文件通常用来长期存储数据

文件中的数据是以字节为单位进行顺序存储的

#### 文件储存的信息本质

引入：

# 观察，下列数字都为十进制97

>>> 97

97

>>> 0b1100001

97

>>> 0x61

97

>>> b'\x61'

b'a'

文件的存储本质：存储字节码，被编码规则转码显示于屏幕

如文件中的

原码：

6162 6331 3233 e4b8 ade6 9687

通过utf-8转码：

abc123中文

转码验证

>>> b'\x61\x62\x63\x31\x32\x33 \xe4\xb8\xad \xe6\x96\x87'.decode('utf-8')

'abc123 中 文'

文件在外部存储都是字节串存储。

Python内部是Unicode，需要转换出去再存储。

如何理解？

文件的外部存储本身都没有任何编码信息，都是以字节串存储的。

这些字节串信息用不同的编码方法能读出不同的信息。

### 编码理解

那么，何为字节串，何为Unicode？ascII又是什么，与utf8等又是什么联系？

编码，其实相当于一套翻译规则。

#### 文件与MD5值

文件的MD5值实际上是对文件的字节码进行MD5算法加密所获得的唯一码

示例：

文件内容为：

hello

Linux下通过命令：

$md5sum 2.txt

5d41402abc4b2a76b9719d911017c592 2.txt

Python3下打开2.txt的内容读取，发现2者MD5一致

>>> import hashlib

>>> objMD5 = hashlib.md5()

>>> with open('2.txt','rb') as fi:

data=fi.read()

objMD5.update(data)

print(objMD5.hexdigest())

### 不同系统平台的编码问题

#### 换行符

* 各种操作系统的换行符:

Linux换行符: '\n'

Window换行符: '\r\n'

旧的Macintosh换行符: '\r'

新的Mac Os 换行符: '\n'

说明:

在文件文件模式下，各操作系统的换行符在读入python内部时转换为字符'\n'

这个知识有什么用呢？

因为这个你便能理解为什么有时候，Linux统计字符末尾会多1，为什么有时候文本文件编辑好后打开换行符会消失连成一片。

例1：

Linux下面创建的文件在Windows下面的换行不被读取。会连接成一行

因为其存储'\n'字节符不同。

例2：

Windows中创建的文件在Linux下读取出来能自动换行

机制是：

\n一般会操作系统被翻译成"行的结束"，即LF(Line-Feed)

\r会被翻译成"回车"，即CR(Cariage-Return)

对于文本文件的新行，在UNIX上，一般用\n(LF)来表示，Mac上用\r(CR)来表示，

Windows上是用\n\r(CR-LF)来表示。

#### 汉字编码

问题:

“十个汉字占多少个字节”这句话存储的文件占多少个字节？

不同编码，不同结果。

utf-8 32

gbk(ANSI) 20

只讲两种:

国标系列:

GB18030(二字节或四字节编码, 共27533个汉字)

GBK(二字节编码, 共21003个汉字)

GB2312(二字节编码, 共个6763汉字)

(Windows 常用)

国际标准:

UNICODE32(UNICODE16) < ---> UTF - 8

(Linux, Mac OS X, IOS, Android等常用)

有趣的是，这套标准里，3/4都是中亚文，

【问题：ASCii和这些编码是什么关系？【？】】

#### 更改文件编码的方法

Windows下，记事本 🡪 文件 🡪 另存为 🡪 选择修改编码

#### 平台兼容问题解决方案

##### 问题描述

在Windows下打开utf-8编码文件出现报错：

>>> with open('mod-run.sh') as fi:

... data = fi.read()

...

Traceback (most recent call last):

File "<stdin>", line 2, in <module>

UnicodeDecodeError: 'gbk' codec can't decode byte 0xb4 in position 183: illegal multibyte sequence

##### 探索解析

* Python脚本运行的平台兼容性问题：

windows下正常读取“gbk编码(ANSI)”，却不能正常读取“utf-8编码”文件

linux下不能正常读取“gbk编码(ANSI)”，却能正常读取“utf-8编码”文件

都返回UnicodeDecodeError错误

* 探索实例：

文本内容：

abc123中文

ABC英文

hello world

另存为myfile1.txt（“utf-8编码”），myfile2.txt（“gbk编码(ANSI)”）

Windows下运行：

打开文件1报错：

f = open('myfile1.txt', 'rt')

print("打开文件成功!")

s = f.read()

print("读取文件成功!")

print("文件中的内容是:", s)

报错：

UnicodeDecodeError: 'gbk' codec can't decode byte 0xad in position 8: illegal multibyte sequence

打开文件2正常读取：

f = open('myfile2.txt', 'rt')

print("打开文件成功!")

s = f.read()

print("读取文件成功!")

print("文件中的内容是:", s)

打开文件成功!

读取文件成功!

文件中的内容是: abc123中文

ABC英文

hello world

linux下运行结果则相反，实例不列举

##### 解决方案

* 1 二进制读取
* 2 转码

示例：解码打开

f = open('hanzi\_gbk.txt', 'rb')

b = f.read() # 读取字节串

s = b.decode('gbk') # 将gbk字节串解码为UNICODE字符串

# s = f.read()

print(s)

f.close()

##### 操作模式（文件的读取方法）

文本文件操作的两种模式:

'b' 二进制模式

't' 文本模式

文本模式(textmode)和二进制模式(binarymode)有什么区别?

流可以分为两种类型：文本流和二进制流。

文本流是解释性的，最长可达255个字符。

二进制流是非解释性的，一次处理一个字符，并且不转换字符。

Unicode/UTF/UCS格式的文件，必须用二进制方式打开和读写。

* 二进制模式的文件操作

默认的文件中存储的都是以字节为单位的数据，通常有人为规则的格式，需要以字节为单位进行读写

以十六进制方式查看文件内容的命令:

$ xxd 文件名

示例见:

file\_write\_binary.py【？】

file\_read\_binary.py

## 内存编码和文件编码

### python 的内部(内存)编码

't' 文本模式(默认)

1. 默认文件中存储的数据为字符数据，以行为单位分隔，在 python 内部统一用'\n'作为换行符进行分隔

2. 对文本文件的读写需要用字符串(str)进行读取和写入数据

说明:

python3的字符串内部都是用UNICODE来存储字符的

### python文件的编码注释

python 编码(encode) 字符串:

'gb2312'

'gbk'

'gb18030'

'utf-8'

'ascii'

（在python 源文件第一行或第二行写入如下内容是告诉解释执行器此文件的编码类型是什么）

如:

# -\*- coding: gbk -\*-

# 设置源文件编码格式为gbk

或

# -\*- coding: utf-8 -\*-

# 设置源文件编码格式为utf-8

示例见:

hello\_gbk.py

### 字节串 bytes

* 引入：

回顾问题:

之前学的容器类型:

str, list, tuple, dict, set, frozenset

序列:

list, str, tuple, bytes, bytearray

* 意义：

所有字符转码为字节作为通信传输。

存储以字节为单位的数据

* 总结

python:字符串转换成字节的三种方式

str='zifuchuang'

第一种 b'zifuchuang'

第二种bytes('zifuchuang',encoding='utf-8')

第三种('zifuchuang').encode('utf-8')

#### 概念

何为字节串？

区别

B...byte

b...bit

说明:

字节串是不可变的字节序列【？】

字节是0~255之间的整数【？】

* 创建字面值:

创建空字节串的字面值

b = b'' b 绑定空字节串

b = b"" b 绑定空字节串

b = b'''''' b 绑定空字节串

b = b"""""" b 绑定空字节串

b = B""

创建非空字节串的字面值:

b'ABCD'

b'\x41\x42'

b'hello tarena'

说明：

字面值只能是字母、数字、英文符号【对否，待验证【？】】

#### 字节串的构造函数 bytes

格式：

bytes() 生成一个空的字节串 等同于 b''

bytes(整型可迭代对象) 用可迭代对象初始化一个字节串

bytes(整数n) 生成n个值为零的字节串

bytes(字符串, encoding='utf-8') 用字符串的转换编码生成一个字节串

总结：整形数int，整型数int构成的可迭代对象，'字符串' +'utf-8'

说明：中文等会被转换为十六进制码

示例：

>>> bytes(1) # b'\x00'解码是空格

b'\x00'

>>> bytes(2)

b'\x00\x00'

>>> bytes(10)

b'\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00'

>>> bytes([1,2])

b'\x01\x02'

>>> bytes(range(1,3))

b'\x01\x02'

>>> bytes('a')

Traceback (most recent call last):

File "<pyshell#5>", line 1, in <module>

bytes('a')

TypeError: string argument without an encoding

>>> bytes('a',encoding='utf-8')

b'a'

>>> bytes('aa',encoding='utf-8')

b'aa'

>>> bytes('aaaa',encoding='utf-8')

b'aaaa'

>>> bytes('你好吗',encoding='utf-8')

b'\xe4\xbd\xa0\xe5\xa5\xbd\xe5\x90\x97'

>>> len(bytes('你好吗',encoding='utf-8'))

9

>>> bytes('你',encoding='utf-8')

b'\xe4\xbd\xa0'

#### bytes、str的区别与转换

区别本质:

bytes

存储字节(0-255)

【可被传输【？】】

str

存储Unicode字符(0-65535)

转换：

b = s.encode('utf-8')

编码(encode)

str --------------> bytes

s = b.decode('utf-8')

解码(decode)

bytes-------------> str

示例：

>>> print('妈耶'.encode('utf-8'))

b'\xe5\xa6\x88\xe8\x80\xb6'

>>> print(b'\xe5\xa6\x88\xe8\x80\xb6'.decode('utf-8'))

妈耶

#### 字节串的运算

+ += \* \*=

< <= > >= == !=

in / not in

索引/切片

示例:

b = b'abc' + b'123' # b=b'abc123'

b += b'ABC' # b=b'abc123ABC'

b'ABD' > b'ABC' # True

b = b'ABCD'

65 in b # True

b'A' in b # True

#### 用于序列函数:

len(x)

max(x)

min(x)

sum(x) # 字节串存储的是数值。可以

all(x)

any(x)

#### 不同编码字节串长度区别

>>> '给'.encode('gbk')

b'\xb8\xf8'

>>> '给'.encode('utf8')

b'\xe7\xbb\x99'

>>> '给'.encode() # 不与平台相关，默认'utf8'。

b'\xe7\xbb\x99'

>>> len(b'\xe7\xbb\x99')

3

>>> len(b'\xe7\xbb\x99'**.decode('utf8')**)

1

### 字节数组 bytearray

可变的字节序列

#### 创建字节数组的构造函数:

bytearray() 创建空的字节数组

bytearray(整数)

bytearray(整型可迭代对象)

bytearray(字符串,encoding='utf-8')

注: 以上参数等同于字节串

#### 字节数组的运算:

+ += \* \*=

比较运算: < <= > >= == !=

in / not in

索引　/ 切片(字节数组支持索引和切片赋值，规则与列表相同)

>>> ba=bytearray(b'ABCDEF')

>>> ba[::2]=[48,49,50] **# 内容必须是整数，因为代表编码值**

>>> ba

bytearray(b'0B1D2F')

#### bytearray的方法:

B.clear() 清空字节数组

B.append(n) 追加一个字节(n为0-255的整数)

B.remove(value) 删除第一个出现的字节，如果没有出现，则产生ValueError错误

B.reverse() 字节的顺序进行反转

B.decode(encoding='utf-8') # 解码

B.find(sub[, start[, end]]) 查找

字节数组的方法详见: help(bytearray)

## 文件的操作流程

1. 打开文件

2. 读/写文件

3. 关闭文件

任何的操作系统，一个应用程序同时打开文件的数量有最大数限制

### 文件的操作方法

#### 打开open( )（创建文件对象）

* 打开方式：

b

t

* 打开方法：

函数 open

open(file, mode='rt') 注：mode的rt是缺省参数。

用于打开一个文件，返回此文件对应的文件流对象，如果打开失败，则会触发OSError错误！

open返回的文件流对象是可迭代对象

文件的迭代读取:

示例:

f = open('myfile.txt')

for line in f:

print(line)

#### 读取read( )

读取方法：（按光标读取之后的内容）

file.read()

file.read(n) # n代表读取第几位

file.readline() # 逐次取出文件一行，空行时空字符串''，读取会带最后的换行符“\n”

file.readlines() # 读取所有航并以“行”为分隔符，生成返回列表

f.read()的返回类型:

1. 对于文本模式('t')打开的文件，返回字符串(str)

2. 对于二进制模式('b')打开的文件，返回字节串(bytes)

注：

file.readline() 读取的内容等同于 for s in file: print(s) 的第一句

但不同之处在于，它可以精确控制光标

#### 写入write( )

文本文件的写操作:

写文件模式有:

'w'

'x'

'a'

写入方法：

f.write(x) 对于文本模式,x必须为字符串; 对于二进制模式,x必须为字节串

写入的末尾不会带最后的换行符“\n”

file\_write\_text.py

* 写入文件的编码问题探索

经探索：

文本模式写入：

Python在Windows下默认写入的txt文件编码为gbk

Python在 Linux 下默认写入的txt文件编码为utf-8

二进制模式下：

使用二进制模式写入的文件，能保持其文件原有的编码。

示例：

myfile2.txt --编码为gbk

abc123中文

ABC英文

hello world

f = open('myfile2.txt', 'rb')

f2=open('myfile\_cp.txt','wb')

print("打开文件成功!")

s = f.read()

print("读取文件成功!")

print("文件中的内容是:", s)

f2.write(s)

print("写入文件成功!")

结果：写入的新文件myfile2.txt --编码也为gbk

#### 关闭

F.close()

关闭，释放系统资源

示例见:

01\_fileopen.py

## python 文件方法总结

### 常用方法

|  |  |  |  |
| --- | --- | --- | --- |
| 方法 | 返回 | 传参 | 说明 |
| F.close() |  |  | 关闭文件(关闭后文件不能再读写会发生ValueError错误) |
| F.readline() |  |  | 读取一行数据, 如果到达文件尾则返回空行 |
| F.readlines(max\_chars=-1) |  |  | 返回每行字符串的列表,max\_chars为最大字符(或字节)数 |
| F.writelines(lines) |  | 列表 | 每行字符串的列表 |
| F.flush() |  |  | 把写入文件对象的缓存内容写入到磁盘 |
| F.read(size = -1) |  |  | 从一个文件流中最多读取size个字符，并将光标从文件流后移 |
| F.write(text) |  |  | 写一个字符串到文件流中，返回写入的字符数 |

|  |  |  |  |
| --- | --- | --- | --- |
| 二进制文件操作方法： |  |  |  |
| F.tell() |  |  | 返回当前文件流的绝对位置，即读到第几位了，读取的光标位置 |
| F.seek(offset, whence=0) |  |  | 改变数据流的位置，返回新的绝对位置（简言之，使光标归位） |
| F.readable() |  |  | 判断这个文件是否可读,可读返回True,否则返回False |
| F.writable() |  |  | 判断这个文件是否可写,可写返回True,否则返回False |
| F.seekable() |  |  | 返回这个文件对象是否支持随机定位 |
| F.truncate(pos = None) |  |  | 剪掉 自pos位置之后的数据，返回新的文件长度(字节为单位) |

* F.tell()返回文件当前位置。

F.tell() 方法:

作用:

返回当前文件读写位置

* F.seek()设置文件当前位置

F.seek(offset[, whence])

应用

file.seek(0) # 光标归位

F.seek(偏移量, 相对位置)

偏移量:

大于0的数代表向文件尾方向移动

小于0代表向文件头方向移动

相对位置:

0 代表从文件头开始偏移

1 代表从当前位置开始偏移

2 代表从文件尾开始偏移

作用:

改变当前文件的读写位置

### 模式(mode)字符的含义

|  |  |
| --- | --- |
| 字符 | 含义 |
| 'r' | 以只读方式打开(默认) |
| 'w' | 以只写方式打开，删除原有文件内容(如果文件不存在，则创建该文件并以只写方式打开) |
| 'x' | 创建一个新文件, 并以写模式打开这个文件,如果文件存在则会产生"FileExistsError"错误 |
| 'a' | 以只写文件打开一个文件，如果有原文件则追加到文件末尾 |
| 'b' | 用二进制模式打开 |
| 't' | 文本文件模式打开 (默认) |
| '+' | 为更新内容打开一个磁盘文件 (可读可写) |

缺省参数模式是 'rt'

'w+b' 可以实现二进制随机读写，当打开文件时，文件内容将被清零

'r+b' 以二进制读和更新模式打开文件,打开文件时不会清空文件内容

'r+' 以文本模式读和更新模式打开文件,打开文件时不会清空文件内容

### 应用实例

* 示例1：F.read()读取文本内容

#data.bin

e4b8 ad00 00

#file\_read\_binary.py

file = open('data.bin', 'rb')

b = file.read(1) # 读取一个字节

print("第一个字节是:", b)

b = file.read() # 读取所有的字节

print('其它所有字节是: ', b)

file.close()

结果：

第一个字节是: b'\xe4'

其它所有字节是: b'\xb8\xad\x00\x00'

* 示例2：while + readline()读取文本内容

# 此示例示意以文本文件模式读取myfile.txt中的内容

try:

f = open("myfile.txt")

print('打开文件成功!')

# 读取文件内容

while True:

s = f.readline()

if s == '':

print('已经读取到了文件末尾')

break

print("读到这一行是:", s)

f.close()

except OSError:

print("打开文件失败")

* 示例3：F.readlines()用法

## with语句

简化try open文件

注意事项：

1、with语句命名空间

with open(file) as fi:

test = 'hello'

print(test) # 正常显示

## 原理理解

### 读取的原理

问题引入：

for迭代文件对象，与next()方法读取下一行，以及readline()读取下一行都有区别吗？

【无区别，原理本质都是通过光标读取下一行，在深入一点为指针】

四字总结：

光标移位

【无论是单独语句，还是表达式中（读取，条件判断等）只要往下面走，光标都会移位！！】

* 示例：

文件：t.txt

1

2

3

4

5

6

脚本：t.py

# t.py

fi = open('t.txt')

for i in fi:

print('--'+i)

if i.startswith('3'):

next(fi)

data=fi.readline()

print(data)

运行结果：

--1

--2

--3

5

--6

另外，还发现一些问题：

使用for和使用next()迭代文件对象，都会直接让光标直接移至文件末尾，因为无法在文件读取中获取其当前光标位置。

而使用F.readline()则会让光标按行移动。

### 二进制模式下写入文件的理解

>>> f = open('t.txt','wb')

>>> f.write(b'asdf嗨，你好')

File "<stdin>", line 1

SyntaxError: bytes can only contain ASCII literal characters.

# 面向对象

——面向对象编程: Object - Oriented Programing

研究意义：打包分类，耦合性低，思维明确；可以少一点全局变量；

研究方法A.\_\_dict\_\_，dic(A)

问题集锦：

\_\_new\_\_是什么来头？？构造函数？与\_\_init\_\_关系是什么？

## 类的简介

### 基本概念

#### 基本名词解释

* **类(Class):**用来描述具有相同的属性和方法的对象的集合。它定义了该集合中每个对象所共有的属性和方法。对象是类的实例。
* **方法：**类中定义的函数。
* **类变量：**类变量在整个实例化的对象中是公用的。类变量定义在类中且在函数体之外。类变量通常不作为实例变量使用。
* **数据成员：**类变量或者实例变量用于处理类及其实例对象的相关的数据。
* **方法重写：**如果从父类继承的方法不能满足子类的需求，可以对其进行改写，这个过程叫方法的覆盖（override），也称为方法的重写。
* **实例变量：**定义在方法中的变量，只作用于当前实例的类。
* **继承：**即一个派生类（derived class）继承基类（base class）的字段和方法。继承也允许把一个派生类的对象作为一个基类对象对待。例如，有这样一个设计：一个Dog类型的对象派生自Animal类，这是模拟"是一个（is-a）"关系（例图，Dog是一个Animal）。
* **实例化：**创建一个类的实例，类的具体对象。
* **对象：**通过类定义的数据结构实例。对象包括两个数据成员（类变量和实例变量）和方法。

#### 面向对象简介

* 什么是对象:

对象是指现实中的物体或实体

* 什么是面向对象

把一切看成对象(实例), 用各种对象之间的关系来描述事务

* 对象都有什么特征:

对象有很多属性(名词)

姓名, 性别, 年龄, ...

对象有很多行为(动作，动词)

学习，吃饭，睡觉，工作, ....

示意:

车(类) - -----> > BYD E6(京A.88888)(实例，对象)

\

\-----> > BWM X5(京B.66666)(对象)

狗(类) - -----> > 京巴(户籍号: 000001)

\

\-----> > 导盲犬(户籍号: 000002)

int(类) - -----> > 100 (对象, 实例)

\

\-----> > 200 (对象, 实例)

#### 类概念探索

* 什么是类？什么是实例？

拥有相同属性和行为的对象分为一组，即为一个类

类是用来描述对象的工具，用类可以创建此类的对象(实例)

* 类属性？实例属性？
* 类的本质和实例的本质区别和联系是什么？

### 类的创建

语法：

class 语句

语法:

class 类名(继承列表):

''' 类文档字符串'''

类变量定义

实例方法定义

类方法定义(@classmethod)

静态方法定义(@staticmethod)

作用:

创建一个类

用于描述对象的行为和属性

用于创建此类的一个或多个同类对象(实例)

说明:

继承列表可以省略，省略继承列表表示类继承自object

类名必须为标识符

类名实质上是变量，它绑定一个类

示例见:

class.py

### 类的基本结构

#### 构造函数

构造函数调用表达式：

类名([创建传参列表])

如 a = A()

作用:

创建这个类的实例对象，并返回此实例对象的引用关系

实例说明:

1. 实例有自己的作用域和名字空间，可以为该实例添加实例变量(也叫属性)

2. 实例可以调用类方法和实例方法

3. 实例可以访问类变量和实例变量

#### 类变量（类属性）

* 类变量

类变量有一个特点，在类中定义的每一个类不管在任何一个位置（比如某个类函数，某个循环嵌套中），最终都会成为类空间的“全局变量”！实例验证：

* 实例属性 attribute(也叫实例变量)

每个实例可以用自己的变量，称为实例变量(也叫属性)

使用语法:

实例.属性名

属性的赋值规则:

1. 首次为属性赋值则创建此属性

2. 再次为属性赋值则改变属性的绑定关系

作用:

记录每个对象自身的数据

示例见:

atribute.py

* 删除属性方法：del 语句

语法:

del 对象.属性名

示例:

class Dog:

pass

dog1 = Dog()

dog1.color = '白色' # 添加属性

del dog1.color 删除属性

* del 语句总结:

1) 删除变量 del a

2) 删除列表中的元素 del L[0]

3) 删除字典中的键 del d['name']

4) 删除对象的属性 del dog1.color

#### 实例方法(method):

语法:

class 类名(继承列表):

def 实例方法(self, 形参1, 形参2, ...):

'''方法的文档字符串'''

语句块

作用:

用于描述一个对象的行为，让此类型的全部对象都拥有相同的行为

说明:

实例方法的实质是函数，是定义在类内的函数

实例方法至少有一个形参，第一个形参代表调用这个方法的实例，一般命名为'self'

实例方法的调用语法:

实例.实例方法名(调用传参)

或

类名.实例方法名(实例, 调用传参)

示例1:

instance\_method.py

#### 初始化方法:

作用:

对新创建的对象添加属性等初始化操作

语法格式:

class 类名(继承列表):

def \_\_init\_\_(self[, 形参列表])

语句块

注: [] 里的内容代表可省略

说明:

1. 初始化方法名必须为\_\_init\_\_ 不可改变

2. 初始化方法会在构造函数创建实例后自动调用，且将实例自身通过第一个参数self 传入 \_\_init\_\_ 方法

3. 构造函数的实参将通过 \_\_init\_\_方法的参数列表 传入到 \_\_init\_\_ 方法中

4. 初始化方法内如果需要return 语句返回，则只能返回None

示例见:

init\_method.py

#### 析构方法

语法:

class 类名(继承列表):

def \_\_del\_\_(self):

语句块

作用:

通常用来释放此对象占用的资源

说明:

1. 析构方法会在对象被销毁时自动调用

2. python语句建议不要在对象销毁时做任何事情，因为对象销毁的时间难以确定

示例:

del\_method.py

示例：

不绑定变量也可以实例，只不过语句结束会被销毁

>>> class Test:

... def prt(self):

... print('start')

... def \_\_del\_\_(self):

... print('over')

...

**>>> Test().prt()**

start

over

#### 类方法 @classmethod

问题:

类方法会自动 a --> a.\_\_class\_\_ 【？】

1. 类方法属于类

2. 实例方法属于该类的实例

3. 请问: 类内能不能有函数, 这个函数不属于类, 也不属于实例

概念：

类方法是描述类的行为的方法, 类方法属于类, 不属于该类创建的实例

说明:

1. 类方法需要用@classmethod装饰器定义

2. 类方法至少有一个形参, 第一个形参用于绑定类, 约定写为'cls'

3. 类实例和对象实例都可以调用类方法

4. 类方法不能访问此类创建的实例的属性(只能访问类变量)

示例:

* # 此示例示意类方法的定义方法和用法

class A:

v = 0 # <<<---类变量

def \_\_init\_\_(self):

self.my\_v = 10000

@classmethod

def get\_v(cls):

'''此方法为类方法，cls用于绑定调用此方法的类

此方法用于返回类变量v的值

'''

return cls.v

# return cls.my\_v # 出错

@classmethod

def set\_v(cls, value):

cls.v = value

print(A.get\_v()) # 0 调用类方法返回值

A.set\_v(100)

print(A.get\_v()) # 100

a = A()

print(a.get\_v()) # 100

a.set\_v(200)

print(a.get\_v()) # 200

print(A.get\_v()) # 200

print(a.my\_v) # 10000

# 无法用类方法访问调用此对象的a的my\_v实例变量

print(a.get\_v())

#### 静态方法@staticmethod

静态方法 @staticmethod

静态方法是定义在类内的函数，此函数的作用域是类的内部

静态方法不属于类,也不属于类的实例,它相当于定义在类内普通函数,只是它的作用域属于类

说明:

静态方法需要使用staticmethod装饰器定义

静态方法与普通函数定义相同，不需要传入self实例参数和cls类参数

静态方法只能凭借该类或类的实例调用

静态方法不能访问类变量和实例变量(属性)

示例见:

static\_method.py

小结 ：

实例方法, 类方法, 静态方法, 函数

### 类的初始化过程

dir(对象)

['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_module\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_']

对象.\_\_dict\_\_

{'\_\_module\_\_': '\_\_main\_\_',

'\_\_init\_\_': <function Person.\_\_init\_\_ at 0x00000000025D4840>,

'\_\_dict\_\_': <attribute '\_\_dict\_\_' of 'Person' objects>,

'\_\_weakref\_\_': <attribute '\_\_weakref\_\_' of 'Person' objects>,

'\_\_doc\_\_': None}

实例传参

初始化函数\_\_init\_\_

生成\_\_dict\_\_

...

## 继承/派生

继承/派生的概念：

继承是从已有的类中派生出新的类，新类具有原类的行为，并能扩展新的行为

派生类就是从一个已有的类衍生出新的类，在新的类上可以添加新的属性和行为

作用:

1. 用继承派生机制，可以将一些共有功能加在基类中，实现代码共享.

2. 在不改变超类的代码的基础上改变原有的功能

名词

基类(base class) / 超类(super class) / 父类(father class)

派生类(derived class) / 子类

继承说明:

任何类都直接可间接的继承自object类

object类是一切类的超类

### 单继承

语法:

class 类名(基类名):

语句块

说明:

单继承是指派生类由一个基类衍生出来

示例见:

inherit.py

显式，初始化。

def \_\_init\_\_(self, a):

pass

### 调用父类

#### 通过类对象属性A.\_\_base\_\_

>>> class Aaa:

pass

>>> Aaa.\_\_base\_\_

<class 'object'>

>>> object.\_\_base\_\_ is None

True

* 方法覆盖 override

什么是覆盖

覆盖是指在有继承关系的类中，子类中实现了与基类同名的方法，在子类实例调用该方法时，实际调用的是子类中的覆盖版本的方法的现象叫覆盖

示例见：

class A:

'''A类'''

def work(self):

print("A.work被调用!")

class B(A):

'''B类'''

def work(self):

'''work 方法覆盖了父类的work'''

print("B.work被调用!")

b = B()

b.work() # B.work

a = A()

a.work() # A.work

b.work() # B.work

b.\_\_class\_\_.\_\_base\_\_.work(b) # A.work

问题:

在override.py中 ，b能否调用到父类的work方法?

#### super 函数:

* 格式：

super(class, cls) 返回绑定超类的实例(要求cls必须为class的实例)

类中使用时可以省略参数

super() 返回绑定超类的实例，等同于 super(self.\_\_class\_\_, self), 必须用在方法内调用。如： super().work()等同于super(B, self).work()

* 作用：

返回绑定超类的实例，

用超类的实例来调用其父类的覆盖方法

* 说明：

先去找上一层

super(类，对象)。是按照查找顺序去调用的

* 示例:

# 此示例示意用super构造函数来间接调用父类的覆盖版本的方法

class A:

def work(self):

print("A.work()")

class B(A):

def work(self):

print("B.work()")

def super\_work(self):

'''此方法先调用一下子类的work,

再调用一下父类的work'''

self.work() # 调用自己的work

# **super(B, self).work()**  # 调用父类的work

**super().work()** # 调用父类的work

b = B()

b.work() # B.work(),

super(B, **b**).work() # A.work()

b.super\_work() # B.work() # A.work()

# super().work() # 错的!!! super() 不能在方法外使用

* 应用

显式调用基类的构造方法

当子类中实现了\_\_init\_\_方法，基类的构造方法并不会被调用，此时需要显式调用基类的构造方法

示例见:

# super\_init.py

class Human:

def \_\_init\_\_(self, n, a):

self.name = n

self.age = a

print("Human.\_\_init\_\_被调用")

def infos(self):

print("姓名:", self.name)

print("年龄:", self.age)

class Student(Human):

def \_\_init\_\_(self, n, a, s):

**super().\_\_init\_\_(n, a)** # 显式调用父类的初始化方法

self.score = s

print("Student.\_\_init\_\_被调用")

def infos(self):

super().infos()

print("成绩:", self.score)

# h1 = Human('小张', 18)

# h1.infos()

s1 = Student("魏老师", 35, 60)

s1.infos()

### 类继承判断函数

#### issubclass()判断实例与对象的继承关系

* 概念

判断一个类的实例是否是另一个类的子类。

* 语法：

issubclass(cls, class\_or\_tuple)

判断一个类是否继承自其它的类,如果此类cls是class或 tuple中的一个派生子类则返回True,否则返回False

* 探索实例：

class A:

pass

class B(A):

pass

class C(B):

pass

issubclass(C, (A, B)) # True

issubclass(C, (int, str)) # False

探索对象绑定

class Animal(object):

def run(self):

print('Animal is running...')

class Dog(Animal):

def run(self):

print('Dog is running...')

class Cat(Animal):

def run(self):

print('Cat is running...')

def run\_twice(animal):

animal.run()

animal.run()

a = Animal()

d = Dog()

c = Cat()

print('a is Animal?', isinstance(a, Animal))

print('a is Dog? ', isinstance(a, Dog))

print('a is Cat? ', isinstance(a, Cat))

print('d is Animal?', isinstance(d, Animal))

print('d is Dog? ', isinstance(d, Dog))

print('d is Cat? ', isinstance(d, Cat))

run\_twice(c)

结果：

a is Animal? True

a is Dog? False

a is Cat? False

d is Animal? True

d is Dog? True

d is Cat? False

Cat is running...

Cat is running...

#### Isinstance()判断对象与对象间继承关系

isinstance(class, class\_or\_tuple)

返回这个对象class 是否是某个类的对象，或者某些类中的一个类的对象，如果是则返回True, 否则返回False

例子，如果继承关系是：

object -> Animal -> Dog -> Husky

>>> a = Animal()

>>> d = Dog()

>>> h = Husky()

然后，判断：

>>> isinstance(h, Husky)

True

示例:

isinstance(3.14, float) # True

isinstance('hello', str) # True

class Dog:

pass

dog1=Dog()

isinstance(dog1, Dog) # True

### 应用

* 实例：

思考下列表代码做什么事儿?

继承list类应用其方法

class MyList(list):

def insert\_head(self, n):

self.insert(0, n)

myl=MyList(range(3, 6))

myl.insert\_head(2)

myl.append(6)

print(myl) # [2, 3, 4, 5, 6]

### 继承和派生研究实例

* 查看内建类的继承

查看python内建类的继承关系的方法:

>>> help(\_\_builtins\_\_)

>>> \_\_builtins\_\_.\_\_dict\_\_

探索：

内建类的继承关系

object --> int --> bool

一切皆对象啊！！！

* 探索继承实质【？可删】

## 封装 enclosure

封装 enclosure

封装是指隐藏类的实现细节, 让使用者不用关心这些细节

封装的目的是让使用者尽可能少的实例变量(属性)进行操作

私有属性:

"\_\_name"，私有类型，

python类中, 以双下划线'\_\_'开头, 不以双下划线结尾的标识符为私有成员, 在类的外部无法直接访问

"\_name"，保护类型，protected 类型

单下划线表示，\_foo: 以单下划线开头的表示的是 protected 类型的变量，即保护类型只能允许其本身与子类进行访问，不能用于 from module import \*

示例:

# 此示例示意使用私有属性和私有方法:

class A:

def \_\_init\_\_(self):

self.\_\_p1 = 100 #\_\_p1为私有属性,在类的外部不可访问

def test(self):

print(self.\_\_p1) # 可以访问

self.\_\_m1() # A类的方法可以调用A类的私有方法

def \_\_m1(self):

'''我是私有方法,只有我自己的类中的方法才能调用我哦'''

print("我是A类的\_\_m1方法!")

a = A() # 创建对象

# print(a.\_\_p1) # 在类外看不到\_\_p1属性,访问失败!

a.test()

# a.\_\_m1() # 出错.无法调用私有方法

* 深度探索：

实例：

#私有变量深度探索：

**class** Student(object):

# \_xxx 是普通变量, 可直接访问, 人为约定俗成视为私有变量

# \_\_xxx 是私有变量(private变量), 一般不能直接访问

# \_\_xxx\_\_ 是特殊变量, 可直接访问, 特殊变量不是private变量。

**def** \_\_init\_\_(self, name, score):

self.\_\_name = name

self.\_\_score = score

**def** print\_score(self):

print(**'%s: %s'** % (self.\_\_name, self.\_\_score))

**def** get\_name(self):

**return** self.\_\_name

**def** get\_score(self):

**return** self.\_\_score

# 为什么要定义一个方法大费周折？

# 因为在方法中，可以对参数做检查，避免传入无效的参数

**def** set\_score(self, score):

**if** 0 <= score <= 100:

self.\_\_score = score

**else**:

**raise** ValueError(**'bad score'**)

print('（一）实例化')

bart = Student(**'Bart Simpson'**, 59)

print('（二）访问私有变量')

# （1）正常访问

print(bart.get\_name()) # 'Bart Simpson'

# （2）错误访问

try:

print(bart.\_\_name) # 访问报错

**except** AttributeError **as** e:

print('不能直接访问\_\_name, 报错！！错误是：', e)

# 私有变量机制：因为Python解释器对外把\_\_name变量改成了\_Student\_\_name。

# 所以还可以通过漏洞访问。强烈建议不要这么干，因为不同版本的Python解释器可能会把\_\_name改成不同的变量名。

print('（三）验证私有变量机制')

print(bart.\_Student\_\_name) # 'Bart Simpson'

print(bart.get\_name()) # 'Bart Simpson'

print('（四）修改内部私有变量')

# （1）正常修改

bart.set\_score(89)

print(bart.get\_score()) # 'Bart Simpson'

# （2）非正常修改（利用机制）

bart.\_Student\_\_name = **'New Name'**

print(bart.get\_name()) # 'New Name'

# （3）错误修改

bart.\_\_name = **'hello'**

print(bart.\_\_name) # 'New Name'

print(bart.get\_name()) # 'Bart Simpson'

# 设置\_\_name变量！

# 实质是外部代码给bart新增了一个\_\_name变量，并没有改变私有变量

# 内部的\_\_name变量已经被Python解释器自动改成了\_Student\_\_name

## 多态

静态与动态

动态语言：可以在运行的过程中，修改代码

静态语言：编译时已经确定好代码，运行过程中不能修改

* 多态 polymorphic
* 字面意思: "多种状态"
* 多态是指在继承 / 派生关系的类中, 调用基类对象的方法, 实际能调用子类的覆盖版本方法的现象叫多态

说明:

多态调用的方法与对象相关, 不与类型相关

Python的全部对象都只有"运行时状态(动态)", 没有"C++/Java"里的"编译时状态(静态)"

面向对象的编程语言的特征:

继承

封装

多态

如: C + + / Java / Python / Swift / C

* 应用：

实例1：动态的指令输入函数执行

class Point:

def draw(self):

print('正在画一个点')

class Circle:

def draw(self):

print("正在画一个圆")

def my\_draw(s):

s.draw() # 此处显示出多态中的动态

L = [Circle(), Point(), Point(), Circle()]

for s in L:

my\_draw(s)

### 多继承

* 多继承 multiple inheritance

概念

多继承是指一个子类继承自两个或两个以上的基类

语法:

class 类名(基类名1, 基类名2, ....):

语句块

说明:

1. 一个子类同时继承自多个父类, 父类中的方法可以同时被继承下来

2. 如果两个父类中有同名的方法, 而在子类中又没有覆盖此方法时, 调用结果难以确定

* 多继承的问题(缺陷)

标识符(名字空间冲突的问题)

要谨慎使用多继承

话外：为了解决多继承的命名冲突，C++不支持多继承，引入了虚函数等概念，Java则…

命名冲突时执行的先后顺序：

实例1：命名冲突，优先执行\_\_mro\_\_列表中排更前面的语句

class A:

**def** work(self):

print(**"A.work被调用!"**)

class B:

**def** work(self):

print(**"B.work被调用!"**)

**class** AB(A, B):

pass

a = A()

b = B()

ab = AB()

a.work() *# A.work*

b.work() *# B.work*

print(AB.\_\_mro\_\_) # (<class ... <class 'object'>)

ab.work() # A.work，默认谁在前调用谁

A.work被调用!

B.work被调用!

(<class '\_\_main\_\_.AB'>, <class '\_\_main\_\_.A'>, <class '\_\_main\_\_.B'>, <class 'object'>)

A.work被调用!

* \_\_mro\_\_的查找规则

使用C3算法

语法：

类名.\_\_mro\_\_ 返回查找对象排列的元组

作用：

类内的\_\_mro\_\_属性用来记录继承方法的查找顺序

实例探索：

对于如下继承关系，如何查找？

obj

\_\_ \_\_|\_\_ \_\_

/ | | \

/ | | \

A1 A2 A3 A4

\ | | / |

\ | | / |

B1 B2 B3

/ | | \ |

/ | | \ |

C1 C2 C3 C4

\ | | /

\\_\_|\_\_\_\_ \_\_\_\_|\_\_/

|

S

class A1: pass

class A2: pass

class A3: pass

class A4: pass

class B1(A1, A2): pass

class B2(A3, A4): pass

class B3(A4): pass

class C1(B1): pass

class C2(B1): pass

class C3(B2): pass

class C4(B2, B3): pass

class S(C1,C2,C3,C4): pass

print(S.\_\_mro\_\_)

'''

(<class '\_\_main\_\_.S'>,

<class '\_\_main\_\_.C1'>, <class '\_\_main\_\_.C2'>,

<class '\_\_main\_\_.B1'>,

<class '\_\_main\_\_.A1'>,

<class '\_\_main\_\_.A2'>,

<class '\_\_main\_\_.C3'>, <class '\_\_main\_\_.C4'>,

<class '\_\_main\_\_.B2'>,

<class '\_\_main\_\_.A3'>,

<class '\_\_main\_\_.B3'>,

<class '\_\_main\_\_.A4'>,

<class 'object'>)

'''

### 函数重写

函数重写 override

重写是在自定义的类内添加相应的方法,让自定义的类生成的对象(实例)像内建对象一样进行内建的函数操作

对象转字符串函数重写

repr(obj) 返回一个能代表此对象的表达式字符串,通常:

eval(repr(obj)) == obj (通常用于计算机通信)

str(obj) 通过给定的对象返回一个字符串(这个字符串通常是给人看的)

#### repr()和str()区别

探索实例

>>> a=1

>>> b=2

>>> str(a+b)

'3'

>>> repr(a+b)

'3'

#### 对象转字符串函数重写方法

repr() 函数的重写方法:

def \_\_repr\_\_(self):

return 能够表达self内容的字符串

str() 函数的重写方法:

def \_\_str\_\_(self):

return 人能看懂的字符串

说明:

1. str(obj) 函数优先调用obj.\_\_str\_\_()方法返回字符串

2. 如果obj没有\_\_str\_\_()方法, 则调用obj.\_\_repr\_\_()方法返回的字符串

3. 如果obj没有\_\_repr\_\_()方法, 则调用object类的 \_\_repr\_\_() 实例方法显示 < xxxx > 格式的字答鼓足

示例：

class MyNumber:

pass

# def \_\_len\_\_(self):

# return 100

n1 = MyNumber()

x = len(n1) # 重写了\_\_len\_\_方法才可以使用，否则报错

print('x =', x)

内建函数的重写

# 此示例示意一个自定义的数字类型重写 repr和 str的方法

#重写前：

class Mytest:

def \_\_init\_\_(self, value):

self.data = value

n1 = Mytest(100)

print('问题1:')

print(str(n1)) # 调用 n1.\_\_str\_\_(self)

print(n1) # 等同于print(str(n1))，与上句执行结果一致

print('问题2:')

print(repr(n1))

print('问题3:')

n = int(n1) # 普通的int方法无法做事情

print(type(n1))

print(type(n))

print(n)

问题1:

<\_\_main\_\_.Mytest object at 0x0000000001DEE160>

<\_\_main\_\_.Mytest object at 0x0000000001DEE160>

问题2:

<\_\_main\_\_.Mytest object at 0x0000000001DEE160>

问题3:

Traceback (most recent call last):

File "07\_str\_repr.py", line 34, in <module>

n = int(n1)

TypeError: int() argument must be a string, a bytes-like object or a number, not 'Mytest'

#重写后：

class Mytest:

def \_\_init\_\_(self, value):

self.data = value

def \_\_str\_\_(self):

print("\_\_str\_\_被调用")

return "数字: %d" % self.data

def \_\_repr\_\_(self):

print("\_\_repr\_\_被调用")

return 'Mytest(%d)' % self.data

def \_\_int\_\_(self):

print("\_\_int\_\_被调用")

return int(self.data)

n1 = Mytest(100)

print('问题1:')

print(str(n1)) # 调用 n1.\_\_str\_\_(self)

print(n1) # 等同于print(str(n1))，与上句执行结果一致

print('问题2:')

print(repr(n1))

print('问题3:')

n = int(n1)

print(type(n1))

print(type(n))

print(n)

问题1:

\_\_str\_\_被调用

数字: 100

\_\_str\_\_被调用

数字: 100

问题2:

\_\_repr\_\_被调用

Mytest(100)

问题3:

\_\_int\_\_被调用

<class '\_\_main\_\_.Mytest'>

<class 'int'>

100

其他问题深究

>>> i = -100

>>> abs(i)

100

>>> i.\_\_abs\_\_()

100

>>> help(int)

...

| Methods defined here:

|

| \_\_abs\_\_(self, /)

| abs(self)

...

## 对象的属性管理函数

详见文档

对象属性管理函数:

详见:

python\_base\_docs\_html/内建函数(builtins).html

|  |  |
| --- | --- |
| 函数 | 说明 |
| getattr(obj, name[, default]) | 从一个对象得到对象的属性；getattr(x, 'y') 等同于x.y; 当属性不存在时,如果给 出default参数,则返回default,如果没有给出default 则产生一个AttributeError错误 |
| hasattr(obj, name) | 用给定的name返回对象obj是否有此属性,此种做法可以避免在getattr(obj, name)时引发错误 |
| setattr(obj, name, value) | 给对象obj的名为name的属性设置相应的值value, set(x, 'y', v) 等同于 x.y = v |
| delattr(obj, name) | 删除对象obj中的name属性, delattr(x, 'y') 等同于 del x.y |

### 获取对象信息

>>> class MyObject(object):

def \_\_init\_\_(self):

self.x = 9

def power(self):

return self.x \* self.x

>>> obj = MyObject()

>>> hasattr(obj, 'x') # 有属性'x'吗？

True

>>> obj.x

9

>>> hasattr(obj, 'y') # 有属性'y'吗？

False

>>> setattr(obj, 'y', 19) # 设置一个属性'y'

>>> hasattr(obj, 'y') # 有属性'y'吗？

True

>>> getattr(obj, 'y') # 获取属性'y'

19

>>> obj.y # 获取属性'y'

19

>>> getattr(obj, 'z') # 获取属性'z'

Traceback (most recent call last):

File "<pyshell#28>", line 1, in <module>

getattr(obj, 'z') # 获取属性'z'

AttributeError: 'MyObject' object has no attribute 'z'

>>> getattr(obj, 'z', 404) # 获取属性'z'，如果不存在，返回默认值404

404

>>> hasattr(obj, 'power') # 有属性'power'吗？

True

>>> getattr(obj, 'power') # 获取属性'power'

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x00000000030670B8>>

>>> fn = getattr(obj, 'power') # 获取属性'power'并赋值到变量fn

>>> fn # fn指向obj.power

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x00000000030670B8>>

>>> fn() # 调用fn()与调用obj.power()是一样的
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## 类的属性查看方法

### 类对象属性

#-\*-coding:UTF-8-\*-

class A:

\_\_slots\_\_ = ['a','b']

pass

# 类属性

print(A.\_\_base\_\_) # 返回元组，包含其所有父类继承对象（按照多继承查找规则\_\_mro\_\_）

print(A.\_\_dict\_\_) # 返回字典，查看类中实例变量

print(A.\_\_mro\_\_) # 返回元组，查看多继承查找顺序

# 实例属性

a = A()

print(a.\_\_class\_\_) # 返回实例对象绑定的类对象

print(A)

print(A.\_\_class\_\_) # 返回实例对象绑定的类对象

print(type(A))

print(A.\_\_slots\_\_) # 返回被限制的类属性的列表，必须提前定义

print(a.\_\_slots\_\_) # 返回被限制的类属性的列表，必须提前定义

### 预置的实例属性

类在实例化时，会自动生成一个字典，存储实例变量

#### 类的\_\_dict\_\_属性

* 作用

\_\_dict\_\_属性绑定一个存储此实例自身变量的字典

* 示例:

class Dog:

pass

dog1=Dog()

print(dog1.\_\_dict\_\_) # {}

dog1.color="白色"

print(dog1.\_\_dict\_\_) # {'color': '白色'}

* 应用：
* 示例1：字典对象传参妙用

# 传入字典参数，减少代码

# 原代码：

**class** Person:

**def** \_\_init\_\_(self, \_obj):

self.name = \_obj[**'name'**]

self.age = \_obj[**'age'**]

self.energy = \_obj[**'energy'**]

self.gender = \_obj[**'gender'**]

self.email = \_obj[**'email'**]

#修改代码：

**class** Person:

**def** \_\_init\_\_(self, \_obj):

self.\_\_dict\_\_.update(\_obj)

d = {'name': 1, 'age': 2, 'energy': 3, 'gender': 4, 'email': 5}

s1 = Person(d)

print(s1.\_\_dict\_\_) *# 实例对象的字典*

print(**'s1.name'**, s1.name)

print('------------------------------')

print(Person.\_\_dict\_\_) *# 类对象的字典*

{'name': 1, 'age': 2, 'energy': 3, 'gender': 4, 'email': 5}

s1.name 1

------------------------------

{'\_\_module\_\_': '\_\_main\_\_', '\_\_init\_\_': <function Person.\_\_init\_\_ at 0x0000000001DD4840>, '\_\_dict\_\_': <attribute '\_\_dict\_\_' of 'Person' objects>, '\_\_weakref\_\_': <attribute '\_\_weakref\_\_' of 'Person' objects>, '\_\_doc\_\_': None}

#### 类的\_\_class\_\_属性

\_\_class\_\_属性绑定创建此实例(类实例)的类

* 作用:

可以借助于此属性来访问创建此实例的类

* 示例:

class Dog:

pass

dog1 = Dog()

dog2 = dog1.\_\_class\_\_()

print(Dog) # 类对象Dog，结果<class '\_\_main\_\_.Dog'>

print(dog1.\_\_class\_\_) # 类对象Dog，结果<class '\_\_main\_\_.Dog'>

print(dog2.\_\_class\_\_) # 类对象Dog，结果<class '\_\_main\_\_.Dog'>

print(dog1) # 命名为dog1的实例对象，结果<\_\_main\_\_.Dog object at 0x02FD5F10>

print(dog1) # 命名为dog1的实例对象，结果<\_\_main\_\_.Dog object at 0x02FF0590>

print(Dog()) # 未绑定变量的实例对象，结果<\_\_main\_\_.Dog object at 0x02FF0650>

print(Dog) # 类对象，结果<class '\_\_main\_\_.Dog'>

#### 类的\_\_base\_\_属性

\_\_base\_\_属性用来记录此类的基类

* 示例:

class Human:

pass

class Student(Human):

pass

class Teacher(Human):

pass

Student.\_\_base\_\_ is Human # True

内建类的继承关系见:

>>> help(\_\_builtins\_\_)

注意，返回的是其所有继承对象的元组

class ParentClass1:

pass

class ParentClass2:

pass

class SubClass1(ParentClass1):

pass

class SubClass2(ParentClass1,ParentClass2):

pass

print(type(SubClass1.\_\_bases\_\_))

print(SubClass1.\_\_bases\_\_)

print(SubClass2.\_\_mro\_\_)

### 类的\_\_slots\_\_属性

* 问题描述：

在创建类实例对象时，一般会初始化生成字典，记录类属性。

所有类属性都是用字典记录的，通过 实例名.\_\_dict\_\_ 可查看访问。

* \_\_slots\_\_作用:

限定一个类创建的实例只能有固定的属性(实例变量)，不允许对象添加列表以外的属性

访止用户因错写属性的名称而发生程序错误

说明:

含有\_\_slots\_\_属性的类所创建的实例没有\_\_dict\_\_属性,即此实例不用字典来存储对象的属性

\_\_slots\_\_列表作用：

1. 定义一个特殊的\_\_slots\_\_变量，来限制该class实例能添加的属性
2. 阻止实例化类时为实例分配字典dict。
3. 减少内存

网络原话：

在python新式类中，可以定义一个变量\_\_slots\_\_，它的作用是阻止在实例化类时为实例分配字典dict

使用slots可以让内存使用减少3.5倍！！# 通过 (200 - 4) / ((60 - 4) \* 1.0) 计算得来【来源：

<https://www.jb51.net/article/118024.htm>

】

说明:

含有\_\_slots\_\_列表的类创建的实例对象没有\_\_dict\_\_属性, 即此实例不用字典来保存对象的属性(实例变量)

* 示例:

示例1：限制添加实例属性

**class** Person(object):

\_\_slots\_\_ = (**"name"**, **"age"**) # 即便是[]，也不能再添加属性

P = Person()

P.name = **"老王"**

P.age = 20

# P.score = 100 *# 此句报错*

# Traceback (most recent call last):

# File "<pyshell#3>", line 1, in <module>

# AttributeError: Person instance has no attribute 'score'

注意：可以正常添加类属性，\_\_slots\_\_只是限制添加实例属性

...

P.\_\_class\_\_.score = 100

print(Person.score)

Person.score=10

print(Person.score)

注意：添加的类属性，名字不能与实例属性相同，否则会发生冲突

示例2：此示例示意 类的变量 \_\_slots\_\_列表的作用

class Student:

\_\_slots\_\_ = ['name', 'score']

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

s1 = Student('小张', 58)

print(s1.score)

# s1.socre = 100 # 此处错写了属性名,但在运行时不会报错!

# print(s1.\_\_dict\_\_) # 报错

s1.score = 100

print(s1.score) # 请问打印的值是多少?

### self代表类的实例，而非类

self代表类的实例，而非类本身

类的方法与普通的函数只有一个特别的区别——它们必须有一个额外的第一个参数名称, 按照惯例它的名称是 self。

self不是python关键字，若将self替换为其他单词一样正常运行。

实例：

class A:

def prt1(self):

print(self)

def prt2(self):

print(self.\_\_class\_\_)

a = A()

# 调用实例对象: <\_\_main\_\_.Test object at 0x7feddc55e2b0>

print(a) # 类外调用实例对象

A().prt1() # 类中调用实例对象

# 调用类对象: <class '\_\_main\_\_.Test'>

print(a.\_\_class\_\_) # 类外通过实例去调用类对象

print(A().\_\_class\_\_) # 类外通过实例去调用类对象

print(A) # 类外调用类对象

A().prt2() # 类中调用类对象

print(a.\_\_class\_\_ is A) # True

### 类变量（类属性）

类变量class variable(也叫类属性)

#### 问题引入：

* 全局的变量有哪些？

>>> class Human:

def \_\_init\_\_(self,n):

self.name = n

>>> h1 = Human('小张')

>>> h2 = Human('小李')

>>> dir() #可以看到有3个变量，h1,h2,Human，分别绑定实例1，实例2，类对象

结论：dir()查看有3个变量，类名变量绑定类

实例变量 不同于 类变量

问题:

1. 对象内可以有:

实例变量

实例方法

2. 类内可以有:

类变量

类方法 # 这个可以有

#### 基本概念

类变量：

类变量是的类的属性，此属性属于类，不属于类的实例

作用：

通常用来存储该类对象共有的数据

说明：

类变量可以通过类直接访问

类变量可以通过类的实例直接访问

类变量可以通过此类的实例的\_\_class\_\_属性间接访问

语法：

class 类名(继承列表):

类变量名 = 表达式

...

#### 应用

# <类的实例对象> 不同于 <类的对象> ，但前者可以访问和修改后者变量

# 类变量的定义和使用

class Human:

count = 0 # 创建类变量

print("Human的类变量count=", Human.count) # 0

Human.count = 100

print(Human.count) **# 100**

# Human类的实例可以访问和修改count类变量

class Human:

count = 0 # 创建类变量

h1 = Human()

print("用h1对象访问Human的count变量", h1.count) # 0

h1.count = 100 # 此做法是为实例添加一个变量，并不是修改类变量

print(h1.count) **# 100**

print(Human.count) **# 0**

h1.\_\_class\_\_.count = 200 # 此做法修改类变量

print("h1.count=", h1.count) # 100

print('Human.count=', Human.count) **# 200**

# 此示例示意用类变量来记录对象的个数

class Car:

count = 0 # 创建类变量, 用来记录汽车对象的总数

def \_\_init\_\_(self, info):

print(info, "被创建")

self.data = info # 记录传入数据

self.\_\_class\_\_.count += 1 # 让车的总数加1

def \_\_del\_\_(self):

print(self.data, '被销毁')

# 当车被销毁时总数自动减1

self.\_\_class\_\_.count -= 1

print('当前汽车总数是:', Car.count)

b1 = Car("BYD 京A.88888")

print(Car.count)

b2 = Car('TESLA 京B.00000')

b3 = Car('Audi, 京C.66666')

print('当前汽车总数是:', Car.count)

del b1

del b2

print("当前汽车数是:", Car.count)

### 类的文档字符串:

类内第一个没有赋值给任何变量的字符串是类的文档字符串

类的文档字符串由类的\_\_doc\_\_属性绑定

说明:

类的文档字符串用类的\_\_doc\_\_属性可以访问

类的文档字符串可以用help()函数查看

示例:

class Dog:

'''这是类的文档字符串'''

pass

>>> help(Dog)

>>> dog1 = Dog()

>>> help(dog1)

## 研究实例

### 实例属性和类属性区别

**class** Student(object):

name = **'Student'**

s = Student() *# 创建实例s*

print(**'s.name:'**, s.name) # 打印name属性，因为实例并没有name属性，所以会继续查找class的name属性

# Student

print(**'Student.name:'**, Student.name) *# 打印类的name属性*

# Student

s.name = **'Michael'** *# 给实例绑定name属性*

print(" --> 修改s.name = 'Michael'" )

print(**"s.name:"**, s.name) # 由于实例属性优先级比类属性高，因此，它会屏蔽掉类的name属性

# Michael

print(**'Student.name:'**, Student.name) *# 但是类属性并未消失，用Student.name仍然可以访问*

# Student

**del** s.name # 如果删除实例的name属性

print(' --> 删除del s.name ')

print(**'s.name:'**, s.name) # 再次调用s.name，由于实例的name属性没有找到，类的name属性就显示出来了

# Student

s.name: Student

Student.name: Student

--> 修改s.name = 'Michael'

s.name: Michael

Student.name: Student

--> 删除del s.name

s.name: Student

# 模块和包

## 基本概念

### 模块Module

#### 概念

模块是一个包含有一系列数据，函数，类等组成的程序组

模块是一个文件，模块文件名通常以'.py'结尾

作用:

1. 让一些相关的数据，函数,类等有逻辑的组织在一起，使逻辑结构更加清晰

2. 模块中的变量，函数和类等可提供给其它模块或程序使用

### 模块的文档字符串

模块内第一个没有赋值给任何变量的字符串为文档字符串

模块的\_\_doc\_\_属性:

用于绑定模块文档字符串

\_\_file\_\_ 属性

绑定模块对应的文件路径

### 模块的属性

模块内第一个没有赋值给任何变量的字符串为文档字符串

#### 分类

* \_\_doc\_\_属性:

用于绑定模块文档字符串

* \_\_file\_\_属性:

绑定模块对应的文件路径

* \_\_name\_\_属性:

用来记录模块的自身的名字

\_\_name\_\_作用:

1. 记录模块名
2. 判断是否为主模块

说明:

1. 当此模块作为主模块(也就是第一个运行的模块)运行时,\_\_name\_\_绑定'\_\_main\_\_'
2. 当此模块不是主模块时，\_\_name\_\_绑定模块名(文件名去掉.py后缀)

**if \_\_name\_\_ == '\_\_main\_\_'作用：**

if \_\_name\_\_ == '\_\_main\_\_'的意思是：

当.py文件被直接运行时，if \_\_name\_\_ == '\_\_main\_\_'之下的代码块将被运行；

当.py文件以模块形式被导入时，if \_\_name\_\_ == '\_\_main\_\_'之下的代码块不被运行。

如何简单地理解Python中的if \_\_name\_\_ == '\_\_main\_\_' - CSDN博客

<https://blog.csdn.net/yjk13703623757/article/details/77918633>

示例：

查看name属性

# mymod3.py

print("载入mymod3")

print("\_\_name\_\_ =", \_\_name\_\_)

print("mymod3模块内的:\_\_name\_\_属性绑定是：", \_\_name\_\_)

# test\_mymod3.py 主模块

import mymod3

print('------------------------------------')

print('<进入主模块test\_mymod3.py>')

print("\_\_name\_\_ =", \_\_name\_\_)

print("主模块内的:\_\_name\_\_属性绑定是：", \_\_name\_\_)

print("可访问载入模块，mymod3.\_\_name\_\_ =", mymod3.\_\_name\_\_)

主模块运行结果：

载入mymod3

\_\_name\_\_ = mymod3

mymod3模块内的:\_\_name\_\_属性绑定是： mymod3

------------------------------------

<进入主模块test\_mymod3.py>

\_\_name\_\_ = \_\_main\_\_

主模块内的:\_\_name\_\_属性绑定是： \_\_main\_\_

可访问载入模块，mymod3.\_\_name\_\_ = mymod3

#### 属性查看

* 模块访问方法：

载入模块后：

print(模块名.\_\_doc\_\_)

print(模块名.\_\_file\_\_)

print(模块名.\_\_name\_\_)

* help函数

help(已导入的模块)

* dir 函数

dir([对象])

返回绑定的变量的列表。

返回当前对象或作用域内变量名的列表。

* 作用:

1. 如果没有参数调用，则返回当前作用域内所有变量的列表

2. 如果给定一个对象作为参数,则返回这个对象的所在变量(属性)列表

1) 对于一个模块，返回这个模块的全部变量

2) 对于一个类对象，返回类对象的所有变量,并递归基类对象的所有变量

3) 对于其它对象，返回所有变量、类变量和基类变量

### \_\_all\_\_列表

#### 模块的\_\_all\_\_列表

模块中的\_\_all\_\_列表是一个用来存放可导出属性的字符串列表

* 模块的隐藏属性

模块中以'\_'开头的属性,

在from xxx import \*导入时将不被导入,通常称这些属性为隐藏属性

作用：

限定当用from xxx import \*语句导入时，只导入\_\_all\_\_列表内的属性

**注意：只对 from import \* 语句起作用**

#### \_\_init\_\_.py内的 \_\_all\_\_ 列表

作用:

用来记录此包中有哪些包或模块需要在from import \*语句导入时被导入

说明:

\_\_all\_\_列表只在from xxx import \*语句中起作用

包的相对导入

是指包内模块的相互导入

示例见:

# mymod4.py

# \_\_all\_\_ 列表限定其它模块在用from mymod4 import \*导入时

# 只导入 'myfun1', 'myfun3', 'name1'

\_\_all\_\_ = ['myfun1', 'myfun3', 'name1']

def myfun1():

print("myfun1被调用")

def myfun2():

print("myfun2被调用")

def myfun3():

print("myfun3被调用")

name1 = 'aaaaa'

name2 = 'bbbbbbb'

### 包(模块包) package

#### 概念

包是将模块以文件夹的组织形式进行分组管理的方法

* 作用:

将一系列模块进行分类管理，有利于访问命名冲突

可以在需要时加载一个或部分模块，而不是全部模块

换言之，导入包时，并不导入下面的所有模块【待验证【？】】

* \_\_init\_\_.py 文件

\_\_init\_\_.py 是常规包内必须存在的文件（内容可空）

\_\_init\_\_.py 会在包加载时被自动调用

文件作用:

编写此包的内容

在内部填写包的文档字符串

* 包的加载路径：

同模块的加载路径搜索

1. 搜索当前路径

2. 搜索sys.path给定的路径

* 包示例:

mypack/

\_\_init\_\_.py

menu.py

games/

\_\_init\_\_.py

contra.py

supermario.py

tanks.py

office/

\_\_init\_\_.py

excel.py

word.py

powerpoint.py

* 创建命令:

mkdir mypack

cd mypack

touch \_\_init\_\_.py menu.py

mkdir games office

cd games

touch \_\_init\_\_.py contra.py supermario.py tanks.py

cd ../office

touch \_\_init\_\_.py excel.py word.py powerpoint.py

#### 包的导入语法:

* 包的导入:

import 语句

from import 语句

from import \* 语句

# 同模块的导入规则相同

import 包名 [as 包别名]

import 包名.模块名 [as 模块新名]

import 包名.子包名.模块名 [as 模块新名]

from 包名 import 模块名 [as 模块新名]

from 包名.子包名 import 模块名 [as 模块新名]

from 包名.子包名.模块名 import 属性名[as 属性新名]

from 包名 import \*

from 包名.子包名 import \*

...

* 包的相对导入

是指包内模块的相互导入

语法:

from 相对路径包或模块 import 属性或模块

或

from 相对路径包或模块 import \*

说明:

包的相对导入不能用于import xxx 语句中

相对路径:

. 代表当前目录

.. 代表上一级目录

... 代表上二级目录

.... 以此类推

**注: 相对导入时不能超出包的外部**

示例：

from ..menu import \*

from .games import \*

## 模块的导入

导入实质：

导入语句的实质是 在本地创建变量来绑定模块/函数/数据

### 模块导入的三种语句

三种语句:

import 语句

from import 语句

from import \* 语句

* import 语句

作用:

将一个模块整体导入到当前模块中

语法:

import 模块名1 [as 模块新名1], 模块名2[as 模块新名2], ....

示例:

import math # 导入数学模块

import sys, os # 导入sys和os模块

import copy as cp

属性用法:

模块名.属性名

help(obj) 可以查看模块的文档字符串

练习:

1. 输入一个圆的半径，打印出这个圆的面积

2. 输入一个圆的面积，打印出这个圆的半径

(要求用math模块内的函数和变量)

* from import 语句

语法:

from 模块名 import 模块属性名 [as 属性新名1], 模块属性名2 [as 属性新名2]

作用:

将某模块的一个或多个属性导入到当前模块的作用域

示例:

from math import pi

from math import sin

from math import factorial as fac

* from import \* 语句

语法:

from 模块名 import \*

作用:

将某模块的所有属性导入到当前的模块

示例:

from math import \*

s = sin(pi/2)

print(factorial(10))

### 模块导入和执行的机制

模块被导入和执行的过程:

先搜索相关路径找模块(.py文件)

判断是否有此模块对应的.py文件，如果.pyc文件比.py文件新，则直接加载.pyc文件

否则用模块.py 文件生成.pyc并加载执行

* 编译模块

pyc模块的编译 compile

编译 解释执行

mymod.py -----> mymod.pyc -------> python3

* 导入模块步骤：

搜索模块 --> 编译模块 --> 加载执行模块

* 搜索模块

import语句搜索<模块.py>的路径顺序(查找.py的顺序)

1. 本地路径 ：搜索程序运行时的路径(当前路径)

2. sys.path ：sys.path 提供的路径

3. 内置模块 ：搜索内置模块

当模块文件不能被搜索到时怎么办？

使用append方法添加路径

示例：

* 加载执行模块

模块的加载过程:

在模块导入时，模块所有语句会执行

如果一个模块已经被导入，则再次导入时不会重新执行模块内的语句

### 模块的重新导入

模块的重新加载

* 语法：

import mymod

import imp

imp.reload(mymod) # 在运行时重新加载mymod 模块

* 模块的重新加载

>>> import math

>>> import imp

>>> imp.reload(math) # 在运行时重新加载math模块

<module 'math' (built-in)>

* 应用
* 现象及问题：

# mymod.py

name1 = 'tesla'

>>> import mymod

>>> mymod.name1

'tesla'

>>> mymod.name1='a'

>>> import mymod

>>> mymod.name1

'a'

解释：

模块一旦加载，此后不会重新加载。即使再次使用import mymod

解决方案：

对象.reload()

## 模块的分类:

1. 内置模块(builtins) 在解析器的内部可以直接使用

2. 标准库模块,安装python时已安装具可直接使用

3. 第三方模块（通常为开源), 需要自己安装

4. 用户自己编定的模块(可以作为其它人的第三方模块)

### 内建模块

什么是内建模块？

builtins是内建模块

Python启动时相当于执行from builtins in \*，识别max，len，等

### 自定义模块

#### 模块中载入的变量作用范围

载入模块并不是将模块的内容直接替换到主模块，

再次验证了global的全局变量作用域是在文件范围

示例：

# mymod6.py

var = 100

def print\_var():

print('载入模块var:', var)

def set\_var(n):

global var

var = n

# test\_mymod6.py

from mymod6 import var

var = 200 # 赋值只能改变本模块内的全局变量

from mymod6 import print\_var

print\_var() # 100

from mymod6 import set\_var

set\_var(300)

print\_var() # 300

print('主模块var:',var)

主模块运行结果

载入模块var: 100

载入模块var: 300

主模块var: 200

示例：

主模块中使用sys.path.append添加需要载入模块的路径

给自定义模块添加载入搜索路径

import sys

# 为sys.path 列表添加一个路径

sys.path.append('/home/tarena')

import mymod

from mymod import name1, name2

mymod.myfac(5)

mymod.mysum(100)

文件名(模块名).py

# mymod.py

''' 此示例示意自定义模块

此模块中有二个函数:

myfac(n), mysum(n)

此模块中有两个数据:

name1, name2

'''

def myfac(n):

'''我是myfac 的文档字符串'''

print("正在计算%d的阶乘!" % n)

def mysum(n):

print("正在计算%d的和!" % n)

name1 = "audi"

name2 = "tesla"

print("mymod 模块被导入")

# test\_mymod.py

import mymod

from mymod import name1, name2

mymod.myfac(5)

mymod.mysum(100)

print(mymod.name1)

print(mymod.name2)

print('name1=', name1)

name1 = "魏老师"

print('name1=', name1)

## 常用模块

### sys模块

——系统模块

此模块都是运行时系统的信息，与系统相关的信息

#### sys模块的方法

|  |  |  |
| --- | --- | --- |
| 变量 | 返回 | 描述 |
| sys.path | 列表 | 返回路径的列表，模块搜索路径 path[0] 是当前脚本程序的路径名，否则为 '' |
| sys.modules | 字典 | 已加载模块的字典 |
| sys.version | 字符串 | 版本信息字符串 |
| sys.version\_info | 元组 | 版本信息的命名元组 |
| sys.platform | 字符串 | 操作系统平台名称信息 |
| sys.argv | 列表 | 返回关于当前路径的列表。命令行参数 argv[0] 代表当前脚本程序路径名:[路径,数值,数值] |
| sys.copyright | 字符串 | 获得Python版权相关的信息 |
| sys.builtin\_module\_names | 元组 | 获得Python内建模块的名称（字符串元组） |
| 标准输入输出时会用到 |  |  |
| sys.stdin | 【？】 | 标准输入文件对象，多用于input() |
| sys.stdout |  | 标准输出文件对象,多用于print() |
| sys.stderr |  | 标准错误输出文件对象, 用于输出错误信息 |

**sys模块的方法**

|  |  |  |
| --- | --- | --- |
| 函数名 | 返回 | 描述 |
| sys.exit([arg]) |  | 退出程序，正常退出时sys.exit(0) |
| sys.getrecursionlimit() | 整型数 | 得到递归嵌套层次限制（栈的深度） |
| sys.setrecursionlimit(n) | None | 得到和修改递归嵌套层次限制（栈的深度） |

#### 应用

* 1、 sys.version检测程序是否是在python3环境下运行：

import sys

print("i'm in python%s" % sys.version[0])

print("当前程序正运行在:", sys.platform, '上')

if sys.version\_info[0] < 3:

print("can not run in python2")

sys.exit(0) # exit programe

print("-------------------")

print("programe running normally")

i'm in python3

当前程序正运行在: win32 上

programe running normally

* 2、sys.argv从Linux命令窗口传入参数

文件：test.py

import sys

print(sys.argv)

命令行输入运行：

tarena@tedu:/mnt/hgfs/虚拟机/AID1805$ python3 get\_sys.py 1 2 3

['get\_sys.py', '1', '2', '3']

tarena@tedu:/mnt/hgfs/虚拟机/AID1805$ python3 get\_sys.py

['get\_sys.py']

* 3、捕获标准输入函数的末尾换行符

**输出函数**

等价情况：

print('hello')

sys.stdout.write('hello' + '\n')

**输入函数**

sys.stdin.readline( )会将标准输入全部获取，包括末尾的'\n'，不同于input自动去掉末尾'\n'

等价情况：

input( )

sys.stdin.readline( )[:-1]

sys.stdin.readline( ).strip('\n')

* 4、解决python2里面的编码问题

# UnicodeDecodeError: 'ascii' codec can't decode byte 0xe4 in position 8: ordinal not in range(128)

if sys.version[0] == '2':

import sys

reload(sys)

sys.setdefaultencoding('gb18030')

导入其他路径下的模块：

sys.path.append('/ifs/TJPROJ3/Plant/chenjun/mytools')

import fas

### os模块

——系统模块

#### 应用

实例：设置程序工作目录

import os

执行

os.system() #执行Linux语句，返回执行执行脚本的最后一句执行状态，成功返回0

os.popen().read() #执行Linux语句，返回语句的标准输出结果

目录获取

os.pardir #获取当前目录的父目录名称，字符串('..')

os.getcwd() #返回当前工作路径的字符串

os.curdir #返回当前目录 (为'.')

路径操作

print(os.path) # 【返回调用模块的路径】

os.path.isdir('/home/test') #判断路径是否存在，返回布尔值

os.path.exists()

os.path.join('a','aa','aaa') #得到'a/aa/aaa'

os.chdir('/home/test') #切换当前工作路径(切换到'/home'路径下)

os.sep #返回当前使用系统的分隔符 (windows '\';linux '/')

文件(夹)列表获取

os.listdir() #列表形式列出指定目录下的所有文件以及其子文件

os.walk() #列表形式列出指定目录下的所有文件以及其子文件的文件

文件名操作

os.path.splitext(filename) # 返回filename的后缀名

os.getpid() # 获取当前进程PID

示例：

1. 获取文件名的后缀名

>>> import os

>>> os.path.splitext('01.tonglu.py')

('01.tonglu', '.py')

应用：

# 检测输出文件夹是否存在，若不存在则创建文件夹

def mkdir(mkpath):

isExists = os.path.exists(mkpath)

if not isExists:

os.makedirs(mkpath)

mkpath = "WGCNA\_Module\_Gene\_ID--goseq" # 输出文件夹

mkdir(mkpath)

# 复制文件到另一个文件夹

### random随机模块

* 说明：

random模块是用于模拟或生成随机输出的模块.

import random as R

|  |  |  |
| --- | --- | --- |
| 函数名 | 返回 | 描述 |
| R.random() | 浮点数 | 返回一个[0, 1) 之间的随机实数 |
| R.uniform(a,b) | 浮点数 | 返回[a,b) 区间内的随机实数 |
| R.randrange([start,] stop[, step]) | 整型数 | 返回range(start,stop,step)中的随机数 |
| R.choice(seq) | 元素对象 | 从序列中返回随意元素 |
| R.shuffle(seq[, random]) | 【？】 | 随机指定序列的顺序(乱序序列） |
| R.sample(seq,n) |  | 从序列中选择n个随机且不重复的元素 |
| R.getrandbits(nbit) |  | 以长整型的形式返回用nbit位来表示的随机数 |
| R.seed(a=None) |  | 用给定的数a设置随机种子,不给参数a则用当前时间设置随机种子 |

练习:

猜数字游戏:

随机生成一个0~100的整数,用变量x绑定

让用户输入一个数y,输出猜数字的结果.

1) 如果y等于x,则提示"恭喜您猜对了!", 退出程序

2) 如果y大于x,同提示"您猜大了"

3) 如果y小于x,同提示"您猜小了"

让用户循环输入，直到猜对为止，同时显示用户猜数字的次数后退出程序

### math数学模块

文档参见:

python\_base\_docs\_html/数学模块math.html

* 数学模块 math

模块名: math

* 注：

linux下为内建模块

Mac OS下为标准库模块

* 数学模块用法：

import math

# 或

from math import \*

|  |  |
| --- | --- |
| 变量 | 描述 |
| math.e | 自然对数的底e |
| math.pi | 圆周率pi |

|  |  |
| --- | --- |
| 函数名 | 描述 |
| math.ceil(x) | 对x向上取整，比如x=1.2，返回2 |
| math.floor(x) | 对x向下取整，比如x=1.2，返回1 |
| math.sqrt(x) | 返回x的平方根 |
| math.factorial(x) | 求x的阶乘 |
| math.log(x[, base]) | 返回以base为底x的对数, 如果不给出base,则以自然对数e为底 |
| math.log10(x) | 求以10为底x的对数 |
| math.pow(x, y) | 返回 x\*\*y (x的y次方) |
| math.fabs(x) | 返回浮点数x的绝对值 |
| 角度和弧度degrees互换 |  |
| math.degree(x) | 将弧度x转换为角度 |
| math.radians(x) | 将角度x转换为弧度 |
| 三角函数 |  |
| math.sin(x) | 返回x的正弦(x为弧度) |
| math.cos(x) | 返回x的余弦(x为弧度) |
| math.tan(x) | 返回x的正切(x为弧度) |
| math.asin(x) | 返回x的反正弦(返回值为为弧度) |
| math.acos(x) | 返回x的反余弦(返回值为为弧度) |
| math.atan(x) | 返回x的反正切(返回值为为弧度) |

### time时间模块

#### PC时间简介

* 时间简介

公元纪年是从公元 0000年1月1日0时开始的

计算机元年是从1970年1月1日0时开始的,此时时间为0,之后每过一秒时间+1

UTC 时间 (Coordinated Universal Time) 是从Greenwich时间开始计算的.

UTC 时间不会因时区问题而产生错误

DST 阳光节约时间(Daylight Saving Time)，又称夏令时, 是一个经过日照时间修正后的时间

* 时间元组

时间元组是一个9个整型元素组成的,这九个元素自前至后依次为:

四位的年(如: 1993)

月 (1-12)

日 (1-31)

时 (0-23)

分 (0-59)

秒 (0-59)

星期几 (0-6, 周一是 0)

元旦开始日 (1-366)

夏令时修正时间 (-1, 0 or 1).

* 注：

如果年份值小于100,则会自动转换为加上1900后的值

#### 模块内容

模块名: time

此模块提供了时间相关的函数，且一直可用

* 时间模块导入：

import time # 或

from time import xxx # 或

from time import \*

##### 变量

|  |  |
| --- | --- |
| 变量 | 描述 |
| time.altzone | 夏令时时间与UTC时间差(秒为单位) |
| time.daylight | 夏令时校正时间 |
| time.timezone | 本地区时间与UTC时间差(秒为单位) |
| time.tzname | 时区名字的元组， 第一个名字为未经夏令时修正的时区名,  第一个名字为经夏令时修正后的时区名 |

注：CST为中国标准时间(China Standard Time UTC+8:00)

##### 函数

|  |  |  |
| --- | --- | --- |
| 函数名 | 返回 | 描述 |
| time.time() | 浮点数 | 返回从计算机元年至当前时间的秒数的浮点数(UTC时间为准)。时间戳 |
| time.sleep(secs) | None | 让程序按给定秒数的浮点数睡眠一段时间 |
| time.gmtime([secs]) | 元组 | 用给定秒数转换为用UTC表达的时间元组  (缺省返回当前时间元组) |
| time.asctime([tuple]) | 字符串 | 将时间元组转换为日期时间字符串 |
| time.mktime(tuple) | 浮点数  (保留1位) | 将本地日期时间元组转换为新纪元秒数时间(UTC为准) |
| time.localtime([secs]) |  | 将UTC秒数时间转换为日期元组（以本地时间为准) |

#### 应用

实例1：

格式化输出日期

>>> import time *#* 格式化成*2016-03-20 11:45:39*形式

>>> time.strftime("%Y-%m-%d %H:%M:%S", time.localtime())

2018-06-25 08:57:34

>>> time.strptime('2018-9-23 18:45:23',"%Y-%m-%d %H:%M:%S")

time.struct\_time(tm\_year=2018, tm\_mon=9, tm\_mday=23, tm\_hour=18, tm\_min=45, tm\_sec=23, tm\_wday=6, tm\_yday=266, tm\_isdst=-1)

#### 实例练习

写一个程序，输入您的出生日期

1) 算出你已经出生多少天?

2) 算出你出生的那天是星期几

1. 写一个程序，以电子时间格式显示时间:

HH:MM:SS

(要求：不停显示当前时间即可)

2. 编写一个闹钟程序，启动时设置定时时间，到时间后打印"时间到" 然后退出

3. 编写函数fun,其功能是求下列多项式的和:

Sn = 1 + 1/1! + 1/2! + 1/3! + 1/4! +...+ 1/n!

建议用数学模块中的math.factorial来求

当n为50时，Sn的值

### string字符串模块

python string模块

import string

string.ascii\_letters

'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ'

string.ascii\_lowercase 小写字母

'abcdefghijklmnopqrstuvwxyz'

string.ascii\_uppercase 大写字母

'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

string.digits 数字

'0123456789'

set(string.digits) 集合

{'0', '7', '3', '9', '2', '1', '8', '4', '6', '5'}

string.hexdigits 16进制

'0123456789abcdefABCDEF'

string.octdigits 8进制

'01234567'

string.punctuation 符号

'!"#$%&\'()\*+,-./:;<=>?@[\\]^\_`{|}~'

string.printable

'0123456789abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ!"#$%&\'()\*+,-./:;<=>?@[\\]^\_`{|}~ \t\n\r\x0b\x0c'

string.whitespace 空白符

' \t\n\r\x0b\x0c'

应用：

生成正则字符串

>>> string.digits

'0123456789'

>>> type(string.digits)

<class 'str'>

特殊联用：

>>> t = "1231asdfa123123"

>>> t.lstrip(string.digits) #去除字符串数字开头的数字

'asdfa123123'

>>> t.lstrip("0123456789")

'asdfa123123'

### shutil文件操作

Python中复制文件：

import shutil

shutil.copyfile(fileold, filenew)

### traceback模块捕获异常

捕获所有异常，并使用traceback输出所有异常信息：

import traceback

import sys

print('-------------start-------------')

try:

print(a)

a = 1

except Exception as e:

print('\n方法1：traceback')

traceback.print\_exc()

print('\n方法2：sys')

print(sys.exc\_info())

print('\n方法3：')

print('错误信息：', e)

print('\n-------------over-------------')

### argparse解析参数

(转) argparse — 解析命令参数和选项 - liujiacai - 博客园

<https://www.cnblogs.com/liujiacai/p/9890495.html>

* 标准框架

import sys

import argparse

def fargv():

parser = argparse.ArgumentParser(description='Process introduction.')

parser.add\_argument('file\_sh', type=str,

help='输入需要运行的sh文件')

parser.add\_argument('-w', '--win', type=int,

help='-w/-win的使用帮助')

parser.add\_argument('-t', '--thread', type=int,

help='-t/--thread的帮助')

parser.add\_argument('-k', '--iskeep', action='store\_true',

default=False,

help='是否怎样怎样')

args = parser.parse\_args()

return args.file\_sh, args.win, args.thread, args.iskeep

def main():

sys.argv = ['', 'file', '--win', '10', '--thread', '4']

test = fargv()

print(test)

if \_\_name\_\_ == '\_\_main\_\_':

main()

* 示例1：

def fargv(self):

parser = argparse.ArgumentParser(description='Process some integers.')

# parser.add\_argument('integers', metavar='N', type=int, nargs='+',

# help='an integer for the accumulator')

# parser.add\_argument('--sum', dest='accumulate', action='store\_const',

# const=sum, default=max,

# help='sum the integers (default: find the max)')

# fprint(args.accumulate(args.integers))

parser.add\_argument('file\_sh', type=str,

help='输入需要运行的sh文件')

parser.add\_argument('-l', '--line', type=int,

help='line 每几行做一个运行的分割')

parser.add\_argument('-t', '--thread', type=int,

help='thread 用多少线程跑')

parser.add\_argument('-c', action='store\_true', default=False)

#python test.py -c => c是true（因为action）

#python test.py => c是false（default）

if len(sys.argv) < 5:

parser.parse\_args(['', '--help'])

sys.exit()

args = parser.parse\_args()

self.Largs = [args.file\_sh, args.line, args.thread]

fprint(self.folog, "输入参数是:\n 1、文件: %s\n 2、每个进程运行的行数: %s\n 3、进程数: %s" % tuple(self.Largs))

* 示例2

import argparse

def fargv():

parser = argparse.ArgumentParser(

formatter\_class=argparse.RawDescriptionHelpFormatter,

description='''本程序用于可视化tree文件

使用方法：

python3 itol.py fipath fopath [--option OPTION]''',

epilog="""可选参数--option <str>：

str部分需用引号引起来

--format 转换格式（默认svg，可多选中间用逗号隔开，可选：svg, eps, pdf, png, newick, nexus, phyloxml）

--display\_mode 显示模式，1 =正常，2 =圆形，3 =无根（1，2，3）

--tree\_x 水平移动像素距离（int）

--tree\_y 垂直移动像素距离（int）

--branchlength\_label\_size 分支长度标签的字体大小，像素为单位（int）

--branchlength\_display 是否显示支长（0, 1）

--bootstrap\_display 是否显示元数据值（0, 1）

...

更多参数请参考官网: https://itol.embl.de/help.cgi#bExOpt

实例：

# 实例1：转换ceshi.tre为myname.svg输出至"out/"下

python3 itol.py ceshi.tre out/myname

# 实例2：转换ceshi.tre为myname.svg、myname.pdf和myname.png输出至"out/"下，设置参数：选择输出格式，使用圈形，显示支长

python3 itol.py ceshi.tre out/myname --option "--format svg,pdf,png --display\_mode 2 --branchlength\_display 1"

""")

parser.add\_argument('fipath', type=str,

help='输入需要转换的树文件路径, 如/home/test/test.tre')

parser.add\_argument('fopath', type=str,

help='输入转换的树文件路径(无需后缀), 如out/Mdom会在目录out下生成Mdom.svg或其他指定格式')

parser.add\_argument('--option', type=str, default=None,

help='可选参数，参数部分为字符串，需要引号引起来')

args = parser.parse\_args()

Doption = dict()

if args.option:

args.option = args.option.replace('\n', ' ').replace('--', '\n--')

Ldic = [x.split() for x in args.option.strip().split('\n')]

Ldic = [[x[0].lstrip('--'), x[1]] for x in Ldic]

Doption = dict(Ldic)

# print(Doption)

Targs = (args.fipath, args.fopath, args.option)

print("--------------------------")

print("输入参数是:\n1、输入路径: %s\n2、输出路径: %s.xxx\n3、可选参数: %s" % Targs)

print("--------------------------\n")

return Targs[0], Targs[1], Doption

* 示例3：接受多个参数

import argparse

def fargv():

parser = argparse.ArgumentParser(description='merge.')

parser.add\_argument('-i', '--input', type=str, nargs='\*',

help='输出文件名字')

parser.add\_argument('-o', '--out', type=str,

help='输出文件名字')

args = parser.parse\_args()

return args.input, args.out

def fmain(finames, foname):

print(finames, foname)

# Lopen = [gzip.open(x) for x in finames]

def main():

sys.argv = ['', '-i', 'a', 'b', 'c', '-o', 'a']

fi, fo = fargv()

fmain(fi, fo)

if \_\_name\_\_ == '\_\_main\_\_':

main()

* 总结：

创建对象

import argparse

parser = argparse.ArgumentParser(description='Process some integers.')

添加参数

parser.add\_argument()

可用选项：

type int/str/

help 自定义字符串

action 'store\_true', 默认为False，当该参数存在时为Ture

default

获取参数值

args = parser.parse\_args()

Largs = [args.file\_sh, args.line, args.thread]

# 附

## PEP8编码规范

### 代码编排

1. 使用4空格缩进，不使用Tab,更不允许用Tab和空格混合缩进
2. 每行最大长度最大79字节，超过部分使用反斜杠折行
3. 类和全局函数定义间隔两个空行,类内方法定义间隔一个空行.其它地方可以不加空行。

### 文档编排

1. 其中import部分，又按标准、三方和自己编写顺序依次排放，之间空一行。
2. 不要在一句import中导入多个模块，比如不推荐import os, sys。
3. 尽可能用import XX 而不采用from XX import YY引用库,因为可能出现名字冲突。

### 空格的使用

1. 各种右括号前不用加空格
2. 逗号、冒号、分号前不要加空格。
3. 函数的左括号前不要加空格。如func(1)。
4. 序列的左括号前不要加空格。如list[2]。
5. 操作符左右各加一个空格，不要为了对齐增加空格。
6. 函数默认参数使用的赋值符左右省略空格。
7. 不要将多条语句写在同一行，尽管使用‘;’允许。
8. if/for/while语句中，即使执行语句只有一句，也必须另起一行

原则：避免不必要的空格

## 常用框架

import sys

def fmain(finame, foname):

with open(finame) as fi, open(foname, 'w') as fo:

pass

def main():

finame, foname = sys.argv[1:3]

fmain(finame, foname)

if \_\_name\_\_ == '\_\_main\_\_':

main()