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**EE308FZ Software Engineering**

**LAB 11 Software Testing**

**Preparation**

Learn related knowledge about Junit Test for Java and Unittest for python. You can finish the following assignment or test Your Project.

**Task**

1. Here are Junit Test task and Unittest task for choose. If you are good at Java , we suggest you choose the first one, if you are good at Python, then, the latter one.
2. Follow the requests and tips, complete the test task .

**Requirements**

1. You should be familiar with Junit Test or Unittest and the usage of these tools. Such as ‘assert, suite, timeout’, check problems for detail.
2. Fix the missing codes according to requirement for every problem.

**Tips:**

* We list ‘related knowledge’ for some problems, read it very carefully.

Junit Test

1. Junit assert

Related Knowledge： you can check the expected result and 5the real result of the method you test with the help of org.junit.Assert.
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task：given a assert test class, complete assert test code

import static org.junit.Assert.\*;

import org.junit.Test;

public class AssertionsTest {

String obj1 = "junit";

String obj2 = "junit";

String obj3 = "test";

String obj4 = "test";

String obj5 = null;

int var1 = 1;

int var2 = 2;

int[] arithmetic1 = { 1, 2, 3 };

int[] arithmetic2 = { 1, 2, 3 };

@Test

public void test() {

// add assert test code between Begin and End, no other change allowed

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Begin\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//assertTrue(var1 < var2); for example

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*End\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

}

}

1. Junit time test

if a test case takes longer time you set, then Junit will mark it failed.

tip: use ‘timeout’ and ‘@Test’ togeter

import org.junit.Test;

public class TestTimeOut {

// Fix timeout assert in Test function below. Test fail if running 1000ms longer

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Begin\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

@Test()

public void test() {

while(true){}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*End\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

}

1. Junit parameterized test

Related knowledge：Junit parameterized test allows you test the same test with different parameters. Learning Junit parameterized test with five steps bellow.

1. Annotate test class with @RunWith(Parameterized.class).
2. Build a static method annotated by @Parameters, which retrun a set or an array of Objects as test data.
3. Build a public construct method, which receives a parameter equals with test data.
4. Build instance variable for every colum of test data.
5. Build your test case with the instance as test data source.

In Junit, you can use @RunWith and @parameter to pass parameters.

@RunWith：When a class annotated by @RunWith or when a class extends a base class which annotated by @RunWith，then Junit will run test through a runner pointed by the annotation.

@Parameters：Add this annotation to every method if it provide data. By the way, these methods must be static, return a Collection and receive no parameter.

P.S.: You must assign value for every field in the class no matter used or unused!

import static org.junit.Assert.assertEquals; // static import

import java.util.Arrays;

import java.util.Collection;

import org.junit.Test;

import org.junit.runner.RunWith;

import org.junit.runners.Parameterized;

import org.junit.runners.Parameterized.Parameters;

import step1.Calculator;

/\*\*

\* JUnit4 parameterized test

\*/

@RunWith(Parameterized.class)

public class ParameterTest {

private int input11;

private int input22;

private int expected;

public ParameterTest(int input11, int input22, int expected){

this.input11 = input11;

this.input22 = input22;

this.expected = expected;

}

@Parameters

public static Collection prepareData(){

/\*\*

\*the type of the two-dimension array must be Object.

\*data in the two-dimension array is ready of test sub() in Calculator

\* every element in the two-dimension array should corresponds to position of parameters in construct method ParameterTest

\*let the third element equals the first subtract the second element according to parameters’ postion

\*fix missing codes under ‘Begin’ and above ‘End’，pass 4 groups of parameters to test sub method in Calculator is right or not

\*tip：only two lines of codes

\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Begin\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*End\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

}

@Test

public void testSub(){

Calculator cal = new Calculator();

assertEquals(cal.sub(input11, input22), expected);

}

}

// Calculator.java Junit Parameterized Test

/\*\*

\* Mathematical Calculation 🡪 subtract

\*/

public class Calculator {

public int sub(int a, int b) {

return a - b;

}

}

1. **Junit Exception Test**

Related knowledge：you can check codes if throw expected exception or not by using ‘expected’ attribute in @Test meta data. value of the ‘expected attribute’ is a kind of Exception, if codes throw the expected exception, then test successfully, otherwise, failed.

import static org.junit.Assert.\*;

import org.junit.Rule;

import org.junit.Test;

import org.junit.rules.ExpectedException;

import step2.Person;

public class JunitException {

/\*\*

\*add a line of annotation in Begin/End，check the age of Person Object is legal or not. \*throw IllegalArgumentException exception

\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Begin\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*End\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

public void checkage() {

Person person = new Person();

person.setAge(-1);

}

}

//Person.java

public class Person {

private String name;

private int age;

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public int getAge() {

return age;

}

public void setAge(int age) {

if (age < 0 ) {

throw new IllegalArgumentException("age is invalid");

}

this.age = age;

}

}

1. Junit Suite Test

Related knowledge：Suite Test means test a couple of test cases together. Precisely speaking, Using @RunWith and @Suite.

import static org.junit.Assert.\*;

import org.junit.Test;

import org.junit.runner.RunWith;

import org.junit.runners.Suite;

import step3.Calculate;

import step3.CalculateTest;

import step3.Car;

import step3.CarTest;

/\*

add two lines of annotations. Implement Suite Test of CalculateTest and CarTest

Suite Test codes must next to Class SuiteTest, no shift allowed!

\*/

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

public class SuiteTest {

}

//Calculate.java

public class Calculate {

public int add(int a, int b) {

return a + b;

}

}

//CalculateTest.java

public class CalculateTest {

Calculate calculate;

@Before

public void setUp() throws Exception {

calculate = new Calculate();

}

@Test

public void testAdd() {

int result = calculate.add(12, 12);

assertEquals(24, result);

}

}

//CarTest.java

public class CarTest {

Car car;

@Before

public void setUp() throws Exception {

car = new Car();

}

@Test

public void testGetWheels() {

int result = car.getWheels();

assertEquals(4, result);

}

}

//Car.java

public class Car {

public int getWheels() {

return 4;

}

}

**unittest**

1. unittest assert test

related knowledge：

assertEqual(first, second, msg=None): return False if first not equals second, msg could be anything you want if exception be triggered.

similar method:

assertEqual(first, second, msg=None): check first == second

assertNotEqual(first, second, msg=None): check first != second

assertIn(member, container, msg=None): check member in container or not

assertNotIn(member, container, msg=None):check member not in container or yes

assertTrue(expr, msg=None): expr is True

assertFalse(expr, msg=None): expr is False

assertIsNone(self, obj, msg=None): None, obj is None

assertIsNotNone(self, obj, msg=None): None, obj is not None

import unittest, random

# Test Class

class MyClass(object):

@classmethod

def sum(self, a, b):

return a + b

@classmethod

def div(self, a, b):

return a / b

@classmethod

def retrun\_None(self):

# Unit Test Class

class MyTest(unittest.TestCase):

# assertEqual()

def test\_assertEqual(self):

# test if a+b equals sum or not

try:

a, b = 1, 2

sum = 3

self.assertEqual(a + b, sum, 'assert failed!，%s + %s != %s' %(a, b, sum))

except AssertionError as e:

print (e)

# assertNotEqual()

def test\_assertNotEqual(self):

# fix missing three lines of codes below ‘try’, test if b-a equals res or not

try:

except AssertionError as e:

print (e)

# assertTrue()

def test\_assertTrue(self):

try:

self.assertTrue(1 == 1, "False expression")

except AssertionError as e:

print (e)

# assertFalse()

def test\_assertFalse(self):

# fix missing codes below ‘try’, only a line of codes needed

try:

except AssertionError as e:

print (e)

# assertIs()

def test\_assertIs(self):

# test a and b are totally same

try:

a = 12

b = a

self.assertIs(a, b, "%s and %s are not same" %(a, b))

except AssertionError as e:

print (e)

# assertIsInstance()

def test\_assertIsInstance(self):

# fix missing codes below ‘y=object’ to test type(x) != y, only a line of codes needed

try:

x = MyClass

y = object

except AssertionError as e:

print (e)

if \_\_name\_\_ == '\_\_main\_\_':

# run unittest

unittest.main()

2. unittest test groups

class Calc(object):

def add(self, \*d):

#

result = 0

for i in d:

result += i

return result

def mul(self, \*d):

#

result =1

for i in d:

result = result\*i

return result

def sub(self,a, \*d):

#

result =a

for i in d:

result = result-i

return result

def div(self, a, \*d):

#

result =a

for i in d:

result = result/i

return result

#TestCalc.py

import unittest

import random

from Calc import Calc

class TestCalcFunctions(unittest.TestCase):

def setUp(self):

self.c=Calc()

print ("setup completed!")

def test\_sum(self):

self.assertTrue(self.c.add(1,2,3,4)==10)

def test\_sub(self):

# fix a line of codes to test c.sub(self, a, \*b) method

def test\_mul(self):

# fix a line of codes to test c.mul(self, \*b) method

def test\_div(self):

# fix a line of codes to test c.div(self, a, \*b) method

def tearDown(self):

print ("test completed!")

def tearDown(self):

print ("tearDown completed")

if \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

# unittest\_suite.py

import random

import unittest

from TestCalc import TestCalcFunctions

class TestSequenceFunctions(unittest.TestCase):

def setUp(self):

self.seq = list(range(10))

def tearDown(self):

pass

def test\_choice(self):

# chose an element from seq randomly

element = random.choice(self.seq)

# check element is truly in the sequence

self.assertTrue(element in self.seq)

def test\_sample(self):

# if codes raise exception

with self.assertRaises(ValueError):

random.sample(self.seq, 20)

for element in random.sample(self.seq, 5):

self.assertTrue(element in self.seq)

class TestDictValueFormatFunctions(unittest.TestCase):

def setUp(self):

self.seq = list(range(10))

def tearDown(self):

pass

def test\_shuffle(self):

# shuffle sequence

random.shuffle(self.seq)

self.seq.sort()

self.assertEqual(self.seq, list(range(10)))

# check TypeError exception

self.assertRaises(TypeError, random.shuffle, (1, 2, 3))

if \_\_name\_\_ == '\_\_main\_\_':

# get all test methods start with ‘test’ and return a suite

suite1 = unittest.TestLoader().loadTestsFromTestCase(TestSequenceFunctions)

# please fix another two suite, suite2 of TestCalcFunctions and suite3 of TestDictValueFormatFunctions

# put more test class into suite

# you can change suites’ order, like [suite1, suite2, suite3]

suite = unittest.TestSuite([suite2, suite1,suite3])

# set verbosity = 2 you could get more detailed information

unittest.TextTestRunner(verbosity = 2).run(suite)

1. unittest skip test

#encoding=utf-8

import random,sys,unittest

class TestSeqFunctions(unittest.TestCase):

a = 1

def setUp(self):

self.seq = list(range(20))

@unittest.skip("skipping") # skip this method anyway

def test\_shuffle(self):

random.shuffle(self.seq)

self.seq.sort()

self.assertEqual(self.seq,list(range(20)))

self.assertRaises(TypeError,random.shuffle,(1,2,3))

# add a line of annotation that skip this method if a>5

def test\_choice(self):

element = random.choice(self.seq)

self.assertTrue(element in self.seq)

# add a line of annotation that skip if not in linux platform

def test\_sample(self):

with self.assertRaises(ValueError):

random.sample(self.seq, 20)

for element in random.sample(self.seq, 5):

self.assertTrue(element in self.seq)

if \_\_name\_\_=="\_\_main\_\_":

# unittest.main()

suite = unittest.TestLoader().loadTestsFromTestCase(TestSeqFunctions)

suite = unittest.TestSuite(suite)

unittest.TextTestRunner(verbosity = 2).run(suite)

1. unittest Run test under numerical order or alpha order.

#encoding=utf-8

import unittest

from Calc import Calc

class MyTest(unittest.TestCase):

@classmethod

def setUpClass(self):

print ("init Calc before unittest")

self.c = Calc()

# rename the four methods bellow, make sure print queue will be :  
![](data:image/png;base64,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)

# P.S.: test case must starts with ‘test’

def add(self):

print ("run add()")

self.assertEqual(self.c.add(1, 2, 12), 15, 'test add fail')

def sub(self):

print ("run sub()")

self.assertEqual(self.c.sub(2, 1, 3), -2, 'test sub fail')

def mul(self):

print ("run mul()")

self.assertEqual(Calc.mul(2, 3, 5), 30, 'test mul fail')

def div(self):

print ("run div()")

self.assertEqual(Calc.div(8, 2, 4), 1, 'test div fail')

if \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

1. unittest Time Test

Related Knowledge：import time\_decorator and use it before test methods

import time

import timeout\_decorator

class timeoutTest(unittest.TestCase):

# set a time decorator(annotation) which will be triggered after 5s’ running

def testtimeout(self):

print "Start"

for i in range(1,10):

time.sleep(1)

print "%d seconds have passed" % i

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()