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题目：

学院：

专业：

班级：

学生姓名：

学号：

导师姓名： 职称：

起止时间： 年 月 日 至 年 月 日

毕业设计（论文）承诺书

本人所提交的毕业论文《 》是本人在指导教师指导下独立研究、写作的成果，论文中所引用他人的文献、数据、图件、资料均已明确标注；对本文的研究做出重要贡献的个人和集体，均已在文中以明确方式注明并表示感谢。

本人深知本承诺书的法律责任，违规后果由本人承担。

签名：

日期： 年 月 日

西安邮电大学本科毕业设计(论文)选题审批表

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 申报人 | XX | | | 职称 | XX | | 学院 | | 网络空间安全学院 | | | |
| 题目名称 | XXXX | | | | | | | | | | | |
| 题目来源 | 科研 | | **√** | | | | 教学 | |  | 其它 | |  |
| 题目类型 | 硬件  设计 | |  | 软件  设计 | **√** | | 论文 | |  | 艺术  作品 |  | |
| 题目性质 | 应用研究 | | |  | | | 理论研究 | | | **√** | | |
| 题目  简述 | （为什么申报该课题）  不低于200字 | | | | | | | | | | | |
| 对学  生知  识与  能力  要求 | 1、XXXXX | | | | | | | | | | | |
| 具体  任务  以及  预期  目标 | （应完成的具体工作，预期目标和成果形式）  1、  XXX | | | | | | | | | | | |
| 时间  进度 | 3月2日至XX：  XXX  XXXX  X月X日至6月10日 ：答辩并完成后续工作。 | | | | | | | | | | | |
| 系（教研室）主任  签字 | | 年 月 日 | | | | 主管院长  签字 | | 年 月 日 | | | | |

西安邮电大学本科毕业设计（论文）开题报告

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 学生姓名 |  | 学号 |  | 专业班级 |  |
| 指导教师 |  | 题目 |  | | |
| 选题目的（为什么选该课题）  **不少于200字** | | | | | |
| 前期基础（已学课程、掌握的工具、资料积累、软硬件条件等）  **不少于100字** | | | | | |
| 要研究和解决的问题（做什么）  **不少于200字** | | | | | |
| 工作思路和方案（怎么做）  **不少于500字** | | | | | |
| 指导教师意见  **不少于50字**  签字 年 月 日 | | | | | |

西安邮电大学毕业设计 (论文)成绩评定表（**安全用此表**）

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 学生姓名 |  | 性别 |  | | 学号 |  | | 专业  班级 | |  |
| 课题名称 |  | | | | | | | | | |
| 指导  教师  意见 | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 支撑指标点/赋分 | 2.1/30 | 5.1/20 | 10.1/30 | 11.2/20 | 合计 | | 得分 |  |  |  |  |  |   评分（百分制）： 指导教师**(**签字**)：** 年 月 日 | | | | | | | | | | | |
| 评阅  （验收）  意见 | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 支撑指标点/赋分 | 2.1/30 | 5.3/40 | 10.1/10 | 10.2/20 | 合计 | | 得分 |  |  |  |  |  |   评分（百分制）： 评阅教师(签字)： 年 月 日 | | | | | | | | | | | |
| 答辩  小组  意见 | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 支撑指标点/赋分 | 5.3/30 | 7.2/20 | 10.1/30 | 10.2/20 | 合计 | | 得分 |  |  |  |  |  |   评分（百分制）： 答辩小组组长(签字)： 年 月 日 | | | | | | | | | | |
| 评分比例 | 指导教师评分 20 (％) 评阅（验收）评分 40 (％) 答辩小组评分 40 (％) | | | | | | | | | |
| 学生总评  成绩 | 百分制成绩 | | |  | | | 等级制成绩 | |  | |
| 答辩委员会意见 | 毕业论文(设计)最终成绩(等级)**：**  学院答辩委员会主任**(**签字、学院盖章**)：** 年 月 日 | | | | | | | | | | |

西安邮电大学毕业设计 (论文)成绩评定表**（对抗用此表）**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 学生姓名 |  | 性别 |  | | 学号 |  | | 专业  班级 | |  |
| 课题名称 |  | | | | | | | | | |
| 指导  教师  意见 | （从开题论证、论文内容、撰写规范性、学习态度、创新等方面进行考核）  评分（百分制）： 指导教师**(**签字**)：** 年 月 日 | | | | | | | | | | | |
| 评阅  （验收）  意见 | （从选题、开题论证、论文内容、撰写规范性、创新和预期成果等方面进行考核）  评分（百分制）： 评阅教师(签字)： 年 月 日 | | | | | | | | | | | |
| 答辩  小组  意见 | （从准备、陈述、回答、仪表等方面进行考核）  评分（百分制）： 答辩小组组长(签字)： 年 月 日 | | | | | | | | | | |
| 评分比例 | 指导教师评分 20 (％) 评阅（验收）评分 40 (％) 答辩小组评分 40 (％) | | | | | | | | | |
| 学生总评  成绩 | 百分制成绩 | | |  | | | 等级制成绩 | |  | |
| 答辩委员会意见 | 毕业论文(设计)最终成绩(等级)**：**  学院答辩委员会主任**(**签字、学院盖章**)：** 年 月 日 | | | | | | | | | | |

摘 要

数字资产与版权的管理与认证在互联网时代变成了国家与企业重点关注的问题。传统的数字资产管理系统使用一个第三方的服务中心完成，而在这种中心化的系统中，交易与资产的透明性，不可抵赖性，维权等问题无法得到保证。而区块链这一数据结构的安全性，不可篡改，不可逆，信息公开，去中心化等特性可以很好的解决传统数字资产与版权管理系统中存在的问题。

本系统给出了一个区块链的区中心化的皮肤交易系统，运用区块链本身的安全性，不可篡改性等特点，去解决传统方案的问题。

本系统使用python语言开发，后端使用Flask架构，前端使用原生HTML，数据库使用Mongodb。实现了皮肤资产上传，交易，管理，溯源等功能。

关键词：皮肤交易；区块链；python；

# ABSTRACT

The management and authentication of digital assets and copyrights has become a key concern for the state and businesses in the Internet era. Traditional digital asset management systems use a third-party service centre, but in such a centralised system, the transparency, non-repudiation and rights of transactions and assets cannot be guaranteed. Blockchain, however, is a data structure that is secure, immutable, irreversible, open and decentralised, and can solve the problems of traditional digital asset and copyright management systems.

This system is a blockchain-based decentralised skin trading system that uses the security and tamper-evident features of the blockchain itself to solve the problems of traditional solutions.

The system is developed using python language, Flask architecture for the back-end, native HTML for the front-end, and Mongodb for the database, enabling the uploading, trading, management and traceability of skin assets.

**Key words：**skin trading；blockchain；python；
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第一章 绪论

1.1选题原因

游戏皮肤这一概念初始于1986年的初版《塞尔达传说》，这是世界上第一款能够自定义玩家的衣着与造型的游戏。在进入二十一世纪后，一些游戏厂家将皮肤作为DLC进行售卖，皮肤这一概念被作为商品开始在游戏历史上出现。在随后的网络技术与个人电脑的发展，能够连接互联网的网络游戏逐渐取代了单机游戏，游戏账号的概念开始出现，皮肤作为玩家的资产与玩家的账号所绑定。但是，玩家在购买皮肤之后只能使用，不能够再次出售，使得皮肤只能被玩家所租赁而不能完全地被拥有，在二十一世纪第二个十年，游戏厂家Value设计出了一个独特皮肤系统，玩家可以自由的购买别的玩家的皮肤，也可以出售自己的皮肤，让皮肤系统不再是单纯地向游戏公司租用，而是变成了一个自由市场。

传统的皮肤交易必须依赖于游戏公司提供的中心化服务，任何玩家与玩家之间的交易都相当于发送方先和游戏公司交易，再由游戏公司与接收方进行交易。这种不透明的和中心化的交易方式让玩家维权变得困难，也给了游戏公司恶意操纵皮肤市场，收取高额手续费以可乘之机。

但区块链技术的出现，为传统的中心化交易系统带来了发展的方向。区块链是比特币数字加密货币体系的核心技术，通过运用密码学，数据加密，时间戳，分布式共识系统，实现不需要信任的点对点去中心化交易，解决了传统中心化机构普遍存在的成本过高，低效，数据存储安全等问题。区块链是使用密码学原理而不是基于信任和权威的交易系统，玩家可以直接交易而不需要任何一个第三方，皮肤的交易由密码学原理保护，保障交易双方不被欺诈，保障用户拥有皮肤财产的合法性，保障交易不被撤销，不被修改。同时区块链记录了所有的交易，使得市场公开透明。

目前，基于区块链的数字资产交易的研究成果与应用依然是一片空白，本文将使用区块链技术完成一个皮肤交易系统。

1.2研究内容

传统的皮肤交易必须依赖于游戏公司提供的中心化服务，任何玩家与玩家之传统的皮肤交易系统已经使用发展了多年，是一项成熟的技术，但也有很多为问题没有解决。而区块链技术可以解决这些问题。本系统将研发出一套基于区块链的皮肤交易系统，实现皮肤上传登记，皮肤交易，历史查看，信息上链等功能。

1.3 本文结构
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第二章 技术与环境

2.1技术

2.1.1 Flask

Flask是一个基于python的web微型框架，前端模板引擎使用Jinja2。是一个成熟稳定的轻量级可定制的框架。相较于同python的Django，Java的spring全家桶等更为灵活、轻便、安全且容易上手。可以很好得结合MVC模式进行开发。

2.1.2 Mongodb

Mongod是一个基于分布式文件的数据库，由c++编写，属于NoSql非关系数据库，所支持的结构使用类似json的bson格式，而本系统区块链的数据结构基于json，再使用python第三方bson库，便能实现将Mongod数据库抽象为区块链对象

2.1 环境

……….

……..

……..

……..

……..

……..

……..

……..

……..

系统环境：Windows10

语言开发环境：python3.9

数据库： MongoDB 4.2.0

IDE：PyCharm Community Edition 2020.3.1 Microsoft VS Code

第三章 需求与可行性分析

3.描述

本系统是一个基于区块链的皮肤交易系统，主要有登录模块，注册模块，皮肤上传模块，皮肤交易模块，能够在前端完成皮肤上传、交易、皮肤查看、查看历史记录等功能。

3.1 创建账号

3.1.1 需求

用户在主页点击注册，系统将生成一个密钥对，作为用户名与私钥。

3.1.2 可行性

后端使用ed25519库，生成一个ecc密钥对，这个密钥对是一个ed25519对象，将其格式化，使用base64编码，生成一个易于保存的字符串并返回前端进行显示。

3.2 登录账号

3.2.1 需求

用户点击登录，跳转到登录页面，用户输入自己的账户密码，点击登录，即可获取自己账号的全部权限。登录成功后跳转到用户主页。

3.2.2 可行性

后端再接受到前端的账号密码后，进行格式化，生成ed25519对象，再使用ed25519库的验证功能进行验证，验证通过后将密码存到后端的session中。后端对链进行解析，获取用户的资产列表历史记录等并跳转到用户主页。

3.3 皮肤上传

3.3.1 需求

用户点击选择文件，选择一张JPEG或JPG格式的图片，在下方的消息输入栏输入要上链的消息，点击上传。

3.3.2 可行性

前端先检查图片的格式，消息的字符类型，并传入后端。将上传的图片保存在temp文件夹，计算该文件的HASH,在coins文件夹新建以该文件HASH为文件夹名的文件夹。再将图片移动到该文件夹。通过文件HASH、时间戳、消息等创建新的区块，检查之后再上链。

3.4 皮肤交易

3.4.1 需求

用户选择一个自己拥有的皮肤，再消息栏输入交易消息，输入皮肤发送对象的地址，点击发送。

3.4.2 可行性

前端检查表单，通过文件HASH、时间戳、消息等创建新的区块，检查之后再上链。

1. 结构设计

4.1 系统结构

本系统使用python语言flask框架。

config.py存放系统的设置，Genesis\_Block.json保存创世块的json，main.py为flask视图文件，src存放源代码，static存放前端静态文件，包括本地的皮肤图片文件与css文件，template存放前端模板html文件。
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图：4.1.1

在src文件夹中，mvc.py存放flask后端相应的功能代码，object文件夹存放该系统的所有对象，包括用户对象（account.py），区块对象（block.py），区块链对象（blockchain.py)。

在bin文件夹中存放该系统所需要的工具，包括加密相关，日志相关，数据库相关，网络相关，OS相关。
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图4.1.2

templates存放前端模板，分别对应登录界面，首页，交易界面，上传界面，用户主页等界面等。

![](data:image/png;base64,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)

图4.1.3

4.2 数据结构

4.2.1 区块

1. class Block(object):
2. """区块对象"""
3. def \_\_init\_\_(self, index, sender, sender\_key, recive, pr\_block\_hash, coin, mesg):
4. self.header = {
5. "index": index,
6. "pr\_block\_hash": pr\_block\_hash,
7. "timestamp": str(time.time()),
8. "sender": sender
9. }
10. self.tran = {
11. "recive": recive,
12. "coin": coin,
13. "mesg": mesg
14. }
15. self.sign\_value = sign(self.header.\_\_str\_\_() + self.tran.\_\_str\_\_(), sender\_key)
16. self.block\_hash = hash\_sha256((self.header.\_\_str\_\_() + self.tran.\_\_str\_\_() + self.sign\_value).encode("utf8"))
17. self.block = {
18. "header": self.header,
19. "tran": self.tran,
20. "sign": self.sign\_value,
21. "block\_hash": self.block\_hash
22. }
23. self.block\_dict = json.loads(self.block.\_\_str\_\_().replace("'", '"'))
24. def print\_block(self):
25. print(self.block)
26. def add\_tran(self, trans\_list):
27. self.block["trans\_list"].append(trans\_list)
28. {
29. "header": {
30. "index": 0,
31. "pr\_block\_hash": "0000000000000000000000000000000000000000000000000000000000000000",
32. "timestamp": "1619191723.2759726",
33. "sender": "eb1d2b43aad8cf60ff9911a894f80ec4f4befccc6c61901d2cc72aac1b1d89d2"
34. },
35. "tran": {
36. "recive": "eb1d2b43aad8cf60ff9911a894f80ec4f4befccc6c61901d2cc72aac1b1d89d2",
37. "coin": "1f0e6968fc800be658bbb21ef27c18af",
38. "mesg": "Genesis\_Block"
39. },
40. "sign": "kFC7si5HDshII9m44G7ucfgrsfy0yqD1Qab42+DpO0Qp90Vs1R3/rEtVqQEW864LzMOkCFqBHAJrDtThRn5nBQ",
41. "block\_hash": "c5bf4a85dc0849b09e47bf0de2de5b5c1dad8c58eaa948e583ecdb38a125be44"
42. }

区块中含有三个部分，header是区块头，index表示区块的高度、索引。pr\_block\_hash,为上一个区块的HASH值，timestamp为创建区块时的时间戳。Sender为发送者的地址。

Tran是交易内容，recive为皮肤接受者的地址，coin为皮肤文件HASH值，mesg为额外的消息。

Sign是区块的签名，使用header和tran的字符串和用户私钥进行签名、

1. self.sign\_value = sign(self.header.\_\_str\_\_() + self.tran.\_\_str\_\_(), sender\_key)

Block\_hash为该区块的HASH值，使用header和tran的字符串，用sha256进行运算。

4.3 对象

4.3.1 数据库对象

1. class Db(object):
3. def \_\_init\_\_(self):
4. try:
5. myclient = pymongo.MongoClient("mongodb://localhost:27017/")
6. dblist = myclient.list\_database\_names()
7. if "skin\_chain" not in dblist:
8. Log().info("数据库不存在，正在创建--------")
9. print("数据库不存在，正在创建--------")
10. mydb = myclient["skin\_chain"]
11. Log().info("已创建skin\_chain数据库")
12. print("已创建skin\_chain数据库")
13. else:
14. mydb = myclient["skin\_chain"]
15. self.mycol = mydb["chain"]
16. except Exception as e:
17. print("数据库创建失败：" + str(e))
18. Log().error("数据库创建失败：" + str(e))
19. def test(self, user):
20. block\_list = json\_util.dumps(self.mycol.find({"header.sender": user}, {"\_id": False}))
21. return block\_list
22. def insert(self, block):
23. """在数据库插入新的块"""
24. try:
25. self.mycol.insert\_one(block.block\_dict)
26. return True
27. except Exception as e:
28. Log().error("区块插入失败：" + str(e))
29. print(e)
30. return False
31. def insert\_dict(self, block):
32. self.mycol.insert\_one(block)
33. def delete(self, index):
34. """根据索引删除块"""
35. try:
36. self.mycol.delete\_one({"header.index": index})
37. except Exception as e:
38. Log().error("删除失败：" + str(e))
39. def clean(self):
40. """清空数据库"""
41. try:
42. self.mycol.delete\_many({})
43. except Exception as e:
44. Log().error("清空数据库失败：" + str(e))
45. def get\_top\_block(self):
46. """获取最新的块"""
47. block = self.mycol.find({}, {"\_id": False}).sort("\_id", -1).limit(1)
48. return json.loads(json\_util.dumps(block))[0]
49. def get\_chain\_len(self):
50. """获取链的长度"""
51. return self.mycol.count()
53. def get\_block\_by\_index(self, index):
54. """通过索引获取最新的块"""
55. try:
56. return json.loads(json\_util.dumps(self.mycol.find({"header.index": index}, {"\_id": False})))[0]
57. except Exception as e:
58. Log().error("获取最新块失败：" + str(e))
59. def get\_block\_list\_by\_user(self, user):
60. """获取含有某一用户的所有块"""
61. try:
62. block\_list\_raw = json.loads(json\_util.dumps(self.mycol.find({"header.sender": user}, {"\_id": False}))) \
63. + json.loads(json\_util.dumps(self.mycol.find({"tran.recive": user}, {"\_id": False})))
64. block\_list = []
65. for item in block\_list\_raw:
66. if item not in block\_list:
67. block\_list.append(item)
68. return block\_list
69. except Exception as e:
70. Log().error("通过用户获取块失败：" + str(e))
71. def get\_block\_list\_by\_coin(self, coin):
72. """获取含有某一资产的所有块"""
73. try:
74. return json.loads(json\_util.dumps(self.mycol.find({"tran.coin": coin}, {"\_id": False})))
75. except Exception as e:
76. Log().error("通过资产获取块失败：" + str(e))

数据库使用mongodb，非关系型文件数据库，其中存储文件的数据结构为bson，类似与区块链对象的json，使用第三方库json\_util将json转为bson。

1. import json
2. import pymongo
3. from bson import json\_util

区块链存放在mongodb的skin\_chain库chain表中，若不存在则创建

1. try:
2. myclient = pymongo.MongoClient("mongodb://localhost:27017/")
3. dblist = myclient.list\_database\_names()
4. if "skin\_chain" not in dblist:
5. Log().info("数据库不存在，正在创建--------")
6. print("数据库不存在，正在创建--------")
7. mydb = myclient["skin\_chain"]
8. Log().info("已创建skin\_chain数据库")
9. print("已创建skin\_chain数据库")
10. else:
11. mydb = myclient["skin\_chain"]
12. self.mycol = mydb["chain"]
13. except Exception as e:
14. print("数据库创建失败：" + str(e))
15. Log().error("数据库创建失败：" + str(e))

对数据库对象进行封装，创建相应的方法，包括：插入，删除，清空，获取最新记录，获取集合数量，根据用户地址或皮肤HASH查询等。

4.3.2 区块链

区块链对象继承与数据库对象

1. class BlockChain(Db):
2. def insert\_block(self, block):
3. return self.insert(block)
4. def get\_user\_history(self, user):
5. block\_list = self.get\_block\_list\_by\_user(user)
6. if not block\_list:
7. return False
8. *# print(block\_list)*
9. user\_history\_list = []
10. for block in block\_list:
11. if block["header"]["sender"] == user and block["tran"]["recive"] != user:
12. user\_history\_list.append({
13. "opt": "send",
14. "timestamp": int(float(block["header"]["timestamp"])),
15. "recive": block["tran"]["recive"],
16. "coin": block["tran"]["coin"],
17. "mesg": block["tran"]["mesg"]
18. })
19. elif block["tran"]["recive"] == user and block["header"]["sender"] != user:
20. user\_history\_list.append({
21. "opt": "recive",
22. "timestamp": int(float(block["header"]["timestamp"])),
23. "sender": block["header"]["sender"],
24. "coin": block["tran"]["coin"],
25. "mesg": block["tran"]["mesg"]
26. })
27. elif block["tran"]["recive"] == user and block["header"]["sender"] == user:
28. user\_history\_list.append({
29. "opt": "create",
30. "timestamp": int(float(block["header"]["timestamp"])),
31. "creater": block["header"]["sender"],
32. "coin": block["tran"]["coin"],
33. "mesg": block["tran"]["mesg"]
34. })
35. user\_history\_list = sorted(user\_history\_list, key=lambda i: i['timestamp'])
36. for index, coin in enumerate(user\_history\_list):
37. user\_history\_list[index]["timestamp"] = time.asctime(time.localtime(int(float(coin["timestamp"]))))
38. return user\_history\_list
39. def get\_coin\_history(self, coin):
40. block\_list = self.get\_block\_list\_by\_coin(coin)
41. if not block\_list:
42. return False
43. coin\_list = []
44. for block in block\_list:
45. coin\_list.append({
46. "timestamp": block["header"]["timestamp"],
47. "sender": block["header"]["sender"],
48. "recive": block["tran"]["recive"],
49. "mesg": block["tran"]["mesg"]
50. })
51. coin\_list = sorted(coin\_list, key=lambda i: i['timestamp'])
52. for index, coin in enumerate(coin\_list):
53. coin\_list[index]["timestamp"] = time.asctime(time.localtime(int(float(coin["timestamp"]))))
54. return coin\_list
55. def get\_top\_block\_index(self):
56. top\_block = self.get\_top\_block()
57. return int(top\_block["header"]["index"])
58. def get\_top\_block\_hash(self):
59. top\_block = self.get\_top\_block()
60. return top\_block["block\_hash"]

除了继承自数据库的方法，新定义了几个针对区块链的方法

通过用户名获取该用户的历史记录，使用父对象中的get\_block\_list\_by\_user方法，获取所有含有该用户的区块列表，遍历这个列表，进行分类，转换时间戳。返回该用户的操作类型，时间，发送方或接受方的地址，皮肤的HASH值及在区块中的消息。

1. def get\_user\_history(self, user):
2. block\_list = self.get\_block\_list\_by\_user(user)
3. if not block\_list:
4. return False
5. # print(block\_list)
6. user\_history\_list = []
7. for block in block\_list:
8. if block["header"]["sender"] == user and block["tran"]["recive"] != user:
9. user\_history\_list.append({
10. "opt": "send",
11. "timestamp": int(float(block["header"]["timestamp"])),
12. "recive": block["tran"]["recive"],
13. "coin": block["tran"]["coin"],
14. "mesg": block["tran"]["mesg"]
15. })
16. elif block["tran"]["recive"] == user and block["header"]["sender"] != user:
17. user\_history\_list.append({
18. "opt": "recive",
19. "timestamp": int(float(block["header"]["timestamp"])),
20. "sender": block["header"]["sender"],
21. "coin": block["tran"]["coin"],
22. "mesg": block["tran"]["mesg"]
23. })
24. elif block["tran"]["recive"] == user and block["header"]["sender"] == user:
25. user\_history\_list.append({
26. "opt": "create",
27. "timestamp": int(float(block["header"]["timestamp"])),
28. "creater": block["header"]["sender"],
29. "coin": block["tran"]["coin"],
30. "mesg": block["tran"]["mesg"]
31. })
32. user\_history\_list = sorted(user\_history\_list, key=lambda i: i['timestamp'])
33. for index, coin in enumerate(user\_history\_list):
34. user\_history\_list[index]["timestamp"] = time.asctime(time.localtime(int(float(coin["timestamp"]))))
35. return user\_history\_list

4.3.3 用户对象

新建用户的密钥对，使用第三方库ed25519，分别创建私钥和公钥对象，再使用对象的to\_ascii方法，获取方便存放和传输的字符串。

1. import ed25519
2. class Account(object):
3. """用户对象"""
4. def \_\_init\_\_(self):
5. self.signing\_key, self.verifying\_key = ed25519.create\_keypair()
6. self.PublicKey = self.verifying\_key.to\_ascii(encoding="hex")
7. self.PrivateKey = self.signing\_key.to\_ascii(encoding="hex")
8. self.SigningKey = self.signing\_key
9. self.VerifiyingKey = self.verifying\_key
10. self.Username = str(self.PublicKey)[2:-1]
11. self.Password = str(self.PrivateKey)[2:-1]
12. def create\_account(self):
13. return self.Username, self.Password

用户对象继承自BlockChain对象

1. class AccountOpertion(BlockChain):
2. """用户操作对象"""
3. def \_\_init\_\_(self, user):
4. BlockChain.\_\_init\_\_(self)
5. self.user\_history = self.get\_user\_history(user)
6. self.user = user
7. def show\_coins(self):
8. """展示一个用户的所有资产"""
9. coin\_dict = {}
10. user\_history = self.user\_history
11. if not user\_history:
12. return []
13. for history in self.user\_history:
14. coin = history["coin"]
15. if "recive" in history.keys():
16. coin\_dict[coin] = coin\_dict[coin] + 1 if coin in coin\_dict else 1
17. elif "sender" in history.keys():
18. try:
19. coin\_dict[coin] = coin\_dict[coin] - 1
20. except:
21. print("err")
22. elif "creater" in history.keys():
23. coin\_dict[coin] = coin\_dict[coin] + 1 if coin in coin\_dict else 1
24. coin\_list = []
25. for coin in coin\_dict:
26. if coin\_dict[coin] == 1:
27. coin\_list.append(coin)
28. return coin\_list
29. def show\_coin\_count(self):
30. return len(self.show\_coins())
31. def show\_trans\_history(self):
32. """查看用户的历史纪录"""
33. history\_list = self.user\_history
34. user\_history = []
35. if not user\_history:
36. return []
37. for history in history\_list:
38. if history["opt"] == "send":
39. user\_history.append({
40. "timestamp": time.asctime(time.localtime(history["timestamp"])),
41. "coin": history["coin"],
42. "desc": "发送给" + history["recive"]
43. })
44. elif history["opt"] == "recive":
45. user\_history.append({
46. "timestamp": time.asctime(time.localtime(history["timestamp"])),
47. "coin": history["coin"],
48. "desc": "收到从" + history["recive"]
49. })
50. elif history["opt"] == "create":
51. user\_history.append({
52. "timestamp": time.asctime(time.localtime(history["timestamp"])),
53. "coin": history["coin"],
54. "desc": "创建"
55. })
56. return user\_history
57. def show\_create(self):
58. """查看用户作品"""
59. coin\_dict = {}
60. for history in self.user\_history:
61. coin = history["coin"]
62. if "creater" in history.keys():
63. coin\_dict[coin] = coin\_dict[coin] + 1 if coin in coin\_dict else 1
64. coin\_list = []
65. for coin in coin\_dict:
66. if coin\_dict[coin] == 1:
67. coin\_list.append(coin)
68. return coin\_list
69. def send\_coin(self, recive, coin, mesg, sender\_key):
70. """向别人交易"""
71. index = BlockChain().get\_top\_block\_index() + 1
72. sender = self.user
73. pr\_block\_hash = BlockChain().get\_top\_block\_hash()
74. Client().sync\_chain(index=index - 1)
75. block = Block(index, sender, sender\_key, recive, pr\_block\_hash, coin, mesg)
76. if BlockChain().insert(block):
77. Client().push\_blocks([block])
78. return index
79. def create\_coin(self, coin, sender\_key, mesg=None):
80. """上传作品"""
81. index = BlockChain().get\_top\_block\_index() + 1
82. sender = self.user
83. recive = self.user
84. Client().sync\_chain(index=index - 1)
85. *# time.sleep(3)*
86. pr\_block\_hash = BlockChain().get\_top\_block\_hash()
87. block = Block(index, sender, sender\_key, recive, pr\_block\_hash, coin, mesg)
88. if BlockChain().insert(block):
89. block\_empty\_list = list()
90. print(block.block\_dict)
91. block\_empty\_list.append(block.block\_dict)
92. Client().push\_blocks(block\_empty\_list)
93. else:
94. print("shibai")
95. return index

除了继承自父对象的方法外，AccountOpertion定义了：获取用户的所有皮肤，获取用户所拥有皮肤的数量，查看用户交易记录，查看用户所有上传的皮肤，交易，上传等方法。

4.4 工具

4.4.1加密与散列

对字符串取HASH，使用第三方库hashlib，散列算法使用sha256。

1. def hash\_sha256(string):
2. """哈希"""
3. sha = hashlib.sha256()
4. sha.update(string)
5. return sha.hexdigest()

对文件取HASH， 使用md5

1. def file\_hash(file\_path):
2. """对文件取哈希值"""
3. byte = 1024
4. md5 = hashlib.md5()
5. with open(file\_path, 'rb') as f:
6. while True:
7. data = f.read(byte)
8. if data:
9. md5.update(data)
10. else:
11. break
12. return md5.hexdigest()

验证区块的HASH，做完整性验证

1. def check\_hash(string, hash\_value):
2. """验证哈希值"""
3. sha = hashlib.sha256()
4. sha.update(string)
5. return hash\_value == sha.hexdigest()

验证区块的签名

1. def check\_sign(string, sig, vkey\_hex):
2. """验证签名"""
3. sig = bytes(sig, encoding="utf8")
4. vkey\_hex = bytes(vkey\_hex, encoding="utf8")
5. verifying\_key = ed25519.VerifyingKey(vkey\_hex, encoding="hex")
6. try:
7. verifying\_key.verify(sig, bytes(string, encoding='UTF-8'), encoding="base64")
8. result = True
9. except ed25519.BadSignatureError:
10. result = False
11. return result

检查用户的账户密码是否为密钥对

1. def check\_password(username, password):
2. """检查账户密码是否正确，返回bool"""
3. sig = bytes(password, encoding="utf8")
4. vkey\_hex = bytes(username, encoding="utf8")
5. signature\_key = ed25519.SigningKey(sig, encoding="hex")
6. verifying\_key = ed25519.VerifyingKey(vkey\_hex, encoding="hex")
7. return verifying\_key == signature\_key.get\_verifying\_key()

4.4.1文件

移动文件，用于上传皮肤文件。

1. def move\_file(srcfile, dstpath):
2. """复制文件到指定文件夹"""
3. try:
4. if not os.path.exists(dstpath):
5. os.mkdir(dstpath)
6. if os.path.exists(srcfile):
7. return True
8. shutil.move(srcfile, dstpath)
9. return True
10. except Exception as e:
11. Log().error("文件不存在：" + str(e))
12. print("文件不存在：" + str(e))
13. return False

获取图片的文件流

1. def return\_img\_stream(img\_local\_path):
2. """获取图片文件流"""
3. img\_stream = ''
4. with open(img\_local\_path, 'rb') as img\_f:
5. img\_stream = img\_f.read()
6. img\_stream = base64.b64encode(img\_stream)
7. return img\_stream

4.4.2设置

指定端口、网段、皮肤文件存储文件夹、最大文件大小及flask的各种设置等。

1. class Config:
2. PORT = 9999
3. SHACKPORT = 9998
4. SYNCPORT = 9996
5. FILEPORT = 9997
6. IPPOOL = "192.168.0.255"
7. SECRET\_KEY = "SECRETKEY"
8. UPLOAD\_FOLDER = "C:\\Users\\Administrator.DESKTOP-35V3OQH\\SkinChain\\static\\images\\coins\\"
9. MAX\_CONTENT\_LENGTH = 1024 \* 1024 \* 1024

4.4.3 检查区块

检查通过HASH值检查区块的完整性，通过发送者的地址验证签名，检查上一区块的HASH是否正确。

1. def check\_block(block):
2. """检查收到的块"""
3. result = True
4. try:
5. string = block["header"].\_\_str\_\_() + block["trans\_list"].\_\_str\_\_()
6. sig = block["sign"]
7. user\_name = block["header"]["sender"]
8. hash\_value = block["block\_hash"]
9. if not check\_sign(string, sig, user\_name):
10. result = False
11. if not check\_hash(string, hash\_value):
12. result = False
13. block\_index = int(block["header"]["index"])
14. db\_top\_index = BlockChain().get\_top\_block\_index()
15. if block\_index != db\_top\_index + 1:
16. result = False
17. if block["header"]["pr\_block\_hash"] != BlockChain().get\_top\_block\_hash():
18. result = False
19. sender = block["header"]["sender"]
20. coin = block["tran"]["coin"]
21. sender\_obj = AccountOpertion(sender)
22. coin\_list = sender\_obj.show\_coins()
23. if coin in coin\_list:
24. return False
25. except Exception as e:
26. Log().error("检查区块合法性失败：" + str(e))
27. result = False
28. finally:
29. return result

4.5 web设计

4.5.1 主页

介绍平台的基本信息，给出进行各种操作的连接
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所有前端模板继承于base.html

1. <!DOCTYPE html>
2. <html lang="en">
3. <head>
4. <meta charset="UTF-8">
5. <title>SkinChain</title>
6. <script src="https://cdn.static.runoob.com/libs/jquery/1.10.2/jquery.min.js"></script>
7. <link rel=stylesheet type="text/css" href="{{ url\_for('static', filename='css/base.css')}}">
8. </head>
9. <body>
10. <div class='pg-header'>
11. <a href="/">SkinChain</a>
12. <a href="/">首页</a>
13. <a href="/login/">登录</a>
14. <a href="/create/">注册</a>
15. <a href="/user/">用户中心</a>
16. <a href="/tran/">交易</a>
17. <a href="/upload/">上传</a>
18. </div>
19. {% block content %}
20. {% endblock %}
21. <div  class='pg-footer'></div>
22. </body>
23. </html>

4.5.2 登录

检查表单，用户名与密码应为64位的数字与小写字母。

1. function check\_form(){
2. var username = document.getElementById("username").value;
3. var password = document.getElementById("password").value;
4. if (username.length == 0){
5. alert("请输入用户名");
6. return false;
7. }
8. if(password.length == 0){
9. alert("请输入密码");
10. return false;
11. }
12. if (username.length != 64){
13. alert("用户名长度应为64");
14. return false;
15. }
16. if (password.length != 64){
17. alert("密码长度应为64");
18. return false;
19. }
20. reg\_str = "^[a-z0-9]+$";
21. var reg = new RegExp(reg\_str);
22. if (!reg.test(username)){
23. alert("用户名应为数字与小写字母");
24. return false;
25. }
26. if (!reg.test(password)){
27. alert("密码应为数字与小写字母");
28. return false;
29. }
30. }

检查后端session是否已经有账户与密码，若没有，则使用check\_password（）函数检查密码是否正确。若正确，则将账户密码存入session，并将前端重定向到用户界面。

1. @app.route('/login/', methods=['POST', 'GET'])
2. def login():
3. status = "请输入账户密码"
4. if session.get("username") and session.get("password"):
5. return redirect('/user/' + session.get("username") + '/')
6. if request.method == 'POST':
7. username = request.form.get("username")
8. password = request.form.get("password")
9. if check\_password(username, password):
10. session["username"] = username
11. session["password"] = password
12. return redirect('/user/' + username + '/')
13. else:
14. status = "账户/密码错误"
15. return render\_template('login.html',
16. status=status)

4.5.3 退出登录

清除session，并重定向到登录界面

1. @app.route('/logout/', methods=['POST', 'GET'])
2. def logout():
3. session.clear()
4. return redirect('/login/')

4.5.3 创建新用户

生成密钥对作为账户与密码并返回前端。

1. @app.route('/create/', methods=['POST', 'GET'])
2. def create():
3. username, password = Account().create\_account()
4. return render\_template('create.html',
5. username=username,
6. password=password)

4.5.3 交易

从后台链中获取该用户的所有皮肤，返回给前端。用户选择一个皮肤，输入要发送的用户和额外的消息，点击发送，在前端检查之后将表单传给后端，后端使用用户对象的send\_coin（）方法发送皮肤。若发送成功。重定向到成功页面。

1. @app.route('/user/<user>/tran/', methods=['POST', 'GET'])
2. def tran(user):
3. user\_obj = AccountOpertion(user)
4. coin\_list = user\_obj.show\_coins()
5. pic\_path\_list = []
6. for coin in coin\_list:
7. pic\_path\_list.append({
8. "coin": coin,
9. "path": get\_pic\_path(coin)
10. })
11. if request.method == 'POST':
12. obj\_username = request.form.get("obj\_username")
13. coin = request.form.get("coin")
14. message = request.form.get("message")
15. index = user\_obj.send\_coin(recive=obj\_username, coin=coin, mesg=message, sender\_key=session.get("password"))
16. return redirect('/user/' + user + "/tran/succese/" + index + "/")
17. return render\_template("tran.html",
18. pic\_path\_list=pic\_path\_list)

4.5.3 上传皮肤

1. @app.route('/uploader/', methods=['POST', 'GET'])
2. def uploader():
3. username = session.get("username")
4. img = request.files.get("photo")
5. mesg = request.form.get("mesg")
6. file\_path = Config.UPLOAD\_FOLDER + "temp\\" + img.filename
7. img.save(file\_path)
8. file\_hash\_value = file\_hash(file\_path)
9. dst\_path = Config.UPLOAD\_FOLDER + file\_hash\_value + "\\"
10. dst\_file = dst\_path + img.filename
11. if move\_file(file\_path, dst\_path):
12. # send\_file(dst\_file)
13. user\_obj = AccountOpertion(username)
14. index = user\_obj.create\_coin(coin=file\_hash\_value, mesg=mesg, sender\_key=session.get("password"))
15. return redirect("/uploader/" + str(index) + "/")
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