其工作原理：**一旦垃圾回收器准备好释放对象占用的存储空间，将首先调用其finalize()方法，并且在下一次垃圾回收动作发生时，才会真正回收对象占用的内存。所以如果用finalize()就能在垃圾回收时刻做一些重要的清理工作。**

**1. finalize的作用**

* **finalize()是Object的protected方法，子类可以覆盖该方法以实现资源清理工作，GC在回收对象之前调用该方法。**
* finalize()与C++中的析构函数不是对应的。C++中的析构函数调用的时机是确定的（对象离开作用域或delete掉），但**Java中的finalize的调用具有不确定性**
* 不建议用finalize方法完成“非内存资源”的清理工作，但建议用于：① 清理本地对象(通过JNI创建的对象)；② 作为确保某些非内存资源(如Socket、文件等)释放的一个补充：在finalize方法中显式调用其他资源释放方法。其原因可见下文[finalize的问题]

**2. finalize的问题**

* 一些与finalize相关的方法，由于一些致命的缺陷，已经被废弃了，如System.runFinalizersOnExit()方法、Runtime.runFinalizersOnExit()方法
* System.gc()与System.runFinalization()方法**增加了finalize方法执行的机会，但不可盲目依赖它们**
* Java语言规范并不保证finalize方法会被及时地执行、而且根本不会保证它们会被执行
* finalize方法可能会带来性能问题。因为JVM通常在**单独的低优先级线程中完成finalize的执行**
* 对象再生问题：**finalize方法中，可将待回收对象赋值给GC Roots可达的对象引用，从而达到对象再生的目的**
* **finalize方法至多由GC执行一次**(用户当然可以手动调用对象的finalize方法，但并不影响GC对finalize的行为)

**3. finalize的执行过程(生命周期)**

(1) 首先，大致描述一下finalize流程：当**对象变成(GC Roots)不可达时，GC会判断该对象是否覆盖了finalize方法，若未覆盖，则直接将其回收。否则，若对象未执行过finalize方法，将其放入F-Queue队列，由一低优先级线程执行该队列中对象的finalize方法。执行finalize方法完毕后，GC会再次判断该对象是否可达，若不可达，则进行回收，否则，对象“复活”。**

(2) 具体的finalize流程：

对象可由两种状态，涉及到两类状态空间，**一是终结状态空间 F** = {unfinalized, finalizable, finalized}；**二是可达状态空间 R** = {reachable, finalizer-reachable, unreachable}。各状态含义如下：

* unfinalized: **新建对象会先进入此状态，GC并未准备执行其finalize方法，因为该对象是可达的**
* finalizable: **表示GC可对该对象执行finalize方法，GC已检测到该对象不可达。正如前面所述，GC通过F-Queue队列和一专用线程完成finalize的执行**
* finalized: **表示GC已经对该对象执行过finalize方法**
* reachable: **表示GC Roots引用可达**
* finalizer-reachable(f-reachable)：**表示不是reachable，但可通过某个finalizable对象可达**
* unreachable：**对象不可通过上面两种途径可达**

状态变迁图：

![http://img.blog.csdn.net/20131006163937765](data:image/gif;base64,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)

变迁说明：

1. 新建对象首先处于[reachable, unfinalized]状态(A)
2. 随着程序的运行，一些引用关系会消失，导致状态变迁，从reachable状态变迁到f-reachable(B, C, D)**(通过某个finalizable对象可达)**或unreachable(E, F) **(不可达)**状态
3. 若JVM检测到处于unfinalized状态的对象变成f-reachable或unreachable，JVM会将其标记为**finalizable状态(G,H)**。若对象原处于[unreachable, unfinalized]状态，则同时将其标记为**f-reachable(H)（塞到F-Queue队列里等待一个线程去调用其**finalize方法**）。**
4. 在某个时刻，JVM取出某个finalizable对象，将其标记为finalized并在某个线程中执行其**finalize方法**。由于是在**活动线程中引用了该对象，该对象将变迁到(reachable, finalized)状态(K或J)。该动作将影响某些其他对象从f-reachable状态重新回到reachable状态(L, M, N)**
5. 处于finalizable状态的对象不能同时是unreahable的，由第4点可知，将对象finalizable对象标记为finalized时会由某个线程执行该对象的finalize方法，致使其变成reachable。这也是图中只有八个状态点的原因
6. 程序员手动调用finalize方法并不会影响到上述内部标记的变化，因此JVM只会至多调用finalize一次，即使该对象“复活”也是如此。程序员手动调用多少次不影响JVM的行为
7. 若JVM检测到finalized状态的对象变成unreachable，回收其内存(I)
8. 若对象并未覆盖finalize方法，JVM会进行优化，直接回收对象（O）
9. 注：System.runFinalizersOnExit()等方法可以使对象即使处于reachable状态，JVM仍对其执行finalize方法

**4. 一些代码示例**

**(1) 对象复活**

1. **public class GC {**
3. **public static GC SAVE\_HOOK = null;**
5. **public static void main(String[] args) throws InterruptedException {**
6. SAVE\_HOOK = **new GC();**
7. SAVE\_HOOK = **null;**
8. System.gc();
9. Thread.sleep(500);
10. **if (null != SAVE\_HOOK) { //此时对象应该处于(reachable, finalized)状态**
11. System.out.println("Yes , I am still alive");
12. } **else {**
13. System.out.println("No , I am dead");
14. }
15. SAVE\_HOOK = **null;**
16. System.gc();
17. Thread.sleep(500);
18. **if (null != SAVE\_HOOK) {**
19. System.out.println("Yes , I am still alive");
20. } **else {**
21. System.out.println("No , I am dead");
22. }
23. }
25. @Override
26. **protected void finalize() throws Throwable {**
27. **super.finalize();**
28. System.out.println("execute method finalize()");
29. SAVE\_HOOK = **this;**
30. }
31. }