在开始之前

关于本教程

新的输入/输出 (NIO) 库是在 JDK 1.4 中引入的。NIO 弥补了原来的 I/O 的不足，它在标准 Java 代码中提供了高速的、面向块的 I/O。通过定义包含数据的类，以及**通过以块的形式处理这些数据**，NIO 不用使用本机代码就可以利用低级优化，这是原来的 I/O 包所无法做到的。

在本教程中，我们将讨论 NIO 库的几乎所有方面，从高级的概念性内容到底层的编程细节。除了学习诸如缓冲区和通道这样的关键 I/O 元素外，您还有机会看到在更新后的库中标准 I/O 是如何工作的。您还会了解只能通过 NIO 来完成的工作，如**异步 I/O 和直接缓冲区**。

在本教程中，我们将使用展示 NIO 库的不同方面的代码示例。几乎每一个代码示例都是一个大的 Java 程序的一部分，您可以在 [参考资料](https://www.ibm.com/developerworks/cn/education/java/j-nio/section12.html) 中找到这个 Java 程序。在做这些练习时，我们推荐您在自己的系统上下载、编译和运行这些程序。在您学习了本教程以后，这些代码将为您的 NIO 编程努力提供一个起点。

本教程是为希望学习更多关于 JDK 1.4 NIO 库的知识的所有程序员而写的。为了最大程度地从这里的讨论中获益，您应该理解基本的 Java 编程概念，如类、继承和使用包。多少熟悉一些原来的 I/O 库(来自 java.io.\* 包)也会有所帮助。

虽然本教程要求掌握 Java 语言的工作词汇和概念，但是不需要有很多实际编程经验。除了彻底介绍与本教程有关的所有概念外，我还保持代码示例尽可能短小和简单。目的是让即使没有多少 Java 编程经验的读者也能容易地开始学习 NIO。

如何运行代码

源代码归档文件(在 [参考资料](https://www.ibm.com/developerworks/cn/education/java/j-nio/section12.html) 中提供)包含了本教程中使用的所有程序。每一个程序都由一个 Java 文件构成。每一个文件都根据名称来识别，并且可以容易地与它所展示的编程概念相关联。

教程中的一些程序需要命令行参数才能运行。要从命令行运行一个程序，只需使用最方便的命令行提示符。在 Windows 中，命令行提供符是 “Command” 或者 “command.com” 程序。在 UNIX 中，可以使用任何 shell。

需要安装 JDK 1.4 并将它包括在路径中，才能完成本教程中的练习。如果需要安装和配置 JDK 1.4 的帮助，请参见 [参考资料](https://www.ibm.com/developerworks/cn/education/java/j-nio/section12.html)。

输入/输出：概念性描述

I/O 简介

I/O ? 或者输入/输出 ? 指的是**计算机与外部世界或者一个程序与计算机的其余部分的之间的接口**。它对于任何计算机系统都非常关键，因而所有 I/O 的主体实际上是内置在操作系统中的。单独的程序一般是让系统为它们完成大部分的工作。

**在 Java 编程中，直到最近一直使用 *流*的方式完成 I/O。**所有 I/O 都被视为单个的字节的移动，通过一个称为 Stream 的对象一次移动一个字节。流 I/O 用于与外部世界接触。它也在内部使用，用于将对象转换为字节，然后再转换回对象。

NIO 与原来的 I/O 有同样的作用和目的，但是它使用不同的方式? ***块 I/O*。**正如您将在本教程中学到的，***块 I/O 的效率可以比流 I/O 高许多。***

为什么要使用 NIO?

NIO 的创建目的是为了让 Java 程序员可以实现高速 I/O 而无需编写自定义的本机代码。**NIO 将最耗时的 I/O 操作(即填充和提取缓冲区)转移回操作系统，**因而可以极大地提高速度。

流与块的比较

原来的 I/O 库(在 java.io.\*中) 与 NIO 最重要的区别是数据打包和传输的方式。正如前面提到的，原来的 **I/O 以流的方式处理数据，而 NIO 以块的方式处理数据。**

*面向流*的 I/O 系统一次一个字节地处理数据。一个输入流产生一个字节的数据，一个输出流消费一个字节的数据。为流式数据创建过滤器非常容易。链接几个过滤器，以便每个过滤器只负责单个复杂处理机制的一部分，这样也是相对简单的。不利的一面是，**面向流的 I/O 通常相当慢。**

一个 *面向块*的 I/O 系统以块的形式处理数据。**每一个操作都在一步中产生或者消费一个数据块。**按块处理数据比按(流式的)字节处理数据要快得多。但是面向块的 I/O 缺少一些面向流的 I/O 所具有的优雅性和简单性。

集成的 I/O

在 JDK 1.4 中原来的 I/O 包和 NIO 已经很好地集成了。 java.io.\* 已经以 NIO 为基础重新实现了，所以现在它可以利用 NIO 的一些特性。例如， java.io.\* 包中的一些类包含以块的形式读写数据的方法，这使得即使在更面向流的系统中，处理速度也会更快。

也可以用 NIO 库实现标准 I/O 功能。例如，可以容易地使用块 I/O 一次一个字节地移动数据。但是正如您会看到的，NIO 还提供了原 I/O 包中所没有的许多好处。

通道和缓冲区

概述

**通道 和 缓冲区 是 NIO 中的核心对象**，几乎在每一个 I/O 操作中都要使用它们。

通道是对原 I/O 包中的流的模拟。到任何目的地(或来自任何地方)的所有数据都必须通过一个 Channel 对象。一个 Buffer 实质上是一个容器对象。**发送给一个通道的所有对象都必须首先放到缓冲区中；**同样地，从通道中读取的任何数据都要读到缓冲区中。

在本节中，您会了解到 NIO 中通道和缓冲区是如何工作的。

什么是缓冲区？

Buffer 是一个对象， 它包含一些要写入或者刚读出的数据。 **在 NIO 中加入 Buffer 对象，体现了新库与原 I/O 的一个重要区别。**在面向流的 I/O 中，您将数据直接写入或者将数据直接读到 Stream 对象中。

**在 NIO 库中，所有数据都是用缓冲区处理的。在读取数据时，它是直接读到缓冲区中的。在写入数据时，它是写入到缓冲区中的。**任何时候访问 NIO 中的数据，您都是将它放到缓冲区中。

缓冲区实质上是一个数组。通常它是一个字节数组，但是也可以使用其他种类的数组。但是一个缓冲区不 *仅仅*是一个数组。**缓冲区提供了对数据的结构化访问，而且还可以跟踪系统的读/写进程。**

缓冲区类型

最常用的缓冲区类型是 ByteBuffer。一个 ByteBuffer 可以在其底层字节数组上进行 get/set 操作(即字节的获取和设置)。

ByteBuffer 不是 NIO 中唯一的缓冲区类型。事实上，对于每一种基本 Java 类型都有一种缓冲区类型：

* ByteBuffer
* CharBuffer
* ShortBuffer
* IntBuffer
* LongBuffer
* FloatBuffer
* DoubleBuffer

每一个 Buffer 类都是 Buffer 接口的一个实例。 除了 ByteBuffer，每一个 Buffer 类都有完全一样的操作，只是它们所处理的数据类型不一样。因为大多数标准 I/O 操作都使用 ByteBuffer，所以它具有所有共享的缓冲区操作以及一些特有的操作。

现在您可以花一点时间运行 UseFloatBuffer.java，它包含了类型化的缓冲区的一个应用例子。

什么是通道？

**Channel是一个对象，可以通过它读取和写入数据。拿 NIO 与原来的 I/O 做个比较，通道就像是流。**

正如前面提到的，所有数据都通过 Buffer 对象来处理。您永远不会将字节直接写入通道中，相反，**您是将数据从通道写入包含一个或者多个字节的缓冲区**。同样，您不会直接从通道中读取字节，而是**将数据从通道读入缓冲区，再从缓冲区获取这个字节。**

通道类型

通道与流的不同之处在于通道是双向的。而流只是在一个方向上移动(一个流必须是 InputStream 或者 OutputStream 的子类)， 而 **通道可以用于读、写或者同时用于读写。**

因为它们是双向的，所以通道可以比流更好地反映底层操作系统的真实情况。特别是在 UNIX 模型中，底层操作系统通道是双向的。

从理论到实践：NIO 中的读和写

概述

读和写是 I/O 的基本过程。从一个通道中读取很简单：**只需创建一个缓冲区，然后让通道将数据读到这个缓冲区中。**写入也相当简单：**创建一个缓冲区，用数据填充它，然后让通道用这些数据来执行写入操作。**

在本节中，我们将学习有关在 Java 程序中读取和写入数据的一些知识。我们将回顾 NIO 的主要组件(缓冲区、通道和一些相关的方法)，看看它们是如何交互以进行读写的。在接下来的几节中，我们将更详细地分析这其中的每个组件以及其交互。

从文件中读取

在我们第一个练习中，我们将从一个文件中读取一些数据。如果使用原来的 I/O，那么我们只需创建一个 FileInputStream 并从它那里读取。而在 NIO 中，情况稍有不同：**我们首先从 FileInputStream 获取一个 Channel 对象**，然后使用**这个通道来读取数据**。

在 NIO 系统中，任何时候执行一个读操作，您都是**从通道中读取**，但是您不是 *直接*从通道读取。因为**所有数据最终都驻留在缓冲区中**，所以您是**从通道读到缓冲区中。**

因此读取文件涉及三个步骤**：(1) 从 FileInputStream 获取 Channel，(2) 创建 Buffer，(3) 将数据从 Channel 读到 Buffer中。**

现在，让我们看一下这个过程。

三个容易的步骤

第一步是获取通道。我们从 FileInputStream 获取通道：

|  |  |
| --- | --- |
| 1  2 | FileInputStream fin = new FileInputStream( "readandshow.txt" );  FileChannel fc = fin.getChannel(); |

下一步是创建缓冲区：

|  |  |
| --- | --- |
| 1 | ByteBuffer buffer = ByteBuffer.allocate( 1024 ); |

最后，**需要将txt数据从通道读到缓冲区中**，如下所示：

|  |  |
| --- | --- |
| 1 | fc.read( buffer ); |

您会注意到，我们**不需要告诉通道要读*多少数据*到缓冲区中**。每一个缓冲区都有复杂的内部统计机制，它会跟踪已经读了多少数据以及还有多少空间可以容纳更多的数据。我们将在 [缓冲区内部细节](https://www.ibm.com/developerworks/cn/education/java/j-nio/j-nio.html) 中介绍更多关于缓冲区统计机制的内容。

写入文件

在 NIO 中写入文件类似于从文件中读取。首先从 FileOutputStream 获取一个通道：

|  |  |
| --- | --- |
| 1  2 | FileOutputStream fout = new FileOutputStream( "writesomebytes.txt" );  FileChannel fc = fout.getChannel(); |

**下一步是创建一个缓冲区并在其中放入一些数据** - 在这里，数据将从一个名为 message 的数组中取出，这个数组包含字符串 "Some bytes" 的 ASCII 字节(本教程后面将会解释 buffer.flip() 和 buffer.put() 调用)。

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | ByteBuffer buffer = ByteBuffer.allocate( 1024 );    for (int i=0; i<message.length; ++i) {       buffer.put( message[i] );  }  buffer.flip(); |

最后一步是把**缓冲区中数据写出到fc通道：**

|  |  |
| --- | --- |
| 1 | fc.write( buffer ); |

注意在这里同样不需要告诉通道要写入多数据。缓冲区的内部统计机制会跟踪它包含多少数据以及还有多少数据要写入。

读写结合

下面我们将看一下在结合读和写时会有什么情况。我们以一个名为 CopyFile.java 的简单程序作为这个练习的基础，它将一个文件的所有内容拷贝到另一个文件中。CopyFile.java 执行三个基本操作：首先创建一个 Buffer，然后从**源文件中将数据读到这个缓冲区中，然后将缓冲区写入目标文件。**这个程序不断重复 ― 读、写、读、写 ― 直到源文件结束。

CopyFile 程序让您看到我们如何检查操作的状态，以及如何使**用 clear() 和 flip() 方法重设缓冲区，并准备缓冲区以便将新读取的数据写到另一个通道中。**

运行 CopyFile 例子

因为缓冲区会跟踪它自己的数据，所以 CopyFile 程序的内部循环 (inner loop) 非常简单，如下所示：

|  |  |
| --- | --- |
| 1  2 | fcin.read( buffer );  fcout.write( buffer ); |

第一行将数据从输**入通道 fcin 中读入缓冲区，第二行将这些数据写到输出通道 fcout 。**

检查状态

下一步是检查拷贝何时完成。当没有更多的数据时，拷贝就算完成，并且可以在 read() 方法返回 -1 是判断这一点，如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5 | int r = fcin.read( buffer );    if (r==-1) {       break;  } |

重设缓冲区

最后，在从输入通道读入缓冲区之前，**我们调用 clear()**方法。同样，在将缓冲区写入输出通道之前，我们**调用 flip()**方法，如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | buffer.clear();  int r = fcin.read( buffer );    if (r==-1) {       break;  }    buffer.flip();  fcout.write( buffer ); |

**clear() 方法重设缓冲区，使它可以接受读入的数据。 flip() 方法让缓冲区可以将新读入的数据写入另一个通道。**

缓冲区内部细节

概述

本节将介绍 NIO 中两个重要的缓冲区组件：状态变量和访问方法 (accessor)。

状态变量是前一节中提到的"内部统计机制"的关键。**每一个读/写操作都会改变缓冲区的状态。**通过记录和跟踪这些变化，缓冲区就可能够内部地管理自己的资源。

在从通道读取数据时，数据被放入到缓冲区。在有些情况下，可以将这个缓冲区直接写入另一个通道，但是在一般情况下，您还需要**查看数据。这是使用 *访问方法*get() 来完成的。同样，如果要将原始数据放入缓冲区中，就要使用访问方法 put()。**

在本节中，您将学习关于 NIO 中的状态变量和访问方法的内容。我们将描述每一个组件，并让您有机会看到它的实际应用。虽然 NIO 的内部统计机制初看起来可能很复杂，但是您很快就会看到大部分的实际工作都已经替您完成了。您可能习惯于通过手工编码进行簿记 ― 即使用字节数组和索引变量，现在它已在 NIO 中内部地处理了。

状态变量

可以用三个值指定缓冲区在任意时刻的状态：

* position
* limit
* capacity

这三个变量一起可以跟踪缓冲区的状态和它所包含的数据。我们将在下面的小节中详细分析每一个变量，还要介绍它们如何适应典型的读/写(输入/输出)进程。在这个例子中，我们假定要将数据从一个输入通道拷贝到一个输出通道。

**Position**

您可以回想一下，缓冲区实际上就是美化了的数组。在从通道读取时，您将所读取的数据放到底层的数组中。**position 变量跟踪已经写了多少数据。**更准确地说，**它指定了下一个字节将放到数组的哪一个元素中。**因此，如果您从通道中读三个字节到缓冲区中，**那么缓冲区的 position 将会设置为3，指向数组中第四个元素。**

同样，在写入通道时，您是从缓冲区中获取数据。 position 值跟踪从缓冲区中获取了多少数据。更准确地说，**它指定下一个字节来自数组的哪一个元素**。因此如果**从缓冲区写了5个字节到通道中，那么缓冲区的 position 将被设置为5，指向数组的第六个元素。**

Limit

**limit 变量表明还有多少数据需要取出**(在从缓冲区写入通道时)，**或者还有多少空间可以放入数据**(在从通道读入缓冲区时)。

**position 总是小于或者等于 limit（看后面的例子，这儿没表述好）。**

Capacity

**缓冲区的 capacity 表明可以储存在缓冲区中的最大数据容量**。实际上，它指定了底层数组的大小 ― 或者至少是指定了准许我们使用的底层数组的容量。

**limit 决不能大于 capacity。**

观察变量

我们首先观察一个新创建的缓冲区。出于本例子的需要，我们假设这个缓冲区的 总容量 为8个字节。 Buffer 的状态如下所示：
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回想一下 ，**limit 决不能大于 capacity**，此例中这两个值都被设置为 8。我们通过将它们指向数组的尾部之后(如果有第8个槽，则是第8个槽所在的位置)来说明这点。
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position 设置为0。如果我们读一些数据到缓冲区中，那么下一个读取的数据就进入 slot 0 。如果我们从缓冲区写一些数据，从缓冲区读取的下一个字节就来自 slot 0 。 position 设置如下所示：
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由于 capacity 不会改变，所以我们在下面的讨论中可以忽略它。

**第一次读取**

现在我们可以开始在新创建的缓冲区上进行读/写操作。首先从输入通道中读一些数据到缓冲区中。**第一次读取得到三个字节。**它们被放到数组中**从 position 开始的位置，这时 position 被设置为 0。读完之后，position 就增加到 3**，如下所示：
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limit 没有改变。

第二次读取

**在第二次读取时，我们从输入通道读取另外两个字节到缓冲区中。这两个字节储存在由 position 所指定的位置上， position因而增加 2**：
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limit 没有改变。

flip

现在我们要将数据写到输出通道中。在这之前，我们必须调用 flip() 方法。这个方法做两件非常重要的事：

1. **它将 limit 设置为当前 position。**
2. **它将 position 设置为 0。**

前一小节中的图显示了在 **flip 之前缓冲区的情况。下面是在 flip 之后的缓冲区：**

![Buffer after the flip](data:image/gif;base64,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)

我们现在可以将数据从缓冲区写入通道了。 position 被设置为 0，这意味着我们得到的下一个字节是第一个字节。 limit 已被设置为原来的 position，这意味着它包括以前读到的所有字节，并且一个字节也不多。

第一次写入

在第一次写入时，我们**从缓冲区中取四个字节并将它们写入输出通道。这使得 position 增加到 4，而 limit 不变**，如下所示：
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第二次写入

我们只剩下一个字节可写了。 limit在我们调用 flip() 时被设置为 5，并且 position 不能超过 limit。所以**最后一次写入操作从缓冲区取出一个字节并将它写入输出通道。**这使得 position 增加到 5，并保持 limit 不变，如下所示：
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clear

**最后一步是调用缓冲区的 clear() 方法。这个方法重设缓冲区以便接收更多的字节。 Clear 做两种非常重要的事情：**

1. **它将 limit 设置为与 capacity 相同。**
2. **它设置 position 为 0。**

下图显示了在调用 clear() 后缓冲区的状态：

![State of the buffer after clear() has been called](data:image/gif;base64,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)

缓冲区现在可以接收新的数据了。

访问方法

到目前为止，我们只是使用缓冲区将数据从一个通道转移到另一个通道。然而，**程序经常需要直接处理数据。**例如，您可能需要将用户数据保存到磁盘。在这种情况下，您必须将这些数据直接放入缓冲区，然后用通道将缓冲区写入磁盘。

或者，您可能想要**从磁盘读取用户数据**。在这种情况下，您要将**数据从通道读到缓冲区中，然后检查缓冲区中的数据。**

在本节的最后，我们将详细分析如何使用 ByteBuffer 类的 get() 和 put() 方法直接访问缓冲区中的数据。

get() 方法

ByteBuffer 类中有四个 get() 方法：

1. byte get();
2. ByteBuffer get( byte dst[] );
3. ByteBuffer get( byte dst[], int offset, int length );
4. byte get( int index );

第一个方法获取单个字节。第二和第三个方法将一组字节读到一个数组中。**第四个方法从缓冲区中的特定位置获取字节。那些返回 ByteBuffer 的方法只是返回调用它们的缓冲区的 this 值。**

此外，我们认为前三个 get() 方法是相对的，而最后一个方法是绝对的。 *相对*意味着 get() 操作服从 limit 和 position 值 ― 更明确地说，**字节是从当前 position 读取的**，而 position 在 get 之后会增加。另一方面，一个 *绝对*方法会忽略 limit 和 position 值，也不会影响它们。事实上，它完全绕过了缓冲区的统计方法。

上面列出的方法对应于 ByteBuffer 类。其他类有等价的 get() 方法，这些方法除了不是处理字节外，其它方面是是完全一样的，它们处理的是与该缓冲区类相适应的类型。

put()方法

ByteBuffer 类中有五个 put() 方法：

1. ByteBuffer put( byte b );
2. ByteBuffer put( byte src[] );
3. ByteBuffer put( byte src[], int offset, int length );
4. ByteBuffer put( ByteBuffer src );
5. ByteBuffer put( int index, byte b );

第一个方法 写入（put） 单个字节。第二和第三个方法写入来自一个数组的一组字节。第四个方法将数据从一个给定的源 ByteBuffer 写入这个 ByteBuffer。第五个方法将字节写入缓冲区中特定的 位置 。那些返回 ByteBuffer 的方法只是返回调用它们的缓冲区的 this 值。

与 get() 方法一样，我们将把 put() 方法划分为 *相对*或者 *绝对*的。前四个方法是相对的，而第五个方法是绝对的。

上面显示的方法对应于 ByteBuffer 类。其他类有等价的 put() 方法，这些方法除了不是处理字节之外，其它方面是完全一样的。它们处理的是与该缓冲区类相适应的类型。

类型化的 get() 和 put() 方法

除了前些小节中描述的 get() 和 put() 方法， ByteBuffer 还有用于读写不同类型的值的其他方法，如下所示：

* getByte()
* getChar()
* getShort()
* getInt()
* getLong()
* getFloat()
* getDouble()
* putByte()
* putChar()
* putShort()
* putInt()
* putLong()
* putFloat()
* putDouble()

事实上，这其中的每个方法都有两种类型 ― 一种是相对的，另一种是绝对的。它们对于读取格式化的二进制数据（如图像文件的头部）很有用。

您可以在例子程序 TypesInByteBuffer.java 中看到这些方法的实际应用。

缓冲区的使用：一个内部循环

下面的内部循环概括了使用缓冲区将数据从输入通道拷贝到输出通道的过程。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | while (true) {       buffer.clear();       int r = fcin.read( buffer );         if (r==-1) {         break;       }         buffer.flip();       fcout.write( buffer );  } |

read() 和 write() 调用得到了极大的简化，因为许多工作细节都由缓冲区完成了。 clear() 和 flip() 方法用于让缓冲区在读和写之间切换。

关于缓冲区的更多内容

概述

到目前为止，您已经学习了使用缓冲区进行日常工作所需要掌握的大部分内容。我们的例子没怎么超出标准的读/写过程种类，在原来的 I/O 中可以像在 NIO 中一样容易地实现这样的标准读写过程。

本节将讨论使用缓冲区的一些更复杂的方面，比如缓冲区分配、包装和分片。我们还会讨论 NIO 带给 Java 平台的一些新功能。您将学到如何创建不同类型的缓冲区以达到不同的目的，如可保护数据不被修改的 *只读*缓冲区，和直接映射到底层操作系统缓冲区的 *直接*缓冲区。我们将在本节的最后介绍如何在 NIO 中创建内存映射文件。

缓冲区分配和包装

在能够读和写之前，必须有一个缓冲区。要创建缓冲区，您必须 *分配*它。我们使用静态方法 allocate() 来分配缓冲区：

|  |  |
| --- | --- |
| 1 | ByteBuffer buffer = ByteBuffer.allocate( 1024 ); |

allocate() 方法分配一个具有指定大小的底层数组，并将它包装到一个缓冲区对象中 ― 在本例中是一个 ByteBuffer。

您还可以将一个现有的数组转换为缓冲区，如下所示：

|  |  |
| --- | --- |
| 1  2 | byte array[] = new byte[1024];  ByteBuffer buffer = ByteBuffer.wrap( array ); |

本例使用了 wrap() 方法将一个数组包装为缓冲区。必须非常小心地进行这类操作。一旦完成包装，底层数据就可以通过缓冲区或者直接访问。

缓冲区分片

slice() 方法根据现有的缓冲区创建一种 *子缓冲区*。**也就是说，它创建一个新的缓冲区，新缓冲区与原来的缓冲区的一部分共享数据。**

使用例子可以最好地说明这点。让我们首先创建一个长度为 10 的 ByteBuffer：

|  |  |
| --- | --- |
| 1 | ByteBuffer buffer = ByteBuffer.allocate( 10 ); |

然后**使用数据来填充这个缓冲区，在第 n 个槽中放入数字 n：**

|  |  |
| --- | --- |
| 1  2  3 | for (int i=0; i<buffer.capacity(); ++i) {       buffer.put( (byte)i );  } |

现在我们对这个缓冲区 *分片*，以**创建一个包含槽 3 到槽 6 的子缓冲区**。在某种意义上，**子缓冲区就像原来的缓冲区中的一个 窗口 。**

**窗口的起始和结束位置通过设置 position 和 limit 值来指定，然后调用 Buffer 的 slice() 方法：**

|  |  |
| --- | --- |
| 1  2  3 | buffer.position( 3 );  buffer.limit( 7 );  ByteBuffer slice = buffer.slice(); |

片 是缓冲区的 子缓冲区 。不过， **片段 和 缓冲区 共享同一个底层数据数组，**我们在下一节将会看到这一点。

缓冲区份片和数据共享

我们已经创建了原缓冲区的子缓冲区，并且我们知道缓冲区和子缓冲区共享同一个底层数据数组。让我们看看这意味着什么。

我们遍历子缓冲区，将**每一个元素乘以 11 来改变它。例如，5 会变成 55。**

|  |  |
| --- | --- |
| 1  2  3  4  5 | for (int i=0; i<slice.capacity(); ++i) {       byte b = slice.get( i );       b \*= 11;       slice.put( i, b );  } |

最后，再看一下原缓冲区中的内容：

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | buffer.position( 0 );  buffer.limit( buffer.capacity() );    while (buffer.remaining()>0) {       System.out.println( buffer.get() );  } |

结果表明**只有在子缓冲区窗口中的元素被改变了：**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | $ java SliceBuffer  0  1  2  33  44  55  66  7  8  9 |

缓冲区片对于促进抽象非常有帮助。可以编写自己的函数处理整个缓冲区，而且如果想要将这个过程应用于子缓冲区上，您只需取主缓冲区的一个片，并将它传递给您的函数。这比编写自己的函数来取额外的参数以指定要对缓冲区的哪一部分进行操作更容易。

**只读缓冲区**

只读缓冲区非常简单 ― 您可以读取它们，但是不能向它们写入。可以通过调用缓冲区的 asReadOnlyBuffer() 方法，将任何常规缓冲区转换为只读缓冲区，这个方法返回一个与原缓冲区完全相同的缓冲区(并与其共享数据)，只不过它是只读的。

只读缓冲区对于保护数据很有用。在将缓冲区传递给某个对象的方法时，您无法知道这个方法是否会修改缓冲区中的数据。**创建一个只读的缓冲区可以 保证 该缓冲区不会被修改。**

不能将只读的缓冲区转换为可写的缓冲区。

直接和间接缓冲区

另一种有用的 ByteBuffer 是直接缓冲区。 *直接缓冲区*是为加快 I/O 速度，而以一种特殊的方式分配其内存的缓冲区。

实际上，直接缓冲区的准确定义是与实现相关的。Sun 的文档是这样描述直接缓冲区的：

*给定一个直接字节缓冲区，Java 虚拟机将尽最大努力直接对它执行本机 I/O 操作。也就是说，它会在每一次调用底层操作系统的本机 I/O 操作之前(或之后)，尝试避免将缓冲区的内容拷贝到一个中间缓冲区中(或者从一个中间缓冲区中拷贝数据)。*

您可以在例子程序 FastCopyFile.java 中看到直接缓冲区的实际应用，这个程序是 CopyFile.java 的另一个版本，它使用了**直接缓冲区以提高速度。**

**还可以用内存映射文件创建直接缓冲区。**

**内存映射文件 I/O**

**内存映射文件 I/O 是一种读和写文件数据的方法，它可以比常规的基于流或者基于通道的 I/O 快得多。**

内存映射文件 I/O 是通过使文件中的数据神奇般地出现为内存数组的内容来完成的。这其初听起来似乎不过就是将整个文件读到内存中，但是事实上并不是这样。一般来说，**只有文件中实际读取或者写入的部分才会送入（或者 *映射*）到内存中。**

内存映射并不真的神奇或者多么不寻常。现代操作系统一般根据需要将文件的部分映射为内存的部分，从而实现文件系统。Java 内存映射机制不过是在底层操作系统中可以采用这种机制时，提供了对该机制的访问。

尽管创建内存映射文件相当简单，但是向它写入可能是危险的。仅只是改变数组的单个元素这样的简单操作，就可能会直接修改磁盘上的文件。修改数据与将数据保存到磁盘是没有分开的。

将文件映射到内存

了解内存映射的最好方法是使用例子。在下面的例子中，我们要将一个 FileChannel (它的全部或者部分)映射到内存中。为此我们将使用 FileChannel.map() 方法。下面代码行将文件的前 1024 个字节映射到内存中：

|  |  |
| --- | --- |
| 1  2 | MappedByteBuffer mbb = fc.map( FileChannel.MapMode.READ\_WRITE,       0, 1024 ); |

map() 方法返回一个 MappedByteBuffer，它是 ByteBuffer 的子类。因此，您可以像使用其他任何 ByteBuffer 一样使用新映射的缓冲区，操作系统会在需要时负责执行行映射。

分散和聚集

概述

**分散/聚集 I/O 是使用多个而不是单个缓冲区来保存数据的读写方法。**

一个分散的读取就像一个常规通道读取，只不过它是将数据读到一个缓冲区数组中而不是读到单个缓冲区中。同样地，一个聚集写入是向缓冲区数组而不是向单个缓冲区写入数据。

分散/聚集 I/O 对于将数据流划分为单独的部分很有用，这有助于实现复杂的数据格式。

分散/聚集 I/O

通道可以有选择地实现两个新的接口： ScatteringByteChannel 和 GatheringByteChannel。一个 ScatteringByteChannel是一个具有两个附加读方法的通道：

* long read( ByteBuffer[] dsts );
* long read( ByteBuffer[] dsts, int offset, int length );

这些 long read() 方法很像标准的 read 方法，只不过它们不是取单个缓冲区而是取一个缓冲区数组。

在 *分散读取*中，通道依次填充每个缓冲区。填满一个缓冲区后，它就开始填充下一个。在某种意义上，缓冲区数组就像一个大缓冲区。

分散/聚集的应用

分散/聚集 I/O 对于将数据划分为几个部分很有用。例如，您可能在编写一个使用消息对象的网络应用程序，每一个消息被划分为固定长度的头部和固定长度的正文。您可以创建一个刚好可以容纳头部的缓冲区和另一个刚好可以容难正文的缓冲区。当您将它们放入一个数组中并使用分散读取来向它们读入消息时，头部和正文将整齐地划分到这两个缓冲区中。

我们从缓冲区所得到的方便性对于缓冲区数组同样有效。因为每一个缓冲区都跟踪自己还可以接受多少数据，所以分散读取会自动找到有空间接受数据的第一个缓冲区。在这个缓冲区填满后，它就会移动到下一个缓冲区。

聚集写入

*聚集写入*类似于分散读取，只不过是用来写入。它也有接受缓冲区数组的方法：

* long write( ByteBuffer[] srcs );
* long write( ByteBuffer[] srcs, int offset, int length );

聚集写对于把一组单独的缓冲区中组成单个数据流很有用。为了与上面的消息例子保持一致，您可以使用聚集写入来自动将网络消息的各个部分组装为单个数据流，以便跨越网络传输消息。

从例子程序 UseScatterGather.java 中可以看到分散读取和聚集写入的实际应用。

文件锁定

概述

文件锁定初看起来可能让人迷惑。它 *似乎*指的是**防止程序或者用户访问特定文件**。事实上，文件锁就像常规的 Java 对象锁 ― 它们是 *劝告式的（advisory）*锁。它们不阻止任何形式的数据访问，相反，它们**通过锁的共享和获取赖允许系统的不同部分相互协调。**

您可以锁定整个文件或者文件的一部分。**如果您获取一个排它锁，那么其他人就不能获得同一个文件或者文件的一部分上的锁。如果您获得一个共享锁，那么其他人可以获得同一个文件或者文件一部分上的共享锁，但是不能获得排它锁。**文件锁定并不总是出于保护数据的目的。例如，**您可能临时锁定一个文件以保证特定的写操作成为原子的，而不会有其他程序的干扰。**

大多数操作系统提供了文件系统锁，但是它们并不都是采用同样的方式。有些实现提供了共享锁，而另一些仅提供了排它锁。事实上，有些实现使得文件的锁定部分不可访问，尽管大多数实现不是这样的。

在本节中，您将学习如何在 NIO 中执行简单的文件锁过程，我们还将探讨一些保证被锁定的文件尽可能可移植的方法。

锁定文件

要获取文件的一部分上的锁，您要调用一个打开的 FileChannel 上的 lock() 方法。注意，如果要获取一个排它锁，您必须以写方式打开文件。

|  |  |
| --- | --- |
| 1  2  3 | RandomAccessFile raf = new RandomAccessFile( "usefilelocks.txt", "rw" );  FileChannel fc = raf.getChannel();  FileLock lock = fc.lock( start, end, false ); |

在拥有锁之后，您可以执行需要的任何敏感操作，然后再释放锁：

|  |  |
| --- | --- |
| 1 | lock.release(); |

在释放锁后，尝试获得锁的其他任何程序都有机会获得它。

本小节的例子程序 UseFileLocks.java 必须与它自己并行运行。这个程序获取一个文件上的锁，持有三秒钟，然后释放它。如果同时运行这个程序的多个实例，您会看到每个实例依次获得锁。

文件锁定和可移植性

文件锁定可能是一个复杂的操作，特别是考虑到不同的操作系统是以不同的方式实现锁这一事实。下面的指导原则将帮助您尽可能保持代码的可移植性：

**只使用排它锁。**

**将所有的锁视为劝告式的（advisory）。**

连网和异步 I/O

概述

连网是学习异步 I/O 的很好基础，而异步 I/O 对于在 Java 语言中执行任何输入/输出过程的人来说，无疑都是必须具备的知识。NIO 中的连网与 NIO 中的其他任何操作没有什么不同 ― 它依赖通道和缓冲区，而您通常使用 InputStream 和 OutputStream 来获得通道。

本节首先介绍异步 I/O 的基础 ― 它是什么以及它不是什么，然后转向更实用的、程序性的例子。

异步 I/O

**异步 I/O 是一种 *没有阻塞地*读写数据的方法。**通常，在代码进行 read() 调用时，代码会阻塞直至有可供读取的数据。同样， write() 调用将会阻塞直至数据能够写入。

另一方面，异步 I/O 调用不会阻塞。相反，您将注册对特定 I/O 事件的兴趣 ― 可读的数据的到达、新的套接字连接，等等，而在发生这样的事件时，系统将会告诉您。

异步 I/O 的一个优势在于，**它允许您同时根据大量的输入和输出执行 I/O**。同步程序常常要求助于轮询，或者创建许许多多的线程以处理大量的连接。使用异步 I/O，您可以监听任何数量的通道上的事件，不用轮询，也不用额外的线程。

我们将通过研究一个名为 MultiPortEcho.java 的例子程序来查看异步 I/O 的实际应用。这个程序就像传统的 *echo server*，它接受网络连接并向它们回响它们可能发送的数据。不过它有一个附加的特性，就是它能同时监听多个端口，并处理来自所有这些端口的连接。并且它只在单个线程中完成所有这些工作。

**Selectors**

本节的阐述对应于 MultiPortEcho 的源代码中的 go() 方法的实现，因此应该看一下源代码，以便对所发生的事情有个更全面的了解。

**异步 I/O 中的核心对象名为 Selector**。Selector 就是您注册对各种 I/O 事件的兴趣的地方，而且当那些事件发生时，就是这个对象告诉您所发生的事件。

所以，**我们需要做的第一件事就是创建一个 Selector：**

|  |  |
| --- | --- |
| 1 | Selector selector = Selector.open(); |

然后，我们将**对不同的通道对象调用 register() 方法，**以便注册我们对这些对象中发生的 I/O 事件的兴趣。register() 的第一个参数总是这个 Selector。

打开一个 ServerSocketChannel

为了接收连接，我们需要一个 ServerSocketChannel。事实上，我们要监听的每一个端口都需要有一个 ServerSocketChannel 。对于每一个端口，我们打开一个 **ServerSocketChannel**，如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | ServerSocketChannel ssc = ServerSocketChannel.open();  ssc.configureBlocking( false );    ServerSocket ss = ssc.socket();  InetSocketAddress address = new InetSocketAddress( ports[i] );  ss.bind( address ); |

第一行创建一个**新的 ServerSocketChannel ，**最后三行将它绑定到给定的端口。第二行将 ServerSocketChannel 设置为 *非阻塞的*。我们必须对每一个要使用的套接字通道调用这个方法，否则异步 I/O 就不能工作。

选择键

下一步是将新打开的 **ServerSocketChannels 注册到 Selector上**。为此我们使用 ServerSocketChannel.register() 方法，如下所示：

|  |  |
| --- | --- |
| 1 | SelectionKey key = ssc.register( selector, SelectionKey.OP\_ACCEPT ); |

register() 的第一个参数总是这个 Selector。第二个参数是 OP\_ACCEPT，这里它指定我们想要**监听 accept 事件**，也就是在**新的连接建立时所发生的事件**。这是适用于 ServerSocketChannel 的唯一事件类型。

请注意对 register() 的调用的返回值。 SelectionKey 代表这个通道在此 Selector 上的这个注册。当某个 Selector 通知您某个传入事件时，它是通过提供对应于该事件的 SelectionKey 来进行的。SelectionKey 还可以用于取消通道的注册。

内部循环

现在已经注册了我们对一些 I/O 事件的兴趣，下面将进入主循环。使用 Selectors 的几乎每个程序都像下面这样使用内部循环：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | int num = selector.select();    Set selectedKeys = selector.selectedKeys();  Iterator it = selectedKeys.iterator();    while (it.hasNext()) {       SelectionKey key = (SelectionKey)it.next();       // ... deal with I/O event ...  } |

首先，**我们调用 Selector 的 select() 方法**。这个方法会阻塞，直到至少有一个已注册的事件发生。当一个或者更多的事件发生时， select() 方法将返回所发生的事件的数量。

接下来，我们调用 Selector 的 selectedKeys() 方法，它返回发生了事件的 SelectionKey 对象的一个 集合 。

我们通过迭代 SelectionKeys 并依次处理每个 SelectionKey 来处理事件。对于每一个 SelectionKey，您必须确定发生的是什么 I/O 事件，以及这个事件影响哪些 I/O 对象。

监听新连接

程序执行到这里，我们仅注册了 ServerSocketChannel，并且仅注册它们“接收”事件。为确认这一点，我们对 SelectionKey调用 readyOps() 方法，并检查发生了什么类型的事件：

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | if ((key.readyOps() & SelectionKey.OP\_ACCEPT)       == SelectionKey.OP\_ACCEPT) {         // Accept the new connection       // ...  } |

可以肯定地说， readOps() 方法告诉我们该事件是新的连接。

接受新的连接

因为我们知道这个服务器套接字上有一个传入连接在等待，所以可以安全地接受它；也就是说，不用担心 accept() 操作会阻塞：

|  |  |
| --- | --- |
| 1  2 | ServerSocketChannel ssc = (ServerSocketChannel)key.channel();  SocketChannel sc = ssc.accept(); |

下一步是将新连接的 SocketChannel 配置为非阻塞的。而且由于接受这个连接的目的是为了读取来自套接字的数据，所以我们还必须将 SocketChannel 注册到 Selector上，如下所示：

|  |  |
| --- | --- |
| 1  2 | sc.configureBlocking( false );  SelectionKey newKey = sc.register( selector, SelectionKey.OP\_READ ); |

注意我们使用 register() 的 OP\_READ 参数，将 SocketChannel 注册用于 *读取*而不是 *接受*新连接。

删除处理过的 SelectionKey

在处理 SelectionKey 之后，我们几乎可以返回主循环了。但是我们必须首先将处理过的 SelectionKey 从选定的键集合中删除。如果我们没有删除处理过的键，那么它仍然会在主集合中以一个激活的键出现，这会导致我们尝试再次处理它。我们调用迭代器的 remove() 方法来删除处理过的 SelectionKey：

|  |  |
| --- | --- |
| 1 | it.remove(); |

现在我们可以返回主循环并接受从一个套接字中传入的数据(或者一个传入的 I/O 事件)了。

传入的 I/O

当来自一个套接字的数据到达时，它会触发一个 I/O 事件。这会导致在主循环中调用 Selector.select()，并返回一个或者多个 I/O 事件。这一次， SelectionKey 将被标记为 OP\_READ 事件，如下所示：

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | } else if ((key.readyOps() & SelectionKey.OP\_READ)       == SelectionKey.OP\_READ) {       // Read the data       SocketChannel sc = (SocketChannel)key.channel();       // ...  } |

与以前一样，我们取得发生 I/O 事件的通道并处理它。在本例中，由于这是一个 echo server，我们只希望从套接字中读取数据并马上将它发送回去。关于这个过程的细节，请参见 [参考资料](https://www.ibm.com/developerworks/cn/education/java/j-nio/section12.html) 中的源代码 (MultiPortEcho.java)。

回到主循环

每次返回主循环，我们都要调用 select 的 Selector()方法，并取得一组 SelectionKey。每个键代表一个 I/O 事件。我们处理事件，从选定的键集中删除 SelectionKey，然后返回主循环的顶部。

这个程序有点过于简单，因为它的目的只是展示异步 I/O 所涉及的技术。在现实的应用程序中，您需要通过将通道从 **Selector**中删除来处理关闭的通道。而且您可能要使用多个线程。这个程序可以仅使用一个线程，因为它只是一个演示，但是在现实场景中，创建一个线程池来负责 I/O 事件处理中的耗时部分会更有意义。

字符集

概述

根据 Sun 的文档，一个 Charset 是“十六位 Unicode 字符序列与字节序列之间的一个命名的映射”。实际上，一个 Charset 允许您以尽可能最具可移植性的方式读写字符序列。

Java 语言被定义为基于 Unicode。然而在实际上，许多人编写代码时都假设一个字符在磁盘上或者在网络流中用一个字节表示。这种假设在许多情况下成立，但是并不是在所有情况下都成立，而且随着计算机变得对 Unicode 越来越友好，这个假设就日益变得不能成立了。

在本节中，我们将看一下如何使用 Charsets 以适合现代文本格式的方式处理文本数据。这里将使用的示例程序相当简单，不过，它触及了使用 Charset 的所有关键方面：为给定的字符编码创建 Charset，以及使用该 Charset 解码和编码文本数据。

编码/解码

要读和写文本，我们要分别使用 CharsetDecoder 和 CharsetEncoder。将它们称为 *编码器*和 *解码器*是有道理的。一个 *字符*不再表示一个特定的位模式，而是表示字符系统中的一个实体。因此，由某个实际的位模式表示的字符必须以某种特定的 *编码*来表示。

CharsetDecoder 用于将逐位表示的一串字符转换为具体的 char 值。同样，一个 CharsetEncoder 用于将字符转换回位。

在下一个小节中，我们将考察一个使用这些对象来读写数据的程序。

处理文本的正确方式

现在我们将分析这个例子程序 UseCharsets.java。这个程序非常简单 ― 它从一个文件中读取一些文本，并将该文本写入另一个文件。但是它把该数据当作文本数据，并使用 CharBuffer 来将该数句读入一个 CharsetDecoder 中。同样，它使用 CharsetEncoder 来写回该数据。

我们将假设字符以 ISO-8859-1(Latin1) 字符集（这是 ASCII 的标准扩展）的形式储存在磁盘上。尽管我们必须为使用 Unicode 做好准备，但是也必须认识到不同的文件是以不同的格式储存的，而 ASCII 无疑是非常普遍的一种格式。事实上，每种 Java 实现都要求对以下字符编码提供完全的支持：

* US-ASCII
* ISO-8859-1
* UTF-8
* UTF-16BE
* UTF-16LE
* UTF-16

示例程序

在打开相应的文件、将输入数据读入名为 inputData 的 ByteBuffer 之后，我们的程序必须创建 ISO-8859-1 (Latin1) 字符集的一个实例：

|  |  |
| --- | --- |
| 1 | Charset latin1 = Charset.forName( "ISO-8859-1" ); |

然后，创建一个解码器（用于读取）和一个编码器 （用于写入）：

|  |  |
| --- | --- |
| 1  2 | CharsetDecoder decoder = latin1.newDecoder();  CharsetEncoder encoder = latin1.newEncoder(); |

为了将字节数据解码为一组字符，我们把 ByteBuffer 传递给 CharsetDecoder，结果得到一个 CharBuffer：

|  |  |
| --- | --- |
| 1 | CharBuffer cb = decoder.decode( inputData ); |

如果想要处理字符，我们可以在程序的此处进行。但是我们只想无改变地将它写回，所以没有什么要做的。

要写回数据，我们必须使用 CharsetEncoder 将它转换回字节：

|  |  |
| --- | --- |
| 1 | ByteBuffer outputData = encoder.encode( cb ); |

在转换完成之后，我们就可以将数据写到文件中了。

结束语和参考资料

结束语

正如您所看到的， NIO 库有大量的特性。在一些新特性（例如文件锁定和字符集）提供新功能的同时，许多特性在优化方面也非常优秀。

在基础层次上，通道和缓冲区可以做的事情几乎都可以用原来的面向流的类来完成。但是通道和缓冲区允许以 *快得多*的方式完成这些相同的旧操作 ― 事实上接近系统所允许的最大速度。

不过 NIO 最强大的长度之一在于，它提供了一种在 Java 语言中执行进行输入/输出的新的（也是迫切需要的）结构化方式。随诸如缓冲区、通道和异步 I/O 这些概念性（且可实现的）实体而来的，是我们重新思考 Java 程序中的 I/O过程的机会。这样，NIO 甚至为我们最熟悉的 I/O 过程也带来了新的活力，同时赋予我们通过和以前不同并且更好的方式执行它们的机会。