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require(mlbench)

## Loading required package: mlbench

## Warning: package 'mlbench' was built under R version 4.0.4

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.0.3

## -- Attaching packages ---------------------------------------------------------------------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.2 v purrr 0.3.4  
## v tibble 3.0.3 v dplyr 1.0.2  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## -- Conflicts ------------------------------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

### Data preparation

#Load Data

# load the data set  
data(BreastCancer)  
# some algorithms don't like missing values, so remove rows with missing values  
BreastCancer <- na.omit(BreastCancer)   
# remove the unique identifier, which is useless and would confuse the machine learning algorithms  
BreastCancer$Id <- NULL   
# check the class of each varibles  
str(BreastCancer)

## 'data.frame': 683 obs. of 10 variables:  
## $ Cl.thickness : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 5 5 3 6 4 8 1 2 2 4 ...  
## $ Cell.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 1 1 2 ...  
## $ Cell.shape : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 2 1 1 ...  
## $ Marg.adhesion : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 5 1 1 3 8 1 1 1 1 ...  
## $ Epith.c.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 2 7 2 3 2 7 2 2 2 2 ...  
## $ Bare.nuclei : Factor w/ 10 levels "1","2","3","4",..: 1 10 2 4 1 10 10 1 1 1 ...  
## $ Bl.cromatin : Factor w/ 10 levels "1","2","3","4",..: 3 3 3 3 3 9 3 3 1 2 ...  
## $ Normal.nucleoli: Factor w/ 10 levels "1","2","3","4",..: 1 2 1 7 1 7 1 1 1 1 ...  
## $ Mitoses : Factor w/ 9 levels "1","2","3","4",..: 1 1 1 1 1 1 1 1 5 1 ...  
## $ Class : Factor w/ 2 levels "benign","malignant": 1 1 1 1 1 2 1 1 1 1 ...  
## - attr(\*, "na.action")= 'omit' Named int [1:16] 24 41 140 146 159 165 236 250 276 293 ...  
## ..- attr(\*, "names")= chr [1:16] "24" "41" "140" "146" ...

#partition the data

# partition the data set for 80% training and 20% evaluation  
set.seed(2)  
ind <- sample(2, nrow(BreastCancer), replace = TRUE, prob=c(0.8, 0.2))  
train <- BreastCancer[ind==1,]  
valid <- BreastCancer[ind==2,]

### Create multiple models using different classifiers/algorithms

#1 Decision trees

library(rpart)  
library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.0.4

x.rp <- rpart(Class ~ ., data=train)  
#plot(x.rp, main="Decision tree created using rpart")   
prp(x.rp, type = 1, extra = 1, split.font = 1, varlen = -10)
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#prediction  
# predict classes for the evaluation data set  
x.rp.pred <- predict(x.rp, type="class", newdata=valid)  
# score the evaluation data set (extract the probabilities)  
x.rp.prob <- predict(x.rp, type="prob", newdata=valid)  
table(x.rp.pred,valid$Class)

##   
## x.rp.pred benign malignant  
## benign 86 2  
## malignant 6 54

# Leave-1-Out Cross Validation (LOOCV)

ans <- numeric(nrow(BreastCancer))  
for (i in 1:nrow(BreastCancer)) {  
 mytree <- rpart(Class ~ ., BreastCancer[-i,])  
 mytree.pred <- predict(mytree,BreastCancer[i,],type="class")  
 ans[i] <- mytree.pred  
}  
ans <- factor(ans,labels=levels(BreastCancer$Class))  
table(ans,BreastCancer$Class)

##   
## ans benign malignant  
## benign 430 20  
## malignant 14 219

#2 condition inference trees # create model using conditional inference trees

require(party)

## Loading required package: party

## Warning: package 'party' was built under R version 4.0.4

## Loading required package: grid

## Loading required package: mvtnorm

## Warning: package 'mvtnorm' was built under R version 4.0.3

## Loading required package: modeltools

## Warning: package 'modeltools' was built under R version 4.0.3

## Loading required package: stats4

## Loading required package: strucchange

## Warning: package 'strucchange' was built under R version 4.0.4

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

## Loading required package: sandwich

## Warning: package 'sandwich' was built under R version 4.0.4

##   
## Attaching package: 'strucchange'

## The following object is masked from 'package:stringr':  
##   
## boundary

x.ct <- ctree(Class ~ ., data=train)  
plot(x.ct, main="Decision tree created using condition inference trees")
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x.ct.pred <- predict(x.ct, newdata=valid) #ensemble  
x.ct.prob <- 1- unlist(treeresponse(x.ct, valid), use.names=F)[seq(1,nrow(valid)\*2,2)]  
table(x.ct.pred,valid$Class)

##   
## x.ct.pred benign malignant  
## benign 86 2  
## malignant 6 54

#3 Random Forests

x.cf <- cforest(Class ~ ., data=train, control = cforest\_unbiased(mtry = 9))   
  
x.cf.pred <- predict(x.cf, newdata=valid)  
x.cf.prob <- 1- unlist(treeresponse(x.cf, valid), use.names=F)[seq(1,nrow(valid)\*2,2)]  
table(x.cf.pred,valid$Class)

##   
## x.cf.pred benign malignant  
## benign 86 2  
## malignant 6 54

#4 bagging # create model using bagging (bootstrap aggregating)

require(ipred)

## Loading required package: ipred

## Warning: package 'ipred' was built under R version 4.0.3

x.ip <- bagging(Class ~ ., data=train)   
x.ip.pred <- predict(x.ip, newdata=valid)  
x.ip.prob <- predict(x.ip, type="prob", newdata=valid)  
table(x.ip.pred,valid$Class)

##   
## x.ip.pred benign malignant  
## benign 87 2  
## malignant 5 54

#5.SVM # create model using svm (support vector machine)

require(e1071)

## Loading required package: e1071

## Warning: package 'e1071' was built under R version 4.0.3

# svm requires tuning  
x.svm.tune <- tune(svm, Class~., data = train,  
 ranges = list(gamma = 2^(-8:1), cost = 2^(0:4)),  
 tunecontrol = tune.control(sampling = "fix"))   
# display the tuning results (in text format)  
x.svm.tune #note the gamma and cost

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: fixed training/validation set   
##   
## - best parameters:  
## gamma cost  
## 0.0625 1  
##   
## - best performance: 0.01675978

# If the tuning results are on the margin of the parameters (e.g., gamma = 2^-8),   
# then widen the parameters.  
# I manually copied the cost and gamma from console messages above to parameters below.  
x.svm <- svm(Class~., data = train, cost=1, gamma=0.03125, probability = TRUE)   
x.svm.pred <- predict(x.svm, type="class", newdata=valid)  
x.svm.prob <- predict(x.svm, type="prob", newdata=valid, probability = TRUE)  
table(x.svm.pred,valid$Class)

##   
## x.svm.pred benign malignant  
## benign 87 1  
## malignant 5 55

#7. neural network

library(nnet)  
x.nn <- nnet(Class~., data = train,size=1)

## # weights: 83  
## initial value 345.642770   
## iter 10 value 36.837980  
## iter 20 value 24.123706  
## iter 30 value 18.389177  
## iter 40 value 17.965373  
## iter 50 value 17.912767  
## iter 60 value 17.897303  
## iter 70 value 17.893276  
## iter 80 value 17.892504  
## iter 90 value 17.892226  
## iter 100 value 17.892029  
## final value 17.892029   
## stopped after 100 iterations

x.nn.pred <- predict(x.nn,valid,type="class")  
x.nn.prob <- predict(x.nn,valid,type="raw")  
table(x.nn.pred,valid$Class)

##   
## x.nn.pred benign malignant  
## benign 86 2  
## malignant 6 54

#8 QDA #Quadratic Discriminant Analysis

library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(dplyr)  
train.num <- train %>% dplyr::select(-Class) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric) #change the class  
train.num$Class <- train$Class  
valid.num <- valid%>%dplyr::select(-Class) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric) #change the class  
valid.num$Class <- valid$Class  
str(train.num)

## 'data.frame': 535 obs. of 10 variables:  
## $ Cl.thickness : num 5 5 3 6 1 2 4 1 2 5 ...  
## $ Cell.size : num 1 4 1 8 1 1 2 1 1 3 ...  
## $ Cell.shape : num 1 4 1 8 1 1 1 1 1 3 ...  
## $ Marg.adhesion : num 1 5 1 1 1 1 1 1 1 3 ...  
## $ Epith.c.size : num 2 7 2 3 2 2 2 1 2 2 ...  
## $ Bare.nuclei : num 1 10 2 4 10 1 1 1 1 3 ...  
## $ Bl.cromatin : num 3 3 3 3 3 1 2 3 2 4 ...  
## $ Normal.nucleoli: num 1 2 1 7 1 1 1 1 1 4 ...  
## $ Mitoses : num 1 1 1 1 1 5 1 1 1 1 ...  
## $ Class : Factor w/ 2 levels "benign","malignant": 1 1 1 1 1 1 1 1 1 2 ...

x.qda <- qda(Class~., data = train.num)   
x.qda.pred <- predict(x.qda, valid.num)$class  
table(x.qda.pred,valid.num$Class)

##   
## x.qda.pred benign malignant  
## benign 86 1  
## malignant 6 55

#9 RDA #Regularised Discriminant Analysis

library(klaR)

## Warning: package 'klaR' was built under R version 4.0.4

x.rda <- rda(Class~., data = train)  
x.rda.pred <- predict(x.rda, valid)$class  
table(x.rda.pred,valid$Class)

##   
## x.rda.pred benign malignant  
## benign 87 0  
## malignant 5 56

## ROC

## plot ROC curves to compare the performance of the individual classifiers

# Output the plot to a PNG file for display on web. To draw to the screen,

# comment this line out.

#png(filename=“roc\_curve\_5\_models.png”, width=700, height=700)

#load the ROCR package which draws the ROC curves  
require(ROCR)

## Loading required package: ROCR

## Warning: package 'ROCR' was built under R version 4.0.4

# rptree  
# create an ROCR prediction object from rpart() probabilities  
x.rp.prob.rocr <- prediction(x.rp.prob[,2], BreastCancer[ind == 2,'Class'])  
# prepare an ROCR performance object for ROC curve (tpr=true positive rate, fpr=false positive rate)  
x.rp.perf <- performance(x.rp.prob.rocr, "tpr","fpr")  
  
# ctree  
x.ct.prob.rocr <- prediction(x.ct.prob, BreastCancer[ind == 2,'Class'])  
x.ct.perf <- performance(x.ct.prob.rocr, "tpr","fpr")  
  
# cforest  
x.cf.prob.rocr <- prediction(x.cf.prob, BreastCancer[ind == 2,'Class'])  
x.cf.perf <- performance(x.cf.prob.rocr, "tpr","fpr")  
  
# bagging  
x.ip.prob.rocr <- prediction(x.ip.prob[,2], BreastCancer[ind == 2,'Class'])  
x.ip.perf <- performance(x.ip.prob.rocr, "tpr","fpr")  
  
# svm  
x.svm.prob.rocr <- prediction(attr(x.svm.prob, "probabilities")[,2], BreastCancer[ind == 2,'Class'])  
x.svm.perf <- performance(x.svm.prob.rocr, "tpr","fpr")  
  
# nn  
x.nn.prob.rocr <- prediction(x.nn.prob, BreastCancer[ind == 2,'Class'])  
x.nn.perf <- performance(x.nn.prob.rocr, "tpr","fpr")

# plot it  
plot(x.rp.perf, col=2, main="ROC curves comparing classification performance of six machine learning models")   
# Draw a legend  
legend(0.6, 0.6, c('rpart', 'ctree', 'cforest','bagging','svm', 'neural network'),2:6)  
plot(x.ct.perf, col=3, add=TRUE)  
plot(x.cf.perf, col=4, add=TRUE)  
plot(x.ip.perf, col=5, add=TRUE)  
plot(x.svm.perf, col=6, add=TRUE)  
plot(x.nn.perf, col=7, add=TRUE)

![](data:image/png;base64,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)

### Ensemble: creating an ensemble for combining all classifiers

classifier <- data.frame(cbind(x.rp.pred, x.ct.pred, x.cf.pred, x.ip.pred, x.svm.pred ,x.nn.pred))  
  
names(classifier) <-c('recursive.tree','conditional.inference.tree','random.forest','bootstrap','svm','neutral.network')  
levels(classifier$neutral.network) =c('1','2')  
  
classifier <-classifier%>% sapply(FUN = function(x)(ifelse(x=='1',0,1)))  
classifier<- addmargins(classifier, margin = 2) # table/arragy, margin =2 aggregate by col   
classifier <- data.frame(classifier)  
classifier$predition <- ifelse(classifier$Sum >=5, 'malignant','benign')  
head(classifier)

## recursive.tree conditional.inference.tree random.forest bootstrap svm  
## 1 0 0 0 0 0  
## 2 1 1 1 1 1  
## 3 0 0 0 0 0  
## 4 1 1 1 1 1  
## 5 0 0 0 0 0  
## 6 0 0 0 0 0  
## neutral.network Sum predition  
## 1 1 1 benign  
## 2 1 6 malignant  
## 3 1 1 benign  
## 4 1 6 malignant  
## 5 1 1 benign  
## 6 1 1 benign

library(ggplot2)  
table(classifier$predition, valid$Class)

##   
## benign malignant  
## benign 87 2  
## malignant 5 54

#confusion matrix

library(caret)

## Warning: package 'caret' was built under R version 4.0.3

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

confusionMatrix(as.factor(classifier$predition), valid$Class, positive = 'malignant')

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 87 2  
## malignant 5 54  
##   
## Accuracy : 0.9527   
## 95% CI : (0.905, 0.9808)  
## No Information Rate : 0.6216   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9005   
##   
## Mcnemar's Test P-Value : 0.4497   
##   
## Sensitivity : 0.9643   
## Specificity : 0.9457   
## Pos Pred Value : 0.9153   
## Neg Pred Value : 0.9775   
## Prevalence : 0.3784   
## Detection Rate : 0.3649   
## Detection Prevalence : 0.3986   
## Balanced Accuracy : 0.9550   
##   
## 'Positive' Class : malignant   
##