**ASSIGMENT NO.-10(Searching/Sorting/Linked List/Queue)**

1. WAP to implement Linear Search.

You are given an array A of size N. You are given number K which you have to search in the array and return the index of that element. If there are multiple matches then tell the index of the first matched element. If there is no match, print -1.

**Input Format**

First line of input contains two value ,N and K, where N is the size of the array and K is the key to be searched. Next N lines consist elements of array as shown in sample input

**Constraints**

1 ≤ N ≤ 100000

0 ≤ A[i] ≤ 10^9

'long int' is used for storing number in the range of 10^9

**Output Format**

Print the index of first appearance of element (if found) else -1.

**Sample Input 0**

5 66

11

33

55

66

77

**Sample Output 0**

3

1. WAP to search an element using Binary Search Method.

You need to find index (0-based) of a given key in a sorted array. Use only Binary Search.

**Input Format**

The first line contains N.Next line contains N integers of the array. The next line contains the key to be searched. If element is not found print -1.

**Constraints**

N<=1000000

**Output Format**

Single Interger index or -1.

**Sample Input 0**

5

1 2 3 4 5

4

**Sample Output 0**

3

1. WAP to sort an array of given numbers using selection sort method.

Consider an Array a of size N Iterate from 1 to N In ith iteration select the i th minimum and swap it with a[i]

You are given an array a, size of the array N and an integer x. Follow the above algorithm and print the state of the array after x iterations have been performed.

**Input Format**

The first line contains two integer N and x denoting the size of the array and the steps of the above algorithm to be performed respectively. The next line contains N space separated integers denoting the elements of the array.

**Constraints**

1<=N<=100 1<=a[i]<=100 1<=x<=N

**Output Format**

Print N space separated integers denoting the state of the array after x steps

**Sample Input 0**

5 2

1 2 3 4 5

**Sample Output 0**

1 2 3 4 5

1. WAP to sort an array of given numbers using bubble sort method.

You have been given an array A of size N . you need to sort this array non-decreasing oder using bubble sort. However, you do not need to print the sorted array . You just need to print the number of swaps required to sort this array using bubble sort

**Input Format**

The first line consists of a single integer N denoting size of the array. The next line contains N space separated integers denoting the elements of the array.

**Constraints**

1<=N<=100 1<=a[i]<=100

**Output Format**

Print the required answer in a single line

**Sample Input 0**

5

1 2 3 4 5

**Sample Output 0**

0

1. WAP to sort an array of given numbers using Insertion sort

You have been given an A array consisting of N integers. All the elements in this array are guaranteed to be unique. For each position i in the array A you need to find the position A[i] should be present in, if the array was a sorted array. You need to find this for each i and print the resulting solution.

**Input Format**

The first line contains a single integer N denoting the size of array A. The next line contains N space separated integers denoting the elements of array A.

**Constraints**

1<=N<=100 1<=A[i]<=100

**Output Format**

Print N space separated integers on a single line , where the Ith integer denotes the position of if this array were sorted.

**Sample Input 0**

5

1 2 3 4 5

**Sample Output 0**

1 2 3 4 5

1. WAP to sort an array of given numbers Quick sort method.

Quick sort is based on the divide-and-conquer approach based on the idea of choosing one element as a pivot element and partitioning the array around it such that: Left side of pivot contains all the elements that are less than the pivot element Right side contains all elements greater than the pivot

It reduces the space complexity and removes the use of the auxiliary array that is used in merge sort. Selecting a random pivot in an array results in an improved time complexity in most of the cases.

**Input Format**

The first line contains a single integers N denoting the size of the array. The next line contains N space separated integers denoting the contents of the array.

**Constraints**

1<=N<=10^6 1<=A[I]<=10^9

**Output Format**

Print N space separated integers, i.e. the final sorted array.

**Sample Input 0**

5

4 3 1 5 2

**Sample Output 0**

1 2 3 4 5

1. WAP to sort an array of given numbers using Heap sort method.

Heaps can be used in sorting an array. In max-heaps, maximum element will always be at the root. Heap Sort uses this property of heap to sort the array.

**Input Format**

Array is in unsorted manner

**Constraints**

1<=T<10^5 1<=X<=10^6

**Output Format**

Output will come in a sorted manner

**Sample Input 0**

5

4

3

2

1

**Sample Output 0**

1 2 3 4 5

1. WAP to sort an array of given numbers Merge Sort method.

Merge sort is a divide-and-conquer algorithm based on the idea of breaking down a list into several sub-lists until each sublist consists of a single element and merging those sublists in a manner that results into a sorted list.

Idea:

Divide the unsorted list into N sublists, each containing 1 element.

Take adjacent pairs of two singleton lists and merge them to form a list of 2 elements.N will now convert into N/2 lists of size 2.

Repeat the process till a single sorted list of obtained.

While comparing two sublists for merging, the first element of both lists is taken into consideration. While sorting in ascending order, the element that is of a lesser value becomes a new element of the sorted list. This procedure is repeated until both the smaller sublists are empty and the new combined sublist comprises all the elements of both the sublists.

**Input Format**

First line contains one integer, N, size of array. Second line contains N space separated integers denoting the elements of the array A.

**Constraints**

1<=N<=10^6 1<=A[i]<=10^6

**Output Format**

Output will be sorted order

**Sample Input 0**

5

1 4 3 2 5

**Sample Output 0**

1. 2 3 4 5
2. Write a program for **deque** in which perform insert and delete operation using function.
3. Insert
4. Delete from rear
5. Delete from front

**Input Format**

First line contains the Menu followed Input for given menu.

**Constraints**

NA

**Output Format**

The output based on the Menu

**Sample Input 0**

1

67

1

12

1

15

3

2

3

2

3

**Sample Output 0**

->67

->12

->15

1. Write down a C program to implement a priority queue.

i) Insert

ii) Delete from rear

iii) Display

**Input Format**

First line contains the Menu followed Input for given menu.

**Constraints**

NA

**Output Format**

The output based on the Menu

**Sample Input 0**

1

23

1

45

1

78

3

2

3

2

3

**Sample Output 0**

->23

->45

->78

1. Write down a C program to implement multiple stack.
   1. Push
   2. Pop
   3. Display

**Input Format**

Enter the Number of stacks

First line contains the Menu followed Input for given menu.

**Constraints**

NA

**Output Format**

Print the output based on the Menu

**Sample Input 0**

1

23

1

45

2

34

2

65

3

1

**Sample Output 0**

23, 45

1. WAP in C to add Polynomial Linked List

You are given two polynomial functions, and you need to add them. Addition of a polynomial with another is the sum of all the terms that you receive after adding each term of first polynomial with all terms of second polynomial.

For more clarity see explanation of the sample case.

Both the polynomials ***a and b*** are given in coefficient form, that is , represents the coefficient of  , is   represents the coefficient of  , and so on.

**Input Format**

First line contains an integer *t* , the number of the test cases.

For each test case, there are three lines, first line contains two integers *n,* and *m*, the length of the two arrays. Second line for contains *n* integers and third line contains *m* integers, representing both the polynomials in coefficient form respectively.

**Constraints**

![](data:image/png;base64,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)

**Output Format**

**Output must contain *t* lines. Each line should contain *m+n* integers, denoting the coefficients of added polynomial.**

**Sample Input**

A: 5, 0, 10, 6

B: 1, 2, 4

**Sample Output**

sum : 6, 2, 14, 6

**Explanation**

The first input array represents "5 + 0x^1 + 10x^2 + 6x^3"

The second array represents "1 + 2x^1 + 4x^2"

And Output is "6 + 2x^1 + 14x^2 + 6x^3"

1. Given a string, reverse it using stack.

create an empty stack  
\*one by one push all characters of string to stack  
\*one by one pop all characters from stack and put them back to string.

**Input Format:**

**NA**

**Constraints:**

**NA**

**Output Format**

**Output must contain a reverse string**

**Sample Input**

**university**

**Sample Output**

**ytisrevinu**

1. Write a C program to Convert a postfix expression into infix expression.

**Input Format**

The first input will be a single integer N denoting the number of test cases to take. followed by N infix strings.

Binary operators (+, -, \*, / and ?) and parenthesis. Every integer, operator and parenthesis will be compulsorily separated by a SPACE. The symbol ‘?’ denotes the end of expression.

**Constraints**

NA

**Output Format**

N lines denoting postfix expression. Every integer and operator must be separated by a single SPACE.

**Sample Input**

ab\*c+

**Sample Output**

((a\*b)+c)

1. Write a program for stack representation using Linked List.
2. Push
3. Pop (Display "Stack is Empty" if stack is empty).
4. Display Stack Top (Display "Stack is Empty" if stack is empty).
5. Exit

**Input Format**

First line contains the Menu followed Input for given menu.

**Constraints**

NA

**Output Format**

Print the output based on the Menu

**Sample Input**

1

23

1

34

1

98

3

2

3

2

3

2

3

4

**Sample Output**

->23

->34

->98

Stack is Empty

1. Write a program for queue representation using Linked List.
2. Insert
3. Delete (Display "Queue is empty" if queue is empty).
4. Display (Display "NULL" if queue is empty).
5. Exit

**Input Format**

First line contains the Menu followed Input for given menu.

**Constraints**

NA

**Output Format**

Print the output based on the Menu

**Sample Input 1**

1

10

1

20

1

30

3

2

3

2

3

2

3

2

3

4

**Sample Output 1**

->10->20->30

->20->30

->30

NULL

Queue is empty

NULL

1. WAP to convert Postfix to Prefix

**Input Format**

The first input will be a single integer N denoting the number of test cases to take. followed by N infix strings.

Binary operators (+, -, \*, / and ?) and parenthesis. Every integer, operator and parenthesis will be compulsorily separated by a SPACE. The symbol ‘?’ denotes the end of expression.

**Constraints**

NA

**Output Format**

N lines denoting postfix expression. Every integer and operator must be separated by a single SPACE.

**Sample Input**

AB+CD-\*

**Sample Output**

\*+AB-CD