Estimating Utility Functions

# install.packages("tidyverse")  
library(tidyverse)  
library(purrr)  
library(tidyr)

# Data

The data for estimating the utility function of player B is from Charness and Rabin (2002: 829), Table 1, Two-person dictator games.

# Spalten der Tabelle als Vektoren erstellen  
Game <- c("Berk29", "Barc2", "Berk17", "Berk23", "Barc8", "Berk15", "Berk26")  
LeftPayoffA <- c(400, 400, 400, 800, 300, 200, 0)  
LeftPayoffB <- c(400, 400, 400, 200, 600, 700, 800)  
RightPayoffA <- c(750, 750, 750, 0, 700, 600, 400)   
RightPayoffB <- c(400, 375, 375, 0, 500, 600, 400)  
ObsProbRight <- c(.69, .48, .50, 0, .33, .73, .22)  
  
# Vektoren in eine Tabelle packen  
dataRaw <- data.frame(Game,   
 LeftPayoffA,   
 LeftPayoffB,   
 RightPayoffA,   
 RightPayoffB,   
 ObsProbRight)  
  
# Die Rohdaten ausgeben  
print(dataRaw)

## Game LeftPayoffA LeftPayoffB RightPayoffA RightPayoffB ObsProbRight  
## 1 Berk29 400 400 750 400 0.69  
## 2 Barc2 400 400 750 375 0.48  
## 3 Berk17 400 400 750 375 0.50  
## 4 Berk23 800 200 0 0 0.00  
## 5 Barc8 300 600 700 500 0.33  
## 6 Berk15 200 700 600 600 0.73  
## 7 Berk26 0 800 400 400 0.22

# Utility function of player B

The model is a simplified version from Charness and Rabin (2002: 822).

# Nutzenfunktion definieren  
Utility <- function(ownPayoff, # Input1  
 weightOtherPayoff,# Input2  
 otherPayoff) { # Input3  
 weightOwnPayoff <- 1 - weightOtherPayoff # Calculation  
 return(weightOtherPayoff \* otherPayoff + weightOwnPayoff \* ownPayoff) # Output  
}  
  
# Anwendung der Nutzenfunktion  
Utility(ownPayoff = 5,  
 weightOtherPayoff = 0.5,  
 otherPayoff = 40)

## [1] 22.5

We assume a fixed value for the parameter weightPayoffA and calculate the utility of B for our data. Then we predict which option will be chosen and calculate the sum of squared differences.

# Das Gewicht, das Spieler B auf die Auszahlung von Spieler A legt  
parameter = .2  
  
# Berechnung der Nutzen von Spieler B für die Alternativen Left und Right  
# Berechnung der vorhergesagten Wahlwahrscheinlichkeit für die Alternative Right  
# Berechung der quadrierten Abweichungen zwischen vorhergesagten Wahlwahrscheinlichkeiten und der beobachteten Wahlwahrscheinlichkeiten bzw. Frequenzen  
dataFix <- dataRaw %>%   
 mutate(LeftUtilityB = Utility(ownPayoff = LeftPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility(ownPayoff = RightPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = ifelse(test = RightUtilityB > LeftUtilityB, yes = 1,   
 ifelse(test = RightUtilityB == LeftUtilityB, yes = .5, no = 0)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
# Summe der quadrierten Abweichungen  
sum(dataFix$SquaredDiff)

## [1] 0.7467

## Model with one free parameter

We search for the parameter weightPayoffA that maximizes the fit to the data.

vectorWeightOtherPayoff <- 0:100 / 100  
#vectorWeightOtherPayoff  
  
vectorSSD = rep(NA, length(vectorWeightOtherPayoff))  
count <- 1  
for (parameter in vectorWeightOtherPayoff) {  
dataEst <- dataRaw %>%   
 mutate(LeftUtilityB = Utility(ownPayoff = LeftPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility(ownPayoff = RightPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = ifelse(test = RightUtilityB > LeftUtilityB, yes = 1,   
 ifelse(test = RightUtilityB == LeftUtilityB, yes = .5, no = 0)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
SSD = sum(dataEst$SquaredDiff) # Sum of squared differences  
  
vectorSSD[count] = SSD  
  
count <- count + 1  
}  
  
dataEstimation <- data.frame(vectorWeightOtherPayoff, vectorSSD)

We plot the optimization search results

plot(dataEstimation)
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We print the table of the optimization results

dataEstimation

## vectorWeightOtherPayoff vectorSSD  
## 1 0.00 1.2067  
## 2 0.01 1.2667  
## 3 0.02 1.2667  
## 4 0.03 1.2667  
## 5 0.04 1.2667  
## 6 0.05 1.2667  
## 7 0.06 1.2667  
## 8 0.07 1.3067  
## 9 0.08 1.3067  
## 10 0.09 1.3067  
## 11 0.10 1.3067  
## 12 0.11 1.3067  
## 13 0.12 1.3067  
## 14 0.13 1.3067  
## 15 0.14 1.3067  
## 16 0.15 1.3067  
## 17 0.16 1.3067  
## 18 0.17 1.3067  
## 19 0.18 1.3067  
## 20 0.19 1.3067  
## 21 0.20 0.7467  
## 22 0.21 1.1867  
## 23 0.22 1.1867  
## 24 0.23 1.1867  
## 25 0.24 1.1867  
## 26 0.25 1.1867  
## 27 0.26 1.1867  
## 28 0.27 1.1867  
## 29 0.28 1.1867  
## 30 0.29 1.1867  
## 31 0.30 1.1867  
## 32 0.31 1.1867  
## 33 0.32 1.1867  
## 34 0.33 1.1867  
## 35 0.34 1.1867  
## 36 0.35 1.1867  
## 37 0.36 1.1867  
## 38 0.37 1.1867  
## 39 0.38 1.1867  
## 40 0.39 1.1867  
## 41 0.40 1.1867  
## 42 0.41 1.1867  
## 43 0.42 1.1867  
## 44 0.43 1.1867  
## 45 0.44 1.1867  
## 46 0.45 1.1867  
## 47 0.46 1.1867  
## 48 0.47 1.1867  
## 49 0.48 1.1867  
## 50 0.49 1.1867  
## 51 0.50 1.2167  
## 52 0.51 1.7467  
## 53 0.52 1.7467  
## 54 0.53 1.7467  
## 55 0.54 1.7467  
## 56 0.55 1.7467  
## 57 0.56 1.7467  
## 58 0.57 1.7467  
## 59 0.58 1.7467  
## 60 0.59 1.7467  
## 61 0.60 1.7467  
## 62 0.61 1.7467  
## 63 0.62 1.7467  
## 64 0.63 1.7467  
## 65 0.64 1.7467  
## 66 0.65 1.7467  
## 67 0.66 1.7467  
## 68 0.67 1.7467  
## 69 0.68 1.7467  
## 70 0.69 1.7467  
## 71 0.70 1.7467  
## 72 0.71 1.7467  
## 73 0.72 1.7467  
## 74 0.73 1.7467  
## 75 0.74 1.7467  
## 76 0.75 1.7467  
## 77 0.76 1.7467  
## 78 0.77 1.7467  
## 79 0.78 1.7467  
## 80 0.79 1.7467  
## 81 0.80 1.7467  
## 82 0.81 1.7467  
## 83 0.82 1.7467  
## 84 0.83 1.7467  
## 85 0.84 1.7467  
## 86 0.85 1.7467  
## 87 0.86 1.7467  
## 88 0.87 1.7467  
## 89 0.88 1.7467  
## 90 0.89 1.7467  
## 91 0.90 1.7467  
## 92 0.91 1.7467  
## 93 0.92 1.7467  
## 94 0.93 1.7467  
## 95 0.94 1.7467  
## 96 0.95 1.7467  
## 97 0.96 1.7467  
## 98 0.97 1.7467  
## 99 0.98 1.7467  
## 100 0.99 1.7467  
## 101 1.00 1.7467

# Why is a weight of .2 optimal?

parameter = .2 # change to .2 and change to .21 - What do you observe?  
  
dataEst <- dataRaw %>%   
 mutate(LeftUtilityB = Utility(ownPayoff = LeftPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility(ownPayoff = RightPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = ifelse(test = RightUtilityB > LeftUtilityB, yes = 1,   
 ifelse(test = RightUtilityB == LeftUtilityB, yes = .5, no = 0)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
dataEst

## Game LeftPayoffA LeftPayoffB RightPayoffA RightPayoffB ObsProbRight  
## 1 Berk29 400 400 750 400 0.69  
## 2 Barc2 400 400 750 375 0.48  
## 3 Berk17 400 400 750 375 0.50  
## 4 Berk23 800 200 0 0 0.00  
## 5 Barc8 300 600 700 500 0.33  
## 6 Berk15 200 700 600 600 0.73  
## 7 Berk26 0 800 400 400 0.22  
## LeftUtilityB RightUtilityB PredProbRight SquaredDiff  
## 1 400 470 1.0 0.0961  
## 2 400 450 1.0 0.2704  
## 3 400 450 1.0 0.2500  
## 4 320 0 0.0 0.0000  
## 5 540 540 0.5 0.0289  
## 6 600 600 0.5 0.0529  
## 7 640 400 0.0 0.0484

The model predicts that the player will choose Left if weight < 0.2 or Right if weight > 0.2. Both predictions are suboptimal to weight == 0, which predicts that player B is indifferent between Left and Right in both games Barc8 and Berk15.

## Model with two free parameters

We introduce a second parameter gamma (see Charness and Rabin 2002: 839). The precision parameter gamma measures the sensitivity of player B to differences in utility.

sumSqDiff <- function(parameter, parameter2){  
  
dataEst <- dataRaw %>%   
 mutate(LeftUtilityB = Utility(ownPayoff = LeftPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility(ownPayoff = RightPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = exp(RightUtilityB \* parameter2) /   
 (exp(LeftUtilityB \* parameter2) + exp(RightUtilityB \* parameter2)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
SSD = sum(dataEst$SquaredDiff) # Sum of squared differences is returned by function  
}  
  
print(sumSqDiff(parameter = .1, parameter2 = 0))

## [1] 0.4467

### Heatmap  
myheatmap <- function(parameter, parameter2, dev){  
# Grid  
comparison\_grid <- expand.grid(par = seq(parameter \* (1 - dev),  
 parameter \* (1 + dev),   
 length.out = 21),  
 par2 = seq(parameter2 \* (1 - dev),  
 parameter2 \* (1 + dev),   
 length.out = 21)) %>%  
 group\_by(par, par2) %>%  
 nest()  
  
# Results  
grid\_results <-  
 comparison\_grid %>%  
 mutate(SSD = map2(par, par2, ~sumSqDiff(parameter = .x, parameter2 = .y))) %>%   
 unnest(cols = SSD) %>%   
 arrange(SSD)  
  
# Best fitting paramters  
opt\_par <- grid\_results$par[1]  
opt\_par2 <- grid\_results$par2[1]  
  
# Heatmap  
ggplot(data = grid\_results) +   
 geom\_tile(aes(x = par, y = par2, fill = SSD)) +  
 geom\_point(aes(x = opt\_par, y = opt\_par2, color = "red"))  
}

myheatmap(parameter = 0.22, # Gewicht auf Auszahlung von A  
 parameter2 = .007, # Gamma\*  
 dev = 1)# Intervall der Paramtervariation

![](data:image/png;base64,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)

# \* Wie stark richte ich mich nach meinen Präferenzen?   
# 0 = Random Choice   
# hohes Gamma = Nutzenmaximierung

The red dot shows the best fitting parameter combination

#help(optim)  
  
sumSqDiff2 <- function(par){  
 parameter <- par[1]  
 parameter2 <- par[2]  
  
dataEst <- dataRaw %>%   
 mutate(LeftUtilityB = Utility(ownPayoff = LeftPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility(ownPayoff = RightPayoffB,   
 weightOtherPayoff = parameter,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = exp(RightUtilityB \* parameter2) /   
 (exp(LeftUtilityB \* parameter2) + exp(RightUtilityB \* parameter2)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
SSD = sum(dataEst$SquaredDiff) # Sum of squared differences is returned by function  
}  
  
optim(par = c(0, .1), # Startwerte für Parameter weightOtherPayoff, gamma  
 fn = sumSqDiff2) # zu minimierende funktion

## $par  
## [1] 0.218409321 0.006681957  
##   
## $value  
## [1] 0.1176641  
##   
## $counts  
## function gradient   
## 83 NA   
##   
## $convergence  
## [1] 0  
##   
## $message  
## NULL

# Model with three free parameters

We estimate a noisy utility function with different weights on other payoff depending on whether player B is better off or worse off.

# Nutzenfunktion definieren  
Utility2 <- function(ownPayoff, # Input1  
 weightOtherPayoffBetterOff,# Input2  
 weightOtherPayoffWorseOff,# Input3  
 otherPayoff) { # Input4  
   
 weightOwnPayoff <- 1 - weightOtherPayoffBetterOff # Calculation  
   
 if (otherPayoff > ownPayoff) {  
 weightOwnPayoff <- 1 - weightOtherPayoffWorseOff # Calculation  
 }  
   
 return( (1 - weightOwnPayoff) \* otherPayoff + weightOwnPayoff \* ownPayoff) # Output  
}  
  
sumSqDiff3 <- function(par){  
 parameter <- par[1] # gewicht anderer payoff, wenn besser gestellt  
 parameter2 <- par[2] # gewicht anderer payoff, wenn schlechter gestellt  
 parameter3 <- par[3]# gamma  
  
dataEst <- dataRaw %>%   
 mutate(LeftUtilityB = Utility2(ownPayoff = LeftPayoffB,   
 weightOtherPayoffBetterOff = parameter,  
 weightOtherPayoffWorseOff = parameter2,  
 otherPayoff = LeftPayoffA),  
 RightUtilityB = Utility2(ownPayoff = RightPayoffB,  
 weightOtherPayoffBetterOff = parameter,  
 weightOtherPayoffWorseOff = parameter2,  
 otherPayoff = RightPayoffA)) %>%   
 mutate(PredProbRight = exp(RightUtilityB \* parameter3) /   
 (exp(LeftUtilityB \* parameter3) + exp(RightUtilityB \* parameter3)),  
 SquaredDiff = (ObsProbRight - PredProbRight)^2)  
  
SSD = sum(dataEst$SquaredDiff) # Sum of squared differences is returned by function  
}  
  
optim(par = c(0, 0, 0), # Startwerte für Parameter = \*  
 fn = sumSqDiff3)

## $par  
## [1] 0.24385967 0.06086561 0.04251490  
##   
## $value  
## [1] 0.04987446  
##   
## $counts  
## function gradient   
## 126 NA   
##   
## $convergence  
## [1] 0  
##   
## $message  
## NULL

# \* weightOtherPayoffBetterOff, weightOtherPayoffWorseOff, gamma

* Player B puts a higher weight on the other payoff when he is better off
* The model fits the data better than a model that does not take the direction of inequality into account
* In comparison to Charness and Rabin we used less games to estimate the utility function and a different criterion: minimize sum squared differences instead of maximize log likelihood