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# 耦合的形式

在面向对象编程时，可以设计高内聚的内。但是，类于类之间又必须要交互才能共同完成一个业务逻辑，也就是类之间必须要耦合。

类之间的耦合两种形式：

* 继承
* 使用

使用又可分为几种形式

* 单向使用： 这时被使用者不知道使用者的存在，所以只是单向的耦合。使用者的变动不会印象被使用者。
* 双向使用：彼此互相依赖，耦合度比单向使用要高

在代码实现上，又有几种方式：

* 使用者里面有被使用者的类的引用
  + 被使用者在使用者里面New
  + 被使用者被类似工厂的Factory New
  + 使用者构造函数中接收被使用者的参数，被使用者被传递给使用者的构造函数（依赖注入）
  + 使用依赖注入框架，使用者在形式上构造函数不需要定义被使用者的参数，依赖于配置。
* 使用者里面有被使用者的接口的引用
  + 被使用者在使用者里面New
  + 被使用者被类似工厂的Factory New
  + 使用者构造函数中接收被使用者的参数，被使用者被传递给使用者的构造函数（依赖注入）
  + 使用依赖注入框架，使用者在形式上构造函数不需要定义被使用者的参数，依赖于配置。

继承的耦合度是很高的，而且不是所有形式的code都适合于继承。

而使用形式的耦合是比较常见的。

## 不同层次的耦合度，代码的复杂度是不同的

A 类直接使用B类 ，是最简单的

A类使用B类的接口，就要多一个接口

如果A类不直接new B类，那就要多一个工厂或者Container 负责new B， 代码更多一些

如果A类对B类的依赖通过配置文件动态配置，那么需要有额外的Code来解析配置文件，根据名字反射出B类的对象。这时A对B的耦合度是最低的，但是这些额外的Code如果自己来写的话，那就有点过于复杂了。有框架支持的话当然好很多

## 架构有利于长期，短期肯定是相对麻烦的

就比如盖一栋楼，4个单元，你可以打地基的时候把4个单元的地基一起打了，盖的时候一层一层的盖。

也可以先打一个单元的地基，然后一个单元一个单元的盖。

第二个release的早，也可以早卖，或者设计有问题也可以早发现。缺点是如果单元之间有关联的话比较麻烦，而且保不齐盖后续单元的话早先的单元会带来障碍，甚至要拆掉重盖。

第一个相对稳扎稳打，避免了第一个问题。每次都工作在一个工序，效率也要更高一些。缺点是release的晚，谁知道你有没有未来呢（针对创业公司），如果资金链断了，那可能一个房子也卖不出去，还有就是如果设计有问题，试错成本比较高。

所以，没有银弹，取决于你的现状：

设计的风险： 看设计人员的能力。设计会不会变？

资金支持： 有没有资金压力

有没有阶段交付成品的需求：如果只是最终交付的话，两个是一样的。但第二种提供了阶段性交付成品的能力。

虽然瀑布也能迭代开发，但往往设计是一次做的。

而且，好好架构的程序对于后期的维护，添加/修改 功能，测试性都是有利的。但谁知道你有没有后期呢，又或者你能找到好的架构师么

### 没有银弹，只是最优选择

不是简单的要不要事先好好架构的问题，就比如不能简单的说住大房子好还是住小房子好的问题。你承担的起，又愿意投入的话当然大房子舒服些。但是大房子贵，打扫起来麻烦，又可能离市区远，通勤时间长。

所以最后的决策是各方综合的结果，不是单就某一个点的优劣做决定。

# 设计模式

## 为什么我们的程序中对设计模式留意的少

一个是我们能力的问题

而是设计模式本来就是把不同程序之间共通的部分总结出来形成模式。所以对于类库的编写者或者基础框架的编写者来说，它需要为不同的程序提供共通的支持，所以它会更多的使用到模式。

而对于应用程序开发的人来说，主要注重的是业务逻辑，而业务逻辑本来就是各不相同的，很难说有太多共通的部分需要提炼成模式的，这也是我们程序中模式体现的不多的一个原因。

# 程序和框架

事情总是要做的，要看都是我们自己写code来做还是框架协助着做。

代码的耦合总是要有的，但一般我们真正关心的是自己的程序的耦合度问题。因为我们自己这部分程序的耦合度低了，程序就能更好的测试，适应变化，分工。

而应用程序的各部分总要粘合起来工作，如果框架本身愿意做这部分工作，我们何乐而不为呢，反正我们只要能开发的高效，可测，性能好，可适应变化就好了。至于框架本身开发起来是不是高效，可测，可适应变化，那是框架开发的公司要考虑的问题了，和我就没关系了！

所以，跟我们有关系的是我们要选择一个靠谱点的框架，兼容性好，脏活累活做的比较多的。毕竟，应用程序最终的运行还是要结合我们自己写的Code和框架一起才行。

## 看网上的Demo 程序的不足

有时候网上的Demo程序，往往为了说明一些基础的知识，所有的类，方法都是自己写的，没有用到任何的框架。

这时候你往往发现，好家伙，按照这个来写，实现各功能怎么要写这么多东西啊。还有就是各个component的连接（耦合）还是要自己去处理，看起来耦合度也不低啊，而且代码也不优雅啊。

需要清楚的是网上的这类Demo更多的是为了说明原理。真正工作的时候，还要依赖于特定的框架来工作。等框架把所有的脏活，累活，高耦合，复杂，不优雅都干完了，我们基于它之上当然就可以写出松耦合，简洁，优雅的代码。当然，我们可能丢失了很多底层细节的控制。

Demo是为了说明原理，框架是为了写程序糊口。不要真用Demo的思维去写程序，也不要用框架去学原理。
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