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**实验目的**：进一步认识并发执行的实质；分析进程争用资源的现象

**实验要求：**

    1. 修改实验二的程序，将每个进程输出一个字符改为每个进程输出一句话，观察分析显示结果；

答：将每个进程中输出的字符改为一句话的时候，实验的结果并没有太大的差别，这几句话任然会间断的出现，而且这些话中间不会断。于是设想当一句话很长的时候可能会断掉。

#include<stdio.h>

int main()

{

int i,p1,p2;

printf("Ola!\n");

p1=fork();

if(!p1)

{

for(i=0;i<5;i++)

{

printf("p1 is working%d\n",i);

sleep(1);

}

}

else {

p2=fork();

if (!p2) {

printf("p2 is working\n");

else {

printf("parent is working\n");

}

}

//return 0;

}

2. 如果在父进程fork之前，输出一句话，这句话后面不加“\n”或加“\n”，结果有什么不同，为什么？

答：如何在fork之前加上一句话，这句话就会为父进程与两个子进程所共有，不加“\n”的话这句话会被输出三遍。如果加“\n”，这句话只会在一开始输出一遍。

因为子进程继承了父进程所有的资源，包括缓冲区里的资源。而加了“\n”之后，缓冲区被flash，就只会输一遍了。

3. 如果在程序中使用系统调用lockf来给每一个进程加锁，可以实现进程之间的互斥。将lockf加在输出语句前后运行试试；将一条输出语句变成多条输出语句，将lockf语句放在循环语句外部或内部试试， 观察分析显示结果。

答：将lock(1,1,0)语句放在输出语句前，将lock(1,0,0)语句放在输出语句后会对该输出语句加锁，在该锁内输出的内容不会被其他进程输出的内容插入。（调用wait语句来帮助实验）

将lockf语句放在循环外部的时候，循环内部的内容输出的时候不会被中断，lockf语句放在循环内部的时候，在lockf内部的输出内容不会被其他进程插入。

注：当使用lockf语句时，必须对所有的lockf语句使用lockf语句，这类似一种规范的协议，当有输出语句未使用lockf语句时，它们可能插入到使用了lockf的输出结果中。

#include<stdio.h>

int main()

{

int i,p1,p2;

printf("Ola!\n");

p1=fork();

if(!p1)

{

lockf(1,1,0);

for(i=0;i<5;i++)

{

printf("p1 is working%d\n",i);

sleep(1);

}

lockf(1,0,0);

}

else {

p2=fork();

if (!p2) {

lockf(1,1,0);

printf("p2 is working\n");

lockf(1,0,0);}

else {

lockf(1,1,0);

printf("parent is working\n");

lockf(1,0,0); }

}

//return 0;

}

4.以上各种情况都多运行几次，观察每次运行结果是否都一致？为什么？

答：将程序多运行几次会发现，在大部分的情况下，运行结果是一样的，但是也有输出荀淑不一样的情况。因为进程在多任务的操作系统中的执行顺序是未知的，不可再现的。

**思考与体会**

当父进程fork子进程后，父进程和子进程如何执行程序的？

答：当父进程fork之后，父进程会得到一个返回值（子进程的pid），子进程得到返回值0，父进程和子进程同时向下执行，一般有如下代码：

P=fork（）；

if(!p) {子进程的执行内容}

else {父进程的执行内容}
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