## 一、Redis概述

Redis 是一款开源的，基于 BSD 许可的，高级键值 (key-value) 缓存 (cache) 和存储 (store) 系统。由于 Redis 的键包括 string，hash，list，set，sorted set，bitmap 和 hyperloglog，所以常常被称为数据结构服务器。你可以在这些类型上面运行原子操作，例如，追加字符串，增加哈希中的值，加入一个元素到列表，计算集合的交集、并集和差集，或者是从有序集合中获取最高排名的元素。

为了满足高性能，Redis 采用内存 (in-memory) 数据集 (dataset)。根据你的使用场景，你可以通过每隔一段时间转储数据集到磁盘，或者追加每条命令到日志来持久化。持久化也可以被禁用，如果你只是需要一个功能丰富，网络化的内存缓存。

Redis 还支持主从异步复制，非常快的非阻塞初次同步、网络断开时自动重连局部重同步。 其他特性包括：

* 事务
* 订阅/发布
* Lua 脚本
* 带 TTL 的键
* LRU 回收健
* 自动故障转移 (failover)

你可以通过多种语言来使用 Redis。

Redis 是由 ANSI C 语言编写的，在无需额外依赖下，运行于大多数 POSIX 系统，如 Linux、\*BSD、OS X。Redis 是在 Linux 和 OS X 两款操作系统下开发和充分测试的，我们推荐 Linux 为部署环境。Redis 也可以运行在 Solaris 派生系统上，如 SmartOS，但是支持有待加强。没有官方支持的 Windows 构建版本，但是微软开发和维护了一个 64 位 Windows 的版本。

## 二、数据类型初探

2.1 字符串 (Strings)

字符串是 Redis 最基本的数据类型。Redis 字符串是二进制安全的，也就是说，一个 Redis 字符串可以包含任意类型的数据，例如一张 JPEG 图像，或者一个序列化的 Ruby 对象。

一个字符串最大为 512M 字节。

你可以使用 Redis 的字符串类型做很多有意思的事情，例如，你可以：

使用 INCR 命令族 (INCR，DECR，INCRBY)，将字符串作为原子计数器。

使用 APPEND 命令追加字符串。

使用 GETRANGE 和 SETRANGE 命令，使字符串作为随机访问向量 (vectors)。

编码大量数据到很小的空间，或者使用 GETBIT 和 SETBIT 命令，创建一个基于 Redis 的布隆 (Bloom) 过滤器。

2.2

## 三、Redis持久化

持久化是将内存数据存储到硬盘的过程。

Redis提供两种持久化策略：快照(snapshotting)、只追加文件(append-only file,AOF)。

### 3.1 快照

快照可以将存在某一时刻的所有数据都写入到硬盘里面。

默认情况下，Redis将快照数据保存到磁盘的dump.rdb文件中，可以在配置文件中配置：save N M(N秒内至少有M次数据集改动时保存数据)，也可以手动调用save或bgSave命令触发。

save命令是在主线程中保存快照，这种方式会阻塞所有客户端请求。

bgsave会fork一个子进程来处理数据快照，不影响主线程对客户端请求的处理。

#### 3.1.1 快照的过程

1) 触发快照时，Redis会fork一个子进程

2) 父进程进行处理客户端请求，子进程负责将内存内容写入到临时文件。由于操作系统的写时复制机制(copy on write)，父子进程会共享相同的物理页面。

父进程处理请求时，操作系统会为父进程要修改的页面创建副本，而不是写共享的页面；

子进程的地址空间内的数据是fork时刻整个数据库的一个快照。

3) 子进程将快照写入到临时文件完毕后，会用临时文件替换原来的快照文件，然后子进程退出。

Remark：

1) 每次快照时，都是将内存数据完整写入到磁盘。

2) 写入时复制(Copy-on-write，简称COW)是一种计算机程序设计领域的优化策略。核心思想是:如果有多个调用者（callers）同时要求相同资源（如内存或磁盘上的数据存储），他们会共同获取相同的指针指向相同的资源，直到某个调用者试图修改资源的内容时，系统才会真正复制一份专用副本（private copy）给该调用者，而其他调用者所见到的最初的资源仍然保持不变。这过程对其他的调用者都是透明的（transparently）。此作法主要的优点是如果调用者没有修改该资源，就不会有副本（private copy）被创建，因此多个调用者只是读取操作时可以共享同一份资源。

3) fork的是进程，不是线程。

#### 3.1.2 快照的优缺点

优点：

1) 快照后的文件dump.rdb可以用于数据备份。

2) 通过父子进程的方式，父进程不需要执行磁盘IO。

3) RDB在重启保存了大数据集的实例时，比AOF要快。

缺点：

1) 如果Redis停止工作，会丢失最近一个快照到停止时间点新写入的数据。

2) 当需要快照的数据集非常大并且CPU性能不够强大时，Redis会停止服务客户端几毫米甚至一秒。

### 3.2 AOF

AOF会在执行写命令时，将被执行的写命令复制到磁盘。

AOF记录的是数据发生的变化，要恢复数据，只需要重新执行一次AOF文件包含的所有写命令即可。

AOF同步的频率有：always(每个写命令同步一次)、everysec(一秒同步一次)、no(让操作系统决定)。

#### 3.2.1 文件同步

在向硬盘写入文件时，写入的内容首先会被存储到缓冲区，操作系统在某个时候将缓冲区内容写入到硬盘。写入到硬盘才算真正的持久化完成。

因此AOF方式的持久化也可能会丢失部分数据。

#### 3.2.2重新/压缩AOF文件

AOF的方式会导致持久化文件越来越大，在对同个键进行多次写操作的时候，只需要保存之后一次写操作，为了压缩AOF文件，Redis提供bgRewriteAOF命令进行压缩AOF文件，也可以通过配置文件的相关配置项，配置压缩AOF的触发条件。

压缩的过程如下：

1) 触发压缩时，Redis会fork一个子进程

2) 子进程根据内存中的数据库快照，往临时文件中写入重建数据库状态的命令

3) 父进程继续处理client请求，除了把写命令写入到原来的aof文件中。同时把收到的写命令缓存起来。这样就能保证如果子进程重写失败的话并不会出问题

4) 当子进程完成重写文件，父进程收到一个信号，追加内存缓冲区到子进程创建的文件末尾。

5) 现在父进程可以使用临时文件替换老的aof文件，并重命名，后面收到的写命令也开始往新的aof文件中追加

Remark：重写aof文件的操作，并没有读取旧的aof文件，而是将整个内存中的数据库内容用命令的方式重写了一个新的aof文件,这点和快照有点类似。

#### 3.2.3 AOF的优缺点

优点：

1) AOF根据配置的策略，丢失的数据会很少

2) 即使AOF文件损坏，可以通过redis-check-aof工具进行修复

3) AOF文件有重写机制

4) 即使不小心的FlushAll了，也可以在重写之前，停止Redis服务，然后将文件内的该命令删除，得以恢复数据

缺点：

1) 同等数量集，AOF文件通常要大于等级的RDB文件

### 3.3 RDB和AOF相关的配置

#### 3.3.1 RDB相关配置

# 可以用如下的指令来让数据保存到磁盘上，即控制RDB快照功能

# 禁用RDB持久化的策略，只要不设置任何save指令就可以，或者给save传入一个空字符串参数也可以达到相同效果

save <seconds> <changes>

save ""

stop-writes-on-bgsave-error yes

# 对于存储到磁盘中的快照，可以设置是否进行压缩存储

# 如果是的话，redis会采用LZF算法进行压缩

# 如果不想消耗CPU来进行压缩的话，可以设置为关闭此功能，但是存储在磁盘上的快照会比较大

rdbcompression yes

# 在存储快照后，可以让redis使用CRC64算法来进行数据校验，但是这样做会增加大约10%的性能消耗

# 如果希望获取到最大的性能提升，可以关闭此功能

rdbchecksum yes

# 设置快照文件的名称，默认配置为

dbfilename dump.rdb

# 设置这个快照文件存放的路径

# 比如默认设置就是当前文件夹

dir ./

#### 3.3.2 AOF相关配置

# 默认情况下，redis会异步的将数据持久化到磁盘

# 这种模式在大部分应用程序中已被验证是很有效的，但是在一些问题发生时，比如断电，则这种机制可能会导致数分钟的写请求丢失。

# 建议大家，AOF机制和RDB机制可以同时使用，不会有任何冲突。

appendonly no

# 可以设置aof文件的名称：

appendfilename "appendonly.aof"

# fsync()调用，用来告诉操作系统立即将缓存的指令写入磁盘

# 一些操作系统会“立即”进行，而另外一些操作系统则会“尽快”进行。

# redis支持三种不同的模式：

# 1.no：不调用fsync()。而是让操作系统自行决定sync的时间。这种模式下，redis的性能会最快。

# 2.always：在每次写请求后都调用fsync()。这种模式下，redis会相对较慢，但数据最安全。

# 3.everysec：每秒钟调用一次fsync()。这是性能和安全的折衷。

# 默认情况下为everysec

appendfsync everysec

# 当fsync方式设置为always或everysec时，如果后台持久化进程需要执行一个很大的磁盘IO操作，那么redis可能会在fsync()调用时卡住

#目前尚未修复这个问题，这是因为即使我们在另一个新的线程中去执行fsync()，也会阻塞住同步写调用

# 为了缓解这个问题，我们可以使用下面的配置项，这样的话，当BGSAVE或BGWRITEAOF运行时，fsync()在主进程中的调用会被阻止

# 这意味着当另一路进程正在对AOF文件进行重构时，redis的持久化功能就失效了，就好像我们设置了“appendsync none”一样

# 如果你的redis有时延问题，那么请将下面的选项设置为yes。否则请保持no，因为这是保证数据完整性的最安全的选择。

no-appendfsync-on-rewrite no

# 允许redis自动重写aof

# 当aof增长到一定规模时，redis会隐式调用BGREWRITEAOF来重写log文件，以缩减文件体积。

# redis是这样工作的：redis会记录上次重写时的aof大小。假如redis自启动至今还没有进行过重写，那么启动时aof文件的大小会被作为基准值。这个基准值会和当前的aof大小进行比较。如果当前aof大小超出所设置的增长比例，则会触发重写。另外，你还需要设置一个最小大小，是为了防止在aof很小时就触发重写

# 如果设置auto-aof-rewrite-percentage为0，则会关闭此重写功能

auto-aof-rewrite-percentage 100

auto-aof-rewrite-min-size 64mb