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# 1. Introduction

This Naming and Design Rules (NDR) document specifies XML Schema documents for use with the National Information Exchange Model (NIEM). NIEM is an information sharing framework based on the World Wide Web Consortium (W3C) Extensible Markup Language (XML) Schema standard. In February 2005, the U.S. Departments of Justice (DOJ) and Homeland Security (DHS) signed a cooperative agreement to jointly develop NIEM by leveraging and expanding the Global Justice XML Data Model (GJXDM) into multiple domains.

NIEM is a product of a combined government and industry effort to improve information interoperability and exchange within the United States at federal, state, tribal, and local levels of government. NIEM may have started in the U.S., but its reach does not stop there. International governments and private sector organizations can benefit from the value of NIEM, as well. Communities in Europe, North America, and Australia already use NIEM for their information exchange efforts. NIEM 5.0 represents an initial step toward evolving NIEM to support a more-global exchange environment

NIEM specifies a set of reusable information components for defining standard information exchange messages, transactions, and documents on a large scale: across multiple communities of interest and lines of business. These reusable components are rendered in XML Schema documents as type, element, and attribute declarations that comply with the W3C XML Schema specification. The resulting reference schemas are available to government practitioners and developers at <http://niem.gov/>.

The W3C XML Schema standard enables information interoperability and sharing by providing a common language for describing data precisely. The constructs it defines are basic metadata building blocks — baseline data types and structural components. Developers employ these building blocks to describe their own domain-oriented data semantics and structures, as well as structures for specific information exchanges and components for reuse across multiple information exchanges. Rules that profile allowable XML Schema constructs and describe how to use them help ensure that those components are consistent and reusable.

This document specifies principles and enforceable rules for NIEM data components and schemas. Schemas and components that obey the rules set forth here are considered to be conformant to specific conformance targets. These targets are defined in order that they may be leveraged for comprehensive definitions of NIEM conformance. Such definitions may include more than the level of conformance defined by this NDR, and may include specific patterns of use, additional quality criteria, and requirements to reuse NIEM release schemas.

## 1.1. Scope

This document was developed to specify NIEM 5.0. Later releases of NIEM may be specified by later versions of this document. The document covers the following issues in depth:

* The underlying NIEM data model
* Guiding principles behind the design of NIEM
* Rules for using XML Schema constructs in NIEM
* Rules for modeling and structuring NIEM-conformant schemas
* Rules for creating NIEM-conformant instances
* Rules for naming NIEM components
* Rules for extending NIEM-conformant components

This document does NOT address the following:

* A *formal* definition of the NIEM data model. Such a definition would focus on the Resource Description Framework (RDF) and concepts not strictly required for interoperability. This document instead focuses on definition of schemas that work with the data model, to ensure translatability and interoperability.
* A detailed discussion of NIEM architecture and schema versioning.
* Aggregate artifacts that define information exchanges and models, such as message specifications, information exchange package descriptions (IEPDs) and other forms of model package descriptions (MPDs), information exchange specifications (IESs), and enterprise information exchange models (EIEMs).
* Normative guidance for the location of [·schema documents·](#definition_schema_document) or for schema assembly.

This document is intended as a technical specification. It is not intended to be a tutorial or a user guide.

## 1.2. Audience

This document targets practitioners and developers who employ NIEM for information exchange and interoperability. Such information exchanges may be between organizations or within an organization. The NIEM reference schemas provide system implementers much content on which to build specific exchanges. However, there is a need for extended and additional content. The purpose of this document is to define the rules for such new content, so that it will be consistent with the NIEM reference schemas. These rules are intended to establish and, more importantly, enforce a degree of standardization across a broad set of users.

# 2. Document conventions and normative content

This document uses formatting and syntactic conventions to clarify meaning and avoid ambiguity.

## 2.1. Document references

This document relies on references to many outside documents. Such references are noted by bold, bracketed inline terms. For example, a reference to RFC 3986 is shown as [**[RFC 3986]**](#RFC3986). All reference documents are recorded in [Appendix A, *References*, below](#appendix_A).

## 2.2. Clark notation and qualified names

This document uses both Clark notation and QName notation to represent qualified names.

QName notation is defined by [**[XML Namespaces]**](#XMLNamespaces) [Section 4, *Qualified Names*](http://www.w3.org/TR/2009/REC-xml-names-20091208/#NT-QName). A QName for the XML Schema string datatype is xs:string. Namespace prefixes used within this specification are listed in [Section 2.3, *Use of namespaces and namespace prefixes*, below](#section_2.3).

This document sometimes uses Clark notation to represent qualified names in normative text. Clark notation is described by [**[ClarkNS]**](#ClarkNS), and provides the information in a QName without the need to first define a namespace prefix, and then to reference that namespace prefix. A Clark notation representation for the qualified name for the XML Schema string datatype is {http://www.w3.org/2001/XMLSchema}string.

Each Clark notation value usually consists of a namespace URI surrounded by curly braces, concatenated with a local name. The exception to this is when Clark notation is used to represent the qualified name for an attribute with no namespace, which is ambiguous when represented using QName notation. For example, the element targetNamespace, which has no [namespace name] property, is represented in Clark notation as {}targetNamespace.

## 2.3. Use of namespaces and namespace prefixes

The following namespace prefixes are used consistently within this specification. These prefixes are not normative; this document issues no requirement that these prefixes be used in any conformant artifact. Although there is no requirement for a schema or XML document to use a particular namespace prefix, the meaning of the following namespace prefixes have fixed meaning in this document.

* xs: The namespace for the XML Schema definition language as defined by [**[XML Schema Structures]**](#XMLSchema-1) and [**[XML Schema Datatypes]**](#XMLSchema-2), “http://www.w3.org/2001/XMLSchema”.
* xsi: The XML Schema instance namespace, defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.6, *Schema-Related Markup in Documents Being Validated*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Instance_Document_Constructions), for use in XML documents, “http://www.w3.org/2001/XMLSchema-instance”.
* sch: The Schematron namespace, as defined by [**[Schematron]**](#Schematron), “http://purl.oclc.org/dsdl/schematron”.
* nf: The namespace defined by this specification for XPath functions, “http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#NDRFunctions”.
* ct: The namespace defined by [**[CTAS]**](#CTAS) for the conformanceTargets attribute, “http://release.niem.gov/niem/conformanceTargets/3.0/”.
* appinfo: The namespace for the [·appinfo namespace·](#definition_appinfo_namespace), “http://release.niem.gov/niem/appinfo/5.0/”.
* structures: The namespace for the [·structures namespace·](#definition_structures_namespace), “http://release.niem.gov/niem/structures/5.0/”.

In addition to the prefixes above, the prefix example is used for XML examples, denoting a user-defined namespace, such as might be defined by an information exchange specification.

## 2.4. Normative and informative content

This document includes a variety of content. Some content of this document is [·normative·](#definition_normative), while other content is [·informative·](#definition_informative). In general, the informative material appears as supporting text, description, and rationales for the normative material.

[Definition: normative]

The term “normative” is as defined by [**[ConfReq]**](#ConfReq) Section 7.2, *Conformance by key words*, which states:

NORMATIVE — statements provided for the prescriptive parts of the specification, providing that which is necessary in order to be able to claim conformance to the specification.

[Definition: informative]

The term “informative” is as defined by [**[ConfReq]**](#ConfReq) Section 7.2, *Conformance by key words*, which states:

INFORMATIVE (NON-NORMATIVE) — statements provided for informational purposes, intended to assist the understanding or use of the specification and shall not contain provisions that are required for conformance.

Conventions used within this document include:

[Definition: <term>]

A formal definition of a term associated with NIEM.

Definitions are [·normative·](#definition_normative). Uses of these terms are given special formatting, using raised dots to identify the term, for example this use of the term [·conformance target·](#definition_conformance_target).

[Principle ]

A guiding principle for NIEM.

The principles represent requirements, concepts, and goals that have helped shape NIEM. Principles are informative, not normative, but act as the basis on which the rules are defined.

Accompanying each principle is a short discussion that justifies the application of the principle to NIEM design.

Principles are numbered in the order in which they appear in the document.

### 2.4.1. Rules

A rule states a specific requirement on an artifact or on the interpretation of an artifact. The classes of artifacts are identified by [·conformance targets·](#definition_conformance_target) that are enumerated by this document in [Section 4.1, *Conformance targets defined*, below](#section_4.1). The rules are normative. Human-readable text in rules uses [**[BCP 14]**](#BCP14) terminology as described in [Section 3.1, *IETF Best Current Practice 14 terminology*, below,](#section_3.1) for normative requirements and recommendations.

[Rule <section>-<number>] (<applicability>) (<classification>)

An enforceable rule for NIEM.

Each rule has a *classification*, which is either “Constraint” or “Interpretation”. If the classification is “Constraint”, then the rule is a [·constraint rule·](#definition_constraint_rule). If the classification is “Interpretation”, then the rule is an [·interpretation rule·](#definition_interpretation_rule).

[Definition: constraint rule]

A **constraint rule** is a rule that sets a requirement on an artifact with respect to its conformance to a [·conformance target·](#definition_conformance_target).

[Definition: interpretation rule]

An **interpretation rule** is a rule that sets the methodology, pattern, or procedure for understanding some aspect of an instance of a conformance target.

Each rule identifies its *applicability*. This identifies the conformance targets to which the rule applies. Each entry in the list is a code from [Table 4-1, *Codes representing conformance targets*, below](#table_4-1). If a code appears in the applicability list for a rule, then the rule applies to the corresponding conformance target. The conformance targets are defined in [Section 4, *Conformance targets*, below](#section_4). For example, a rule with applicability “(REF, EXT)” would be applicable to a [·reference schema document·](#definition_reference_schema_document), as well as to an [·extension schema document·](#definition_extension_schema_document).

Rules are stated with the help of XML Infoset terminology (e.g., elements and attributes), as described by [Section 3.3, *XML Information Set terminology*, below](#section_3.3), and XML Schema terminology (e.g., schema components), as described by [Section 3.4, *XML Schema terminology*, below](#section_3.4). The choice of terminology is driven by which terms best express a concept. Certain concepts are more clearly expressed using XML Infoset terms items, others using XML Schema terms; still others are best expressed using a combination of terminology drawn from each standard.

Rules are numbered according to the section in which they appear and the order in which they appear within that section. For example, the first rule in Section 7 is Rule 7-1.

### 2.4.2. Use of normative Schematron

This document defines many normative rules using Schematron rule-based validation syntax, as defined by [**[Schematron]**](#Schematron). For example, see [Rule 9-29, *Complex type content is explicitly simple or complex*, below](#rule_9-29). Effort has been made to make the rules precise and unambiguous. Very detailed text descriptions of rules can introduce ambiguity, and they are not directly executable by users. Providing NDR rules that are expressed as Schematron rules ensures that the rules are precise, and that they are directly executable through commercially-available and free tools.

Many rules herein do not have executable Schematron supporting them. Some are not fit for automatic validation, and others may be difficult or cumbersome to express in Schematron. In neither case are such rules any less normative. A rule that has no Schematron is just as normative as a rule that does have Schematron. The level of requirements and recommendations within a rule is expressed using terminology from [**[BCP 14]**](#BCP14) as described in [Section 3.1, *IETF Best Current Practice 14 terminology*, below](#section_3.1).

The Schematron rules are written using XPath2 as defined by [**[XPath 2]**](#XPath2). These executable rules are normative.

An execution of a Schematron pattern that issues a failed assertion (represented via sch:assert) represents a validation error, and signifies that the assessed artifact violates a requirement (i.e., a “MUST”) of a conformance rule. An example of a constraint rule that uses Schematron is [Rule 9-10, *Simple type definition is top-level*, below](#rule_9-10).

An execution of a Schematron pattern that issues a report (represented via sch:report) indicates a warning. This may be an indication that an automated rule has found that the assessed artifact violates a recommendation of the specification (i.e., a “SHOULD”, rather than a “MUST”), and that attention should be paid to ensure that the artifact maintains the spirit of the specification. For example, see [Rule 10-42, *Name of element that ends in “Representation” is abstract*, below](#rule_10-42).

In addition to the exclusive use of sch:report for warnings, this document annotates sch:report elements with attribute role="warning", which is interpreted by some Schematron platforms to indicate that a failure indicates a warning, rather than an error.

In either case, a diagnostic report generated by testing an XML document against the Schematron rules may identify specific locations (e.g., line numbers) within the document that need further attention.

### 2.4.3. Normative XPath functions

The Schematron within this document is supported by functions, to make the rules more comprehensible, and to abstract away process-specific operations. Each function has a normative XPath interface and a normative text definition. Any implementation provided for these functions should be considered informative, not normative, but may be useful for certain implementations of the rules.

The following XPath functions are defined normatively when used within Schematron by this specification:

* nf:get-document-element($context as element()) as element()

Yields the document element of the XML document in which $context occurs.

This function provides the ability for a validator to consolidate multiple XML Schema documents and XML instance documents into a single XML document, which may simplify validation, and allow for preprocessing of xs:include elements.

* nf:get-target-namespace($element as element()) as xs:anyURI?

Yields the target namespace of the XML Schema document in which *$element* appears. If it is a [·schema document·](#definition_schema_document) with no target namespace defined, then it yields the zero-length xs:anyURI value (xs:anyURI('')). If the [·XML document·](#definition_XML_document) in which *$element* appears is not a [·schema document·](#definition_schema_document), then the function yields the empty sequence (()).

* nf:resolve-namespace($context as element(), $namespace-uri as xs:anyURI) as element(xs:schema)?

Yields the document element of the first available [·schema document·](#definition_schema_document) that has the target namespace *$namespace-uri*. If there is no such [·schema document·](#definition_schema_document) available, it yields the empty sequence (()).

* nf:resolve-type($context as element(), $qname as xs:QName) as element()?

Yields the first occurrence of an element xs:simpleType or xs:complexType that defines a type with a {target namespace} and {name} matching *$qname*, that is a [child] of the element yielded by nf:resolve-namespace(), above. If there is no such occurrence, it yields the empty sequence (()).

* nf:resolve-element($context as element(), $qname as xs:QName) as element(xs:element)?

Yields the first occurrence of an element xs:element that declares an element with a {target namespace} and {name} matching *$qname*, that is a [child] of the element yielded by nf:resolve-namespace(), above. If there is no occurrence available, it yields the empty sequence. (())

* nf:has-effective-conformance-target-identifier($context as element(), $match as xs:anyURI) as xs:boolean

Yields true if and only if an [·effective conformance target identifier·](#X6d0b4369562c0703761463ba00cd0e2b474de22) of the XML document containing *$context* is *$match*.

### 2.4.4. Normative Schematron namespace declarations

The following Schematron namespace declarations are normative for the Schematron rules and supporting Schematron code within this specification:

Figure 2-1: Normative Schematron namespace declarations

<sch:ns prefix="xs" uri="http://www.w3.org/2001/XMLSchema"/>  
<sch:ns prefix="xsl" uri="http://www.w3.org/1999/XSL/Transform"/>  
<sch:ns prefix="nf" uri="http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#NDRFunctions"/>  
<sch:ns prefix="ct" uri="http://release.niem.gov/niem/conformanceTargets/3.0/"/>  
<sch:ns prefix="xsi" uri="http://www.w3.org/2001/XMLSchema-instance"/>  
<sch:ns prefix="appinfo" uri="http://release.niem.gov/niem/appinfo/5.0/"/>  
<sch:ns prefix="structures" uri="http://release.niem.gov/niem/structures/5.0/"/>

Note that the binding of the prefix xml to the XML namespace (“http://www.w3.org/XML/1998/namespace”) is implicit.

## 2.5. Additional formatting

In addition to the special formatting above, this document uses additional formatting conventions.

[square brackets]: Terms in plain [square brackets] are properties of XML information set information items, as defined by [**[XML Infoset]**](#XMLInfoset). The information items and many of the information items’ properties are defined in that document. [**[XML Schema Structures]**](#XMLSchema-1) defines additional information item properties that are contributed by validation of an [·XML document·](#definition_XML_document) against an [·XML Schema·](#definition_XML_Schema).

{curly brackets}: Terms in plain {curly brackets} are properties of [·schema components·](#definition_schema_component), as defined by [**[XML Schema Structures]**](#XMLSchema-1).

Courier: All words appearing in Courier font are values, objects, keywords, or literal XML text.

*Italics*: A phrase appearing in *italics* is one of:

* a title of a section of document or a rule,
* a locally-defined term, often one that is not normatively defined, or
* is emphasized for importance or prominence.

**Bold**: A phrase appearing in **bold** is one of:

* a term being defined within a definition,
* a term that was bold in the original source text for a quote
* a heading, such as for a section, a figure, a principle, definition, or rule, or
* a cross-reference within the document, to a reference to an outside document, or to a normative heading.

Throughout the document, fragments of XML Schema or XML instances are used to clarify a principle or rule. These fragments are specially formatted in Courier font and appear in text boxes. An example of such a fragment follows:

Figure 2-2: Example of an XML fragment

<xs:complexType name="PersonType">  
  ...  
</xs:complexType>

# 3. Terminology

This document uses standard terminology from other standards to explain the principles and rules that describe NIEM. In addition, it defines terms related to these other standards. This section enumerates this externally-dependent terminology.

## 3.1. IETF Best Current Practice 14 terminology

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL”, “SHALL NOT”, “SHOULD”, “SHOULD NOT”, “RECOMMENDED”, “NOT RECOMMENDED”, “MAY”, and “OPTIONAL” in this document are to be interpreted as described in [**[BCP 14]**](#BCP14) [**[RFC 2119]**](#RFC2119) [**[RFC 8174]**](#RFC8174) when, and only when, they appear in all capitals, as shown here.

## 3.2. XML terminology

[Definition: XML document]

The term “XML document” is as defined by [**[XML]**](#XML) [Section 2, *Documents*](http://www.w3.org/TR/2008/REC-xml-20081126/#dt-xml-doc), which states:

A data object is an XML document if it is well-formed, as defined in this specification. In addition, the XML document is valid if it meets certain further constraints.

## 3.3. XML Information Set terminology

When discussing XML documents, this document uses terminology and language as defined by [**[XML Infoset]**](#XMLInfoset).

[**[XML Infoset]**](#XMLInfoset) uses the term “information item” to describe pieces of XML documents. Documents, elements, and attributes are types of information items. The use of the term “element information item”, for example, refers to the term as defined by [**[XML Infoset]**](#XMLInfoset). Shorthand terms may also be used to refer to information items, such as [·element·](#definition_element), as defined below. The information items are identified and defined by [**[XML Infoset]**](#XMLInfoset) [Section 2, *Information Items*](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem).

[Definition: element]

An *element* is an *element information item*, as defined by [**[XML Infoset]**](#XMLInfoset) [Section 2.2, *Element Information Items*](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)

[Definition: attribute]

An *attribute* is an *attribute information item*, as defined by [**[XML Infoset]**](#XMLInfoset) [Section 2.3, *Attribute Information Items*](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)

[**[XML Infoset]**](#XMLInfoset) also describes properties of information items. Each class of information item carries a set of properties. Each property has a name, and the property is identified by putting the name into square brackets. For example, the element that contains an attribute is described as the [owner element] of an attribute information item, as defined in [**[XML Infoset]**](#XMLInfoset) [Section 2.3, *Attribute Information Items*](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.attribute).

Shorthand terms for properties of information items include:

* parent (of an element): the value of the [parent] property of an element information item
* child (of an element): a member of the list of information items that is the value of the [children] property of an element information item
* owner (of an attribute): the value of the [owner element] property of an attribute information item
* **document element**: the value of the [document element] property of a document information item; preferred over the term “root element”.

## 3.4. XML Schema terminology

This document uses many terms from [**[XML Schema Structures]**](#XMLSchema-1) and [**[XML Schema Datatypes]**](#XMLSchema-2) in a normative way.

[Definition: schema component]

The term “schema component” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-component), which states:

**Schema component** is the generic term for the building blocks that comprise the abstract data model of the schema.

Note that this defines an abstract concept. This is not a direct reference to elements that are defined by the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07); this is an abstract concept that might be realized within a tool as an in-memory model of data objects.

[Definition: XML Schema]

The term “XML Schema” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-schema), which states:

An **XML Schema** is a set of schema components.

Note, again, that this is an abstract concept: the set of abstract [·schema components·](#definition_schema_component) that are put together to define a schema against which an XML document might be validated.

[Definition: XML Schema definition language]

The term “XML Schema definition language” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [subsection *Abstract*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#abstract), which states:

XML Schema: Structures specifies the XML Schema definition language, which offers facilities for describing the structure and constraining the contents of XML 1.0 documents, including those which exploit the XML Namespace facility. The schema language, which is itself represented in XML 1.0 and uses namespaces, substantially reconstructs and considerably extends the capabilities found in XML 1.0 document type definitions (DTDs).

This describes the XML syntax (and related semantics) defined by the XML Schema specifications. It is through the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07) that a complex type definition schema component is created using the xs:complexType element.

[Definition: schema document]

The term “schema document” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.1.2, *XML Representations of Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-schemaDoc), which states:

A document in this form (i.e. a <schema> element information item) is a **schema document**.

This definition describes an [·XML document·](#definition_XML_document) that follows the syntax of the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07).

[Definition: valid]

The term “valid” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.1, *Overview of XML Schema*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-vn), which states:

[Definition:] the word **valid** and its derivatives are used to refer to clause 1 above, the determination of local schema-validity.

The referenced clause 1 is a part of a description of schema-validity:

Schema-validity assessment has two aspects:

1. Determining local schema-validity, that is whether an element or attribute information item satisfies the constraints embodied in the relevant components of an XML Schema;
2. Synthesizing an overall validation outcome for the item, combining local schema-validity with the results of schema-validity assessments of its descendants, if any, and adding appropriate augmentations to the infoset to record this outcome.

In addition, this specification locally defines terms relevant to XML Schema concepts:

[Definition: instance document]

An *instance document* (of an [·XML Schema·](#definition_XML_Schema)) is an [·XML document·](#definition_XML_document) that is [·valid·](#definition_valid) against the [·XML Schema·](#definition_XML_Schema).

The term “instance document” is used with [**[XML Schema Structures]**](#XMLSchema-1), but is not defined therein.

[Definition: XML Schema document set]

An *XML Schema document set* is a set of [·schema documents·](#definition_schema_document) that together define an [·XML Schema·](#definition_XML_Schema) suitable for assessing the [·validity·](#definition_valid) of an [·XML document·](#definition_XML_document).

Schema assembly is a tricky topic that is not resolved by this document. Other specifications may express specifics about the process of turning a set of [·schema documents·](#definition_schema_document) into an [·XML Schema·](#definition_XML_Schema). Methods used may include use of tool-specific schema caches and mappings, use of XML catalogs and entity resolvers, use of schemaLocation attributes on xs:import elements, and xsi:schemaLocation attributes in XML documents, among others. The topic of schema assembly is discussed in [Section 6.2.10, *Schema locations provided in schema documents are hints*, below](#section_6.2.10). This specification abstracts away details of schema assembly through the use of XPath functions described by [Section 2.4.3, *Normative XPath functions*, above](#section_2.4.3).

### 3.4.1. Schema components

In this document, the name of a referenced schema component may appear without the suffix “schema component” to enhance readability of the text. For example, the term “complex type definition” may be used instead of “complex type definition schema component”.

[Definition: base type definition]

The term “base type definition” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2.1.1, *Type Definition Hierarchy*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-baseTypeDefinition), which states:

A type definition used as the basis for an extension or restriction is known as the base type definition of that definition.

[Definition: simple type definition]

The term “simple type definition” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2.1.2, *Simple Type Definition*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Simple_Type_Definition).

[Definition: complex type definition]

The term “complex type definition” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2.1.3, *Complex Type Definition*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Complex_Type_Definition).

[Definition: element declaration]

The term “element declaration” is as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2.2.1, *Element Declaration*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Element_Declaration).

### 3.4.2. Schema information set contributions

As described in [Section 3.3, *XML Information Set terminology*, above](#section_3.3), the XML Information Set specification defined properties of the content of XML documents. The XML Schema specification also provides properties of the content of XML documents. These properties are called Schema information set contribution, as described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.3, *Constraints and Validation Rules*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#gloss-sic), which defines them as:

Augmentations to post-schema-validation infosets expressed by schema components, which follow as a consequence of validation and/or assessment.

This document uses these property terms within definitions and other text. Terms used include:

* [[type definition] (of an element)](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#e-type_definition): The type of the element as determined at run-time. This will reflect the use of the attribute xsi:type in an XML document.

## 3.5. XML Namespaces terminology

This document uses XML Namespaces as defined by [**[XML Namespaces]**](#XMLNamespaces).

## 3.6. Conformance Targets Attribute Specification terminology

[**[CTAS]**](#CTAS) defines several terms used normatively within this specification.

[Definition: conformance target]

The term “conformance target” is as defined by [**[CTAS]**](#CTAS), which states:

A *conformance target* is a class of artifact, such as an interface, protocol, document, platform, process or service, that is the subject of conformance clauses and normative statements. There may be several conformance targets defined within a specification, and these targets may be diverse so as to reflect different aspects of a specification. For example, a protocol message and a protocol engine may be different conformance targets.

[Definition: conformance target identifier]

The term “conformance target identifier” is as defined by [**[CTAS]**](#CTAS), which states:

A *conformance target identifier* is an internationalized resource identifier that uniquely identifies a conformance target.

[Definition: effective conformance target identifier]

The term “effective conformance target identifier” is as defined by [**[CTAS]**](#CTAS) [Section 4, *Semantics and Use*](http://reference.niem.gov/niem/specification/conformance-targets-attribute/3.0/NIEM-CTAS-3.0-2014-07-31.html#definition_effective_conformance_target_identifier), which states:

An *effective conformance target identifier* of a conformant document is an internationalized resource identifier reference that occurs in the document’s effective conformance targets attribute.

# 4. Conformance targets

## 4.1. Conformance targets defined

This section defines and describes conformance targets of this specification. Each conformance target has a formal definition, along with a notional description of the characteristics and intent of each. These include:

* [Section 4.1.1, *Reference schema document*](#section_4.1.1)
* [Section 4.1.2, *Extension schema document*](#section_4.1.2)
* [Section 4.1.3, *Schema document set*](#section_4.1.3)
* [Section 4.1.4, *Instance documents and elements*](#section_4.1.4)

### 4.1.1. Reference schema document

[Definition: reference schema document]

A **reference schema document** is a [·schema document·](#definition_schema_document) that is intended to provide the authoritative definitions of broadly reusable [·schema components·](#definition_schema_component). It is a [·conformance target·](#definition_conformance_target) of this specification. A reference schema document MUST conform to all rules of this specification that apply to this conformance target. An [·XML document·](#definition_XML_document) with a [·conformance target identifier·](#definition_conformance_target_identifier) of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument MUST be a conformant reference schema document.

A [·reference schema document·](#definition_reference_schema_document) is a [·schema document·](#definition_schema_document) that is intended to be the authoritative definition schema for a namespace. Examples include NIEM Core and NIEM domains.

Some characteristics of a [·reference schema document·](#definition_reference_schema_document):

* It is explicitly designated as a reference schema via the conformance targets attribute, per [Rule 4-5, *Schema claims reference schema conformance target*, below](#rule_4-5).
* It provides the broadest, most fundamental definitions of components in its namespace.
* It provides the authoritative definition of business semantics for components in its namespace.
* It is intended to serve as the basis for components in information exchanges and extension schema documents.
* It satisfies all rules specified in the Naming and Design Rules for reference schemas.

Any schema that defines components that are intended to be incorporated into NIEM Core or a NIEM domain will be defined as a reference schema.

The rules for reference schema documents are more stringent than are the rules for other classes of NIEM-conformant schemas. Reference schema documents are intended to support the broadest reuse. They are very uniform in their structure. As they are the primary definitions for schema components, they do not need to restrict other data definitions, and they are not allowed to use XML Schema’s restriction mechanism (e.g., [Rule 9-30, *Complex content uses extension*, below](#rule_9-30)). Reference schema documents are intended to be as regular and simple as possible.

Many reference schemas are **optional and over-inclusive**. Data definitions in namespaces defined by reference schemas are designed with parts that are intended to be omitted or refined as needed for a particular exchange. Many reference schemas define more complex types than any individual exchange will need and define complex types that have more properties, with broader cardinality, than an individual exchange will need. Data definitions within reference schemas are designed to be a basis that is refined and specialized for a particular exchange. Developers of information exchanges are expected to subset, profile, and extend reference schemas to construct precise data definitions to match their information exchange requirements.

### 4.1.2. Extension schema document

[Definition: extension schema document]

An **extension schema document** is a [·schema document·](#definition_schema_document) that is intended to provide definitions of [·schema components·](#definition_schema_component) that are intended for reuse within a more narrow scope than those defined by a [·reference schema document·](#definition_reference_schema_document). It is a [·conformance target·](#definition_conformance_target) of this specification. An extension schema document MUST conform to all rules of this specification that apply to this conformance target. An XML document with a [·conformance target identifier·](#definition_conformance_target_identifier) of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument MUST be an extension schema document.

Characteristics of an [·extension schema document·](#definition_extension_schema_document) include:

* It is explicitly designated as an [·extension schema document·](#definition_extension_schema_document) via the conformance targets attribute.
* It provides the authoritative definition of business semantics for components in its namespace.
* It contains components that, when appropriate, use or are derived from the components in [·reference schema documents·](#definition_reference_schema_document).
* It is intended to express the additional vocabulary required for an information exchange, above and beyond the vocabulary available from reference schemas, and to also support additional XML Schema validation requirements for an exchange.
* It satisfies all rules specified in this document for [·extension schema documents·](#definition_extension_schema_document).

An extension schema in an information exchange specification serves several functions. First, it defines new content within a new namespace, which may be an exchange-specific namespace or a namespace shared by several exchanges. This content is NIEM-conformant but has fewer restrictions on it than do [·reference schema documents·](#definition_reference_schema_document). Second, the [·extension schema document·](#definition_extension_schema_document) bases its content on content from [·reference schema documents·](#definition_reference_schema_document), where appropriate. Methods of deriving content include using (by reference) existing [·schema components·](#definition_schema_component), as well as creating extensions and restrictions of existing components.

For example, an information exchange specification may define a type for an exchange-specific phone number and base that type on a type defined by the NIEM Core reference schema document. This exchange-specific phone number type may restrict the NIEM Core type to limit those possibilities that are permitted of the base type. Exchange extensions and restrictions must include annotations and documentation to be conformant, but they are allowed to use restriction, choice, and some other constructs that are not allowed in [·reference schema documents·](#definition_reference_schema_document).

Note that exchange specifications may define schemas that meet the criteria of reference schemas for those components that its developers wish to nominate for later inclusion in NIEM Core or in domains.

### 4.1.3. Schema document set

A [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6) is a set of schema documents that are capable of validating XML documents.

[Definition: conformant schema document set]

A **conformant schema document set** is a collection of [·schema documents·](#definition_schema_document) that together are capable of [·validating·](#definition_valid) a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27). It is a [·conformance target·](#definition_conformance_target) of this specification. A conformant schema document set MUST conform to all rules of this specification that apply to this conformance target.

A [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6) has strong dependencies on [·reference schema documents·](#definition_reference_schema_document) and [·extension schema documents·](#definition_extension_schema_document). Without the guarantees provided by those conformance targets, the rules for a [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6) would not be helpful. Those schemas in a schema set that are marked as reference or extension schemas are required to conform to the appropriate conformance targets.

Rule 4-1. Schema marked as reference schema document must conform

[Rule 4-1] (SET) (Constraint)

Any [·schema document·](#definition_schema_document) with an [·effective conformance target identifier·](#X6d0b4369562c0703761463ba00cd0e2b474de22) of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument MUST be a [·reference schema document·](#definition_reference_schema_document).

Rule 4-2. Schema marked as extension schema document must conform

[Rule 4-2] (SET) (Constraint)

Any [·schema document·](#definition_schema_document) with an [·effective conformance target identifier·](#X6d0b4369562c0703761463ba00cd0e2b474de22) of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument MUST be an [·extension schema document·](#definition_extension_schema_document).

### 4.1.4. Instance documents and elements

This document has specific rules about how NIEM content should be used in XML documents. As well as containing rules for XML Schema documents, this NDR contains rules for NIEM-conformant XML content at a finer granularity than the XML document.

[Definition: conformant instance XML document]

A **conformant instance XML document** is an [·XML document·](#definition_XML_document) that is an [·instance document·](#definition_instance_document) [·valid·](#definition_valid) to a [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6). It is a [·conformance target·](#definition_conformance_target) of this specification. A conformant instance XML document MUST conform to all rules of this specification that apply to this conformance target.

Characteristics of a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) include:

* The [·document element·](#definition_document_element) is locally schema-valid.
* Each element information item within the [·XML document·](#definition_XML_document) that has property [namespace name] matching the target namespace of a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document) is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7).

Schema-validity may be assessed against a single set of schemas or against multiple sets of schemas.

Assessment against schemas may be directed by a message specification, such as an information exchange package description (IEPD), model package description (MPD), or information exchange specification, or by other instructions or tools.

Note that this specification does not require the [·document element·](#definition_document_element) of a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) to be a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7). Other specifications may add additional conformance constraints for elements within an exchange.

[Definition: conformant element information item]

A *conformant element information item* is an element information item that satisfies all of the following criteria:

* Its [namespace name] and [local name] matches an element declared by a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document).
* It occurs within a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27).
* It is locally schema-valid.
* It satisfies all rules specified in this document applicable to an element in a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27).

Because each NIEM-conformant element information item must be locally schema-valid, each element must validate against the schema definition of the element, even if the element information item is allowed within the document because of a wildcard that the {process contents} with a value of “skip”. As described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.10.1, *The Wildcard Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#process_contents), the content of an element introduced by a wildcard with {process contents} set to “skip” does not have any schema validity constraint; it is only required to be well-formed XML. Within a NIEM-conformant XML document, each element that is from a NIEM namespace conforms to its schema specification.

## 4.2. Applicability of rules to conformance targets

Each rule within this document is applicable to one or more of the conformance targets identified by [Section 4.1, *Conformance targets defined*, above](#section_4.1). Each rule identifies its applicability as described in [Section 2.4.1, *Rules*, above](#section_2.4.1). The applicability field of each rule will contain one or more code values from [Table 4-1, *Codes representing conformance targets*, below](#table_4-1). A rule is applicable to the identified conformance targets.

Table 4-1: Codes representing conformance targets

|  |  |
| --- | --- |
| Code | Conformance target |
| REF | [·reference schema document·](#definition_reference_schema_document) |
| EXT | [·extension schema document·](#definition_extension_schema_document) |
| SET | [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6) |
| INS | [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) |

## 4.3. Conformance target identifiers

A conformant schema document claims to be conformant thorough the use of a set of [·conformance target identifiers·](#definition_conformance_target_identifier).

Rule 4-3. Schema is CTAS-conformant

[Rule 4-3] (REF, EXT) (Constraint)

The schema document MUST be a conformant document as defined by the NIEM Conformance Targets Attribute Specification.

The term “conformant document” is defined by [**[CTAS]**](#CTAS) [Section 3.2, *Conformance to this Specification*](http://reference.niem.gov/niem/specification/conformance-targets-attribute/3.0/NIEM-CTAS-3.0-2014-07-31.html#section_3.2).

Rule 4-4. Document element has attribute ct:conformanceTargets

[Rule 4-4] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[. is nf:get-document-element(.)  
                       or exists(@ct:conformanceTargets)]">  
    <sch:assert test="(. is nf:get-document-element(.)) = exists(@ct:conformanceTargets)"  
      >The [document element] of the XML document, and only the [document element], MUST own an attribute {http://release.niem.gov/niem/conformanceTargets/3.0/}conformanceTargets.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 4-5. Schema claims reference schema conformance target

[Rule 4-5] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[. is nf:get-document-element(.)]">  
    <sch:assert test="nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))"  
      >The document MUST have an effective conformance target identifier of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·effective conformance target identifier·](#X6d0b4369562c0703761463ba00cd0e2b474de22).

Rule 4-6. Schema claims extension conformance target

[Rule 4-6] (EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[. is nf:get-document-element(.)]">  
    <sch:assert test="nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument'))"  
      >The document MUST have an effective conformance target identifier of http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·effective conformance target identifier·](#X6d0b4369562c0703761463ba00cd0e2b474de22).

# 5. The NIEM conceptual model

This section describes aspects of the RDF model, and provides a mapping between NIEM concepts and the RDF model.

* [Section 5.1, *Purpose of the NIEM conceptual model*](#section_5.1)
* [Section 5.2, *The RDF model*](#section_5.2)
* [Section 5.3, *NIEM in terms of RDF*](#section_5.3)
* [Section 5.4, *Unique identification of data objects*](#section_5.4)
* [Section 5.5, *NIEM data is explicit, not implicit*](#section_5.5)
* [Section 5.6, *Mapping of NIEM concepts to RDF concepts*](#section_5.6)

## 5.1. Purpose of the NIEM conceptual model

Each release of NIEM provides a concrete data model, in the form of a set of [·schema documents·](#definition_schema_document). These schema documents may be used to build messages and information exchanges. The schema documents spell out what kinds of objects exist and how those objects may be related. A set of XML data that follows the rules of NIEM implies specific meaning. The varieties of [·schema components·](#definition_schema_component) used within conformant schema documents are selected to clarify the meaning of XML data. That is, schema components that do not have a clear meaning have been avoided. NIEM provides a framework within which XML data has a specific meaning.

One limitation of XML and XML Schema is that they do not describe the meaning of an XML document. The XML specification defines XML documents and defines their syntax but does not address the meaning of those documents. The XML Schema specification defines the XML Schema definition language, which describes the structure and constrains the contents of XML documents through the construction and use of schema components.

In a schema, the meaning of a schema component may be described using the xs:documentation element, or additional information may be included via use of the xs:appinfo element. Although this may enable humans to understand XML data, more information is needed to support the machine-understandable meaning of XML data. In addition, inconsistency among the ways that schema components may be put together may be a source of confusion.

The RDF Core Working Group of the World Wide Web consortium has developed a simple, consistent conceptual model, the RDF model. The RDF model is described and specified through a set of W3C Recommendations, the Resource Description Framework (RDF) specifications, making it a very well defined standard. The NIEM model and the rules contained in this NDR are based on the RDF model. This provides numerous advantages:

* NIEM’s conceptual model is defined by a recognized standard.
* NIEM’s conceptual model is very well defined.
* NIEM’s conceptual model provides a consistent basis for relating attributes, elements, types, and other XML Schema components.
* NIEM’s use of the RDF model defines what a set of NIEM data means. The RDF specification provides a detailed description of what a statement means. This meaning is leveraged by NIEM.
* NIEM’s use of the RDF model provides a basis for inferring and reasoning about XML data that uses NIEM. That is, using the rules defined for the RDF model, programs can determine implications of relationships between NIEM-defined objects.

With the exception of this section, NIEM rules are explained in this document without reference to RDF or RDF concepts. Understanding RDF is not required to understand NIEM-conformant schemas or data based on NIEM. However, understanding RDF concepts may deepen understanding of NIEM.

This section defines the meaning of NIEM-conformant XML data and schemas through the definition of mappings from XML data and schema to RDF data and schema.

Rule 5-1. structures:uri denotes resource identifier

[Rule 5-1] (INS) (Interpretation)

The interpretation of a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) MUST be consistent with an RDFS interpretation of the RDF graph composed of the RDF entailed by the XML document and the RDF entailed by the schema.

The interpretation of NIEM-conformant data and schemas are in place to ensure that a precise meaning can be derived from data. That is, the data makes specific assertions, which are well understood since they are derived from the data, the schema, and the NIEM rules.

## 5.2. The RDF model

This section identifies features of RDF and RDFS, in order to establish a mapping between RDF semantics and NIEM. A reader should read the referenced source documents to obtain a full understanding of the concepts mentioned in this section.

RDF establishes a graph-based data model, as described by [**[RDF Concepts]**](#RDFConcepts) [Section 1.1, *Graph-based Data Model*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#data-model), which states:

The core structure of the abstract syntax is a set of triples, each consisting of a subject, a predicate and an object. A set of such triples is called an RDF graph.

[**[RDF Concepts]**](#RDFConcepts) also states:

There can be three kinds of nodes in an RDF graph: IRIs, literals, and blank nodes.

[**[RDF Concepts]**](#RDFConcepts) [Section 1.2, *Resources and Statements*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#resources-and-statements) describes resources:

Any IRI or literal **denotes** something in the world (the “universe of discourse”). These things are called **resources**. Anything can be a resource, including physical things, documents, abstract concepts, numbers and strings; the term is synonymous with “entity” as it is used in the RDF Semantics specification. The resource denoted by an IRI is called its referent, and the resource denoted by a literal is called its literal value.

[**[RDF Concepts]**](#RDFConcepts) also describes relationships and blank nodes.

Asserting an RDF triple says that some relationship, indicated by the predicate, holds between the resources denoted by the subject and object. This statement corresponding to an RDF triple is known as an RDF statement. The predicate itself is an IRI and denotes a property, that is, a resource that can be thought of as a binary relation. (Relations that involve more than two entities can only be indirectly expressed in RDF.)

Unlike IRIs and literals, blank nodes do not identify specific resources. Statements involving blank nodes say that something with the given relationships exists, without explicitly naming it.

[**[RDF Concepts]**](#RDFConcepts) [Section 1.7, *Equivalence, Entailment and Inconsistency*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#dfn-logical-expression) describes the meaning of an RDF triple:

An RDF triple encodes a statement—a simple logical expression, or claim about the world. An RDF graph is the conjunction (logical AND) of its triples.

[**[RDF Concepts]**](#RDFConcepts) [Section 3.1, *Triples*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#dfn-rdf-triple) defines an RDF triple:

An RDF triple consists of three components:

* the subject, which is an IRI or a blank node
* the predicate, which is an IRI
* the object, which is an IRI, a literal or a blank node

An RDF triple is conventionally written in the order subject, predicate, object.

[**[RDF Concepts]**](#RDFConcepts) [Section 4, *RDF Datasets*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#dfn-rdf-dataset) defines an RDF dataset:

An RDF dataset is a collection of RDF graphs, and comprises:

* Exactly one **default graph**, being an RDF graph. The default graph does not have a name and MAY be empty.
* Zero or more **named graphs**. Each named graph is a pair consisting of an IRI or a blank node (the **graph name**), and an RDF graph. Graph names are unique within an RDF dataset.

## 5.3. NIEM in terms of RDF

The RDF view of the meaning of data carries into NIEM: NIEM elements form statements that make claims about the world: that a person has a name, a residence location, a spouse, etc. The assertion of one set of facts does not necessarily rule out other statements: A person could have multiple names, could have moved, or could be divorced. Each statement is a claim asserted to be true by the originator of the statement.

This NDR discusses NIEM data in XML terminology, complex types and elements, rather than using RDF terms, resources and properties. NIEM objects and associations coincide with RDF resources; both objects and associations correspond to RDF resources with additional constraints:

NIEM associations are defined as n-ary properties, as described in [**[N-ary]**](#N-ary), [“Use Case 3: N-ary relation with no distinguished participant”](http://www.w3.org/TR/2006/NOTE-swbp-n-aryRelations-20060412/#useCase3). NIEM associations are defined in [Section 10.3, *Associations*, below](#section_10.3). Assertions are made via NIEM-conformant XML data, described by [Section 12, *XML instance document rules*, below](#section_12).

The XML Schema types that define NIEM objects and associations are related to each other via elements and attributes. That is, a type contains elements and attributes, and an element or attribute has a value that is an instance of an XML Schema type. These elements and attributes are XML Schema representations, which correspond to RDF properties. NIEM-conformant XML Schemas describe things and their properties. NIEM-conformant data contains elements and attributes. These correspond to RDF resources and their properties, which describe their characteristics and relationships.

Although within an XML document, the XML element children of a parent element have a specific order, that element order is not reflected in the NIEM conceptual model. NIEM provides for the order of properties relative to each other to be expressed using the attribute structures:sequenceID, as defined by [Section 12.3, *Property order and sequence identifiers*, below](#section_12.3). Without the use of structures:sequenceID, the NIEM conceptual model does not define relative order of properties of an object, which means that processors may present properties in whatever order is most convenient, natural, or appropriate. Should a particular order of elements be desired, it should be expressed using structures:sequenceID. Should a data set include structures:sequenceID, it must be respected. This specification does not define a mapping for this mechanism to RDF.

This document describes most RDF data as triples, omitting a graph name. Users of NIEM data may assign these triples to a named graph, as needed. NIEM data only explicitly assigns triples into specific named graphs to support the use of structures:relationshipMetadata, which attributes metadata to triples using named graphs identified by metadata objects.

## 5.4. Unique identification of data objects

A NIEM data exchange may be ephemeral and ad hoc. That is, a message may be transmitted without any expectation of persistence. Such a message exists only to exchange data and may not have any universal meaning beyond that specific exchange. As such, a message may or may not have a URI as an identifier. NIEM was designed with the assumption that a given exchange need not have any unique identifier; NIEM does not require a unique identifier. NIEM also does not require any object carried by a message to be identified by a URI.

A NIEM-conformant instance XML document may carry any of these attributes to identify objects within messages:

* Attribute **xml:base** (of type xs:anyURI) is defined by [**[XML Base]**](#XMLBase) [Section 3, *xml:base Attribute*](http://www.w3.org/TR/2009/REC-xmlbase-20090128/#syntax), which states:

The attribute xml:base may be inserted in XML documents to specify a base URI other than the base URI of the document or external entity.

An XML document has an implicit base URI, the identifier of the document itself. This attribute allows the base URI to be made explicit within a NIEM XML document.

* Attribute **structures:uri** (of type xs:anyURI) may appear within an XML element to define a URI for that element. This may be an absolute URI (e.g., http://example.org/incident182#person12), or may be a relative URI (e.g., #person12). Relative URIs are resolved against a URI determined by the xml:base attributes in scope, falling back to the base URI of the containing document.
* Attribute **structures:id** (of type xs:ID) provides a document-relative identifier for an element. Semantically, “structures:id="abe92"” is equivalent to “structures:uri="#abe92"”.
* Attribute **structures:ref** (of type xs:IDREF) provides a reference to another element within a document, by providing a value of a structures:id attribute within the document. Semantically, “structures:ref="abe92"” is equivalent to “structures:uri="#abe92"”

The values of URIs and IDs within NIEM XML documents are not presumed to have any particular significance. XML requires every ID to be unique within its XML document, and for every IDREF to refer to an ID within the same document. The mapping of IDs and IDREFs to URIs does not mean that the identifiers are persistent or significant.

These attributes provide the identifiers of objects. The properties of an object may be spread across several XML elements that have the same identifier. These properties must be merged together to provide all the properties of a single object, as described by [**[JSON LD]**](#JSONLD) [Section 8.2, *Node Objects*](https://www.w3.org/TR/2014/REC-json-ld-20140116/#node-objects):

The properties of a node in a graph may be spread among different node objects within a document. When that happens, the keys of the different node objects need to be merged to create the properties of the resulting node.

Mapping of NIEM data to RDF frequently involves the use of blank nodes, instead of universally-meaningful resource IRIs.

The identifier of an object is constructed using the above attributes; if the above attributes do not appear on an object, then an object may be treated as a blank node, and assigned a blank node identifier.

## 5.5. NIEM data is explicit, not implicit

In NIEM data, that which is not stated is not implied. If data says a person’s name is “John,” it is not implicitly saying that he does not have other names, or that “John” is his legal name, or that he is different from a person known as “Bob.” The only assertion being made is that one of the names by which this person is known is “John”.

This is one reason that definitions of NIEM content are so important. The definitions must state exactly what any given statement implies. The concept of “legal name” may be defined that makes additional assertions about a name of a person. Such assertions must be made explicit in the definition of the relationship.

## 5.6. Mapping of NIEM concepts to RDF concepts

This section provides RDF implementations for many aspects of NIEM-conformant schemas and instance documents.

[**[N-Quads]**](#N-Quads) [Section 2, *N-Quads Language*](https://www.w3.org/TR/2014/REC-n-quads-20140225/#n-quads-language) defines a plain text format for encoding an RDF dataset:

The simplest statement is a sequence of (subject, predicate, object) terms forming an RDF triple and an optional blank node label or IRI labeling what graph in a dataset the triple belongs to, all are separated by whitespace and terminated by “.” after each statement.

<http://example.org/#spiderman> <http://www.perceive.net/schemas/relationship/enemyOf> <http://example.org/#green-goblin> <http://example.org/graphs/spiderman> .

The graph label IRI can be omitted, in which case the triples are considered part of the default graph of the RDF dataset.

RDF examples and templates within this document are provided using a modified N-Quads format, where qualified names (e.g., nc:PersonType) and variables (e.g., *$object* may be substituted for full URIs and their surrounding angle brackets. Within this section, the following substitutions apply:

* Prefix rdf denotes http://www.w3.org/1999/02/22-rdf-syntax-ns#.
* rdf:type denotes IRI http://www.w3.org/1999/02/22-rdf-syntax-ns#type.
* rdf:value denotes IRI http://www.w3.org/1999/02/22-rdf-syntax-ns#value.
* Prefix rdfs denotes http://www.w3.org/2000/01/rdf-schema#.
* rdfs:subClassOf denotes IRI http://www.w3.org/2000/01/rdf-schema#subClassOf.
* rdfs:subPropertyOf denotes IRI http://www.w3.org/2000/01/rdf-schema#subPropertyOf.
* rdfs:range denotes IRI http://www.w3.org/2000/01/rdf-schema#range.
* Prefix structures denotes http://release.niem.gov/niem/structures/5.0/.
* structures:metadata denotes IRI http://release.niem.gov/niem/structures/5.0/metadata.

### 5.6.1. Resource IRIs for XML Schema components and information items

The term “qualified name” is defined by [**[XML Namespaces]**](#XMLNamespaces) [Section 2.1, *Basic Concepts*](http://www.w3.org/TR/2009/REC-xml-names-20091208/#dt-qualname), which states:

A **qualified name** is a name subject to namespace interpretation.

A QName is used to represent a qualified name, as described by [**[XML Schema Datatypes]**](#XMLSchema-2) [Section 3.2.18, *QName*](http://www.w3.org/TR/2004/REC-xmlschema-2-20041028/#QName), which states:

The value space of QName is the set of tuples {namespace name, local part}, where namespace name is an anyURI and local part is an NCName.

Certain components defined by NIEM schemas and instances have corresponding resource IRIs. Each IRI is taken from a qualified name, as follows:

* If namespace name ends with “#”: concatenate(namespace name, local part)
* Otherwise: concatenate(namespace name, “#”, local part)

Note that this is only meaningful when the namespace name is not empty and is an absolute URI.

The corresponding RDF resource IRIs for information items and schema components are:

* element information item or attribute information item: the resource IRI is built from the qualified name constructed from its [namespace name] and [local name] properties.
* schema component: the resource IRI is built from the qualified name constructed from its {target namespace} and {name} properties.

### 5.6.2. RDF Literals

A simple value may be incorporated into a [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) as the value of an attribute information item, or as a child of an element information item. This section describes how a simple value is mapped to an RDF literal. Note that there is no mapping for the simple content of an element that is not a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), nor for attributes defined by non-conformant schema documents, so there is no accommodation of mixed content, untyped values, or other cases outside of what conformant schema documents define.

For each occurrence of a simple value, the following may be relevant:

* The value of the literal, which is a normalized value of an attribute or element information item processed in accordance with [**[XML]**](#XML) [Section 2.10, *White Space Handling*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-white-space) and [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.1.4, *White Space Normalization during Validation*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#d0e1654).
* The occurrence of an attribute xml:lang applicable to the value (described by [**[XML]**](#XML) [Section 2.12, *Language Identification*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-lang-tag)), which may entail a language tag on the literal (described by [**[RDF Concepts]**](#RDFConcepts) [Section 3.3, *Literal*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#dfn-language-tag)).
* The XML Schema-defined base type of the simple value, which may be an attribute’s {type definition}, or a simple type base type of an element’s {type definition}.

The literal for a simple value *$value* is:

* If *$value* has a base type definition that is derived from type xs:string (and not an XML Schema-defined type derived from xs:string), and a non-empty language specification is applied to *$value* using xml:lang, as described by [**[XML]**](#XML) [Section 2.12, *Language Identification*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-lang-tag), then the literal is a language-tagged string, as described by [**[RDF Concepts]**](#RDFConcepts) [Section 3.3, *Literals*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#dfn-language-tagged-string):

"$lexical-form"@$language-tag

Where:

* *$lexical-form* is a Unicode string for *$value*.
* *$language-tag* is the in-scope value of attribute xml:lang.
* Otherwise, if *$value* has a base type definition *$base-type* that is listed as an RDF-compatible XSD type in [**[RDF Concepts]**](#RDFConcepts) [Section 5.1, *The XML Schema Built-in Datatypes*](http://www.w3.org/TR/2014/REC-rdf11-concepts-20140225/#xsd-datatypes), and *$base-type* is not xs:string, then the literal is:

"$lexical-form"^^$datatype-IRI

Where:

* *$lexical-form* is a Unicode string for *$value*.
* *$datatype-IRI* is the QName of *$base-type*.
* Otherwise, the literal is a simple literal, which is:

"$lexical-form"

Where: *$lexical-form* is a Unicode string for *$value*.

### 5.6.3. Instance document mapped to RDF

This section has the following subsections:

* [Section 5.6.3.1, *Instance document*](#section_5.6.3.1)
* [Section 5.6.3.2, *Element as a simple property without relationship metadata*](#section_5.6.3.2)
* [Section 5.6.3.3, *Element as a simple property with relationship metadata*](#section_5.6.3.3)
* [Section 5.6.3.4, *Element simple value without relationship metadata*](#section_5.6.3.4)
* [Section 5.6.3.5, *Element simple value with relationship metadata*](#section_5.6.3.5)
* [Section 5.6.3.6, *Attribute as a simple property without relationship metadata*](#section_5.6.3.6)
* [Section 5.6.3.7, *Attribute as a simple property, with relationship metadata*](#section_5.6.3.7)
* [Section 5.6.3.8, *Elements and attributes via an augmentation type*](#section_5.6.3.8)
* [Section 5.6.3.9, *Properties applied via structures:metadata*](#section_5.6.3.9)

#### 5.6.3.1. Instance document

A [·conformant instance XML document·](#X6a4ab7051f7203e0b47588881449d56367bed27) entails a dataset, described by mappings of its content to RDF triples and quads.

#### 5.6.3.2. Element as a simple property without relationship metadata

Given:

* *$predicate-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), and is an instance of an [·object type·](#definition_object_type) or [·association type·](#definition_association_type).
* *$context-element* is parent of *$predicate-element*, is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), and is an instance of an [·object type·](#definition_object_type), [·association type·](#definition_association_type), or [·metadata type·](#definition_metadata_type).
* *$predicate-element* either owns has no attribute structures:relationshipMetadata or it owns an attribute structures:relationshipMetadata that contains no items.

The following RDF is entailed:

$context-node-id $predicate-id $predicate-node-id .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* *$predicate-id* is the IRI for *$predicate-element*.
* *$predicate-node-id* is a node identifier for the object held by *$predicate-element*.

#### 5.6.3.3. Element as a simple property with relationship metadata

Given:

* *$predicate-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), and is an instance of an [·object type·](#definition_object_type) or [·association type·](#definition_association_type).
* *$context-element* is parent of *$predicate-element*, is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), and is an instance of an [·object type·](#definition_object_type), [·association type·](#definition_association_type), or [·metadata type·](#definition_metadata_type).
* *$predicate-element* owns attribute *$relationship-metadata-attribute* that has name structures:relationshipMetadata, and that contains one or more references to metadata objects.

For each item *$metadata-reference* in the list held by *$relationship-metadata-attribute*, the following RDF quad is entailed:

$context-node-id $predicate-id $predicate-node-id $metadata-node-id .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* *$predicate-id* is the IRI for *$predicate-element*.
* *$predicate-node-id* is a node identifier for the object held by *$predicate-element*.
* *$metadata-node-id* is a node identifier for the object referenced by *$metadata-reference*.

#### 5.6.3.4. Element simple value without relationship metadata

Given:

* *$context-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) that is an instance of an [·object type·](#definition_object_type).
* *$context-element* either owns has no attribute structures:relationshipMetadata or it owns an attribute structures:relationshipMetadata that contains no items.
* *$context-element* has a non-empty simple value.

The following RDF is entailed:

$context-node-id rdf:value $literal .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* rdf:value denotes IRI http://www.w3.org/1999/02/22-rdf-syntax-ns#value.
* *$literal* is the literal value for *$context-element*, as described in [Section 5.6.2, *RDF Literals*, above](#section_5.6.2).

#### 5.6.3.5. Element simple value with relationship metadata

Given:

* *$context-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) that is an instance of an [·object type·](#definition_object_type).
* *$context-element* owns attribute *$relationship-metadata-attribute* that has name structures:relationshipMetadata, and that contains one or more references to metadata objects.
* *$context-element* has a non-empty simple value.

For each item *$metadata-reference* in the list held by *$relationship-metadata-attribute*, the following RDF quad is entailed:

$context-node-id rdf:value $literal $metadata-node-id .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* rdf:value denotes IRI http://www.w3.org/1999/02/22-rdf-syntax-ns#value.
* *$literal* is the literal value for *$context-element*, as described in [Section 5.6.2, *RDF Literals*, above](#section_5.6.2).
* *$metadata-node-id* is a node identifier for the object referenced by *$metadata-reference*.

#### 5.6.3.6. Attribute as a simple property without relationship metadata

Given:

* *$context-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) and is an instance of an [·object type·](#definition_object_type), [·association type·](#definition_association_type), or [·metadata type·](#definition_metadata_type).
* *$predicate-attribute* is a attribute that has owner *$context-element*, and has property [attribute declaration] that is defined by a [·reference schema document·](#definition_reference_schema_document) or an [·extension schema document·](#definition_extension_schema_document).
* *$context-element* either owns has no attribute structures:relationshipMetadata or it owns an attribute structures:relationshipMetadata that contains no items.

The following RDF is entailed:

$context-node-id $predicate-id $literal .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* *$predicate-id* is the resource IRI for *$predicate-attribute*.
* *$literal* is the literal value for *$attribute*, as described in [Section 5.6.2, *RDF Literals*, above](#section_5.6.2).

#### 5.6.3.7. Attribute as a simple property, with relationship metadata

Given:

* *$context-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) and is an instance of an [·object type·](#definition_object_type), [·association type·](#definition_association_type), or [·metadata type·](#definition_metadata_type).
* *$predicate-attribute* is a attribute that has owner *$context-element*, and has property [attribute declaration] that is defined by a [·reference schema document·](#definition_reference_schema_document) or an [·extension schema document·](#definition_extension_schema_document).
* *$context-element* owns attribute *$relationship-metadata-attribute* that has name structures:relationshipMetadata, and that contains one or more references to metadata objects.

For each item *$metadata-reference* in *$metadata-list*, the following RDF quad is entailed:

$context-node-id $predicate-id $literal $metadata-node-id .

Where:

* *$context-node-id* is a node identifier for the object held by *$context-element*.
* *$predicate-id* is the resource IRI for *$predicate-attribute*.
* *$literal* is the literal value for *$attribute*, as described in [Section 5.6.2, *RDF Literals*, above](#section_5.6.2).
* *$metadata-node-id* is a node identifier for the object referenced by *$metadata-reference*.

#### 5.6.3.8. Elements and attributes via an augmentation type

Given:

* *$base* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) and is an instance of an [·object type·](#definition_object_type) or [·association type·](#definition_association_type).
* *$augmentation-element* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7), is a child of *$base*, and is an instance of an [·augmentation type·](#definition_augmentation_type).
* *$augmentation-identifier* is a node identifier for the object help by *$augmentation-element*.

For each *$resolved-element* that is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) holding an object with node identifier *$augmentation-identifier*:

Each element child of *$resolved-element* entails RDF as if it were an element child of *$base*.

Each attribute that has property [attribute owner] equal to *$resolved-element* entails RDF as if it were an attribute with property [attribute owner] equal to *$base*.

#### 5.6.3.9. Properties applied via structures:metadata

Given a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) *$context* that has attribute structures:metadata with a value that is a list of references, each item *$item* in the list entails the RDF:

$subject structures:metadata $object .

Where:

* *$subject* is a node identifier for the object held by *$context*.
* *$object* is a node identifier for the object referenced by *$item*.

### 5.6.4. Type information for instance documents

A [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) *$element* that is an instance of an [·object type·](#definition_object_type) or [·association type·](#definition_association_type) entails the following RDF:

$element-object rdf:type $element-type .

Where:

* *$element-object* is a node identifier for the object held by *$element*.
* *$element-type* is resource IRI for the value of the [type definition] property of *$element*.

### 5.6.5. NIEM schema component definitions to RDF

The definition of schema components within NIEM-conformant schemas a parallel representation in RDF. This section describes the mapping of selected XML Schema constructs to RDF.

This section has the following subsections:

* [Section 5.6.5.1, *NIEM complex type definitions to RDF*](#section_5.6.5.1)
* [Section 5.6.5.2, *NIEM element declaration mappings to RDF*](#section_5.6.5.2)
* [Section 5.6.5.3, *NIEM attribute declarations to RDF*](#section_5.6.5.3)

#### 5.6.5.1. NIEM complex type definitions to RDF

The following RDF mappings apply to the content of a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document).

An [·object type·](#definition_object_type) or [·association type·](#definition_association_type) $type entails the following RDF:

$resource rdf:type rdf:Class .

Where *$resource* is the resource IRI for *$type*.

An [·object type·](#definition_object_type) or [·association type·](#definition_association_type) *$type* that has property {base type definition} *$base* also entails the RDF:

$resource rdfs:subClassOf $base-resource .

Where *$base-resource* is the resource IRI for *$base*.

#### 5.6.5.2. NIEM element declaration mappings to RDF

The following RDF mappings apply to the content of a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document).

A top-level element declaration schema component *$element-declaration* that has property {type definition} that is

* the ur-type, or
* is, or is derived from, structures:ObjectType, or
* is, or is derived from, structures:AssociationType

entails the RDF:

$element-resource rdf:type rdf:Property .

Where *$element-resource* is the resource IRI for *$element-declaration*.

If *$element-declaration* has property {substitution group affiliation} with a value of element declaration *$base*, then it entails the RDF:

$element-resource rdfs:subPropertyOf $base-resource .

Where:

* *$element-resource* is the resource IRI for *$element-declaration*.
* *$base-resource* is the resource IRI for *$base*.

If *$element-declaration* has property {type definition} with a value *$type* that is an [·object type·](#definition_object_type) or [·association type·](#definition_association_type), then it entails the RDF:

$element-resource rdfs:range $type-resource .

Where:

* *$element-resource* is the resource IRI for *$element-declaration*.
* *$type-resource* is the resource IRI for *$type*.

#### 5.6.5.3. NIEM attribute declarations to RDF

The following RDF mappings apply to the content of a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document).

A top-level attribute declaration schema component *$attribute-declaration* that has property {type definition} that is a simple type definition defined within a [·reference schema document·](#definition_reference_schema_document) or an [·extension schema document·](#definition_extension_schema_document), then it entails the RDF:

$attribute-resource rdf:type rdf:Property .

Where *$attribute-resource* is the resource IRI for *$attribute-declaration*.

# 6. Guiding principles

Principles in this specification provide a foundation for the rules. These principles are generally applicable in most cases. They should not be used as a replacement for common sense or appropriate special cases.

The principles are not operationally enforceable; they do not specify constraints on XML Schema documents and instances. The rules are the normative and enforceable manifestation of the principles.

The principles discussed in this section are organized as follows:

* [Section 6.1, *Specification guidelines*](#section_6.1)
* [Section 6.2, *XML Schema design guidelines*](#section_6.2)
* [Section 6.3, *Modeling design guidelines*](#section_6.3)
* [Section 6.4, *Implementation guidelines*](#section_6.4)
* [Section 6.5, *Modeling guidelines*](#section_6.5)

## 6.1. Specification guidelines

The principles in this section address what material should be included in this NDR and how it should be represented.

### 6.1.1. Keep specification to a minimum

This specification should state what is required for interoperability, not all that could be specified. Certain decisions (such as normative XML comments) could create roadblocks for interoperability, making heavy demands on systems for very little gain. The goal is not standardization for standardization’s sake. The goal is to maximize interoperability and reuse.

[Principle 1]

This specification SHOULD specify what is necessary for semantic interoperability and no more.

The term **semantic interoperability** is here defined as “the ability of two or more computer systems to exchange information and have the meaning of that information automatically interpreted by the receiving system accurately enough to produce useful results.”

### 6.1.2. Focus on rules for schemas

This specification should try, as much as is possible, to specify schema-level content. This is a specification for schemas, and so it should specify schemas and their instance documents. It should avoid specifying complex data models or data dictionaries.

[Principle 2]

This specification SHOULD focus on specifying characteristics of schema documents, their instance documents, and their interpretation.

### 6.1.3. Use specific, concise rules

A rule should be as precise and specific as possible to avoid broad, hard-to-modify rules. Putting multiple clauses in a rule makes it harder to enforce. Using separate rules allows specific conditions to be clearly stated.

[Principle 3]

This specification SHOULD feature rules that are specific, precise, and concise.

## 6.2. XML Schema design guidelines

The principles in this section address how XML Schema technology should be used in designing NIEM-conformant schemas and instances.

### 6.2.1. Purpose of XML Schemas

[Principle 4]

The specification SHOULD focus on rules for XML Schemas in order to support:

1. the expression of interface specifications for exchange of information between data producers and consumers,
2. validation of XML documents against interface specifications,
3. comprehension and understanding of XML documents, including the use of post-schema-validation infoset as defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.1, *Overview of XML Schema*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-psvi), and
4. development of implementations supported by tools that use XML Schemas.

### 6.2.2. Prohibit XML parsing from constructing values

XML Schema has features that can make the data provided by an XML Schema validating parser differ from that provided by a non-validating XML parser. For example, if an XML Schema attribute declaration has a default value, and if an XML document omits the attribute where it might appear, an XML Schema validating parser will *construct* the attribute with the default value in the infoset that it provides to its caller. Without schema validation, there would be no attribute value, but after processing, the attribute value exists in the parsed data provided to the caller. [Section 8.4, *Ensure XML parsing does not construct values*, below,](#section_8.4) provides more detail.

Within NIEM, the purpose of processing instances against schemas is primarily validation: testing that data instances match desired constraints and guidelines. It should not be used to alter the content of data passing through the parser.

[Principle 5]

The data of a NIEM-conformant XML document provided by an XML parser SHOULD NOT be modified by the process of validating the data against an XML Schema.

### 6.2.3. Use XML validating parsers for content validation

NIEM is designed for XML Schema validation. One goal is to maximize the amount of validation that may be performed by XML Schema-validating parsers.

XML Schema validates content using content models: descriptions of what elements and attributes may be contained within an element, and what values are allowable. It is the XML element hierarchy (elements with attributes and unstructured content, contained by other elements) that the XML Schema definition language specifies and that XML Schema validating parsers can validate.

Mechanisms involving linking using attribute and element values are useful, but they should only be relied on when absolutely necessary, as XML Schema-validating parsers cannot readily validate them. For example, if a link is established via attribute values, an XML Schema-validating parser cannot determine that participants have appropriate type definitions. Whenever possible, NIEM content should rely on XML syntax that can be validated with XML Schema.

[Principle 6]

NIEM-conformant schemas and NIEM-conformant XML documents SHOULD use features supported by XML Schema validating parsers for validation of XML content.

### 6.2.4. Validate for conformance to schema

Systems that operate on XML data have the opportunity to perform multiple layers of processing. Middleware, XML libraries, schemas, and application software may process data. The primary purpose of validation against schemas is to restrict processed data to that data that conforms to agreed-upon rules. This restriction is achieved by marking as invalid that data that does not conform to the rules defined by the schema.

[Principle 7]

Systems that use NIEM-conformant data SHOULD mark as invalid data that does not conform to the rules defined by applicable XML Schema documents.

### 6.2.5. Allow multiple schemas for XML constraints

NIEM does not attempt to create a one-size-fits-all schema to perform all validation. Instead, it creates a set of reference schemas, on which additional constraints may be placed. Although NIEM is principally expressed as a set of reference schemas for a NIEM release, additional validation may be conducted through other mechanisms, which may include XML Schemas that express additional constraints, and business rules and structure-specifying languages other than the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07).

[Principle 8]

Constraints on XML instances MAY be validated by multiple validation passes, using multiple schemas and specifications for different aspects of each namespace.

### 6.2.6. Define one reference schema per namespace

NIEM uses the concept of a *reference schema*, which defines the structure and content of a namespace. For each NIEM-conformant namespace, there is exactly one NIEM reference schema. A user may use a subset schema or constraint schema in place of a reference schema, but all NIEM-conformant XML documents must validate against a single reference schema for each namespace.

[Principle 9]

Each NIEM-conformant namespace SHOULD be defined by exactly one reference schema.

### 6.2.7. Disallow mixed content

XML data that use mixed content are difficult to specify and complicate the task of data processing. Much of the payload carried by mixed content is unchecked and does not facilitate data standardization or validation.

[Principle 10]

NIEM-conformant schemas SHOULD NOT specify data that uses mixed content.

### 6.2.8. Specify types for all constructs

Every schema component defined by a NIEM-conformant schema that can have a name has a name. This means that there are no anonymous types, elements, or other components defined by NIEM. Once an application has determined the name (i.e., namespace and local name) of an attribute or element used in NIEM-conformant instances, it will also know the type of that attribute or element.

There are no local attributes or elements defined by NIEM, only global attributes and elements. This maximizes the ability of application developers to extend, restrict, or otherwise derive definitions of local components from NIEM-conformant components. Using named global components in schemas maximizes the capacity for reuse.

[Principle 11]

NIEM-conformant schemas SHOULD NOT use or define local or anonymous components, as they adversely affect reuse.

### 6.2.9. Avoid wildcards in reference schemas

Wildcards in NIEM-conformant schemas work in opposition to standardization. The goal of creating harmonized, standard schemas is to standardize definitions of data. The use of wildcard mechanisms (such as xs:any, which allows insertion of arbitrary elements) allows unstandardized data to be passed via otherwise standardized exchanges.

Avoidance of wildcards in the standard schemas encourages the separation of standardized and unstandardized data. It encourages users to incorporate their data into NIEM in a standardized way. It also encourages users to extend in a way that may be readily incorporated into NIEM.

[Principle 12]

NIEM-conformant components SHOULD NOT incorporate wildcards unless absolutely necessary, as they hinder standardization by encouraging use of unstandardized data rather than standardized data.

### 6.2.10. Schema locations provided in schema documents are hints

[**[XML Schema Structures]**](#XMLSchema-1) provides several mechanisms for acquiring components of an [·XML Schema·](#definition_XML_Schema) for the purpose of assessing validity of an instance. [**[XML Schema Structures]**](#XMLSchema-1) [Section 4.3.2, *How schema definitions are located on the Web*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#schema_reference) includes:

* Use schema definitions already known to the processor.
* Use a location URI or namespace name to identify a schema document from a network location or local schema repository.
* Attempt to resolve a location URI or namespace name to locate a schema document.

In addition, there are several ways for a processor to determine schema locations:

* Use schema locations identified by user direction.
* Use locations provided via xsi:schemaLocation or xsi:noNamespaceSchemaLocation attributes in an [·XML document·](#definition_XML_document) under assessment.
* Use schema locations provided by xs:import elements.

[**[XML Schema Structures]**](#XMLSchema-1) characterizes several of these methods as *hints* of where to acquire a schema document for assessment. [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.6.3, *xsi:schemaLocation, xsi:noNamespaceSchemaLocation*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#xsi_schemaLocation) states:

The xsi:schemaLocation and xsi:noNamespaceSchemaLocation attributes can be used in a document to provide hints as to the physical location of schema documents which may be used for assessment.

[**[XML Schema Structures]**](#XMLSchema-1) [Section 4.2.3, *References to schema components across namespaces*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#composition-schemaImport) states:

The actual value of the schemaLocation, if present, gives a hint as to where a serialization of a schema document with declarations and definitions for that namespace (or none) may be found.

The specification explicitly maintains that schema location provided in schemas or instances may be overridden by applications or by user direction.

[Principle 13]

Schema locations specified within NIEM-conformant reference schemas SHOULD be interpreted as hints and as default values by processing applications.

In accordance with [Section 1.1, *Scope*, above](#section_1.1), this document does not provide normative guidance for location of [·schema documents·](#definition_schema_document) or for schema assembly.

### 6.2.11. Use open standards

The cooperative efforts of many knowledgeable individuals have resulted in many important published information standards. Where appropriate and applicable, NIEM ought to leverage these standards.

[Principle 14]

NIEM standards and schemas SHOULD leverage and enable use of other open standards.

## 6.3. Modeling design guidelines

The principles in this section address the design philosophy used in designing the NIEM conceptual model.

### 6.3.1. Namespaces enhance reuse

NIEM is designed to maximize reuse of namespaces and the schemas that define them. When referring to a concept defined by a NIEM-conformant schema, a user should ensure that instances and schemas refer to the namespace defined by NIEM. User-defined namespaces should be used for specializations and extension of NIEM constructs but should not be used when the NIEM structures are sufficient.

[Principle 15]

NIEM-conformant instances and schemas SHOULD reuse components from NIEM distribution schemas when possible.

NIEM relies heavily on XML namespaces to prevent naming conflicts and clashes. Reuse of any component is always by reference to both its namespace and its local name. All NIEM component names have global scope. An instance document or schema should use or reuse a NIEM component by referencing its NIEM-defined namespace and local name. An application that validates an instance document that contains a component in a NIEM namespace should conduct that validation using NIEM reference schema documents or profiles of NIEM reference schema documents, to ensure consistency across exchanges and implementations.

Example:

Figure 6-1: Example of the use of a namespace

<xs:element ref="nc:BinaryCaptureDate" minOccurs="0" maxOccurs="unbounded"/>

In this example, nc:BinaryCaptureDate is reused by referencing its element declaration through both its namespace (which is bound to the prefix nc:) and its local name (BinaryCaptureDate). If an element named BinaryCaptureDate is declared in another namespace, it is an entirely different element than nc:BinaryCaptureDate. There is no implicit relationship to nc:BinaryCaptureDate.

From a business perspective, the two elements are likely to be *related* in the sense that they may have very similar semantic meanings. They may have essentially the same meaning, but slightly different properties. Such a relationship may commonly exist. However, any relationship between the two elements must be made explicit using methods outlined in this document.

[Principle 16]

A component SHOULD be identified by its local name together with its namespace. A namespace SHOULD be a required part of the name of a component. A component’s local name SHOULD NOT imply a relationship to components with similar names from other namespaces.

### 6.3.2. Design NIEM for extensibility

NIEM is designed to be extended. Numerous methods are considered acceptable in creating extended and specialized components.

[Principle 17]

NIEM-conformant schemas and standards SHOULD be designed to encourage and ease extension and augmentation by users and developers outside the NIEM governance process.

## 6.4. Implementation guidelines

The principles in this section address issues pertaining to the implementation of applications that use NIEM.

### 6.4.1. Avoid displaying raw XML data

XML data should be made human-understandable when possible, but it is not targeted at human consumers. HTML is intended for browsers. Browsers and similar technology provide human interfaces to XML and other structured content. Structured XML content does not belong in places targeting humans. Human-targeted information should be of a form suitable for presentation.

[Principle 18]

XML data SHOULD be designed for automatic processing. XML data SHOULD NOT be designed for literal presentation to people. NIEM specifications and schemas SHOULD NOT use literal presentation of XML data to people as a design criterion.

### 6.4.2. Leave implementation decisions to implementers

NIEM is intended to be an open specification supported by many diverse implementations. It was designed from data requirements and not from or for any particular system or implementation. Use of NIEM should not depend on specific software, other than XML Schema-validating parsers.

[Principle 19]

NIEM SHOULD NOT depend on specific software packages, software frameworks, or software systems for interpretation of XML instances.

[Principle 20]

NIEM schemas and standards SHOULD be designed such that software systems that use NIEM may be built with a variety of off-the-shelf and free software products.

## 6.5. Modeling guidelines

The NIEM Naming and Design Rules (NDR) specify NIEM-conformant components, schemas, and instances. These guidelines influence and shape the more-specific principles and rules in this document. They are derived from best practices and from discussions within the NIEM Business Architecture Committee (NBAC) and the NIEM Technical Architecture Committee (NTAC). This list may grow and evolve as NIEM matures.

The principles in this section address decisions that data modelers must face when creating NIEM-conformant schema representations of domain data. These guidelines are not absolute (the key word is SHOULD). It may not be possible to apply all guidelines in every case. However, they should always be considered.

### 6.5.1. Documentation

As will be described in later sections of this document, all NIEM components are documented through their definitions and names. Although it is often very difficult to apply, a schema component’s [·data definition·](#definition_data_definition) should be drafted before the data component name is finalized.

Drafting the definition for a data component first ensures that the author understands the exact nature of the entity or concept that the data component represents. The component name should subsequently be composed to summarize the definition. Reversing this sequence often results in [·data definitions·](#definition_data_definition) that very precisely describe the component name but do not adequately describe the entity or concept that the component is designed to represent. This can lead to the ambiguous use of such components.

[Principle 21]

The [·data definition·](#definition_data_definition) of a component SHOULD be drafted before the component’s name is composed.

### 6.5.2. Consistent naming

Components in NIEM should be given names that are consistent with names of other NIEM components. Having consistent names for components has several advantages:

1. It is easier to determine the nature of a component when it has a name that conveys the meaning and use of the component.
2. It is easier to find a component when it is named predictably.
3. It is easier to create a name for a component when clear guidelines exist.

[Principle 22]

Components in NIEM SHOULD be given names that are consistent with names of other NIEM components. Such names SHOULD be based on simple rules.

### 6.5.3. Reflect the real world

NIEM provides a standard for data exchange. To help facilitate unambiguous understanding of NIEM reusable components, the names and structures should represent and model the informational aspects of objects and concepts that users are most familiar with. Types should not simply model collections of data.

[Principle 23]

Component definitions in NIEM-conformant schemas SHOULD reflect real-world concepts.

Different users often have their own local practices for arranging components together, such as grouping components into sets and segments, or building in extra layers to help categorize components and make them easier to find when drilling down through an object. Since the broader community may not share the same practices, and grouping structures add additional complexity to both schemas and instances, NIEM components should model the real world as simply and closely as possible.

### 6.5.4. Be consistent

There should be no conflicts of meaning among types. This holds for types within a namespace, as well as types in different namespaces. A type should be used consistently in similar situations for similar purposes. Types should be defined for clear understanding and ease of intended use.

[Principle 24]

Component definitions in NIEM-conformant schemas SHOULD have semantic consistency.

### 6.5.5. Reserve inheritance for specialization

Specialization should not be applied simply for the sake of achieving property inheritance. Specialization should be applied only where it is meaningful and appropriate to model permanent sibling subclasses of a base class that are mutually exclusive of one another.

[Principle 25]

Complex type definitions in NIEM-conformant schemas SHOULD use type inheritance only for specialization.

Note that the use of [·augmentations·](#definition_augmentation) allows developers to avoid type specialization in many cases; see [Section 10.4, *Augmentations*, below](#section_10.4).

### 6.5.6. Do not duplicate definitions

A real-world entity should be modeled in only one way. The definition of a type or element should appear once and only once. Multiple components of identical or closely similar semantics hinder interoperability because too many valid methods exist for representing the same data. For each data concept that must be represented, there should be only one component (and associated type) to represent it.

Components with very similar semantics may exist in different contexts. For example, a complex type created for a particular exchange may appear to have identical or closely similar semantics to a complex type defined in the NIEM Core schema. However, the type defined at the exchange level will have much more precise business requirements and syntax, compared with the broad definitions that are heavily reused. Specific contextual definitions should be considered semantic changes.

Two components may have the same definition while having different representations. For example, a string may hold the complete name of a person, or the name may be represented by a structure that separates the components of the name into first, last, etc. The definition of alternative representations should not be considered duplication.

[Principle 26]

Multiple components with identical or undifferentiated semantics SHOULD NOT be defined. Component definitions SHOULD have clear, explicit distinctions.

### 6.5.7. Keep it simple

All NIEM content and structure is fundamentally based on business requirements for information exchange. To encourage adoption and use in practice, NIEM must implement business requirements in simple, consistent, practical ways.

[Principle 27]

NIEM-conformant schemas SHOULD have the simplest possible structure, content, and architecture consistent with real business requirements.

### 6.5.8. Be aware of scope

The scope of components defined in NIEM-conformant schemas should be carefully considered. Some components represent simple data values, while others represent complex objects with many parts and relationships. Components should exist in layers. Components should exist as small, narrowly scoped, atomic entities that are used to consistently construct more broadly scoped, complex components (and so on).

[Principle 28]

Components defined by NIEM-conformant schemas SHOULD be defined appropriate for their scope.

### 6.5.9. Be mindful of namespace cohesion

Namespaces should maximize cohesion. The namespace methodology helps prevent name clashes among communities or domains that have different business perspectives and may choose identical data names to represent different data concepts. A namespace should be designed so that its components are consistent, may be used together, and may be updated at the same time.

[Principle 29]

XML namespaces defined by NIEM-conformant schemas SHOULD encapsulate data components that are coherent, consistent, and internally related as a set. A namespace SHOULD encapsulate components that tend to change together.

# 7. Conformance to standards

There are numerous XML standards to which the instance and schema documents that constitute information exchanges must conform. This section applies XML specifications to the conformance targets of this document.

## 7.1. Conformance to XML

The XML specification [**[XML]**](#XML) defines the term [·XML document·](#definition_XML_document). NIEM XML documents, including instance documents and schema documents, must conform to the definition of this term.

Rule 7-1. Document is an XML document

[Rule 7-1] (REF, EXT, INS) (Constraint)

The document MUST be an XML document.

This document establishes the term [·XML document·](#definition_XML_document), by reference to [**[XML]**](#XML).

## 7.2. Conformance to XML Namespaces

The XML namespaces specification defines correct use of XML namespaces; NIEM-conformant XML artifacts (instance documents and schema documents) must use namespaces properly.

Rule 7-2. Document uses XML namespaces properly

[Rule 7-2] (REF, EXT, INS) (Constraint)

The document MUST be namespace-well-formed and namespace-valid.

The terms *namespace-well-formed* and *namespace-valid* are normatively defined by [**[XML Namespaces]**](#XMLNamespaces).

## 7.3. Conformance to XML Schema

The XML Schema specification part 1 [**[XML Schema Structures]**](#XMLSchema-1) defines the syntax of the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07), and identifies an [·XML document·](#definition_XML_document) that follows that syntax as a [·schema document·](#definition_schema_document). This section requires that NIEM reference and extension schema documents be [·schema documents·](#definition_schema_document).

Rule 7-3. Document is a schema document

[Rule 7-3] (REF, EXT) (Constraint)

The [XML document] MUST be a [schema document].

This document establishes the term [·schema document·](#definition_schema_document), by reference to [**[XML Schema Structures]**](#XMLSchema-1).

Rule 7-4. Document element is xs:schema

[Rule 7-4] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[. is nf:get-document-element(.)]">  
    <sch:assert test="self::xs:schema"  
      >The [document element] of the [XML document] MUST have the name xs:schema.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document establishes the terms [·document element·](#definition_document_element) by reference to [**[XML Infoset]**](#XMLInfoset), and [·XML document·](#definition_XML_document) by reference to [**[XML]**](#XML).

## 7.4. ISO 11179 Part 4

Good data definitions are fundamental to data interoperability. You cannot effectively exchange what you cannot understand. NIEM employs the guidance of [**[ISO 11179-4]**](#ISO11179-4) as a baseline for its data component definitions.

To advance the goal of creating semantically rich NIEM-conformant schemas, it is necessary that data definitions be descriptive, meaningful, and precise. [**[ISO 11179-4]**](#ISO11179-4) provides standard structure and rules for defining data definitions. NIEM uses this standard for component definitions.

Note that the metadata maintained for each NIEM component contains additional details, including domain-specific usage examples and keywords. Such metadata is used to enhance search and discovery of components in a registry, and therefore, is not included in schemas.

For convenience and reference, the summary requirements and recommendations in [**[ISO 11179-4]**](#ISO11179-4) are reproduced here:

**ISO 11179 Requirements**

A data definition SHALL:

* Be stated in the singular.
* State what the concept is, not only what it is not.
* Be stated as a descriptive phrase or sentence(s).
* Contain only commonly understood abbreviations.
* Be expressed without embedding definitions of other data or underlying concepts.

**ISO 11179 Recommendations**

A data definition SHOULD:

* State the essential meaning of the concept.
* Be precise and unambiguous.
* Be concise.
* Be able to stand alone.
* Be expressed without embedding rationale, functional usage, or procedural information.
* Avoid circular reasoning.
* Use the same terminology and consistent logical structure for related definitions.
* Be appropriate for the type of metadata item being defined.

In addition to the requirements and recommendations of [**[ISO 11179-4]**](#ISO11179-4), NIEM applies additional rules to data definitions. These rules are detailed in [Section 11.6.1, *Human-readable documentation*, below](#section_11.6.1).

These definitions leverage the term “definition” as defined by [**[ISO 11179-4]**](#ISO11179-4):

representation of a concept by a descriptive statement which serves to differentiate it from related concepts

[Definition: data definition]

The **data definition** of a [·schema component·](#definition_schema_component) is the content of the first occurrence of the element xs:documentation that is an immediate child of an occurrence of an element xs:annotation that is an immediate child of the element that defines the component.

[Definition: documented component]

In a NIEM-conformant schema, a **documented component** is [·schema component·](#definition_schema_component) that has an associated [·data definition·](#definition_data_definition). Each documented component has a textual definition, so that the component may be well-understood.

An example of a data definition is provided in [Figure 7-1, *Example of data definition of element nc:Activity*, below](#figure_7-1).

Figure 7-1: Example of data definition of element nc:Activity

<xs:element name="Activity" type="nc:ActivityType" nillable="true">  
  <xs:annotation>  
    <xs:documentation>A single or set of related actions, events, or process steps.</xs:documentation>  
  </xs:annotation>  
</xs:element>

See [Rule 11-28, *Data definition follows 11179-4 requirements*, below,](#rule_11-28) and [Rule 11-29, *Data definition follows 11179-4 recommendations*, below,](#rule_11-29) for application of [**[ISO 11179-4]**](#ISO11179-4) to constrain NIEM [·data definitions·](#definition_data_definition).

## 7.5. ISO 11179 Part 5

Names are a simple but incomplete means of providing semantics to data components. Data definitions, structure, and context help to fill the gap left by the limitations of naming. The goals for data component names should be syntactic consistency, semantic precision, and simplicity. In many cases, these goals conflict and it is sometimes necessary to compromise or to allow exceptions to ensure clarity and understanding. To the extent possible, NIEM applies [**[ISO 11179-5]**](#ISO11179-5) to construct NIEM data component names.

The set of NIEM data components is a collection of data representations for real-world objects and concepts, along with their associated properties and relationships. Thus, names for these components would consist of the terms (words) for object classes or that describe object classes, their characteristic properties, subparts, and relationships.

Rule 7-5. Component name follows ISO 11179 Part 5 Annex A

[Rule 7-5] (REF, EXT) (Constraint)

A NIEM component name SHOULD be formed by applying the informative guidelines and examples detailed in Annex A of [**[ISO 11179-5]**](#ISO11179-5), with exceptions as specified in this document.

The guidelines and examples of [**[ISO 11179-5]**](#ISO11179-5) provide a simple, consistent syntax for data names that captures context and thereby imparts a reasonable degree of semantic precision.

NIEM uses the guidelines and examples of [**[ISO 11179-5]**](#ISO11179-5) as a baseline for normative naming rules. However, some NIEM components require bending of these rules. Special naming rules for these classes of components are presented and discussed in the relevant sections. In spite of these exceptions, most NIEM component names can be disassembled into their [**[ISO 11179-5]**](#ISO11179-5) constituent words or terms.

Example:

The NIEM component name AircraftFuselageColorCode disassembles as follows:

* Object class term = “Aircraft”
* Qualifier term = “Fuselage”
* Property term = “Color”
* Representation term = “Code”

[Section 10.8, *Naming rules*, below,](#section_10.8) details the specific rules for each kind of term and how to construct NIEM component names from it.

## 7.6. IC-ISM and IC-NTK

The Office of the Director of National Intelligence manages and maintains a set of specifications that support the requirements of the Intelligence Community (IC) to share and manage data across the IC enterprise. These specifications are available at <http://purl.org/ic/standards/public>. The design of NIEM supports the use of NIEM-conformant data across the IC.

The following features have been provided to support the use of NIEM-conformant data definitions across the IC, by supporting the use of IC-ISM and IC-NTK within NIEM-defined data:

* NIEM base types defined by the [·structures namespace·](#definition_structures_namespace) incorporate xs:anyAttribute declarations, which allow the use of attributes from the ISM and NTK namespaces. See [Appendix B, *Structures namespace*, below,](#appendix_B) for the reference schema.
* [Rule 11-23, *Schema uses only known attribute groups*, below,](#rule_11-23) allows conformant data types to reference attribute groups defined in the ISM and NTK namespaces.
* Complex types may be constructed that use external attributes, including attributes from the ISM and NTK namespaces. Each such attribute use must be a [·documented component·](#definition_documented_component), as specified by [Rule 10-14, *External attribute use has data definition*, below](#rule_10-14).

These features ensure that payloads that correctly use IC-ISM AND IC-NTK are supported by NIEM-conformant schema definitions.

# 8. Strategy for a NIEM profile of XML Schema

## 8.1. Wildcards

There are many constructs within XML Schema that act as wildcards. That is, they introduce buckets that may carry arbitrary or otherwise not-validated content. Such constructs violate [Principle 12, above](#principle_12), and as such provide implicit workarounds for the difficult task of agreeing on the content of data models. Such workarounds should be made explicitly, outside the core data model.

The following restrictions help to ban wildcards and arbitrary data:

* Use of the type xs:anyType is prohibited.
* Use of the type xs:anySimpleType is prohibited in most cases.
* Use of the element xs:any is prohibited in reference schemas.
* Use of the element xs:anyAttribute is prohibited in reference schemas.

## 8.2. Components are globally reusable

Each component defined by a NIEM-conformant schema may be reused from outside the schema document. Every type definition, element declaration, or attribute declaration schema component that is defined by a NIEM-conformant schema is given an explicit name. These schema components are not defined as local or anonymous. These components are defined at the top level, as children of element xs:schema.

This is supported by the rules:

* [Rule 9-10, *Simple type definition is top-level*, below](#rule_9-10)
* [Rule 9-25, *Complex type definition is top-level*, below](#rule_9-25)
* [Rule 9-36, *Element declaration is top-level*, below](#rule_9-36)
* [Rule 9-48, *Attribute declaration is top-level*, below](#rule_9-48)

Additional restrictions ensure that NIEM components are also defined such that new components may be derived from them and substituted for them. Reference schemas are defined to maximize reuse, while extension schemas are defined to enable a developer to customize schema definitions to match her exchange needs. In reference schemas, the following restrictions help enforce reusability through extension and substitution:

* A [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document) may not use blockDefault (per [Rule 9-86, *No disallowed substitutions*, below](#rule_9-86)) or finalDefault (per [Rule 9-87, *No disallowed derivations*, below](#rule_9-87)).
* Element declarations and type definitions in a [·reference schema document·](#definition_reference_schema_document) may not use block or final, per the rules:
* [Rule 9-34, *No complex type disallowed substitutions*, below](#rule_9-34)
* [Rule 9-35, *No complex type disallowed derivation*, below](#rule_9-35)
* [Rule 9-43, *No element disallowed substitutions* , below](#rule_9-43)
* [Rule 9-44, *No element disallowed derivation*, below](#rule_9-44)

## 8.3. Avoid recursive model groups

XML Schema provides the capability for model groups to be recursively defined. This means that a sequence may contain a sequence, and a choice may contain a choice. The rules in this document restrict the use of nested model groups, in order to keep content models simple, comprehensive, and reusable: The content of an element should boil down to a simple list of elements, defined in as straightforward a manner as is possible to meet requirements.

## 8.4. Ensure XML parsing does not construct values

An XML document expresses an infoset (see [**[XML Infoset]**](#XMLInfoset)); the infoset is the data carried by the XML document, and is expressed as a set of information items (e.g., element information items, attribute information items, etc.). [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.1, *Overview of XML Schema*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#d0e504) describes the process followed by an XML Schema validating parser. Beyond the actions of a plain XML parser, which provides the data from an XML document to its caller in a structured way, an XML Schema validating parser does the following:

1. Determining local schema-validity, that is whether an element or attribute information item satisfies the constraints embodied in the relevant components of an XML Schema;
2. Synthesizing an overall validation outcome for the item, combining local schema-validity with the results of schema-validity assessments of its descendants, if any, and adding appropriate augmentations to the infoset to record this outcome.

In short, not only does an XML Schema validating parser yield data from an XML document to its caller, it determines whether the XML document is valid against an XML Schema, and also provides an **augmented infoset** to the caller, constructed to reflect information implied by the schema, which may not appear in the original XML document.

XML Schema allows element and attribute declarations to provide default values. When an XML document does not contain a value for a component that has a default, the XML Schema validating parser will *construct* a value for the component. This is done through the use of the attributes default and fixed, both of which provide default values to attributes and element content. An XML Schema validating parser that validates an XML document against a schema that uses default or fixed may yield an infoset that is augmented, constructing values in the provided XML infoset where none existed in the original XML document.

NIEM schemas should not produce constructed values in the infoset. The process of XML Schema validation against NIEM schemas should provide for marking data as valid or invalid, but should not modify original infoset data with constructed values. The XML infoset yielded by a non-validating XML parser should be the same as that yielded by an XML Schema validating parser. Turning on schema validation should not alter the data received by the caller of the parser.

The prohibition of constructed values is supported by [Section 6.2.2, *Prohibit XML parsing from constructing values*, above](#section_6.2.2). It is also supported through a prohibition on all uses of default, and most uses of fixed on attributes and elements defined by NIEM-conformant schema documents.

## 8.5. Use namespaces rigorously

Every component defined by or used in a NIEM schema has a target namespace.

XML Schema requires that namespaces used in external references be imported using the xs:import element. The xs:import element appears as an immediate child of the xs:schema element. A schema must import any namespace which is not the local namespace, and which is referenced from the schema.

The behavior of import statements is not necessarily intuitive. In short, the import introduces a namespace into the schema document in which the import appears; it has no transitive effect. If the namespace introduced by an import statement are not referenced from that schema document, then the import statement has no effect.

Certain tools have been seen introducing transitive behavior on imports, which is not portable across XML Schema validating parsers. If namespace 1 imports namespace 2 which imports namespace 3, a reference from namespace 1 to namespace 3 is not legal; namespace 1 must explicitly import namespace 3. A tool that imports transitively may allow schema 1 to reference 3 without a direct import of namespace 3. This is prohibited by rules which require imports of namespaces of referenced components.

## 8.6. Documentation is for people; appinfo is for machines

The XML Schema specification defines two types of annotations: *user information* and *application information*. It defines that user information is for human consumption, while application information is for automatic processing.

[**[XML Schema Structures]**](#XMLSchema-1) [Section 3.13, *Annotations*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#cAnnotations) states:

Annotations provide for human- and machine-targeted annotations of schema components.

[**[XML Schema Structures]**](#XMLSchema-1) [Section 3.13.1, *The Annotation Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Annotation_details) states:

{user information} is intended for human consumption, {application information} for automatic processing.

The two types: human-targeted and machine-targeted, are kept separate by the use of two separate container elements defined by XML Schema: xs:documentation and xs:appinfo.

xs:documentation elements express “user information”. This information is targeted for reading by humans. The XML Schema specification does not say what form human-targeted information should take. Since it is intended for human consumption, xs:documentation elements in conformant schemas do not contain structured XML data. As such, any XML content appearing within a documentation element should be human-targeted examples, and should be escaped (e.g., using &lt; and &gt;, or using CDATA blocks). Documentation within conformant schemas should be plain text; whitespace formatting may not be preserved across processing.

xs:appinfo elements express “application information”. This is generally information supporting automatic processing of schemas. Application information is addressed in [Section 10.9, *Machine-readable annotations*, below](#section_10.9).

XML comments are not XML Schema constructs and are not specifically associated with any schema-based component; they are not considered semantically meaningful by NIEM and may not be retained through processing of NIEM schemas.

# 9. Rules for a NIEM profile of XML Schema

NIEM-conformant schemas use a profile of XML Schema. The W3C XML Schema Language provides many features that allow a developer to represent a data model many different ways. A number of XML Schema constructs are not used within NIEM-conformant schemas. Many of these constructs provide capability that is not currently needed within NIEM. Some of these constructs create problems for interoperability, with tool support, or with clarity or precision of data model definition.

This section establishes a profile of XML Schema for NIEM-conformant schemas. Because the XML Schema specifications are flexible, comprehensive rules are needed to achieve a balance between establishing uniform schema design and providing developers flexibility to solve novel data modeling problems.

Note that external schema documents (i.e., non-NIEM-conformant schema documents) do not need to obey the rules set forth in this section. So long as schema components from external schema documents are adapted for use with NIEM according to the modeling rules in [Section 10.2.3, *External adapter types and external components*, below](#section_10.2.3), they may be used as they appear in the external standard, even if the schema components themselves violate the rules for NIEM-conformant schemas.

The following sections are broken down in the order provided by [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), followed by a section on a schema document as a whole and a section on schema namespaces and assembly:

* [Section 9.1, *Type definition components*](#section_9.1)
* [Section 9.2, *Declaration components*](#section_9.2)
* [Section 9.3, *Model group components*](#section_9.3)
* [Section 9.4, *Identity-constraint definition components*](#section_9.4)
* [Section 9.5, *Group definition components*](#section_9.5)
* [Section 9.6, *Annotation components*](#section_9.6)
* [Section 9.7, *Schema as a whole*](#section_9.7)
* [Section 9.8, *Schema assembly*](#section_9.8)

## 9.1. Type definition components

### 9.1.1. Type definition hierarchy

#### 9.1.1.1. Types prohibited as base types

Rule 9-1. No base type in the XML namespace

Although the XML namespace is to be imported as if it is conformant, types from that namespace may not be the [·base type definition·](#definition_base_type_definition) of any type.

[Rule 9-1] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="namespace-uri-from-QName(resolve-QName(@base, .)) != xs:anyURI('http://www.w3.org/XML/1998/namespace')"  
                >A schema component must not have a base type definition with a {target namespace} that is the XML namespace.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The term [·base type definition·](#definition_base_type_definition) has a normative definition.

Rule 9-2. No base type of xs:ID

[Rule 9-2] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:ID')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:ID.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-3. No base type of xs:IDREF

[Rule 9-3] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:IDREF')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:IDREF.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-4. No base type of xs:IDREFS

[Rule 9-4] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:IDREFS')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:IDREFS.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-5. No base type of xs:anyType

[Rule 9-5] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:anyType')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:anyType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

XML Schema has the concept of the “ur-type,” a type that is the root of all other types. This type is realized in schemas as xs:anyType.

NIEM-conformant schemas must not use xs:anyType, because this feature permits the introduction of arbitrary content (i.e., untyped and unconstrained data) into an XML instance. NIEM intends that the schemas describing that instance describe all constructs within the instance.

Rule 9-6. No base type of xs:anySimpleType

[Rule 9-6] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:anySimpleType')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:anySimpleType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

XML Schema provides a restriction of the “ur-type” that contains only simple content. This provides a wildcard for arbitrary text. It is realized in XML Schema as xs:anySimpleType.

NIEM-conformant schemas must not use xs:anySimpleType because this feature is insufficiently constrained to provide a meaningful starting point for content definitions. Instead, content should be based on one of the more specifically defined simple types defined by XML Schema.

Rule 9-7. No base type of xs:NOTATION

[Rule 9-7] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:NOTATION')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:NOTATION.</sch:assert>  
  </sch:rule>  
</sch:pattern>

XML Schema notations allow the attachment of system and public identifiers on fields of data. The notation mechanism does not play a part in validation of instances and is not supported by NIEM.

Rule 9-8. No base type of xs:ENTITY

[Rule 9-8] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:ENTITY')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:ENTITY.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-9. No base type of xs:ENTITIES

[Rule 9-9] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="resolve-QName(@base, .) != xs:QName('xs:ENTITIES')"  
      >A schema component MUST NOT have an attribute {}base with a value of xs:ENTITIES.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 9.1.2. Simple type definition

Rule 9-10. Simple type definition is top-level

[Rule 9-10] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType">  
    <sch:assert test="exists(parent::xs:schema)"  
      >A simple type definition MUST be top-level.</sch:assert>  
  </sch:rule>  
</sch:pattern>

NIEM does not support anonymous types in NIEM-conformant schemas. All XML Schema “top-level” types (children of the document element) are required by XML Schema to be named. By requiring NIEM type definitions to be top level, they are forced to be named and are globally reusable.

Rule 9-11. No simple type disallowed derivation

[Rule 9-11] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType">  
    <sch:assert test="empty(@final)"  
      >An element xs:simpleType MUST NOT have an attribute {}final.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-12. Simple type has data definition

[Rule 9-12] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >A simple type MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·data definition·](#definition_data_definition).

Rule 9-13. No use of “fixed” on simple type facets

An attribute fixed on a constraining facet (e.g., xs:maxInclusive) of a simple type *$base* prevents a simple type derived from *$base* from further restricting that facet. For example, if simpleType nc:LatitudeDegreeSimpleType uses an xs:maxInclusive facet that limits the maximum value to 90, a simple type derived from that type could not further restrict the type to limit the maximum value to 45.

The use of fixed on simple type facets violates [Principle 17, above](#principle_17), since it prevents an extension schema from constraining a base type. As a result, the fixed on simple type facets in reference schemas is prohibited.

[Rule 9-13] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[self::xs:length or self::xs:minLength or self::xs:maxLength or self::xs:whiteSpace  
      or self::xs:maxInclusive or self::xs:maxExclusive or self::xs:minExclusive or self::xs:minInclusive  
      or self::xs:totalDigits or self::xs:fractionDigits]">  
    <sch:assert test="empty(@fixed)"  
      >A simple type constraining facet MUST NOT have an attribute {}fixed.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-14. Enumeration has data definition

[Rule 9-14] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:enumeration">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >An enumeration facet MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·data definition·](#definition_data_definition).

#### 9.1.2.1. Simple types prohibited as list item types

There is no explicit prohibition on the use of xs:NOTATION as list item type, because it is prohibited by [**[XML Schema Datatypes]**](#XMLSchema-2).

There is no prohibition on xs:anyType as a list item type, because xs:anyType is not a simple type.

Rule 9-15. No list item type of xs:ID

[Rule 9-15] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@itemType)]">  
    <sch:assert test="resolve-QName(@itemType, .) != xs:QName('xs:ID')"  
      >A schema component MUST NOT have an attribute {}itemType with a value of xs:ID.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-16. No list item type of xs:IDREF

[Rule 9-16] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@itemType)]">  
    <sch:assert test="resolve-QName(@itemType, .) != xs:QName('xs:IDREF')"  
      >A schema component MUST NOT have an attribute {}itemType with a value of xs:IDREF.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-17. No list item type of xs:anySimpleType

[Rule 9-17] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@itemType)]">  
    <sch:assert test="resolve-QName(@itemType, .) != xs:QName('xs:anySimpleType')"  
      >A schema component MUST NOT have an attribute {}itemType with a value of xs:anySimpleType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-18. No list item type of xs:ENTITY

[Rule 9-18] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@itemType)]">  
    <sch:assert test="resolve-QName(@itemType, .) != xs:QName('xs:ENTITY')"  
      >A schema component MUST NOT have an attribute {}itemType with a value of xs:ENTITY.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.1.2.2. Simple types prohibited as union member types

There is no explicit prohibition on the use of xs:NOTATION as a union member type, because it is prohibited by [**[XML Schema Datatypes]**](#XMLSchema-2).

There is no prohibition on xs:anyType as a union member type, because xs:anyType is not a simple type.

Rule 9-19. No union member types of xs:ID

[Rule 9-19] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:ID')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:ID.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-20. No union member types of xs:IDREF

[Rule 9-20] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:IDREF')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:IDREF.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-21. No union member types of xs:IDREFS

[Rule 9-21] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:IDREFS')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:IDREFS.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-22. No union member types of xs:anySimpleType

[Rule 9-22] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:anySimpleType')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:anySimpleType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-23. No union member types of xs:ENTITY

[Rule 9-23] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:ENTITY')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:ENTITY.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-24. No union member types of xs:ENTITIES

[Rule 9-24] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@memberTypes)]">  
    <sch:assert test="every $type-qname  
                      in tokenize(normalize-space(@memberTypes), ' ')  
                      satisfies resolve-QName($type-qname, .) != xs:QName('xs:ENTITIES')"  
      >A schema component MUST NOT have an attribute {}memberTypes that includes a value of xs:ENTITIES.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 9.1.3. Complex type definition

Rule 9-25. Complex type definition is top-level

[Rule 9-25] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:assert test="exists(parent::xs:schema)"  
      >A complex type definition MUST be top-level.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Note that this implies that every xs:complexType element has a name attribute.

Rule 9-26. Complex type has data definition

[Rule 9-26] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >A complex type MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·data definition·](#definition_data_definition).

#### 9.1.3.1. No mixed content

Rule 9-27. No mixed content on complex type

[Rule 9-27] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[exists(@mixed)]">  
    <sch:assert test="xs:boolean(@mixed) = false()"  
      >A complex type definition MUST NOT have mixed content.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Mixed content allows the mixing of data tags with text. Languages such as XHTML use this syntax for markup of text. NIEM-conformant schemas define XML that is for data exchange, not text markup. Mixed content creates complexity in processing, defining, and constraining content.

Well-defined markup languages exist outside NIEM and may be used with NIEM data. External schema documents may include mixed content and may be used with NIEM. However, mixed content must not be defined by NIEM-conformant schemas in keeping with [Principle 10, above](#principle_10).

Rule 9-28. No mixed content on complex content

[Rule 9-28] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexContent[exists(@mixed)]">  
    <sch:assert test="xs:boolean(@mixed) = false()"  
      >A complex type definition with complex content MUST NOT have mixed content.</sch:assert>  
  </sch:rule>  
</sch:pattern>

See [Rule 9-27, *No mixed content on complex type*, above,](#rule_9-27) for the rationale for this rule.

Rule 9-29. Complex type content is explicitly simple or complex

[Rule 9-29] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:assert test="exists(xs:simpleContent) or exists(xs:complexContent)"  
      >An element xs:complexType MUST have a child element xs:simpleContent or xs:complexContent.</sch:assert>  
  </sch:rule>  
</sch:pattern>

XML Schema provides shorthand to defining complex content of a complex type, which is to define the complex type with immediate children that specify elements, or other groups, and attributes. In the desire to normalize schema representation of types and to be explicit, NIEM forbids the use of that shorthand.

#### 9.1.3.2. Complex content

Rule 9-30. Complex content uses extension

[Rule 9-30] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexContent">  
    <sch:assert test="exists(xs:extension)"  
      >An element xs:complexContent MUST have a child xs:extension.</sch:assert>  
  </sch:rule>  
</sch:pattern>

NIEM does not support the use of complex type restriction in reference schemas. The use of restriction in a reference schema would reduce the ability for that schema to be reused. Restriction may be used in extension schemas.

##### 9.1.3.2.1. Base type of complex type with complex content has complex content

These two rules addresses a peculiarity of the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07), which allows a complex type to be constructed using xs:complexContent, and yet is derived from a complex type that uses xs:simpleContent. These rules ensure that each type has the content style indicated by the schema. An example is included in the following figure. Note that type niem-xs:integer is a complex type with simple content.

Figure 9-1: Example of complex type with simple content that claims to have complex content

<xs:complexType name="TreeCountType">  
  <xs:annotation>  
    <xs:documentation>A data type for a number of trees</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="niem-xs:integer"/>  
  </xs:complexContent>  
</xs:complexType>

The first rule handles cases that can be determined within a single schema document, while the SET version handles cases that require cross-schema resolution.

Rule 9-31. Base type of complex type with complex content must have complex content

[Rule 9-31] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType/xs:complexContent/xs:\*[  
                       (self::xs:extension or self::xs:restriction)  
                       and (some $base-qname in resolve-QName(@base, .) satisfies  
                              namespace-uri-from-QName($base-qname) = nf:get-target-namespace(.))]">  
    <sch:assert test="some $base-type in nf:resolve-type(., resolve-QName(@base, .)) satisfies  
                        empty($base-type/self::xs:complexType/xs:simpleContent)"  
      >The base type of complex type that has complex content MUST be a complex type with complex content.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-32. Base type of complex type with complex content must have complex content

[Rule 9-32] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[  
        nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))  
        or nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument'))  
      ]/xs:complexContent">  
    <sch:assert test="some $derivation in xs:\*[self::xs:extension or self::xs:restriction],  
                           $base-qname in resolve-QName($derivation/@base, $derivation),  
                           $base-type in nf:resolve-type($derivation, $base-qname) satisfies  
                         empty($base-type/self::xs:complexType/xs:simpleContent)"  
      >The base type of complex type that has complex content MUST have complex content.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.1.3.3. Simple content

Rule 9-33. Simple content uses extension

[Rule 9-33] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleContent">  
    <sch:assert test="exists(xs:extension)"  
      >A complex type definition with simple content schema component MUST have a derivation method of extension.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This rule ensures that the definition of a complex type with simple content will use XML Schema extension. Under this rule, the structure of these types will be more uniform, as alternate formats are prohibited. The above rule allows for use of xs:restriction within xs:simpleContent in extension schemas.

Rule 9-34. No complex type disallowed substitutions

[Rule 9-34] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:assert test="empty(@block)"  
      >An element xs:complexType MUST NOT have an attribute {}block.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-35. No complex type disallowed derivation

[Rule 9-35] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:assert test="empty(@final)"  
      >An element xs:complexType MUST NOT have an attribute {}final.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 9.2. Declaration components

### 9.2.1. Element declaration

Every element declaration in a NIEM-conformant schema document is a top-level element; rules prohibit the declaration of local elements.

Within a NIEM-conformant schema document, an element may be declared as abstract. Elements may be defined without a type, but any element declaration that has no type must be declared abstract, as specified by [Rule 9-38, *Untyped element is abstract*, below](#rule_9-38).

Within an element declaration, the attributes fixed, nillable, and substitutionGroup may be used as per the XML Schema specification. The attribute form is irrelevant to NIEM, as NIEM-conformant schemas may not contain local element declarations, as specified by [Rule 9-36, *Element declaration is top-level*, below](#rule_9-36).

Rule 9-36. Element declaration is top-level

[Rule 9-36] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name)]">  
    <sch:assert test="exists(parent::xs:schema)"  
      >An element declaration MUST be top-level.</sch:assert>  
  </sch:rule>  
</sch:pattern>

All schema components defined by NIEM-conformant schemas must be named, accessible from outside the defining schema, and reusable across schemas. Local element declarations provide named elements that are not reusable outside the context in which they are defined. Requiring named NIEM elements to be top level ensures that they are globally reusable.

Rule 9-37. Element declaration has data definition

[Rule 9-37] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name)]">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >An element declaration MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·data definition·](#definition_data_definition).

Rule 9-38. Untyped element is abstract

[Rule 9-38] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema/xs:element[empty(@type)]">  
    <sch:assert test="exists(@abstract)  
                      and xs:boolean(@abstract) = true()"  
      >A top-level element declaration that does not set the {type definition} property via the attribute "type" MUST have the {abstract} property with a value of "true".</sch:assert>  
  </sch:rule>  
</sch:pattern>

Untyped element declarations act as wildcards that may carry arbitrary data. By declaring such types abstract, NIEM allows the creation of type independent semantics without allowing arbitrary content to appear in XML instances.

Rule 9-39. Element of type xs:anySimpleType is abstract

The type xs:anySimpleType does not have any concrete semantics; The use of xs:anySimpleType is limited to the case where an abstract element is of type xs:anySimpleType, to act as a base for concrete implementations of the element.

[Rule 9-39] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@type)  
                                and resolve-QName(@type, .) = xs:QName('xs:anySimpleType')]">  
    <sch:assert test="exists(@abstract)  
                      and xs:boolean(@abstract) = true()"  
                >An element declaration that has a type xs:anySimpleType MUST have the {abstract} property with a value of "true".</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-40. Element type not in the XML Schema namespace

[Rule 9-40] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@type)]">  
    <sch:assert test="for $type-qname in resolve-QName(@type, .) return  
                        $type-qname = xs:QName('xs:anySimpleType')  
                        or namespace-uri-from-QName($type-qname) != xs:anyURI('http://www.w3.org/2001/XMLSchema')"  
      >An element type that is not xs:anySimpleType MUST NOT have a namespace name http://www.w3.org/2001/XMLSchema.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The prohibition of element types having the XML Schema namespace subsumes a prohibition of the type xs:anyType.

Rule 9-41. Element type not in the XML namespace

The XML namespace may be imported into a conformant schema document as if it were conformant. This specification does not enable a reference to any types that may be defined by any implementation of a schema for that namespace.

[Rule 9-41] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@type)]">  
    <sch:assert test="namespace-uri-from-QName(resolve-QName(@type, .)) != 'http://www.w3.org/XML/1998/namespace'"  
      >An element type MUST NOT have a namespace name that is in the XML namespace.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-42. Element type is not simple type

[Rule 9-42] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@type]">  
    <sch:assert test="every $type-qname in resolve-QName(@type, .),  
                            $type-ns in namespace-uri-from-QName($type-qname),  
                            $type-local-name in local-name-from-QName($type-qname) satisfies (  
                        $type-qname = xs:QName('xs:anySimpleType')  
                        or (($type-ns = nf:get-target-namespace(.)  
                             or exists(nf:get-document-element(.)/xs:import[  
                                         xs:anyURI(@namespace) = $type-ns  
                                         and empty(@appinfo:externalImportIndicator)]))  
                            and not(ends-with($type-local-name, 'SimpleType'))))"  
      >An element type that is not xs:anySimpleType MUST NOT be a simple type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-43. No element disallowed substitutions

[Rule 9-43] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element">  
    <sch:assert test="empty(@block)"  
      >An element xs:element MUST NOT have an attribute {}block.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-44. No element disallowed derivation

[Rule 9-44] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element">  
    <sch:assert test="empty(@final)"  
      >An element xs:element MUST NOT have an attribute {}final.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.2.1.1. No element value constraints

Rule 9-45. No element default value

[Rule 9-45] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element">  
    <sch:assert test="empty(@default)"  
      >An element xs:element MUST NOT have an attribute {}default.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-46. No element fixed value

[Rule 9-46] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element">  
    <sch:assert test="empty(@fixed)"  
      >An element xs:element MUST NOT have an attribute {}fixed.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-47. Element declaration is nillable

All elements declared by reference schemas allow a nil value. This enables the ID/IDREF mechanism linking structures:ref and structures:id, as described by [Section 12.2, *Identifiers and references*, below](#section_12.2).

A developer may constrain the use of nil in an instance by setting nillable to false in subset schemas, or by use of non-XML Schema mechanisms, such as Schematron.

[Rule 9-47] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name and (empty(@abstract)  
                                           or xs:boolean(@abstract) = false())]">  
    <sch:assert test="exists(@nillable)  
                      and xs:boolean(@nillable) = true()"  
      >An element declaration MUST have the {nillable} property with a value of true.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·element declaration·](#definition_element_declaration).

### 9.2.2. Element substitution group

This section is intentionally blank. It is present in order to ensure that section numbers correspond to [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), as described by [Section 9, *Rules for a NIEM profile of XML Schema*, above](#section_9).

### 9.2.3. Attribute declaration

Within an attribute declaration, the attribute form is irrelevant to NIEM, as NIEM-conformant schemas may not contain local attribute declarations.

Rule 9-48. Attribute declaration is top-level

[Rule 9-48] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name)]">  
    <sch:assert test="exists(parent::xs:schema)"  
      >An attribute declaration MUST be top-level.</sch:assert>  
  </sch:rule>  
</sch:pattern>

All schema components defined by NIEM-conformant schemas are named, accessible from outside the defining schema, and reusable across schemas. Local attribute declarations provide named attributes that are not reusable outside the context in which they are defined. Requiring named NIEM attributes to be top level ensures that they are globally reusable.

Rule 9-49. Attribute declaration has data definition

[Rule 9-49] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name)]">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >An attribute declaration MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·data definition·](#definition_data_definition).

Rule 9-50. Attribute declaration has type

[Rule 9-50] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name)]">  
    <sch:assert test="exists(@type)"  
      >A top-level attribute declaration MUST have a type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Untyped XML Schema attributes allow arbitrary content, with no semantics. Attributes must have a type so that specific syntax and semantics will be provided.

#### 9.2.3.1. Prohibited attribute types

There is no explicit prohibition on the use of xs:NOTATION as an attribute type, because it is prohibited by [**[XML Schema Datatypes]**](#XMLSchema-2).

These types are only explicitly prohibited from attributes, not elements, because the case is covered by a general prohibition against elements having simple types.

Rule 9-51. No attribute type of xs:ID

[Rule 9-51] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:ID')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:ID.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-52. No attribute type of xs:IDREF

[Rule 9-52] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:IDREF')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:IDREF.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-53. No attribute type of xs:IDREFS

[Rule 9-53] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:IDREFS')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:IDREFS.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-54. No attribute type of xs:ENTITY

[Rule 9-54] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:ENTITY')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:ENTITY.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-55. No attribute type of xs:ENTITIES

[Rule 9-55] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:ENTITIES')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:ENTITIES.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-56. No attribute type of xs:anySimpleType

[Rule 9-56] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:assert test="resolve-QName(@type, .) != xs:QName('xs:anySimpleType')"  
      >A schema component MUST NOT have an attribute {}type with a value of xs:anySimpleType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.2.3.2. No attribute value constraints

Rule 9-57. No attribute default values

[Rule 9-57] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute">  
    <sch:assert test="empty(@default)"  
      >An element xs:attribute MUST NOT have an attribute {}default.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This rule helps to ensure that schema processing does not alter processed data, as described in [Section 8.4, *Ensure XML parsing does not construct values*, above](#section_8.4).

Rule 9-58. No fixed values for optional attributes

The fixed attribute is described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.2.1, *The Attribute Declaration Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Attribute_Declaration_details):

*default* specifies that the attribute is to appear unconditionally in the post-schema-validation infoset, with the supplied value used whenever the attribute is not actually present; *fixed* indicates that the attribute value if present must equal the supplied constraint value, and if absent receives the supplied value as for *default*.

[Rule 9-58] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@ref) and @use eq 'required']">  
    <sch:report test="false()" role="warning">This rule does not constrain attribute uses that are required</sch:report>  
  </sch:rule>  
  <sch:rule context="xs:attribute">  
    <sch:assert test="empty(@fixed)"  
      >An element xs:attribute that is not a required attribute use MUST NOT have an attribute {}fixed.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This rule helps to ensure that schema processing does not alter processed data, as described in [Section 8.4, *Ensure XML parsing does not construct values*, above](#section_8.4). The use of the fixed attribute may result in alteration of the post-schema-validation infoset, like the use of default does. This behavior is described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.2.1, *The Attribute Declaration Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Attribute_Declaration_details).

### 9.2.4. Notation declaration

Rule 9-59. No use of element xs:notation

[Rule 9-59] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:notation">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:notation.</sch:assert>  
  </sch:rule>  
</sch:pattern>

See [Rule 9-7, *No base type of xs:NOTATION*, above,](#rule_9-7) for comments about the use of notations.

## 9.3. Model group components

### 9.3.1. Model group

Complex content definitions in XML Schema use model group schema components. These schema components, xs:all, xs:choice and xs:sequence, also called compositors, provide for ordering and selection of particles within a model group.

XML Schema defines a **particle** as an occurrence of xs:element, xs:sequence, xs:choice, xs:any (wildcard) and xs:group (model group) within a content model. For example, an xs:sequence within an XML Schema complex type is a particle. An xs:element occurring within an xs:sequence is also a particle.

Rule 9-60. Model group does not affect meaning

[Rule 9-60] (EXT) (Interpretation)

The use of model groups xs:all, xs:sequence, and xs:choice MUST NOT define the semantics of an instance. The meaning of an element occurrence within an element occurrence MUST be identical, regardless of the model group used to define a [·schema component·](#definition_schema_component).

Rule 9-61. No xs:all

[Rule 9-61] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:all">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:all</sch:assert>  
  </sch:rule>  
</sch:pattern>

The element xs:all provides a set of particles (e.g., elements) that may be included in an instance, in no particular order. This compositor does not support a variety of cardinalities, has shown to be confusing in practice, and has functionality that overlaps with NIEM’s use of substitution groups. Use of substitution groups is the preferred method in NIEM schemas for obtaining flexible content models.

#### 9.3.1.1. Sequence

Rule 9-62. xs:sequence must be child of xs:extension

[Rule 9-62] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:sequence">  
    <sch:assert test="exists(parent::xs:extension)"  
      >An element xs:sequence MUST be a child of element xs:extension.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-63. xs:sequence must be child of xs:extension or xs:restriction

[Rule 9-63] (EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:sequence">  
    <sch:assert test="exists(parent::xs:extension) or exists(parent::xs:restriction)"  
      >An element xs:sequence MUST be a child of element xs:extension or xs:restriction.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.3.1.2. Choice

Rule 9-64. No xs:choice

[Rule 9-64] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:choice">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:choice</sch:assert>  
  </sch:rule>  
</sch:pattern>

The element xs:choice provides an exclusive set of particles, one of which may appear in an instance. This can greatly complicate processing and may be difficult to comprehend, satisfy, and reuse.

The element xs:choice may be used in extension schemas, as it presents a simple way for a schema writer to represent a set of optional content.

Rule 9-65. xs:choice must be child of xs:sequence

[Rule 9-65] (EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:choice">  
    <sch:assert test="exists(parent::xs:sequence)"  
      >An element xs:choice MUST be a child of element xs:sequence.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 9.3.2. Particle

In NIEM schemas, an element use is an element declaration acting as a particle within a content model. Each such element declaration must reference a top-level named element declaration.

Element declarations acting as a particle (particles formed by xs:element) may have any cardinality. NIEM does not provide additional constraints on the values of the XML Schema properties {min occurs} and {max occurs} on element uses. These properties are described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.9.1, *The Particle Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#Particle_details).

#### 9.3.2.1. Sequence cardinality

XML Schema allows each particle to specify cardinality (how many times the particle may appear in an instance). NIEM restricts the cardinality of xs:sequence particles to exactly one, to ensure that content model definitions are defined in as straightforward a manner as possible.

A schema developer who requires the instance syntax that would be obtained from the use of specific cardinality on sequences should define cardinality on individual element uses.

Rule 9-66. Sequence has minimum cardinality 1

[Rule 9-66] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:sequence">  
    <sch:assert test="empty(@minOccurs) or xs:integer(@minOccurs) = 1"  
      >An element xs:sequence MUST either not have the attribute {}minOccurs, or that attribute MUST have a value of 1.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-67. Sequence has maximum cardinality 1

[Rule 9-67] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:sequence">  
    <sch:assert test="empty(@maxOccurs) or (@maxOccurs instance of xs:integer  
                                            and 1 = xs:integer(@maxOccurs))"  
      >An element xs:sequence MUST either not have the attribute {}maxOccurs, or that attribute MUST have a value of 1.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 9.3.2.2. Choice cardinality

Rule 9-68. Choice has minimum cardinality 1

[Rule 9-68] (EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:choice">  
    <sch:assert test="empty(@minOccurs) or 1 = xs:integer(@minOccurs)"  
      >An element xs:choice MUST either not have the attribute {}minOccurs, or that attribute MUST have a value of 1.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-69. Choice has maximum cardinality 1

[Rule 9-69] (EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:choice">  
    <sch:assert test="empty(@maxOccurs) or (@maxOccurs instance of xs:integer  
                                            and 1 = xs:integer(@maxOccurs))"  
      >An element xs:choice MUST either not have the attribute {}maxOccurs, or that attribute MUST have a value of 1.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 9.3.3. Attribute use

An attribute use has an {attribute declaration} property that is a top-level, named attribute declaration. NIEM-conformant schemas do not define local named attributes within type definitions. Within an attribute use, the attribute use may be used as per the XML Schema specification.

### 9.3.4. Wildcard

Rule 9-70. No use of xs:any

[Rule 9-70] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:any">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:any.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The xs:any particle (see Model Group Restrictions for an informative definition of particle) provides a wildcard that may carry arbitrary content. The particle xs:any may appear within an [·extension schema document·](#definition_extension_schema_document).

Rule 9-71. No use of xs:anyAttribute

[Rule 9-71] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:anyAttribute">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:anyAttribute.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The xs:anyAttribute element provides a wildcard, where arbitrary attributes may appear.

## 9.4. Identity-constraint definition components

XML Schema provides NIEM with the ability to apply uniqueness constraints to schema-validated content. These mechanisms, however, establish relationships in a way that is very difficult to understand, extend, and keep consistent through schema reuse.

Note that there is no prohibition on the use of xs:selector and xs:field, since according to the rules of the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07), they can only appear within xs:key, xs:keyref, and xs:unique, which are themselves prohibited.

Rule 9-72. No use of xs:unique

[Rule 9-72] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:unique">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:unique.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-73. No use of xs:key

[Rule 9-73] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:key">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:key.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-74. No use of xs:keyref

[Rule 9-74] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:keyref">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:keyref.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 9.5. Group definition components

### 9.5.1. Model group definition

Rule 9-75. No use of xs:group

[Rule 9-75] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:group">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:group.</sch:assert>  
  </sch:rule>  
</sch:pattern>

NIEM does not allow groups of elements to be named other than as named complex types. A group in XML Schema creates a named entity that may be included in multiple types, and which consists of a sequence of or choice between element particles. NIEM has not developed a semantic model for these components, and they are not integrated into NIEM’s design.

### 9.5.2. Attribute group definition

Rule 9-76. No definition of attribute groups

Per [Rule 11-23, *Schema uses only known attribute groups*, below](#rule_11-23), the only attribute groups used in NIEM-conformant schemas are structures:SimpleObjectAttributeGroup and attribute groups defined by the IC-ISM and IC-NTK schemas. Therefore, NIEM-conformant schemas do not define additional attribute groups.

[Rule 9-76] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attributeGroup[@name]">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain an attribute group definition schema component.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 9.6. Annotation components

Rule 9-77. Comment is not recommended

Note that this rule is written with a context that is not as precise as it could be. Its context is the parent node of the comment node, in order to avoid error messages when executed with common Schematron implementations.

[Rule 9-77] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="node()[comment()]">  
    <sch:report test="true()" role="warning"  
      >An XML Comment is not an XML Schema annotation component; an XML comment SHOULD NOT appear in the schema.</sch:report>  
  </sch:rule>  
</sch:pattern>

Since XML comments are not associated with any specific XML Schema construct, there is no standard way to interpret comments. XML Schema annotations should be preferred for meaningful information about components. NIEM specifically defines how information should be encapsulated in NIEM-conformant schemas via xs:annotation elements.

Rule 9-78. Documentation element has no element children

[Rule 9-78] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:documentation/node()">  
    <sch:assert test="self::text() or self::comment()"  
      >A child of element xs:documentation MUST be text or an XML comment.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 9.6.1. Application information annotation

XML Schema provides special annotations for support of automatic processing. The XML Schema specification provides the element xs:appinfo to carry such content and does not specify what style of content they should carry. In NIEM, xs:appinfo elements carry structured XML content.

Rule 9-79. xs:appinfo children are comments, elements, or whitespace

[Rule 9-79] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:appinfo/node()">  
    <sch:assert test="self::comment()  
                      or self::element()  
                      or self::text()[string-length(normalize-space(.)) = 0]"  
      >A child of element xs:appinfo MUST be an element, a comment, or whitespace text.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Application information elements are intended for automatic processing; the meaning of an appinfo annotation is provided via elements.

Rule 9-80. Appinfo child elements have namespaces

[Rule 9-80] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:appinfo/\*">  
    <sch:assert test="namespace-uri() != xs:anyURI('')"  
      >An element that is a child of xs:appinfo MUST have a namespace name.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The XML namespaces specification includes the concept of content not in a namespace. Use of elements without namespaces can lead to conflicting data definitions, and makes it difficult to identify relevant data definitions.

Rule 9-81. Appinfo descendants are not XML Schema elements

[Rule 9-81] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:appinfo//xs:\*">  
    <sch:assert test="false()"  
      >An element with a namespace name of xs: MUST NOT have an ancestor element xs:appinfo.</sch:assert>  
  </sch:rule>  
</sch:pattern>

NIEM-conformant schemas are designed to be very easily processed. Although uses of XML Schema elements as content of xs:appinfo elements could be contrived, it is not current practice and complicates the processing of XML elements by their namespaces and names. Forbidding the use of XML Schema elements outside valid uses of schema simplifies such processing.

## 9.7. Schema as a whole

The XML Schema language defines that the document element xs:schema may contain the optional attributes attributeFormDefault and elementFormDefault. The values of these attributes are not material to a conformant schema, as each attribute and element defined by a conformant schema is defined as a top-level component, and so each is qualified by its target namespace.

Rule 9-82. Schema has data definition

[Rule 9-82] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema">  
    <sch:assert test="some $definition in (xs:annotation/xs:documentation)[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >An element xs:schema MUST have a data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-83. Schema document defines target namespace

[Rule 9-83] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema">  
    <sch:assert test="exists(@targetNamespace)"  
      >The schema MUST define a target namespace.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Schemas without defined namespaces provide definitions that are ambiguous, in that they are not universally identifiable.

Rule 9-84. Target namespace is absolute URI

[Rule 9-84] (REF, EXT) (Constraint)

The value of the attribute targetNamespace MUST match the production <absolute-URI> as defined by RFC 3986.

Absolute URIs are the only universally meaningful URIs. URIs include both URLs and URNs. Finding the target namespace using standard XML Base technology is complicated and not specified by XML Schema. Relative URIs are not universally identifiable, as they are context-specific. \<absolute-URI> is a grammar production defined by [**[RFC 3986]**](#RFC3986) [Section 4.3, *Absolute URI*](http://tools.ietf.org/html/rfc3986#section-4.3).

Rule 9-85. Schema has version

It is very useful to be able to tell one version of a schema from another. Apart from the use of namespaces for versioning, it is sometimes necessary to release multiple versions of schema documents. Such use might include:

* Subset schemas and constraint schemas
* Error corrections or bug fixes
* Documentation changes
* Contact information updates

In such cases, a different value for the version attribute implies a different version of the schema. No specific meaning is assigned to specific version identifiers.

An author of an application schema or exchange may use the version attribute for these purposes within their schemas.

[Rule 9-85] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema">  
    <sch:assert test="some $version in @version satisfies  
                      string-length(normalize-space(@version)) &gt; 0"  
        >An element xs:schema MUST have an attribute {}version that MUST NOT be empty.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-86. No disallowed substitutions

[Rule 9-86] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema">  
    <sch:assert test="empty(@blockDefault)"  
      >An element xs:schema MUST NOT have an attribute {}blockDefault.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-87. No disallowed derivations

[Rule 9-87] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema">  
    <sch:assert test="empty(@finalDefault)"  
      >An element xs:schema MUST NOT have an attribute {}finalDefault.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 9.8. Schema assembly

Rule 9-88. No use of xs:redefine

[Rule 9-88] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:redefine">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:redefine.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The xs:redefine element allows an XML Schema document to restrict and extend components from a namespace, in a separate schema document from the one that initially defined that namespace. Such redefinition introduces duplication of definitions, allowing multiple definitions to exist for components from a single namespace. This violates [Principle 9, above](#principle_9), that a single reference schema defines a NIEM-conformant namespace.

Rule 9-89. No use of xs:include

[Rule 9-89] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:include">  
    <sch:assert test="false()"  
      >The schema MUST NOT contain the element xs:include.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Element xs:include brings schemas defined in separate files into the current namespace. It breaks a namespace up into arbitrary partial schemas, which needlessly complicates the schema structure, making it harder to reuse and process, and also increases the likelihood of conflicting definitions.

Inclusion of schemas that do not have namespaces also complicates schema understanding. This inclusion makes it difficult to find the realization of a specific schema artifact and create aliases for schema components that should be reused. Inclusion of schemas also violates [Principle 9, above](#principle_9), as it uses multiple schemas to construct a namespace.

Rule 9-90. xs:import must have namespace

[Rule 9-90] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import">  
    <sch:assert test="exists(@namespace)"  
      >An element xs:import MUST have an attribute {}namespace.</sch:assert>  
  </sch:rule>  
</sch:pattern>

An import that does not specify a namespace is enabling references to components without namespaces. NIEM requires that all components have a defined namespace. It is important that the namespace declared by a schema be universally defined and unambiguous.

Rule 9-91. XML Schema document set must be complete

An [·XML Schema document set·](#definition_XML_Schema_document_set) defines an [·XML Schema·](#definition_XML_Schema) that may be used to validate an [·XML document·](#definition_XML_document). This rule ensures that a schema document set under consideration contains definitions for everything that it references; it has everything necessary to do a complete validation of XML documents, without any unresolved references. Note that some tools may allow validation of documents using partial schemas, when components that are not present are not exercised by the XML document under validation. Such a schema does not meet qualify as a [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6).

[Rule 9-91] (SET) (Constraint)

The schema document set must constitute a complete XML Schema; it must contain the definition of every schema component referenced by any component defined by the schema set.

### 9.8.1. Namespaces for referenced components are imported

The [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07) requires that, when a [·schema document·](#definition_schema_document) references a component in some other namespace, it must use xs:import to import the namespace of the referenced component. The use of xs:import is described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 4.2.3, *References to schema components across namespaces*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#nsi-schema_components).

Some tools do not enforce this constraint; one such tool carries imports from a [·schema document·](#definition_schema_document) into [·schema documents·](#definition_schema_document) that it imports. This has the potential to introduce incompatibility into schema documents and schema document sets that exercise this bug. To maintain compatibility across tool sets, this requirement is an explicit rule for NIEM-conformant schemas.

Rule 9-92. Namespace referenced by attribute type is imported

[Rule 9-92] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@type]">  
    <sch:assert test="every $namespace in namespace-uri-from-QName(resolve-QName(@type, .)) satisfies (  
                        $namespace = nf:get-target-namespace(.)  
                        or $namespace = xs:anyURI('http://www.w3.org/2001/XMLSchema')  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace])"  
                >The namespace of a type referenced by @type MUST be the target namespace, the XML Schema namespace, or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-93. Namespace referenced by attribute base is imported

[Rule 9-93] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@base]">  
    <sch:assert test="every $namespace in namespace-uri-from-QName(resolve-QName(@base, .)) satisfies (  
                        $namespace = nf:get-target-namespace(.)  
                        or $namespace = xs:anyURI('http://www.w3.org/2001/XMLSchema')  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace])"  
                >The namespace of a type referenced by @base MUST be the target namespace, the XML Schema namespace, or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-94. Namespace referenced by attribute itemType is imported

[Rule 9-94] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@itemType]">  
    <sch:assert test="every $namespace in namespace-uri-from-QName(resolve-QName(@itemType, .)) satisfies (  
                        $namespace = nf:get-target-namespace(.)  
                        or $namespace = xs:anyURI('http://www.w3.org/2001/XMLSchema')  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace])"  
                >The namespace of a type referenced by @itemType MUST be the target namespace, the XML Schema namespace, or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-95. Namespaces referenced by attribute memberTypes is imported

[Rule 9-95] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@memberTypes]">  
    <sch:assert test="every $type in tokenize(normalize-space(@memberTypes), ' '),  
                            $namespace in namespace-uri-from-QName(resolve-QName($type, .)) satisfies (  
                        $namespace = nf:get-target-namespace(.)  
                        or $namespace = xs:anyURI('http://www.w3.org/2001/XMLSchema')  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace])"  
                >The namespace of a type referenced by @memberTypes MUST be the target namespace, the XML Schema namespace, or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-96. Namespace referenced by attribute ref is imported

[Rule 9-96] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@ref]">  
    <sch:assert test="every $namespace in namespace-uri-from-QName(resolve-QName(@ref, .)) satisfies  
                        $namespace = nf:get-target-namespace(.)  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace]"  
                >The namespace of a component referenced by @ref MUST be the target namespace or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 9-97. Namespace referenced by attribute substitutionGroup is imported

[Rule 9-97] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[@substitutionGroup]">  
    <sch:assert test="every $namespace in namespace-uri-from-QName(resolve-QName(@substitutionGroup, .)) satisfies  
                        $namespace = nf:get-target-namespace(.)  
                        or nf:get-document-element(.)/xs:import[xs:anyURI(@namespace) = $namespace]"  
                >The namespace of a component referenced by @substitutionGroup MUST be the target namespace or be imported.</sch:assert>  
  </sch:rule>  
</sch:pattern>

# 10. Rules for NIEM modeling, by NIEM concept

This section focuses on building NIEM data models using the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07). Whereas [Section 9, *Rules for a NIEM profile of XML Schema*, above,](#section_9) addressed shrinking the XML Schema definition language to a smaller set of features, this section constructs new NIEM-specific features to address modeling and interoperability problems. This includes naming rules, categories of types, and augmentations.

NIEM provides a framework for modeling concepts and relationships as XML artifacts. The data model is implemented via XML Schema. However, XML Schema does not provide sufficient structure and constraint to enable translating from a conceptual model to a schema and then to instances of the concepts. NIEM provides additional support for modeling concepts as schemas and provides rules for creating and connecting data that realizes those concepts.

Underlying the NIEM data model are two namespaces: the [·structures namespace·](#definition_structures_namespace) and the [·appinfo namespace·](#definition_appinfo_namespace). These two namespaces provide schema components that serve two functions:

1. They provide support for connecting structural definitions to concepts.
2. They provide base components from which to derive structural definitions.

These namespaces are distributed with the NIEM data model content but are not themselves considered to be *content* of the data model. They are, instead, part of the *structure* on which the data model is built.

This section is organized by concept, rather than component type. This section is integrated with the following sections:

* [Section 11, *Rules for NIEM modeling, by XML Schema component*, below,](#section_11) is organized by component type, and provides a majority of the constraint rules for schemas that define NIEM models.
* [Section 12, *XML instance document rules*, below,](#section_12) provides rules for XML documents that are instances of NIEM models.

Concepts covered by this section include:

* [Section 10.1, *Categories of NIEM type definitions*](#section_10.1)
* [Section 10.2, *Object*](#section_10.2)
* [Section 10.3, *Associations*](#section_10.3)
* [Section 10.4, *Augmentations*](#section_10.4)
* [Section 10.5, *Metadata*](#section_10.5)
* [Section 10.6, *Container elements*](#section_10.6)
* [Section 10.7, *The “Representation” pattern*](#section_10.7)
* [Section 10.8, *Naming rules*](#section_10.8)
* [Section 10.9, *Machine-readable annotations*](#section_10.9)
* [Section 10.10, *NIEM structural facilities*](#section_10.10)

## 10.1. Categories of NIEM type definitions

The rules in this document use the name of a type as the key indicator of the type’s category. This makes the rules much simpler than doing a deep examination of each type (and its base types) to identify its category. For example, for complex types, the names follow a pattern:

* Name ends with “AssociationType” → type is an association type.
* Name ends with “MetadataType” → type is a metadata type.
* Name ends with “AugmentationType” → type is an augmentation type.
* Otherwise → type is an object type.

Rule 10-1. Complex type has a category

[Rule 10-1] (REF, EXT) (Constraint)

Within the schema, a complex type definition MUST be one of the following:

* An object type.
* An association type.
* A metadata type.
* An augmentation type.

This rule establishes the categories of NIEM complex types. It is a limited set, and each category has distinct semantics, as described by following sections.

## 10.2. Object

The categories of objects are covered by the following sections:

* [Section 10.2.1, *General object types*](#section_10.2.1)
* [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [Section 10.2.3, *External adapter types and external components*](#section_10.2.3)
* [Section 10.2.4, *Code types*](#section_10.2.4)
* [Section 10.2.5, *Proxy types*](#section_10.2.5)

### 10.2.1. General object types

[Definition: object type]

In a NIEM-conformant schema, an **object type** is a complex type definition, an instance of which asserts the existence of an object. An object type represents some kind of object: a thing with its own lifespan that has some existence. The object may or may not be a physical object. It may be a conceptual object.

#### 10.2.1.1. Object types with complex content

Rule 10-2. Object type with complex content is derived from structures:ObjectType

[Rule 10-2] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[exists(xs:complexContent)  
                                    and not(ends-with(@name, 'AssociationType')  
                                        or ends-with(@name, 'MetadataType')  
                                        or ends-with(@name, 'AugmentationType'))]">  
    <sch:assert test="  
        every $derivation-method in (xs:complexContent/xs:extension, xs:complexContent/xs:restriction),  
              $base in $derivation-method/@base,  
              $base-qname in resolve-QName($base, $derivation-method),  
              $base-local-name in local-name-from-QName($base-qname) satisfies (  
          $base-qname = xs:QName('structures:ObjectType')  
          or not(ends-with($base-local-name, 'AssociationType')  
                 or ends-with($base-local-name, 'MetadataType')  
                 or ends-with($base-local-name, 'AugmentationType')))"  
      >An object type with complex content MUST be derived from structures:ObjectType or from another object type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

A [·base type definition·](#definition_base_type_definition) with a {target namespace} that is the XML namespace is prohibited by [Rule 9-1, *No base type in the XML namespace*, above](#rule_9-1). A [·base type definition·](#definition_base_type_definition) with a {target namespace} that is not imported as conformant is prohibited by [Rule 11-3, *Base type definition defined by conformant schema*, below](#rule_11-3).

### 10.2.2. Role types and roles

NIEM differentiates between an object and a role of the object. The term “role” is used here to mean a function or part played by some object. The simplest way to represent a role of an object is to use an element. The following element declaration models the role of a person who undergoes an assessment:

Figure 10-1: An element declaration that constitutes a role without the use of a role type

<xs:element name="AssessmentPerson" type="nc:PersonType" nillable="true">  
  <xs:annotation>  
    <xs:documentation>A person who undergoes an assessment.</xs:documentation>  
  </xs:annotation>  
</xs:element>

In many cases, there is a further need to represent characteristics and additional information associated with a role of an object. In such cases, the above element is insufficient. When a role must be modeled with additional information, a [·role type·](#definition_role_type) is called for.

For example, when a person is a driver involved in an automotive crash, that person has a particular role in the crash, which is modeled by the element j:CrashDriver.

Figure 10-2: Element j:CrashDriver, modeling the role of a driver in a crash

<xs:element name="CrashDriver" type="j:CrashDriverType" nillable="true">  
  <xs:annotation>  
    <xs:documentation>A motor vehicle driver involved into a traffic accident.</xs:documentation>  
  </xs:annotation>  
</xs:element>

There is more information associated with this role of the driver than just his identity as a person. Information associated with this role include the drivers license, contributing circumstances, distractions, and other properties. These characteristics are modeled as shown in the following figure. The role is modeled as a [·role type·](#definition_role_type):

Figure 10-3: Role type j:CrashDriverType, modeling a driver involved in a crash

<xs:complexType name="CrashDriverType">  
  <xs:annotation>  
    <xs:documentation>A data type for a motor vehicle driver involved in a traffic accident.</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="structures:ObjectType">  
      <xs:sequence>  
        <xs:element ref="nc:RoleOfPerson" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:DriverLicense" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:CrashDriverContributingCircumstances" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:CrashDriverDistraction" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:CrashDriverViolation" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:CrashDrivingViolation" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:CrashDriverAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
      </xs:sequence>  
    </xs:extension>  
  </xs:complexContent>  
</xs:complexType>

Role types were introduced into NIEM after XML Schema extension proved to be insufficient in certain situations. An object may have multiple functions in the same instance document, each with associated data. For example, a person might be both a j:CrashDriver and a j:ArrestSubject. Without roles, information about the person would be duplicated in extensions, or would be left ambiguously blank in some places.

Role types and RoleOf elements enable more precise semantics. With roles, a single base object (e.g., a person) can have multiple roles or functions within a message (e.g., a victim, a witness, and a subject). A role type can reference a base object, rather than duplicate it. Role types allow function information to be defined once for multiple base objects, such as a single j:VictimType, which represents victim information for persons, organizations, and items (e.g., via nc:RoleOfPerson, nc:RoleOfOrganization, and nc:RoleOfItem).

The term [·role type·](#definition_role_type) has a normative definition:

[Definition: role type]

A **role type** is an [·object type·](#definition_object_type) that represents a particular function, purpose, usage, or role of one or more objects of its base type.

A [·role type·](#definition_role_type) describes a role of a thing. A role is a function or position played by something in a particular situation or context. A [·role type·](#definition_role_type) holds information that is specific to the role, but that is not specific to the context, and is not specific to thing that plays the role.

In the example ([Figure 10-5, *An XML instance of a role type*, below](#figure_10-5)), a person (John Doe) has the role of being a driver in a crash. Associated with this role are descriptions of a law violation related to him and a law violation related to his driving behavior. These are properties of his role as a driver in a crash.

This data is described by a [·role type·](#definition_role_type), j:CrashDriverType (described by [Figure 10-3, *Role type j:CrashDriverType, modeling a driver involved in a crash*, above](#figure_10-3)), which carries elements and attributes that are properties of the role. The role type also carries a [·RoleOf element·](#definition_RoleOf_element), which indicates the base type for the role. The [·role type·](#definition_role_type) describes a role of the base type, which in this case is nc:PersonType, as identified by the type of nc:RoleOfPerson defined by [Figure 10-4, *Declaration of RoleOf element nc:RoleOfPerson*, below](#figure_10-4).

Developers of NIEM-conformant schemas and exchanges should create and use role types whenever they have information specific to a base object’s function. Such information is a characteristic of the role, and not of the base object. Information that is a characteristic of a base object probably does not belong in a role type.

[Definition: RoleOf element]

A **RoleOf element** is an [·element declaration·](#definition_element_declaration) that

* is defined by a [·reference schema document·](#definition_reference_schema_document) or an [·extension schema document·](#definition_extension_schema_document), and
* has a {name} that begins with “RoleOf”.

A RoleOf element represents a base type for a [·role type·](#definition_role_type).

We saw the use of [·RoleOf element·](#definition_RoleOf_element) nc:RoleOfPerson in [Figure 10-3, *Role type j:CrashDriverType, modeling a driver involved in a crash*, above](#figure_10-3). Its definition is the following figure:

Figure 10-4: Declaration of RoleOf element nc:RoleOfPerson

<xs:element name="RoleOfPerson" type="nc:PersonType" substitutionGroup="nc:RoleOf" nillable="true">  
  <xs:annotation>  
    <xs:documentation>A person of whom the role object is a function.</xs:documentation>  
  </xs:annotation>  
</xs:element>

Here is an example of the j:CrashDriver role type used in an instance:

Figure 10-5: An XML instance of a role type

<j:CrashDriver>  
  <nc:RoleOfPerson structures:ref="BRAVO" xsi:nil="true"/>  
  <j:CrashDriverViolationCode>A10</j:CrashDriverViolationCode>  
  <j:CrashDrivingViolationCode>S16</j:CrashDrivingViolationCode>  
</j:CrashDriver>  
<nc:Person structures:id="BRAVO">  
  <nc:PersonBirthDate>  
    <nc:Date>1966-06-06</nc:Date>  
  </nc:PersonBirthDate>  
  <nc:PersonName>  
    <nc:PersonFullName>John Doe</nc:PersonFullName>  
  </nc:PersonName>  
</nc:Person>

Note that the value of the j:CrashPerson element was indicated above using a reference; it could have been shown as a content element, instead.

Rule 10-3. RoleOf element type is an object type

[Rule 10-3] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name[starts-with(., 'RoleOf')]]">  
    <sch:assert test="every $type in @type,  
                            $type-local-name in local-name-from-QName(resolve-QName($type, .)) satisfies  
                        not(ends-with($type-local-name, 'AssociationType')  
                            or ends-with($type-local-name, 'MetadataType')  
                            or ends-with($type-local-name, 'AugmentationType'))"  
      >The type definition of a RoleOf element MUST be an object type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Note that by [Rule 11-13, *Element type is from conformant namespace*, below](#rule_11-13), the element’s type must be from a conformant namespace.

Rule 10-4. Only object type has RoleOf element

[Rule 10-4] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[  
      empty(@appinfo:externalAdapterTypeIndicator)  
      and exists(descendant::xs:element[  
            exists(@ref[  
              starts-with(local-name-from-QName(resolve-QName(., ..)), 'RoleOf')])])]">  
    <sch:assert test="not(ends-with(@name, 'AssociationType')  
                          or ends-with(@name, 'MetadataType')  
                          or ends-with(@name, 'AugmentationType'))"  
      >A complex type that includes a RoleOf element in its content model MUST be an object type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Note that [·RoleOf element·](#definition_RoleOf_element) and [·object type·](#definition_object_type) are defined terms.

Rule 10-5. RoleOf elements indicate the base types of a role type

[Rule 10-5] (REF, EXT, INS) (Interpretation)

An [·element declaration·](#definition_element_declaration) that has a local name that begins with the string “RoleOf” MUST represent a base type, of which the containing element instance represents a role.

Rule 10-6. Instance of RoleOf element indicates a role object

[Rule 10-6] (INS) (Interpretation)

When a parent element has a child element valid to an [·element declaration·](#definition_element_declaration) that is a [·RoleOf element·](#definition_RoleOf_element),

* The value of the parent element is a role object.
* The value of the child element is a base object of the role object.

An instance of a [·RoleOf element·](#definition_RoleOf_element) indicates the base object of a role. The prefix “RoleOf” on the element ensures that a role object may be distinguished from other objects and that its link to the base object is also distinguishable from the additional properties that are characteristics or other data of the role.

NIEM does not require that there be only one [·RoleOf element·](#definition_RoleOf_element) within a single type, nor does it require that a particular role object have only a single occurrence of a [·RoleOf element·](#definition_RoleOf_element). However, the use of multiple [·RoleOf elements·](#definition_RoleOf_element) may not make sense in all cases. An exchange specification may restrict [·RoleOf elements·](#definition_RoleOf_element) to a single occurrence within a type.

This specification does not require that a [·RoleOf element·](#definition_RoleOf_element) occur in an instance of a [·role type·](#definition_role_type). In such a case, the instance of the role type behaves like any other type; it simply does not have a reference to its base object. For example, we may talk about a weapon’s use in an incident without referring to the car that acted as the weapon.

### 10.2.3. External adapter types and external components

There are a variety of commonly used standards that are represented in XML Schema. Such schemas are generally not NIEM-conformant. NIEM-conformant schemas may reference components defined by these external schema documents. This section provides rules under which NIEM-conformant components may be constructed from schema components that are not NIEM-conformant.

[Definition: external schema document]

An **external schema document** is any [·schema document·](#definition_schema_document) that is not one of

* a [·reference schema document·](#definition_reference_schema_document),
* an [·extension schema document·](#definition_extension_schema_document), or
* a [·schema document·](#definition_schema_document) that has the [·structures namespace·](#definition_structures_namespace) as its target namespace.

Note that, although the schema document for the [·structures namespace·](#definition_structures_namespace) is not conformant, it is not considered an external schema document because it defines the fundamental framework on which NIEM is built; it is considered a supporting namespace. It is not considered an external schema document because of its supporting nature and is thus a special case of this definition.

A [·schema component·](#definition_schema_component) defined by an [·external schema document·](#definition_external_schema_document) may be called an *external component*. A NIEM-conformant type may use external components in its definition. There are two ways to integrate external components into a NIEM-conformant schema:

1. An external adapter type may be constructed from externally-defined elements and attributes. A goal of this method is to represent, as a single unit, a set of data that embodies a single concept from an external standard. This is an [·external adapter type·](#definition_external_adapter_type).
2. A type that is not an external adapter type, and which is defined by an extension schema document, may incorporate externally-defined attributes.

Figure 10-6: Use of external components to create a NIEM-conformant type
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For example, a NIEM-conformant type may be created to represent a bibliographic reference from an external standard. Such an object may be composed of multiple elements (of multiple types) from the external standard. These pieces are put together to form a single NIEM-conformant [·external adapter type·](#definition_external_adapter_type). For example, an author element, a book element, and a publisher element may be used to define a single bibliographic entry type.

A NIEM-conformant type built from these components may be used as any other NIEM-conformant type. That is, elements may be constructed from such a type, and those elements are fully NIEM-conformant.

To construct such a component, a NIEM-conformant schema must import the namespace defined by the [·external schema document·](#definition_external_schema_document).

[Rule 11-50, *Reference schema document imports reference schema document*, below,](#rule_11-50) and [Rule 11-51, *Extension schema document imports reference or extension schema document*, below,](#rule_11-51) require that xs:import elements be consistent with an importing [·schema document·](#definition_schema_document).

A NIEM-conformant schema has well-known documentation points. Therefore, a schema that imports a NIEM-conformant namespace need not provide additional documentation for the imported namespace. However, when an external schema document is imported, appropriate documentation must be provided on the xs:import element. This ensures that documentation for all external schema documents will be both available and accessible in a consistent manner.

#### 10.2.3.1. Import of external namespace

Rule 10-7. Import of external namespace has data definition

[Rule 10-7] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import[@appinfo:externalImportIndicator]">  
    <sch:assert test="some $definition in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($definition))) &gt; 0"  
      >An element xs:import that is annotated as importing an external schema document MUST be a documented component.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 10.2.3.2. External adapter types

[Definition: external adapter type]

An **external adapter type** is a NIEM-conformant type that adapts external components for use within NIEM. An external adapter type creates a new class of object that embodies a single concept composed of external components. A NIEM-conformant schema defines an external adapter type.

Rule 10-8. External adapter type has indicator

[Rule 10-8] (REF, EXT) (Interpretation)

A type is an [·external adapter type·](#definition_external_adapter_type) if and only if it is a complex type with application information of attribute appinfo:externalAdapterTypeIndicator with a value of true.

An external adapter type should contain the information from an external standard to express a complete concept. This expression should be composed of content entirely from an external schema document. Most likely, the external schema document will be based on an external standard with its own legacy support.

In the case of an external expression that is in the form of model groups, attribute groups, or types, additional elements and type components may be created in an external schema document, and the external adapter type may use those components.

In normal (conformant) type definition, a reference to an attribute or element is a reference to a documented component. Within an external adapter type, the references to the attributes and elements being adapted are references to undocumented components. These components must be documented to provide comprehensibility and interoperability. Since documentation made available by nonconformant schemas is undefined and variable, documentation of these components is required at their point of use, within the conformant schema.

Rule 10-9. Structure of external adapter type definition follows pattern

[Rule 10-9] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[@appinfo:externalAdapterTypeIndicator]">  
    <sch:assert test="xs:complexContent/xs:extension[  
                        resolve-QName(@base, .) = xs:QName('structures:ObjectType')  
                      ]/xs:sequence"  
      >An external adapter type definition MUST be a complex type definition with complex content that extends structures:ObjectType, and that uses xs:sequence as its top-level compositor.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-10. Element use from external adapter type defined by external schema documents

[Rule 10-10] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@ref  
                                and exists(ancestor::xs:complexType[exists(@appinfo:externalAdapterTypeIndicator)])]">  
    <sch:assert test="some $ref-namespace in namespace-uri-from-QName(resolve-QName(@ref, .)) satisfies  
                        nf:get-document-element(.)/xs:import[  
                          $ref-namespace = xs:anyURI(@namespace)  
                          and @appinfo:externalImportIndicator]"  
      >An element reference that appears within an external adapter type MUST have a target namespace that is imported as external.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-11. External adapter type not a base type

[Rule 10-11] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[(self::xs:extension or self::xs:restriction)  
                          and (some $base-qname in resolve-QName(@base, .),  
                                    $base-namespace in namespace-uri-from-QName($base-qname) satisfies  
                                 nf:get-target-namespace(.) = $base-namespace)]">  
    <sch:assert test="nf:resolve-type(., resolve-QName(@base, .))[  
                        empty(@appinfo:externalAdapterTypeIndicator)]"  
       >An external adapter type definition MUST NOT be a base type definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-12. External adapter type not a base type

[Rule 10-12] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[(self::xs:extension or self::xs:restriction)  
                          and (nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))  
                               or nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument')))  
                          and (some $base-qname in resolve-QName(@base, .),  
                                    $base-namespace in namespace-uri-from-QName($base-qname) satisfies  
                                 not($base-namespace = (nf:get-target-namespace(.), xs:anyURI('http://www.w3.org/2001/XMLSchema'))))]">  
    <sch:assert test="nf:resolve-type(., resolve-QName(@base, .))[  
                        empty(@appinfo:externalAdapterTypeIndicator)]"  
       >An external adapter type definition MUST NOT be a base type definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Each external adapter type is meant to stand alone; each type expresses a single concept, and is built from schema components from one or more external schema documents.

#### 10.2.3.3. External attribute use

Rule 10-13. External attribute use only in external adapter type

A complex type that is defined by a [·reference schema document·](#definition_reference_schema_document) is permitted to contain an attribute use schema component only if it is an [·external adapter type·](#definition_external_adapter_type). This does not apply to a complex type defined by an [·extension schema document·](#definition_extension_schema_document), which is permitted to use external attributes, as long as each attribute use is a [·documented component·](#definition_documented_component), per [Rule 10-14, *External attribute use has data definition*, below](#rule_10-14).

[Rule 10-13] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[some $ref-namespace in namespace-uri-from-QName(resolve-QName(@ref, .)),  
                                       $import in ancestor::xs:schema[1]/xs:import satisfies (  
                                    xs:anyURI($import/@namespace) = $ref-namespace  
                                    and exists($import/@appinfo:externalImportIndicator))]">  
    <sch:assert test="exists(ancestor::xs:complexType[1]/@appinfo:externalAdapterTypeIndicator)"  
      >An external attribute use MUST be in an external adapter type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·external adapter type·](#definition_external_adapter_type).

Rule 10-14. External attribute use has data definition

[Rule 10-14] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[some $ref-namespace in namespace-uri-from-QName(resolve-QName(@ref, .)),  
                                       $import in ancestor::xs:schema[1]/xs:import satisfies (  
                                    xs:anyURI($import/@namespace) = $ref-namespace  
                                    and exists(@appinfo:externalImportIndicator))]">  
    <sch:assert test="some $documentation in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($documentation))) &gt; 0"  
      >An external attribute use MUST be a documented component with a non-empty data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The terms [·documented component·](#definition_documented_component) and [·data definition·](#definition_data_definition) are defined.

Rule 10-15. External attribute use not an ID

NIEM schemas use structures:id to enable references between components. Each NIEM-defined complex type must incorporate a definition for structures:id. [**[XML]**](#XML) [Section 3.3.1, *Attribute Types*](http://www.w3.org/TR/2008/REC-xml-20081126/#one-id-per-el) entails that a complex type may have no more than one ID attribute. This means that an external attribute use must not be an ID attribute.

[Rule 10-15] (SET) (Constraint)

An attribute use schema component MUST NOT have an {attribute declaration} with an ID type.

The term “attribute use schema component” is defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.5.1, *The Attribute Use Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#AU_details). Attribute type ID is defined by [**[XML]**](#XML) [Section 3.3.1, *Attribute Types*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-attribute-types).

#### 10.2.3.4. External element use

Rule 10-16. External element use has data definition

[Rule 10-16] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[  
      some $ref-namespace in namespace-uri-from-QName(resolve-QName(@ref, .)) satisfies  
        nf:get-document-element(.)/self::xs:schema//xs:import[  
          xs:anyURI(@namespace) = $ref-namespace  
          and @appinfo:externalImportIndicator]]">  
    <sch:assert test="some $documentation in xs:annotation/xs:documentation[1] satisfies  
                        string-length(normalize-space(string($documentation))) &gt; 0"  
      >An external attribute use MUST be a documented component with a non-empty data definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The terms [·documented component·](#definition_documented_component) and [·data definition·](#definition_data_definition) are defined.

### 10.2.4. Code types

[Definition: code type]

A **code type** is a NIEM object type for which each simple value carried by the type corresponds to an entry in a list of distinct conceptual entities.

These types represent lists of values, each of which has a known meaning beyond the text representation. These values may be meaningful text or may be a string of alphanumeric identifiers that represent abbreviations for literals.

Many code types have simple content composed of xs:enumeration values. Code types may also be constructed using the [*NIEM Code Lists Specification*](https://reference.niem.gov/niem/specification/code-lists/4.0/niem-code-lists-4.0.html) [**[Code Lists]**](#code-lists-spec), which supports code lists defined using a variety of methods, including CSV spreadsheets.

Rule 10-17. Name of code type ends in “CodeType”

[Rule 10-17] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[exists(xs:simpleContent[  
                       exists(xs:\*[local-name() = ('extension', 'restriction')  
                                   and (ends-with(@base, 'CodeSimpleType')  
                                   or ends-with(@base, 'CodeType'))])])]">  
    <sch:report role="warning"  
        test="not(ends-with(@name, 'CodeType'))"  
      >A complex type definition with a {base type definition} of a code type or code simple type SHOULD have a {name} that ends in 'CodeType'.</sch:report>  
  </sch:rule>  
</sch:pattern>

See [Section 11.1.2.3, *Code simple types*, below,](#section_11.1.2.3) for the definition of [·code simple type·](#definition_code_simple_type).

Rule 10-18. Code type corresponds to a code list

[Rule 10-18] (REF, EXT) (Constraint)

A complex type SHOULD have a name ending in “CodeType” if and only if it has a correspondence to a list of distinct conceptual entities.

Rule 10-19. Element of code type has code representation term

[Rule 10-19] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name) and exists(@type) and ends-with(@type, 'CodeType')]">  
    <sch:report role="warning"  
        test="not(ends-with(@name, 'Code'))"  
      >An element with a type that is a code type SHOULD have a name with representation term "Code"</sch:report>  
  </sch:rule>  
</sch:pattern>

Using the qualifier Code (e.g. CodeType, CodeSimpleType) immediately identifies that a data component may carry values from a fixed list of codes. These types may be handled in specific ways, as lists of codes are expected to have their own lifecycles, including versions and periodic updates. Codes may also have responsible authorities behind them who provide concrete semantic bindings for the code values.

### 10.2.5. Proxy types

The NIEM 5.0 release schema http://release.niem.gov/niem/proxy/niem-xs/5.0/ provides complex type bases for some of the simple types in the XML Schema namespace. The complex types in this schema reuse the local names of the XML Schema simple types they extend, even though those names don’t follow the naming structure of most conformant complex types. There is a special exception to naming rules to allow the reuse of the XML Schema simple type names in conformant schemas. This is done to make conformant schemas more understandable to people that are familiar with the names of the XML Schema namespace simple types.

A complex type that is a direct extension of a simple type from the XML Schema namespace (e.g., xs:string, xs:integer, xs:boolean) is allowed to have the same local name as the XML Schema simple type, if and only if the extension adds no content other than the attribute group structures:SimpleObjectAttributeGroup. This allows for an intuitive name when using an XML Schema simple type in a conformant schema.

Rule 10-20. Proxy type has designated structure

[Rule 10-20] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[some $name in @name,  
                                    $extension in xs:simpleContent/xs:extension,  
                                    $base-qname in resolve-QName($extension/@base, $extension) satisfies  
                                    $base-qname = QName('http://www.w3.org/2001/XMLSchema', $name)]">  
    <sch:assert test="xs:simpleContent[  
                        xs:extension[  
                          empty(xs:attribute)  
                          and count(xs:attributeGroup) = 1  
                          and xs:attributeGroup[  
                                resolve-QName(@ref, .) = xs:QName('structures:SimpleObjectAttributeGroup')]]]"  
      >A proxy type MUST have the designated structure. It MUST use xs:extension. It MUST NOT use xs:attribute. It MUST include exactly one xs:attributeGroup reference, which must be to structures:SimpleObjectAttributeGroup.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 10.3. Associations

Within NIEM data, an [·association·](#definition_association) is a specific relationship between objects. Associations are used when a simple NIEM property is insufficient to model the relationship clearly, or when you want to model properties of the relationship itself.

Here is an example of an association in an XML instance:

Figure 10-7: An association in an instance

<scr:PersonPhoneAssociation>  
  <nc:Person>  
    <nc:PersonName>  
      <nc:PersonFullName>John Doe</nc:PersonFullName>  
    </nc:PersonName>  
  </nc:Person>  
  <nc:TelephoneNumber>  
    <nc:FullTelephoneNumber>  
      <nc:TelephoneNumberFullID>(212)555-1212</nc:TelephoneNumberFullID>  
    </nc:FullTelephoneNumber>  
  </nc:TelephoneNumber>  
</scr:PersonPhoneAssociation>

This example shows an association between a person and a phone number. This relationship is defined by the [·association element declaration·](#X0800fc6c42d99fd31cd824ea485f2a4b7ee49f3) scr:PersonPhoneAssociation, the structure of which is defined by the [·association type·](#definition_association_type) scr:PersonPhoneAssociationType. In practice, an [·association type·](#definition_association_type) usually defines what kinds of things the association relates, while the association element may refine the meaning of the association.

An example of an association type defined by an XML Schema document follows, in [Figure 10-8, *A definition of an association type*, below](#figure_10-8).

Note that the NIEM Core schema in NIEM 5.0 defines a type nc:AssociationType, which acts as the base type for all of the other association types defined within NIEM Core. This is a convention adopted by that version of NIEM Core namespace, but is not a requirement of this document. An implementer of a NIEM-conformant schema is not required by this specification to base a new association type on nc:AssociationType.

Figure 10-8: A definition of an association type

  <xs:complexType name="PersonPhoneAssociationType">  
    <xs:annotation>  
      <xs:documentation>A data type for a relationship between a PERSON and a PHONE.</xs:documentation>  
    </xs:annotation>  
    <xs:complexContent>  
      <xs:extension base="nc:AssociationType">  
        <xs:sequence>  
          <xs:element ref="nc:Person" minOccurs="0" maxOccurs="unbounded"/>  
          <xs:element ref="nc:TelephoneNumber" minOccurs="0" maxOccurs="unbounded"/>  
        </xs:sequence>  
      </xs:extension>  
    </xs:complexContent>  
  </xs:complexType>  
  <xs:element name="PersonPhoneAssociation" type="scr:PersonPhoneAssociationType" nillable="true">  
    <xs:annotation>  
      <xs:documentation>An association between a PERSON and a PHONE.</xs:documentation>  
    </xs:annotation>  
  </xs:element>

This schema fragment shows the definition of an association type that defines a relationship between a person and a telephone number. This is followed by the definition of an association element declaration that uses the association type.

[Definition: association]

An *association* is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) that establishes a relationship between two or more objects, optionally including properties of that relationship. An association is an instance of an [·association element declaration·](#X0800fc6c42d99fd31cd824ea485f2a4b7ee49f3), and has a type that is an [·association type·](#definition_association_type).

[Definition: association element declaration]

An **association element declaration** is an [·element declaration·](#definition_element_declaration) declared in a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document) that describes a relationship between two or more objects, optionally including properties of that relationship.

[Definition: association type]

In a NIEM-conformant schema, an **association type** is a [·complex type definition·](#definition_complex_type_definition) defined in a [·reference schema document·](#definition_reference_schema_document) or [·extension schema document·](#definition_extension_schema_document) that establishes a relationship between two or more objects, optionally including the properties of that relationship.

### 10.3.1. Association types

Rule 10-21. Association type derived from structures:AssociationType

[Rule 10-21] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:let name="is-association-type" value="exists(@name [ends-with(., 'AssociationType')])"/>  
    <sch:let name="has-association-base-type" value="  
      exists(xs:complexContent[  
        exists(xs:\*[local-name() = ('extension', 'restriction')  
                    and exists(@base [ends-with(., 'AssociationType')])])])"/>  
    <sch:assert test="$is-association-type = $has-association-base-type"  
      >A type MUST have an association type name if and only if it is derived from an association type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Associations types are easily identifiable as such and have a common base type, structures:AssociationType. Using the qualifier Association immediately identifies a type as an [·association type·](#definition_association_type).

### 10.3.2. Association element declarations

Rule 10-22. Association element type is an association type

[Rule 10-22] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name)]">  
    <sch:assert test="exists(@type [ends-with(., 'AssociationType')])  
                      = exists(@name [ends-with(., 'Association')])"  
      >An element MUST have a name that ends in 'Association' if and only if it has a type that is an association type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Using the qualifier Association immediately identifies an element as representing an association. This document defines the term [·association type·](#definition_association_type).

## 10.4. Augmentations

Developers of domain schemas and other schemas that build on and extend the NIEM release schemas need to be able to define additional characteristics of common types. For example, the JXDM domain, which addresses justice and public safety concerns, considers the following elements to be characteristics of a person, as defined by nc:PersonType:

* j:PersonMedicalInsuranceIndicator
* j:PersonProfessionalCertificateText
* j:PersonSightedIndicator
* j:PersonFBIIdentification

There are several approaches that could be used by a domain to add elements to a common type. One method is to have each domain create an extension of nc:PersonType (using xs:extension) that adds elements and attributes for the needed content. Some of the problems with this approach include:

* It results in numerous, domain-specific specializations of nc:PersonType, each with common content and extension-specific content.
* There is no method for the developer of an information exchange package description (IEPD) to bring these types back together into a single type that carries the attributes desired for the IEPD. XML Schema does not support multiple inheritance, so there would be no way to join together nc:PersonType, j:PersonType, and im:PersonType.
* There is no standard or easy way for the developer to express that the various element instances of the various person types represent the same person, or which parts of those instances are required to be populated; does each person restate the name and birth-date, or is that handled by just one instance?

This approach turns into a morass that is difficult to use and maintain, and which does not scale to support the breadth of the NIEM community.

To handle this need, NIEM has adopted augmentations. There are several parts that fit together for the definition and use of augmentations:

* Each object type and association type carries an augmentation point element, which provides a place for domain- and extension-specific content in the type. Augmentation points are optional in extension schema documents, but must appear in reference schema documents. Augmentation points are also defined for the base types for [·object types·](#definition_object_type) and [·association types·](#definition_association_type):
* structures:ObjectType has augmentation point structures:ObjectAugmentationPoint.
* structures:AssociationType has augmentation point structures:AssociationAugmentationPoint.
* A developer of a domain or other schema that extends common types may define elements that are substitutable for an augmentation point. Each of these elements expresses an additional characteristic or relationship of the base type.
* A developer may also define an augmentation type, and a corresponding augmentation element of that type, which acts as a container of elements that apply to the base type. An augmentation element is defined to be substitutable for an augmentation point, which enables it to appear in instances of that base type.
* A developer of an information exchange may choose, through selection and subsetting reference schemas:
* Which types will carry augmentation point elements, and the cardinality (i.e. minOccurs, maxOccurs) of those augmentation point elements
* Which elements will be included that substitute for an augmentation point. Some of these may be direct elements, while others may have an augmentation type, and carry multiple elements for the base type.
* Which elements will be carried within the augmentation types; each of these will apply to its base type.
* Augmentation point elements also appear on structures:ObjectType and structures:AssociationType. This allows schema developers to define elements that may be applied to *any* object or association.

In addition, a developer may create an extension of a base type and have it carry augmentation elements, in order to avoid element substitution and flexible content models; whether to substitute or concretely use the elements is at the discretion of the developers and implementers of an information exchange.

The term [·augmentation·](#definition_augmentation) describes any element in a NIEM-conformant instance XML document that appears as a result of being substituted for an augmentation point element. Such an element may have a type that is an [·augmentation type·](#definition_augmentation_type), or it may be a direct element that represents a property.

[Definition: augmentation]

An **augmentation** is a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) that:

1. is an instance of an [·augmentation element declaration·](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e),
2. is a child of a [·conformant element information item·](#Xb8c2328714130974c99941a242199ecbb7daea7) that is an instance of an [·augmentable type·](#definition_augmentable_type), and
3. appears in the instance as a substitution for an augmentation point element.

As an example, here is a definition for nc:PersonType, which includes its augmentation point element:

Figure 10-9: Definition of augmentable type nc:PersonType

<xs:complexType name="PersonType">  
  <xs:annotation>  
    <xs:documentation>A data type for a human being.</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="structures:ObjectType">  
      <xs:sequence>  
        <xs:element ref="nc:PersonBirthDate" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="nc:PersonName" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="nc:PersonAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
      </xs:sequence>  
    </xs:extension>  
  </xs:complexContent>  
</xs:complexType>

Note that the augmentation point element has the same namespace and name as the type, with the suffix “Type” replaced by “AugmentationPoint”. The augmentation point is also defined with cardinality (minOccurs 0, maxOccurs unbounded) to ensure that it can support an arbitrary number of augmentations, and can be subset or constrained as needed. The augmentation point is the last element used by its type; it is always last in the sequence. The definition of the augmentation point is pretty simple:

Figure 10-10: Declaration of augmentation point element nc:PersonAugmentationPoint

<xs:element name="PersonAugmentationPoint" abstract="true">  
  <xs:annotation>  
    <xs:documentation>An augmentation point for PersonType.</xs:documentation>  
  </xs:annotation>  
</xs:element>

The augmentation point element is abstract and typeless. This enables the substitution of elements that have simple content, elements that have complex content, or elements that are of an augmentation type. The JXDM domain defines an augmentation type and a corresponding augmentation element that substitutes for this augmentation point:

Figure 10-11: Declaration of augmentation type and element

<xs:complexType name="PersonAugmentationType">  
  <xs:annotation>  
    <xs:documentation>A data type for additional information about a person.</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="structures:AugmentationType">  
      <xs:sequence>  
        <xs:element ref="j:PersonMedicalInsuranceIndicator" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:PersonProfessionalCertificateText" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:PersonSightedIndicator" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="j:PersonFBIIdentification" minOccurs="0" maxOccurs="unbounded"/>  
      </xs:sequence>  
    </xs:extension>  
  </xs:complexContent>  
</xs:complexType>  
  
<xs:element name="PersonAugmentation" type="j:PersonAugmentationType"  
            substitutionGroup="nc:PersonAugmentationPoint">  
  <xs:annotation>  
    <xs:documentation>Additional information about a person.</xs:documentation>  
  </xs:annotation>  
</xs:element>

The augmentation type is derived from structures:AugmentationType and has a name ending in “AugmentationType”. The augmentation element uses the type, and has a name ending in “Augmentation”. Note that the thing that binds the augmentation type to the augmentation point is the augmentation element’s use of the augmentation point element as its substitution group. This means that an augmentation type can be reused for multiple types, by creating more augmentation elements that have that type, each with its own substitution group for a different augmentation point.

In addition to defining elements that use an augmentation type, a schema document may define an element that substitutes for an augmentation point element, but does not use an augmentation type. For example, the following CBRN namespace defines an augmentation to nc:ScheduleType. While an element of an augmentation type acts as a container, holding elements that apply to an augmented object, this element is a direct property of a schedule, providing a meaningful characteristic (hours of operation) for a schedule. The resulting syntax is briefer than it would be using an augmentation type; the resulting instance looks similar to how it might look if the schedule type had been extended, rather than augmented.

Figure 10-12: An augmentation that is not an augmentation type

<xs:element name="OperatingSchedule" type="cbrn:OperatingScheduleType"  
            substitutionGroup="nc:ScheduleAugmentationPoint">  
  <xs:annotation>  
    <xs:documentation>A schedule providing the beginning and ending hours of operation by weekday, for a designated time period.</xs:documentation>  
  </xs:annotation>  
</xs:element>

The type of this element is not an augmentation type. Instead, it is its own object, not meant to just add to another type:

Figure 10-13: A type used for an augmentation

<xs:complexType name="OperatingScheduleType">  
  <xs:annotation>  
    <xs:documentation>A data type for a schedule providing the beginning and ending hours of operation by weekday, for a designated time period.</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="structures:ObjectType">  
      <xs:sequence>  
        <xs:element ref="cbrn:ScheduleStartDateTime" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="cbrn:ScheduleEndDateTime" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="cbrn:OperatingScheduleAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
      </xs:sequence>  
    </xs:extension>  
  </xs:complexContent>  
</xs:complexType>

This method can be used by an information exchange developer to define individual attributes that can be applied to any augmentable type.

Note that the augmentation method can introduce an additional element into every [·object type·](#definition_object_type) or [·association type·](#definition_association_type) in an exchange, which provides opportunity for some errors in schema development. It is important that developers of exchanges not introduce elements substitutable for an augmentation point into complex types multiple ways, as it can introduce XML Schema’s Unique Particle Attribution errors. A single complex type should not introduce an element via both element substitution and element reference. This constraint is also supported by [Rule 11-20, *Element or attribute declaration introduced only once into a type*, below](#rule_11-20).

### 10.4.1. Augmentable types

[Definition: augmentable type]

An *augmentable type* is [·complex type definition·](#definition_complex_type_definition) that

* is defined by either a [·reference schema document·](#definition_reference_schema_document) or by an [·extension schema document·](#definition_extension_schema_document), and
* is either
* an [·association type·](#definition_association_type), or
* an [·object type·](#definition_object_type) that has complex content and is not an external adapter type.

Rule 10-23. Augmentable type has augmentation point element

[Rule 10-23] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[  
                       @name[not(ends-with(., 'MetadataType'))  
                             and not(ends-with(., 'AugmentationType'))]  
                       and empty(@appinfo:externalAdapterTypeIndicator)  
                       and xs:complexContent]">  
    <sch:let name="augmentation-point-qname"  
             value="QName(string(nf:get-target-namespace(.)),  
                          replace(./@name, 'Type$', 'AugmentationPoint'))"/>  
    <sch:assert test="xs:complexContent/xs:extension/xs:sequence/xs:element[  
                        @ref [resolve-QName(., ..) = $augmentation-point-qname]]"  
      >An augmentable type MUST contain an element use of its corresponding augmentation point element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-24. Augmentable type has at most one augmentation point element

[Rule 10-24] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[  
                       @name[not(ends-with(., 'MetadataType'))  
                             and not(ends-with(., 'AugmentationType'))]  
                       and empty(@appinfo:externalAdapterTypeIndicator)  
                       and xs:complexContent]">  
    <sch:let name="augmentation-point-qname"  
             value="QName(string(nf:get-target-namespace(.)),  
                          replace(./@name, 'Type$', 'AugmentationPoint'))"/>  
    <sch:assert test="count(xs:complexContent/xs:extension/xs:sequence/xs:element[  
                              @ref [resolve-QName(., ..) = $augmentation-point-qname]]) le 1"  
      >An augmentable type MUST contain no more than one element use of its corresponding augmentation point element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 10.4.2. Augmentation point element declarations

Rule 10-25. Augmentation point element corresponds to its base type

[Rule 10-25] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name[  
                                 matches(., 'AugmentationPoint$')])]">  
    <sch:let name="element-name" value="@name"/>  
    <sch:assert test="exists(  
                        parent::xs:schema/xs:complexType[  
                          @name = replace($element-name, 'AugmentationPoint$', 'Type')  
                          and exists(@name[  
                                  not(ends-with(., 'MetadataType'))  
                                  and not(ends-with(., 'AugmentationType'))])  
                                and empty(@appinfo:externalAdapterTypeIndicator)  
                                and exists(child::xs:complexContent)])"  
      >A schema document containing an element declaration for an augmentation point element MUST also contain a type definition for its base type, a corresponding augmentable type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the terms [·schema document·](#definition_schema_document), [·element declaration·](#definition_element_declaration), and [·augmentable type·](#definition_augmentable_type).

Rule 10-26. An augmentation point element has no type

[Rule 10-26] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name[  
                                 matches(., 'AugmentationPoint$')])]">  
    <sch:assert test="empty(@type)"  
        >An augmentation point element MUST have no type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Because an augmentation point element has no type, it will be abstract, per [Rule 9-38, *Untyped element is abstract*, above](#rule_9-38)

Rule 10-27. An augmentation point element has no substitution group

[Rule 10-27] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name[  
                                 matches(., 'AugmentationPoint$')])]">  
    <sch:assert test="empty(@substitutionGroup)"  
        >An augmentation point element MUST have no substitution group.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 10.4.3. Augmentation point element use

Rule 10-28. Augmentation point element is only referenced by its base type

[Rule 10-28] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType//xs:element[exists(@ref[  
                       matches(local-name-from-QName(resolve-QName(., ..)), 'AugmentationPoint$')]) ]">  
    <sch:assert test="QName(string(nf:get-target-namespace(ancestor::xs:complexType[1])), ancestor::xs:complexType[1]/@name)  
                      = QName(string(namespace-uri-from-QName(resolve-QName(@ref, .))),  
                          replace(local-name-from-QName(resolve-QName(@ref, .)), 'AugmentationPoint$', 'Type'))"  
      >An augmentation point element MUST only be referenced by its base type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-29. Augmentation point element use is optional

[Rule 10-29] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType//xs:element[exists(@ref[  
                           matches(local-name-from-QName(resolve-QName(., ..)), 'AugmentationPoint$')]) ]">  
    <sch:assert test="exists(@minOccurs) and xs:integer(@minOccurs) = 0"  
        >An augmentation point element particle MUST have attribute minOccurs equal to 0.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-30. Augmentation point element use is unbounded

[Rule 10-30] (REF) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType//xs:element[exists(@ref[  
                           matches(local-name-from-QName(resolve-QName(., ..)), 'AugmentationPoint$')]) ]">  
    <sch:assert test="exists(@maxOccurs) and string(@maxOccurs) = 'unbounded'"  
       >An augmentation point element particle MUST have attribute maxOccurs set to unbounded.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-31. Augmentation point element use must be last element in its base type

[Rule 10-31] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType//xs:element[exists(@ref[  
                           matches(local-name-from-QName(resolve-QName(., ..)), 'AugmentationPoint$')]) ]">  
    <sch:assert test="empty(following-sibling::\*)"  
       >An augmentation point element particle MUST be the last element occurrence in its content model.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 10.4.4. Augmentation types

[Definition: augmentation type]

An **augmentation type** is a [·complex type definition·](#definition_complex_type_definition) that

1. provides elements that establish relationships to a base object or association, rather than to the instance of the augmentation type itself, and
2. is designed to be the type of an [·augmentation element declaration·](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e).

[Definition: augmentation element declaration]

An *augmentation element declaration* is an [·element declaration·](#definition_element_declaration) that

1. has a type that is an [·augmentation type·](#definition_augmentation_type), and
2. carries elements that establish a relationship to its parent object or association
3. is designed to be used as an [·augmentation·](#definition_augmentation) of its parent object or association

This term may be mistaken for the term [·augmentation·](#definition_augmentation). An [·augmentation element declaration·](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e) is an element declaration defined by a schema, while an [·augmentation·](#definition_augmentation) is an element information item within an XML document that appears as the result of being substituted for an augmentation point.

Rule 10-32. Element within instance of augmentation type modifies base

[Rule 10-32] (INS) (Interpretation)

Given:

* Some element has a value *$base-value*.
* Value *$base-value* contains element *$augmentation*.
* Element *$augmentation* has property [element declaration] with a value that is an [·augmentation element declaration·](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e).
* Element *$augmentation* has a value, by reference or by content.
* The value of *$augmentation* contains element *$relationship*.
* Element *$relationship* has a value, by reference or by content.

Element *$relationship* establishes a relationship between *$base-value* and the value of *$relationship*.

Rule 10-33. Only an augmentation type name ends in “AugmentationType”

[Rule 10-33] (REF, EXT) (Interpretation)

A [·schema component·](#definition_schema_component) that has a name that ends in “AugmentationType” MUST be an [·augmentation type·](#definition_augmentation_type).

The primary indicator that a complex type is an [·augmentation type·](#definition_augmentation_type) is its name. Using the qualifier Augmentation immediately identifies a type as an augmentation type.

Rule 10-34. Schema component with name ending in “AugmentationType” is an augmentation type

[Rule 10-34] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[ends-with(@name, 'AugmentationType')]">  
    <sch:assert test="self::xs:complexType/xs:complexContent/xs:\*[  
                        (self::xs:extension or self::xs:restriction)  
                        and ends-with(@base, 'AugmentationType')]"  
       >An augmentation type definition schema component with {name} ending in 'AugmentationType' MUST be an augmentation type definition that is a complex type definition with complex content that extends or restricts an augmentation type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The [·base type definition·](#definition_base_type_definition) of an augmentation type is required to be from a conformant namespace by [Rule 11-3, *Base type definition defined by conformant schema*, below](#rule_11-3).

Rule 10-35. Type derived from structures:AugmentationType is an augmentation type

[Rule 10-35] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[(self::xs:restriction or self::xs:extension)  
                          and ends-with(@base, 'AugmentationType')]">  
    <sch:assert test="ancestor::xs:complexType[ends-with(@name, 'AugmentationType')]"  
                >A type definition derived from an augmentation type MUST be an augmentation type definition</sch:assert>  
  </sch:rule>  
</sch:pattern>

This rule ensures that any type that is derived from an augmentation type, including structures:AugmentationType, is itself an augmentation type.

### 10.4.5. Augmentation element declarations

Rule 10-36. Augmentation element type is an augmentation type

[Rule 10-36] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name)]">  
    <sch:assert test="exists(@type [ends-with(., 'AugmentationType')])  
                      = exists(@name [ends-with(., 'Augmentation')])"  
      >An element declaration MUST have a name that ends in "Augmentation" if and only if it has a type that is an augmentation type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Using the qualifier Augmentation immediately identifies an element as representing an augmentation.

Rule 10-37. Augmentation elements are not used directly

[Rule 10-37] (REF, SET) (Constraint)

Within a [·reference schema document·](#definition_reference_schema_document), a complex type definition MUST NOT have an element use of

* an [·augmentation element declaration·](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e), or
* an element declaration that is in the substitution group of an augmentation point element declaration.

## 10.5. Metadata

There are rules for the use of metadata in instance in [Section 12.4, *Instance metadata*, below](#section_12.4).

### 10.5.1. Metadata types

Within NIEM, metadata is defined as “data about data.” This may include information such as the security of a piece of data or the source of the data. These pieces of metadata may be composed into a metadata type. The types of data to which metadata may be applied may be constrained.

[Definition: metadata type]

A **metadata type** describes data about data, that is, information that is not descriptive of objects and their relationships, but is descriptive of the data itself. It is useful to provide a general mechanism for data about data. This provides required flexibility to precisely represent information.

Rule 10-38. Metadata type has data about data

[Rule 10-38] (REF, EXT) (Constraint)

Within the schema, a metadata type MUST contain elements appropriate for a specific class of data about data.

A metadata type establishes a specific, named aggregation of data about data. Any type transitively derived from structures:MetadataType is a metadata type. Such metadata types should be used as is and additional metadata types defined for additional content.

Rule 10-39. Metadata types are derived from structures:MetadataType

[Rule 10-39] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType">  
    <sch:let name="is-metadata-type" value="exists(@name [ends-with(., 'MetadataType')])"/>  
    <sch:let name="has-metadata-base-type" value="exists(xs:complexContent[  
        exists(xs:\*[local-name() = ('extension', 'restriction')  
                    and exists(@base [ends-with(., 'MetadataType')])])])"/>  
    <sch:assert test="$is-metadata-type = $has-metadata-base-type"  
      >A type MUST be a metadata type if and only if it is derived from a metadata type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

A metadata type is derived from another metadata type, terminating in the base type structures:MetadataType. A type is easily identified as a metadata type by its name, qualified with the term Metadata.

### 10.5.2. Metadata element declarations

[Definition: metadata element declaration]

A *metadata element declaration* is an element declaration defined by a [·reference schema document·](#definition_reference_schema_document) or an [·extension schema document·](#definition_extension_schema_document) that defines a metadata object. A metadata element declaration has a name ending in “Metadata”, and a {type definition} that is a [·metadata type·](#definition_metadata_type).

There are limitations on the meaning of a metadata element in an instance; it does not establish existence of an object, nor is it a property of its containing object.

Rule 10-40. Metadata element declaration type is a metadata type

[Rule 10-40] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@name)]">  
    <sch:assert test="exists(@type [ends-with(., 'MetadataType')])  
                      = exists(@name [ends-with(., 'Metadata')])"  
      >An element MUST have a name that ends in 'Metadata' if and only if it has a type that is a metadata type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Using the qualifier Metadata immediately identifies an element as representing metadata. This document defines the term [·metadata type·](#definition_metadata_type).

Rule 10-41. Metadata element has applicable elements

Each metadata element declaration may be applied to a set of elements. Any element to which a metadata element may be validly applied is called an “applicable element” for the metadata element. A metadata element that does not explicitly specify applicability information may be applied to any NIEM-conformant element.

[Rule 10-41] (REF, EXT, SET) (Interpretation)

The set of applicable elements for a metadata element declaration are as follows:

* A metadata element declaration that has neither an attribute appinfo:appliesToTypes nor an attribute appinfo:appliesToElements may be applied to any element.
* A metadata element declaration that has either an attribute appinfo:appliesToTypes or an attribute appinfo:appliesToElements may be applied to
* any element whose qualified name is in the value of appinfo:appliesToElements, or any element with a declaration that is in the substitution group of the declaration of such an element, and to
* any element with a type with a qualified name that is in the value of appinfo:appliesToTypes, or any element with a type that is validly derived from such a type.

[Figure 10-14, *Sample use of appinfo:appliesToTypes*, below,](#figure_10-14) shows an example of appinfo:appliesToTypes, defining a metadata element that is applicable to all objects and all associations.

Figure 10-14: Sample use of appinfo:appliesToTypes

<xs:element name="Metadata" type="nc:MetadataType" nillable="true"  
    appinfo:appliesToTypes="structures:ObjectType structures:AssociationType">  
  <xs:annotation>  
    <xs:documentation>Information that further qualifies primary data; data about data.</xs:documentation>  
  </xs:annotation>  
</xs:element>

## 10.6. Container elements

All NIEM properties establish a relationship between the object holding the property and the value of the property. For example, an activity object of type nc:ActivityType may have an element nc:ActivityDescriptionText. This element will be of type nc:TextType and represents a NIEM property owned by that activity object. An occurrence of this element within an activity object establishes a relationship between the activity object and the text: the text is the description of the activity.

In a NIEM-conformant instance, an element establishes a relationship between the object that contains it and the element’s value. This relationship between the object and the element may be semantically strong, such as the text description of an activity in the previous example, or it may be semantically weak, with its exact meaning left unstated. In NIEM, the contained element involved in a weakly defined semantic relationship is commonly referred to as a **container element**.

A container element establishes a weakly defined relationship with its containing element. For example, an object of type nc:ItemDispositionType may have a container element nc:Item of type nc:ItemType. The container element nc:Item does not establish what relationship exists between the object of nc:ItemDispositionType and itself. There could be any of a number of possible semantics between an object and the value of a container element. It could be a contained object, a subpart, a characteristic, or some other relationship. The appearance of this container element inside the nc:ItemDispositionType merely establishes that the disposition has an item.

The name of the container element is usually based on the NIEM type that defines it: nc:PersonType uses a container element nc:Person, while nc:ActivityType uses a container element nc:Activity. The concept of an element as a container element is a notional one.

There are no formalized rules addressing what makes up a container element. A container element is vaguely defined and carries very little semantics about its context and its contents. Accordingly, there is no formal definition of container elements in NIEM: There are no specific artifacts that define a container element; there are no appinfo or other labels for container elements.

The appearance of a container element within a NIEM type carries no additional semantics about the relationship between the property and the containing type. The use of container elements indicates only that there is a relationship; it does not provide any semantics for interpreting that relationship.

For example, a NIEM container element nc:Person would be associated with the NIEM type nc:PersonType. The use of the NIEM container element nc:Person in a containing NIEM type indicates that a person has some association with the instances of the containing NIEM type. But because the nc:Person container element is used, there is no additional meaning about the association of the person and the instance containing it. While there is a person associated with the instance, nothing is known about the relationship except its existence.

The use of the Person container element is in contrast to a NIEM property named nc:AssessmentPerson, also of NIEM type nc:PersonType. When the NIEM property nc:AssessmentPerson is contained within an instance of a NIEM type, it is clear that the person referenced by this property was responsible for an assessment of some type, relevant to the exchange being modeled. The more descriptive name, nc:AssessmentPerson, gives more information about the relationship of the person with the containing instance, as compared with the semantic-free implications associated with the use of the nc:Person container element.

When a NIEM-conformant schema requires a new container element, it may define a new element with a concrete type and a general name, with general semantics. Any schema may define a container element when it requires one.

## 10.7. The “Representation” pattern

One need frequently faced by schema developers is for multiple representations for a single concept. For example, for a general concept of *a point in time*, there are numerous base representations, and innumerable ways to combine them. For example, the [·XML Schema definition language·](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07) defines the types xs:dateTime, xs:time, xs:date, xs:gYearMonth, xs:gYear, xs:gMonthDay, xs:gDay, and xs:gMonth, each representing a point in time, or perhaps a span of time. There is a need in XML Schema to be able to represent a general concept like *a point in time*, along with a variety of representations for the concept.

Note that this need is a bit different than specialization of relationships (e.g., rdfs:subPropertyOf), in that it specifically is to be used to describe and carry the variety of representations for a particular concept. The need is to be able to represent an abstract point in time using a single type, and then to add a set of specific representations for that basic concept.

There are a variety of methods that could be used to satisfy this need. A method could be devised that uses an abstract type, along with a set of concrete extensions of that abstract type. However, there would still be a need for a set of concrete elements to carry the types, as type substitution (distinct from *element substitution*) is not widely adopted across the NIEM community. As well, it is difficult to create a network of complex types with complex content and complex types with simple content that all substitute for a base type; the XML Schema syntax is complicated. Other alternatives each have their pros and cons.

To handle this need, NIEM has adopted the “Representation” pattern, in which a type contains a representation element, and the various representations for that type are in the substitution group for that representation element.

For example, the definition of nc:DateType uses this pattern:

Figure 10-15: A type definition that uses the “Representation” pattern

<xs:complexType name="DateType">  
  <xs:annotation>  
    <xs:documentation>A data type for a calendar date.</xs:documentation>  
  </xs:annotation>  
  <xs:complexContent>  
    <xs:extension base="structures:ObjectType">  
      <xs:sequence>  
        <xs:element ref="nc:DateRepresentation" minOccurs="0" maxOccurs="unbounded"/>  
        <xs:element ref="nc:DateAccuracy" minOccurs="0" maxOccurs="1"/>  
        <xs:element ref="nc:DateMarginOfErrorDuration" minOccurs="0" maxOccurs="1"/>  
        <xs:element ref="nc:DateAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
      </xs:sequence>  
    </xs:extension>  
  </xs:complexContent>  
</xs:complexType>

The type has elements that represent accuracy and margin of error, as well as an augmentation point. The actual date value, however, is carried by an element that substitutes for nc:DateRepresentation. That base element, and several substitutions are defined by the NIEM Core namespace:

Figure 10-16: Element declarations that implement representations

<xs:element name="DateRepresentation" abstract="true">  
  <xs:annotation>  
    <xs:documentation>A data concept for a representation of a date.</xs:documentation>  
  </xs:annotation>  
</xs:element>  
  
<xs:element name="Date" type="niem-xs:date" substitutionGroup="nc:DateRepresentation" nillable="true">  
  <xs:annotation>  
    <xs:documentation>A full date.</xs:documentation>  
  </xs:annotation>  
</xs:element>  
  
<xs:element name="DateTime" type="niem-xs:dateTime" substitutionGroup="nc:DateRepresentation">  
  <xs:annotation>  
    <xs:documentation>A full date and time.</xs:documentation>  
  </xs:annotation>  
</xs:element>  
  
<xs:element name="YearDate" type="niem-xs:gYear" substitutionGroup="nc:DateRepresentation">  
  <xs:annotation>  
    <xs:documentation>A year.</xs:documentation>  
  </xs:annotation>  
</xs:element>  
  
<xs:element name="YearMonthDate" type="niem-xs:gYearMonth" substitutionGroup="nc:DateRepresentation">  
  <xs:annotation>  
    <xs:documentation>A year and month.</xs:documentation>  
  </xs:annotation>  
</xs:element>

This method has several benefits:

* Its implementation requires a minimum number of additional schema components. There is only the one abstract representation element; all other elements are concrete and needed to carry strongly typed values.
* It is simple to implement. The method requires only elements, and the definition of each element is quite simple.
* It is straightforward to use, as its implementation is based on element substitution, which is already widely used by NIEM.
* It is highly extensible. Any domain or exchange specification may define additional representations for any concept, by defining new elements substitutable for the representation element.

[Definition: representation element declaration]

A **representation element declaration** is an [·element declaration·](#definition_element_declaration) that is abstract, and that has a {name} that ends in “Representation”.

Rule 10-42. Name of element that ends in “Representation” is abstract

[Rule 10-42] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name[ends-with(., 'Representation')]]">  
    <sch:report role="warning"  
        test="empty(@abstract) or xs:boolean(@abstract) = false()"  
      >An element declaration with a name that ends in 'Representation' SHOULD have the {abstract} property with a value of "true".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 10-43. A substitution for a representation element declaration is a value for a type

[Rule 10-43] (REF, EXT) (Interpretation)

Any element declaration that is substitutable for a representation element declaration represents an optional representation of a value of a type that carries the representation element.

## 10.8. Naming rules

This section outlines the rules used to create names for NIEM data components previously discussed in this document. Data component names must be understood easily both by humans and by machine processes. These rules improve name consistency by restricting characters, terms, and syntax that could otherwise allow too much variety and potential ambiguity. These rules also improve readability of names for humans, facilitate parsing of individual terms that compose names, and support various automated tasks associated with dictionary and controlled vocabulary maintenance.

Rule 10-44. Schema component name composed of English words

[Rule 10-44] (REF, EXT) (Constraint)

The name of any XML Schema component defined by the schema SHOULD be composed of words from the English language, using the prevalent U.S. spelling, as provided by [**[OED]**](#OED).

The English language has many spelling variations for the same word. For example, American English “program” has a corresponding British spelling “programme.” This variation has the potential to cause interoperability problems when XML components are exchanged because of the different names used by the same elements. Providing users with a dictionary standard for spelling will mitigate this potential interoperability issue.

Rule 10-45. Schema component name has xml:lang

[**[XML]**](#XML) [Section 2.12, *Language Identification*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-lang-tag) defines attribute xml:lang, which establishes the language used in the contents and attributes of an XML document. To facilitate clarity and future support for languages other than US English, each component name defined in a conformant schema is in the scope of an occurrence of xml:lang, which defines the language used in the component name.

[Rule 10-45] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@name)]">  
    <sch:let name="xml-lang-attribute" value="ancestor-or-self::\*[exists(@xml:lang)][1]/@xml:lang"/>  
    <sch:assert test="exists($xml-lang-attribute)  
                      and string-length(normalize-space($xml-lang-attribute)) gt 0"  
                >The name of an XML Schema component defined by the schema MUST be in the scope of an occurrence of attribute xml:lang that has a value that is not empty.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-46. Schema component names have only specific characters

[Rule 10-46] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@name)]">  
    <sch:assert test="matches(@name, '^[A-Za-z0-9\-\_\.]\*$')"  
      >The name of an XML Schema component defined by the schema must be composed of only the characters uppercase 'A' through 'Z', lowercase 'a' through 'z', numbers '0' through '9', underscore, hyphen, and period.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Only the following characters are allowed in the name of an XML Schema component defined by the schema:

* Upper-case letters (“A”–“Z”).
* Lower-case letters (“a”–“z”).
* Digits (“0”–“9”).
* Underscore (“\_”).
* Hyphen (“-”).
* Period (“.”).

Other characters, such as unicode characters outside the ASCII character set, are explicitly prohibited from the name of an XML Schema component defined by the schema.

Rule 10-47. Punctuation in component name is a separator

[Rule 10-47] (REF, EXT) (Constraint)

The characters hyphen (“-”), underscore (“\_”) MAY appear in a component name only when used as a separator between parts of a word, phrase, or value, which would otherwise be incomprehensible without the use of a separator. The period character (“.”) MAY appear in component names only when appearing as a separator (as above) or as a decimal within a numeric value. A punctuation character MUST NOT be used as a substitute for camel case in component names, or as a method to avoid camel case in component names.

Names of standards and specifications, in particular, tend to consist of series of discrete numbers. Such names require some explicit separator to keep the values from running together.

Names of NIEM components follow the rules of XML Schema, by [Rule 7-3, *Document is a schema document*, above](#rule_7-3). NIEM components also follow the rules specified herein for each type of XML Schema component.

### 10.8.1. Character case

Names of conformant components use *camel case* formatting. Camel case is the convention of writing compound words or phrases with no spaces and an initial lowercase or uppercase letter, with each remaining word element beginning with an uppercase letter. *UpperCamelCase* is written with an initial uppercase letter, and *lowerCamelCase* is written with an initial lowercase letter.

Rule 10-48. Names use camel case

[Rule 10-48] (REF, EXT) (Constraint)

The name of any XML Schema component defined by the schema MUST use the camel case formatting convention.

Rule 10-49. Attribute name begins with lower case letter

[Rule 10-49] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name)]">  
    <sch:assert test="matches(@name, '^[a-z]')"  
      >Within the schema, any attribute declaration MUST have a name that begins with a lowercase letter  
      ('a'-'z').</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-50. Name of schema component other than attribute and proxy type begins with upper case letter

[Rule 10-50] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute">  
    <sch:report test="false()" role="warning">This rule does not apply to an attribute.</sch:report>  
  </sch:rule>  
  <sch:rule context="xs:complexType[some $name in @name,  
                                    $extension in xs:simpleContent/xs:extension,  
                                    $base-qname in resolve-QName($extension/@base, $extension) satisfies  
                                    $base-qname = QName('http://www.w3.org/2001/XMLSchema', $name)]">  
    <sch:report test="false()" role="warning">This rule does not apply to a proxy types.</sch:report>  
  </sch:rule>  
  <sch:rule context="xs:\*[exists(@name)]">  
    <sch:assert test="matches(@name, '^[A-Z]')"  
      >Within the schema, an XML Schema component that is not an attribute declaration or proxy type MUST have a name that begins with an upper-case letter ('A'-'Z').</sch:assert>  
  </sch:rule>  
</sch:pattern>

The preceding rules establish *lowerCamelCase* for NIEM attributes, and *UpperCamelCase* for all other NIEM components, except proxy types, defined by [Section 10.2.5, *Proxy types*, above](#section_10.2.5).

### 10.8.2. Use of acronyms and abbreviations

Acronyms and abbreviations have the ability to improve readability and comprehensibility of large, complex, or frequently used terms. They also obscure meaning and impair understanding when their definitions are not clear or when they are used injudiciously. They should be used with great care. Acronyms and abbreviations that are used must be documented and used consistently.

Rule 10-51. Names use common abbreviations

[Rule 10-51] (REF, EXT) (Constraint)

The schema SHOULD use, in defined names, the abbreviations identified by [Table 10-1, *Abbreviations used in schema component names*](#table_10-1), rather than their full meanings.

Table 10-1: Abbreviations used in schema component names

|  |  |
| --- | --- |
| Abbreviation | Full Meaning |
| ID | Identifier |
| URI | Uniform Resource Identifier |

Consistent, controlled, and documented abridged terms that are commonly used in place of full terms can support readability, clarity, and reduction of name length.

#### 10.8.2.1. Use of Acronyms, Initialisms, Abbreviations, and Jargon

The NDR establishes appinfo for local terminology that introduces such terms into the schema document in which the appinfo appears.

[Definition: local term]

In a conformant schema document, a local term is a word, phrase, acronym, or other string of characters for which all of the following are true:

1. It is not a term defined in the [**[OED]**](#OED), or it has a non-OED definition, or its word sense may not be clear.
2. It is introduced into the schema document via an appinfo element appinfo:LocalTerm.
3. It may be used in the local name of a schema component within the schema document.

Local terminology is introduced into a schema document by the use of appinfo:LocalTerm within the schema.

See additional rules constraining the use of local terminology in [Section 10.9.2, *Local terminology*, below](#section_10.9.2).

Rule 10-52. Local term declaration is local to its schema document

[Rule 10-52] (REF, EXT) (Interpretation)

An element appinfo:LocalTerm MUST establish the meaning of a [·local term·](#definition_local_term) only within the XML Schema document in which it occurs. There MUST NOT be any transitive inheritance of local terminology within schema documents that import the containing schema document.

Rule 10-53. Local terminology interpretation

[Rule 10-53] (REF, EXT) (Interpretation)

An element information item appinfo:LocalTerm MUST establish a term as follows:

* The value of the attribute term is the [·local term·](#definition_local_term); it may occur as a term within the name of a schema component within the schema document.
* The value of the attribute literal is the meaning of the local term, provided as a full, plain-text form of the term. This may be useful when a local term is an abbreviation, acronym, or diminutive form of a longer term.
* The value of the attribute definition is a dictionary-style description of the meaning of the local term.
* The value of the attribute sourceURIs is a list of URIs, each of which is an identifier or locator for an originating or authoritative document defining the term.
* Each child element information item appinfo:SourceText is a plain text citation of, reference to, or bibliographic entry for an originating or authoritative document defining the term.

### 10.8.3. Word forms

Rule 10-54. Singular form is preferred in name

[Rule 10-54] (REF, EXT) (Constraint)

A noun used as a term in the name of an XML Schema component MUST be in singular form unless the concept itself is plural.

Rule 10-55. Present tense is preferred in name

[Rule 10-55] (REF, EXT) (Constraint)

A verb used as a term in the name of an XML Schema component MUST be used in the present tense unless the concept itself is past tense.

Rule 10-56. Name does not have nonessential words

[Rule 10-56] (REF, EXT) (Constraint)

Articles, conjunctions, and prepositions MUST NOT be used in NIEM component names except where they are required for clarity or by standard convention.

Articles (e.g., a, an, the), conjunctions (e.g., and, or, but), and prepositions (e.g., at, by, for, from, in, of, to) are all disallowed in NIEM component names, unless they are required. For example, PowerOfAttorneyCode requires the preposition. These rules constrain slight variations in word forms and types to improve consistency and reduce potentially ambiguous or confusing component names.

Rule 10-57. Element or attribute name follows pattern

Elements and attributes in NIEM-conformant schemas are given names that follow a specific pattern. This pattern comes from [**[ISO 11179-5]**](#ISO11179-5).

[Rule 10-57] (REF, EXT) (Constraint)

Except as specified elsewhere in this document, any element or attribute defined within the schema SHOULD have a name that takes the form:

* Object-class qualifier terms (0 or more).
* An object class term (1).
* Property qualifier terms (0 or more).
* A property term (1).
* Representation qualifier terms (0 or more).
* A representation term (0 or 1).

Consistent naming rules are helpful for users who wish to understand components with which they are unfamiliar, as well as for users to find components with known semantics. This rule establishes the basic structure for an element or attribute name, in line with the rules for names under [**[ISO 11179-5]**](#ISO11179-5). Note that many elements with complex type should not have a representation term.

### 10.8.4. Object-class term

NIEM adopts an object-oriented approach to representation of data. Object classes represent what [**[ISO 11179-5]**](#ISO11179-5) refers to as “things of interest in a universe of discourse that may be found in a model of that universe.” An object class or object term is a word that represents a class of real-world entities or concepts. An object-class term describes the applicable context for a NIEM component.

Rule 10-58. Object-class term identifies concrete category

[Rule 10-58] (REF, EXT) (Constraint)

The object-class term of a NIEM component MUST consist of a term identifying a category of concrete concepts or entities.

The object-class term indicates the object category that this data component describes or represents. This term provides valuable context and narrows the scope of the component to an actual class of things or concepts.

Example:

Concept term: Activity

Entity term: Vehicle

### 10.8.5. Property term

Objects or concepts are usually described in terms of their characteristic properties, data attributes, or constituent subparts. Most objects can be described by several characteristics. Therefore, a property term in the name of a data component represents a characteristic or subpart of an object class and generally describes the essence of that data component.

Rule 10-59. Property term describes characteristic or subpart

[Rule 10-59] (REF, EXT) (Constraint)

A property term MUST describe or represent a characteristic or subpart of an entity or concept.

The property term describes the central meaning of the data component.

### 10.8.6. Qualifier terms

Qualifier terms modify object, property, representation, or other qualifier terms to increase semantic precision and reduce ambiguity. Qualifier terms may precede or succeed the terms they modify. The goal for the placement of qualifier terms is to generally follow the rules of ordinary English while maintaining clarity.

Rule 10-60. Name may have multiple qualifier terms

[Rule 10-60] (REF, EXT) (Constraint)

Multiple qualifier terms MAY be used within a component name as necessary to ensure clarity and uniqueness within its namespace and usage context.

Rule 10-61. Name has minimum necessary number of qualifier terms

[Rule 10-61] (REF, EXT) (Constraint)

The number of qualifier terms SHOULD be limited to the absolute minimum required to make the component name unique and understandable.

Rule 10-62. Order of qualifiers is not significant

[Rule 10-62] (REF, EXT) (Constraint)

The order of qualifiers MUST NOT be used to differentiate names.

Very large vocabularies may have many similar and closely related properties and concepts. The use of object, property, and representation terms alone is often not sufficient to construct meaningful names that can uniquely distinguish such components. Qualifier terms provide additional context to resolve these subtleties. However, swapping the order of qualifiers rarely (if ever) changes meaning; qualifier ordering is no substitute for meaningful terms.

### 10.8.7. Representation terms

The representation terms for a component name serve several purposes in NIEM:

1. It can indicate the style of component. For example, types are clearly labeled with the representation term Type.
2. It helps prevent name conflicts and confusion. For example, elements and types may not be given the same name.
3. It indicates the nature of the value carried by element. Labeling elements and attributes with a notional indicator of the content eases discovery and comprehension.

Rule 10-63. Redundant term in name is omitted

[Rule 10-63] (REF, EXT) (Constraint)

If any word in the representation term is redundant with any word in the property term, one occurrence SHOULD be deleted.

This rule, carried over from 11179, is designed to prevent repeating terms unnecessarily within component names. For example, this rule allows designers to avoid naming an element “PersonFirstNameName.”

The valid value set of a data element or value domain is described by the representation term. NIEM uses a standard set of representation terms in the representation portion of a NIEM-conformant component name. [Table 10-2, *Property representation terms*, below,](#table_10-2) lists the primary representation terms and a definition for the concept associated with the use of that term. The table also lists secondary representation terms that may represent more specific uses of the concept associated with the primary representation term.

Table 10-2: Property representation terms

|  |  |  |
| --- | --- | --- |
| Primary Representation Term | Secondary Representation Term | Definition |
| Amount | - | A number of monetary units specified in a currency where the unit of currency is explicit or implied. |
| BinaryObject | - | A set of finite-length sequences of binary octets. |
|  | Graphic | A diagram, graph, mathematical curves, or similar representation |
|  | Picture | A visual representation of a person, object, or scene |
|  | Sound | A representation for audio |
|  | Video | A motion picture representation; may include audio encoded within |
| Code |  | A character string (i.e., letters, figures, and symbols) that for brevity, language independence, or precision represents a definitive value of an attribute. |
| DateTime |  | A particular point in the progression of time together with relevant supplementary information. |
|  | Date | A continuous or recurring period of time, of a duration greater than or equal to a day. |
|  | Time | A particular point in the progression of time within an unspecified 24-hour day. |
|  | Duration | An amount of time; the length of a time span. |
| ID |  | A character string to identify and distinguish uniquely one instance of an object in an identification scheme from all other objects in the same scheme together with relevant supplementary information. |
|  | URI | A string of characters used to identify (or name) a resource. The main purpose of this identifier is to enable interaction with representations of the resource over a network, typically the World Wide Web, using specific protocols. A URI is either a Uniform Resource Locator (URL) or a Uniform Resource Name (URN). The specific syntax for each is defined by [**[RFC 3986]**](#RFC3986). |
| Indicator |  | A list of two mutually exclusive Boolean values that express the only possible states of a property. |
| Measure |  | A numeric value determined by measuring an object along with the specified unit of measure. |
| Numeric |  | Numeric information that is assigned or is determined by calculation, counting, or sequencing. It does not require a unit of quantity or unit of measure. |
|  | Value | A result of a calculation. |
|  | Rate | A relative speed of change or progress. |
|  | Percent | A representation of a unitless ratio, expressed as parts of a hundred, with 100 percent representing a ratio of 1 to 1. |
| Quantity |  | A counted number of non-monetary units possibly including fractions. |
| Text | - | A character string (i.e., a finite sequence of characters) generally in the form of words of a language. |
|  | Name | A word or phrase that constitutes the distinctive designation of a person, place, thing, or concept. |
| List |  | A sequence of values. This representation term is used in tandem with another of the listed representation terms. |
| Abstract |  | An element that may represent a concept, rather than a concrete property. This representation term may be used in tandem with another of the listed representation terms. |
| Representation |  | An element that acts as a placeholder for alternative representations of the value of a type (see [Section 10.7, *The “Representation” pattern*, above](#section_10.7)). |

Rule 10-64. Element with simple content has representation term

[Rule 10-64] (REF, EXT) (Constraint)

Within the schema, the name of an element declaration that is of simple content SHOULD use an appropriate representation term as found in [Table 10-2, *Property representation terms*](#table_10-2).

This rule is also supported by [Rule 11-15, *Name of element declaration with simple content has representation term*, below,](#rule_11-15) and [Rule 11-16, *Name of element declaration with simple content has representation term*, below](#rule_11-16), which provide tests that a top-level declaration has a representation term.

Rule 10-65. Element with complex content has representation term when appropriate

[Rule 10-65] (REF, EXT) (Constraint)

Within the schema, the name of an element declaration that is of complex content, and that corresponds to a concept listed in [Table 10-2, *Property representation terms*](#table_10-2), SHOULD use a representation term from that table.

An element that represents a value listed in the table should have a representation term. It should do so even if its type is complex with multiple parts. For example, a type with multiple fields may represent an audio binary, a date, or a name.

Rule 10-66. Element with complex content has representation term only when appropriate

[Rule 10-66] (REF, EXT) (Constraint)

Within the schema, the name of an element declaration that is of complex content and that does not correspond to a concept listed in [Table 10-2, *Property representation terms*](#table_10-2) SHOULD NOT use a representation term.

## 10.9. Machine-readable annotations

XML Schema provides *application information* schema components to provide for automatic processing and machine-readable content for schemas, as described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.13.2, *XML Representation of Annotation Schema Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#application_information). XML Schema also allows the use of attributes (with namespaces other than the XML Schema namespace) to carry additional information in schemas. NIEM uses these machine-readable annotations convey information that is outside schema definition and outside human-readable text definitions.

XML elements, attributes, and text content may appear as machine-readable annotations within an XML Schema document. The methods provided by XML Schema for machine-readable annotations are:

1. An element in the XML Schema namespace (e.g., xs:schema, xs:complexType, …) may carry attributes from namespaces other than the XML Schema namespace. By the rules of XML Schema, any XML Schema element may have attributes that are from other namespaces. These attributes do not participate in XML Schema validation, but may carry information useful to tools that process schemas. In [**[XML Schema Structures]**](#XMLSchema-1), these attributes are described in the XML Representation summary of XML Schema elements as “{any attributes with non-schema namespace . . .}”, for example in [Section 3.2.2, *XML Representation of Attribute Declaration Schema Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#element-attribute).
2. XML Schemas may include xs:appinfo elements, which may include arbitrary XML content. This XML does not participate in XML Schema validation, but may communicate useful information to schema readers or processors. These are described by [**[XML Schema Structures]**](#XMLSchema-1) in [Section 3.13.1, *The Annotation Schema Component*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#application_information) and [Section 3.13.2, *XML Representation of Annotation Schema Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#element-appinfo).

This document defines the term [·machine-readable annotation·](#definition_machine-readable_annotation) to normatively refer to such annotations within XML Schema documents:

[Definition: machine-readable annotation]

An information item within a schema is defined to be a machine-readable annotation when all of the following are true:

1. It is one of the following:
2. It is an element information item that is a child of an xs:appinfo element.
3. It is an attribute information item that satisfies the “{any attributes with non- schema namespace . . .}” clause within the declaration of an XML Schema element.
4. The namespace name property of the item is not the XML namespace, XML Schema namespace, or the XSI namespace.

Attributes from the XML namespace, the XML Schema namespace, and the XML Schema instance namespace have special meanings within XML Schema, and may have effects on validation, and so are not considered machine-readable annotations.

[Definition: application information]

A component is said to have **application information** of some element *$element* when the XML Schema element that defines the component has an immediate child element xs:annotation, which has an immediate child element xs:appinfo, which has as an immediate child the element *$element*.

If a component is described as having some [·application information·](#definition_application_information), this means that the elements in question appear in an xs:appinfo annotation of the element that defines the component.

The majority of uses of [·application information·](#definition_application_information) from the [·appinfo namespace·](#definition_appinfo_namespace) are described in the modeling rules for the specific component.

Rule 10-67. Machine-readable annotations are valid

[Rule 10-67] (REF, EXT) (Constraint)

Every element information item or attribute information item that appears as a machine-readable annotation in a schema MUST be a valid instance, according to its specification.

The specification for an element or attribute may be via an XML Schema, a Schematron schema, via a DTD, by some other specification, or by other means. This rule is intended to allow NIEM schema developers to leverage relevant vocabularies without being limited by the vocabulary’s method of specification, while ensuring that developers do not subvert or misuse those vocabularies.

### 10.9.1. The NIEM appinfo namespace

NIEM defines a single namespace that holds components for use in NIEM-conformant schema application information. This namespace is referred to as the [·appinfo namespace·](#definition_appinfo_namespace).

[Definition: appinfo namespace]

The **appinfo namespace** is the namespace represented by the URI “http://release.niem.gov/niem/appinfo/5.0/”.

The [·appinfo namespace·](#definition_appinfo_namespace) defines attributes which provide additional semantics for components built by NIEM-conformant schemas. The XML Schema document for the appinfo namespace appears in [Appendix C, *Appinfo namespace*, below](#appendix_C).

#### 10.9.1.1. Deprecation

The appinfo schema provides a construct for indicating that a construct is deprecated. A deprecated component is one whose use is not recommended. A deprecated component may be kept in a schema for support of older versions but should not be used in new efforts. A deprecated component may be removed, replaced, or renamed in a later version of a namespace.

[Definition: deprecated component]

A **deprecated component** is one that developers are discouraged from using, typically because a better alternative exists, yet which is maintained in the schema for compatibility with previous versions of the namespace.

The definition for [·deprecated component·](#definition_deprecated_component) is adapted from [**[JLS]**](#JLS) [Section 9.6.4.6, *@Deprecated*](http://docs.oracle.com/javase/specs/jls/se8/html/jls-9.html#jls-9.6.4.6).

Rule 10-68. Component marked as deprecated is deprecated component

[Rule 10-68] (REF, EXT) (Interpretation)

A [·schema component·](#definition_schema_component) that has an attribute appinfo:deprecated with a value of “true” MUST be a [·deprecated component·](#definition_deprecated_component).

Deprecation can allow version management to be more consistent; versions of schema may be incrementally improved without introducing validation problems and incompatibility. As XML Schema lacks a deprecation mechanism, NIEM defines such a mechanism.

Rule 10-69. Deprecated annotates schema component

[Rule 10-69] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:deprecated)]">  
    <sch:assert test="namespace-uri-from-QName(node-name(.)) = xs:anyURI('http://www.w3.org/2001/XMLSchema')"  
            >The attribute appinfo:deprecated MUST be owned by an element with a namespace name http://www.w3.org/2001/XMLSchema.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 10.9.1.2. External adapters

The annotation attributes appinfo:externalImportIndicator and appinfo:externalAdapterTypeIndicator document, in a machine-readable way, which components are external (i.e., defined by schemas that are not NIEM-conformant), and which support the use of external components.

Rule 10-70. External import indicator annotates import

[Rule 10-70] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:externalImportIndicator)]">  
    <sch:assert test="exists(self::xs:import)"  
        >The attribute {http://release.niem.gov/niem/appinfo/5.0/}externalImportIndicator MUST be owned by an element xs:import.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-71. External adapter type indicator annotates complex type

[Rule 10-71] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:externalAdapterTypeIndicator)]">  
    <sch:assert test="exists(self::xs:complexType)"  
            >The attribute appinfo:externalAdapterTypeIndicator MUST be owned by an element xs:complexType.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 10.9.1.3. appinfo:appliesToTypes annotation

Rule 10-72. appinfo:appliesToTypes annotates metadata element

[Rule 10-72] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:appliesToTypes)]">  
    <sch:assert test="exists(self::xs:element[exists(@name)  
                               and ends-with(@name, 'Metadata')])"  
      >The attribute appinfo:appliesToTypes MUST be owned by a metadata element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-73. appinfo:appliesToTypes references types

[Rule 10-73] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:appliesToTypes)]">  
    <sch:assert test="every $item in tokenize(normalize-space(@appinfo:appliesToTypes), ' ') satisfies  
                        exists(nf:resolve-type(., resolve-QName($item, .)))"  
      >Every item in @appinfo:appliesToTypes MUST resolve to a type.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 10.9.1.4. appinfo:appliesToElements annotation

Rule 10-74. appinfo:appliesToElements annotates metadata element

[Rule 10-74] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:appliesToElements)]">  
    <sch:assert test="exists(self::xs:element[  
                          exists(@name)  
                          and ends-with(@name, 'Metadata')])"  
            >The attribute appinfo:appliesToElements MUST be owned by a metadata element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 10-75. appinfo:appliesToElements references elements

[Rule 10-75] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@appinfo:appliesToElements)]">  
    <sch:assert test="every $item in tokenize(normalize-space(@appinfo:appliesToElements), ' ') satisfies  
                        count(nf:resolve-element(., resolve-QName($item, .))) = 1"  
      >Every item in @appinfo:appliesToElements MUST resolve to an element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 10.9.2. Local terminology

Rule 10-76. appinfo:LocalTerm annotates schema

[Rule 10-76] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="appinfo:LocalTerm">  
    <sch:assert test="parent::xs:appinfo[parent::xs:annotation[parent::xs:schema]]"  
      >The element appinfo:LocalTerm MUST be application information on an element xs:schema.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·application information·](#definition_application_information).

Rule 10-77. appinfo:LocalTerm has literal or definition

[Rule 10-77] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="appinfo:LocalTerm">  
    <sch:assert test="exists(@literal) or exists(@definition)"  
            >The element {http://release.niem.gov/niem/appinfo/5.0/}LocalTerm MUST have a literal or definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

## 10.10. NIEM structural facilities

NIEM provides the structures schema that contains base types for types defined in NIEM- conformant schemas. It provides base elements to act as heads for substitution groups. It also provides attributes that provide facilities not otherwise provided by XML Schema. These structures should be used to augment XML data. The structures provided are not meant to replace fundamental XML organization methods; they are intended to assist them.

[Definition: structures namespace]

The **structures namespace** is the namespace represented by the URI “http://release.niem.gov/niem/structures/5.0/”.

The structures namespace is a single namespace, separate from namespaces that define NIEM-conformant data. This document refers to this content via the prefix structures.

Rule 10-78. Use structures consistent with specification

[Rule 10-78] (REF, EXT, INS, SET) (Constraint)

Any schema or instance MUST use the NIEM [·structures namespace·](#definition_structures_namespace) consistent with the schema as it is defined in [Appendix B, *Structures namespace*, below](#appendix_B).

This rule further enforces uniform and consistent use of the NIEM structures namespace, without addition. Users are not allowed to insert types, attributes, etc. that are not specified by this document. However, users may profile the structures namespace, as needed.

# 11. Rules for NIEM modeling, by XML Schema component

This section focuses on building NIEM data models using XML schema. Whereas [Section 9, *Rules for a NIEM profile of XML Schema*, above,](#section_9) addressed shrinking the XML Schema definition language to a smaller set of features, this section constructs new NIEM-specific features to address modeling and interoperability problems. This includes naming rules, categories of types, and augmentations.

## 11.1. Type definition components

Rule 11-1. Name of type ends in “Type”

[Rule 11-1] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[some $name in @name,  
                                    $extension in xs:simpleContent/xs:extension,  
                                    $base-qname in resolve-QName($extension/@base, $extension) satisfies  
                                    $base-qname = QName('http://www.w3.org/2001/XMLSchema', $name)]">  
    <sch:report test="false()" role="warning">The name of a proxy type does not end in "Type".</sch:report>  
  </sch:rule>  
  <sch:rule context="xs:\*[(self::xs:simpleType or self::xs:complexType) and exists(@name)]">  
    <sch:assert test="ends-with(@name, 'Type')"  
      >A type definition schema component that does not define a proxy type MUST have a name that ends in "Type".</sch:assert>  
  </sch:rule>  
</sch:pattern>

Use of the representation term “Type” immediately identifies XML types in a NIEM-conformant schema and prevents naming collisions with corresponding XML elements and attributes. The exception for proxy types ensures that simple NIEM-compatible uses of base XML Schema types are familiar to people with XML Schema experience.

Note that the first sch:rule and subsequent sch:report serve to provide an exception to the rule for proxy types. It does not establish a constraint on the data.

Rule 11-2. Only types have name ending in “Type” or “SimpleType”

[Rule 11-2] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@name) and ends-with(@name, 'SimpleType')]">  
    <sch:assert test="local-name() = 'simpleType'"  
                >A schema component with a name that ends in 'SimpleType' MUST be a simple type definition.</sch:assert>  
  </sch:rule>  
  <sch:rule context="xs:\*[exists(@name) and ends-with(@name, 'Type')]">  
    <sch:assert test="local-name() = 'complexType'"  
                >A schema component with a name that ends in 'Type' and does not end in 'SimpleType' MUST be a complex type definition.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Use of the representation terms “Type” and “SimpleType” helps identify complex and simple types, respectively, in a NIEM-conformant schema, and helps to prevent naming collisions with elements and attributes.

### 11.1.1. Type definition hierarchy

Rule 11-3. Base type definition defined by conformant schema

[Rule 11-3] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:\*[exists(@base)]">  
    <sch:assert test="some $base-namespace in namespace-uri-from-QName(resolve-QName(@base, .)) satisfies (  
                        $base-namespace = (nf:get-target-namespace(.), xs:anyURI('http://www.w3.org/2001/XMLSchema'))  
                        or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                                                   and $base-namespace = xs:anyURI(@namespace)  
                                                                   and empty(@appinfo:externalImportIndicator)]))"  
      >The {base type definition} of a type definition MUST have the target namespace or the XML Schema namespace or a namespace that is imported as conformant.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 11.1.2. Simple type definition

Rule 11-4. Name of simple type ends in “SimpleType”

[Rule 11-4] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType[@name]">  
    <sch:assert test="ends-with(@name, 'SimpleType')"  
      >A simple type definition schema component MUST have a name that ends in "SimpleType".</sch:assert>  
  </sch:rule>  
</sch:pattern>

Specific uses of type definitions have similar syntax but very different effects on data definitions. Schemas that clearly identify complex and simple type definitions are easier to understand without tool support. This rule ensures that names of simple types end in SimpleType.

#### 11.1.2.1. Derivation by list

Rule 11-5. Use lists only when data is uniform

[Rule 11-5] (REF, EXT) (Constraint)

Within the schema, a simple type definition that uses xs:list SHOULD NOT be defined if any member of the list requires a property or metadata that is different than other members of the list. All members of the list SHOULD have the same metadata, and should be related via the same properties.

The use of lists should be reserved for cases where the data is fairly uniform.

Items in a list are not individually addressable by NIEM metadata techniques. The items may not be individually referenced by elements or attributes; one will have a value of the entire list, including all the items in the list. NIEM provides no method for individually addressing an item in a list. If an individual item in a list needs to be marked up in a manner different than other items in the list, the use of individual elements may be preferred to the definition of a list simple type.

Rule 11-6. List item type defined by conformant schemas

[Rule 11-6] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:list[exists(@itemType)]">  
    <sch:let name="namespace" value="namespace-uri-from-QName(resolve-QName(@itemType, .))"/>  
    <sch:assert test="$namespace = (nf:get-target-namespace(.), xs:anyURI('http://www.w3.org/2001/XMLSchema'))  
                      or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                    and $namespace = xs:anyURI(@namespace)  
                                    and empty(@appinfo:externalImportIndicator)])"  
      >The item type of a list simple type definition MUST have a target namespace equal to the target namespace of the XML Schema document within which it is defined, or a namespace that is imported as conformant by the schema document within which it is defined.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 11.1.2.2. Derivation by union

Rule 11-7. Union member types defined by conformant schemas

[Rule 11-7] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:union[exists(@memberTypes)]">  
    <sch:assert test="every $qname in tokenize(normalize-space(@memberTypes), ' '),  
                            $namespace in namespace-uri-from-QName(resolve-QName($qname, .))  
                      satisfies ($namespace = nf:get-target-namespace(.)  
                                 or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                           and $namespace = xs:anyURI(@namespace)  
                                           and empty(@appinfo:externalImportIndicator)]))"  
                >Every member type of a union simple type definition MUST have a target namespace that is equal to either the target namespace of the XML Schema document within which it is defined or a namespace that is imported as conformant by the schema document within which it is defined.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 11.1.2.3. Code simple types

[Definition: code simple type]

A **code simple type** is a simple type definition schema component for which each value carried by the type corresponds to an entry in a list of distinct conceptual entities.

These types represent lists of values, each of which has a known meaning beyond the text representation. These values may be meaningful text or may be a string of alphanumeric identifiers that represent abbreviations for literals.

Many code simple types are composed of xs:enumeration values. Code simple types may also be constructed using the [*NIEM Code Lists Specification*](https://reference.niem.gov/niem/specification/code-lists/4.0/niem-code-lists-4.0.html) [**[Code Lists]**](#code-lists-spec), which supports code lists defined using a variety of methods, including CSV spreadsheets.

Rule 11-8. Name of a code simple type ends in “CodeSimpleType”

[Rule 11-8] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType[exists(@name)  
      and (xs:restriction/xs:enumeration  
           or xs:restriction[ends-with(local-name-from-QName(resolve-QName(@base, .)), 'CodeSimpleType')])]">  
    <sch:report test="not(ends-with(@name, 'CodeSimpleType'))" role="warning"  
      >A simple type definition schema component that has an enumeration facet or that is derived from a code simple type SHOULD have a name that ends in "CodeSimpleType".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-9. Code simple type corresponds to a code list

[Rule 11-9] (REF, EXT) (Constraint)

A simple type SHOULD have a name ending in “CodeSimpleType” if and only if it has a correspondence to a list of distinct conceptual entities.

Rule 11-10. Attribute of code simple type has code representation term

[Rule 11-10] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name) and exists(@type) and ends-with(@type, 'CodeSimpleType')]">  
    <sch:report test="not(ends-with(@name, 'Code'))" role="warning"  
      >An attribute with a type that is a code simple type SHOULD have a name with representation term "Code"</sch:report>  
  </sch:rule>  
</sch:pattern>

Using the qualifier Code (e.g. CodeType, CodeSimpleType) immediately identifies that a data component may carry values from a fixed list of codes. Such a component may be handled in specific ways, as lists of codes are expected to have their own lifecycles, including versions and periodic updates. Codes may also have responsible authorities behind them who provide concrete semantic bindings for the code values.

### 11.1.3. Complex type definition

Rule 11-11. Complex type with simple content has structures:SimpleObjectAttributeGroup

Within a [·reference schema document·](#definition_reference_schema_document), a complex type with simple content can be created in one of two ways:

* By extension of an existing complex type with simple content.
* By extension of an existing simple type.

Both of these methods use the element xs:extension. Although these two methods have similar syntax, there are subtle differences. NIEM’s conformance rules ensure that any complex type has the necessary attributes for representing IDs, references, metadata, and relationship metadata. Case 1 does not require adding these attributes, as they are guaranteed to occur in the base type. However, in case 2, in which a new complex type is created from a simple type, the attributes for complex types must be added. This is done by reference to the attribute group structures:SimpleObjectAttributeGroup.

[Rule 11-11] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleContent/xs:extension[  
      some $base-qname in resolve-QName(@base, .) satisfies  
        namespace-uri-from-QName($base-qname) = xs:anyURI('http://www.w3.org/2001/XMLSchema')  
        or ends-with(local-name-from-QName($base-qname), 'SimpleType')]">  
    <sch:assert test="xs:attributeGroup[  
                        resolve-QName(@ref, .) = xs:QName('structures:SimpleObjectAttributeGroup')]"  
      >A complex type definition with simple content schema component with a derivation method of extension that has a base type definition that is a simple type MUST incorporate the attribute group {http://release.niem.gov/niem/structures/5.0/}SimpleObjectAttributeGroup.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This rule ensures that a complex type with simple content that is created as an immediate extension of a simple type adds the attributes required for specific NIEM linking mechanisms.

This creates a pattern for complex type with simple content definition as follows:

Figure 11-1: Example of complex type with simple content derived from a simple type

  <xs:complexType name="PassportCategoryCodeType">  
    <xs:annotation>  
      <xs:documentation>A data type for a kind of passport.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleContent>  
      <xs:extension base="nc:PassportCategoryCodeSimpleType">  
        <xs:attributeGroup ref="structures:SimpleObjectAttributeGroup"/>  
      </xs:extension>  
    </xs:simpleContent>  
  </xs:complexType>

## 11.2. Declaration components

### 11.2.1. Element declaration

Rule 11-12. Element type does not have a simple type name

This rule, in conjunction with [Rule 11-4, *Name of simple type ends in “SimpleType”*, above](#rule_11-4), ensures that all conformant elements will have complex types that contain attributes from the structures namespace, enabling a consistent approach for using IDs, references, metadata, relationship metadata, and security markup data.

[Rule 11-12] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@type)]">  
    <sch:assert test="not(ends-with(@type, 'SimpleType'))"  
                >The {type definition} of an element declaration MUST NOT have a {name} that ends in 'SimpleType'.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·element declaration·](#definition_element_declaration).

Rule 11-13. Element type is from conformant namespace

[Rule 11-13] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@type)]">  
    <sch:assert test="for $type-qname in resolve-QName(@type, .),  
                          $type-namespace in namespace-uri-from-QName($type-qname) return  
                        $type-namespace = nf:get-target-namespace(.)  
                        or exists(nf:get-document-element(.)/xs:import[  
                                    xs:anyURI(@namespace) = $type-namespace  
                                    and empty(@appinfo:externalImportIndicator)])"  
                >The {type definition} of an element declaration MUST have a {target namespace} that is the target namespace, or one that is imported as conformant.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·element declaration·](#definition_element_declaration).

Additional prohibitions on element types are defined by [Rule 9-41, *Element type not in the XML namespace*, above,](#rule_9-41) and [Rule 9-42, *Element type is not simple type*, above](#rule_9-42).

Rule 11-14. Name of element that ends in “Abstract” is abstract

[Rule 11-14] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name]">  
    <sch:report role="warning"  
        test="not(exists(@abstract [xs:boolean(.) = true()])  
                  eq (ends-with(@name, 'Abstract')  
                      or ends-with(@name, 'AugmentationPoint')  
                      or ends-with(@name, 'Representation')))"  
      >An element declaration SHOULD have a name that ends in 'Abstract', 'AugmentationPoint', or 'Representation' if and only if it has the {abstract} property with a value of "true".</sch:report>  
  </sch:rule>  
</sch:pattern>

#### 11.2.1.1. Object element declarations

This rule checks all cases that are testable in a single schema document.

Rule 11-15. Name of element declaration with simple content has representation term

[Rule 11-15] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name and @type  
                                and (some $type-qname in resolve-QName(@type, .) satisfies (  
                                       nf:get-target-namespace(.) = namespace-uri-from-QName($type-qname)  
                                       and nf:resolve-type(., $type-qname)/xs:simpleContent))]">  
    <sch:report role="warning"  
        test="every $representation-term  
              in ('Amount', 'BinaryObject', 'Graphic', 'Picture', 'Sound', 'Video', 'Code', 'DateTime', 'Date', 'Time', 'Duration', 'ID', 'URI', 'Indicator', 'Measure', 'Numeric', 'Value', 'Rate', 'Percent', 'Quantity', 'Text', 'Name', 'List')  
              satisfies not(ends-with(@name, $representation-term))"  
      >The name of an element declaration that is of simple content SHOULD use a representation term.</sch:report>  
  </sch:rule>  
</sch:pattern>

Representation terms are defined by [Table 10-2, *Property representation terms*, above](#table_10-2). This Schematron rule supports [Rule 10-64, *Element with simple content has representation term*, above](#rule_10-64).

Rule 11-16. Name of element declaration with simple content has representation term

This rule only checks the cases not testable in the (REF, EXT) version.

[Rule 11-16] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[@name and @type  
       and (nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))  
            or nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument')))  
       and (some $type-qname in resolve-QName(@type, .) satisfies (  
              nf:get-target-namespace(.) != namespace-uri-from-QName($type-qname)  
              and nf:resolve-type(., $type-qname)/xs:simpleContent))]">  
    <sch:report role="warning"  
        test="every $representation-term  
              in ('Amount', 'BinaryObject', 'Graphic', 'Picture', 'Sound', 'Video', 'Code', 'DateTime', 'Date', 'Time', 'Duration', 'ID', 'URI', 'Indicator', 'Measure', 'Numeric', 'Value', 'Rate', 'Percent', 'Quantity', 'Text', 'Name', 'List')  
              satisfies not(ends-with(@name, $representation-term))"  
      >the name of an element declaration that is of simple content SHOULD use a representation term.</sch:report>  
  </sch:rule>  
</sch:pattern>

Representation terms are defined by [Table 10-2, *Property representation terms*, above](#table_10-2). This rule supports [Rule 10-64, *Element with simple content has representation term*, above](#rule_10-64).

### 11.2.2. Element substitution group

Rule 11-17. Element substitution group defined by conformant schema

[Rule 11-17] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(@substitutionGroup)]">  
    <sch:let name="namespace" value="namespace-uri-from-QName(resolve-QName(@substitutionGroup, .))"/>  
    <sch:assert test="$namespace = nf:get-target-namespace(.)  
                      or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                    and $namespace = xs:anyURI(@namespace)  
                                    and empty(@appinfo:externalImportIndicator)])"  
      >An element substitution group MUST have either the target namespace or a namespace that is imported as conformant.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 11.2.3. Attribute declaration

Rule 11-18. Attribute type defined by conformant schema

[Rule 11-18] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@type)]">  
    <sch:let name="namespace" value="namespace-uri-from-QName(resolve-QName(@type, .))"/>  
    <sch:assert test="$namespace = (nf:get-target-namespace(.), xs:anyURI('http://www.w3.org/2001/XMLSchema'))  
                      or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                    and $namespace = xs:anyURI(@namespace)  
                                    and empty(@appinfo:externalImportIndicator)])"  
      >The type of an attribute declaration MUST have the target namespace or the XML Schema namespace or a namespace that is imported as conformant.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 11-19. Attribute name uses representation term

[Rule 11-19] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[exists(@name)]">  
    <sch:report role="warning"  
        test="every $representation-term  
              in ('Amount', 'BinaryObject', 'Graphic', 'Picture', 'Sound', 'Video', 'Code', 'DateTime', 'Date', 'Time', 'Duration', 'ID', 'URI', 'Indicator', 'Measure', 'Numeric', 'Value', 'Rate', 'Percent', 'Quantity', 'Text', 'Name', 'List')  
              satisfies not(ends-with(@name, $representation-term))"  
      >An attribute name SHOULD end with a representation term.</sch:report>  
  </sch:rule>  
</sch:pattern>

### 11.2.4. Notation declaration

NIEM does not define any additional features relating to notation declarations. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.2.4, *Notation declaration*, above,](#section_9.2.4) for rules related to notation declarations.

## 11.3. Model group components

### 11.3.1. Model group

NIEM does not define any additional features relating to model groups. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.3.1, *Model group*, above,](#section_9.3.1) for rules related to model groups.

### 11.3.2. Particle

#### 11.3.2.1. Element use

Rule 11-20. Element or attribute declaration introduced only once into a type

[Rule 11-20] (REF, EXT) (Constraint)

Within the schema, an element declaration or attribute declaration MUST NOT be introduced more than once into a type definition. This applies to content acquired by a type by any means, including from a base type definition, via element substitution groups, or through the use of attribute groups.

This rule ensures that a type definition does not incorporate a component multiple times. As information exchange specifications often contain multiple versions of schemas, including reference schemas as well as subset and constraint schemas, it may be easy to omit an element or attribute in one version of the schema, only to reincorporate it via an extension. This can cause difficulties in integrating such schemas, as it may be impossible to use a reference schema if an attribute is added twice, in both a base type and an extension type, since that would make it an invalid schema.

Incorporating a component multiple times can also make it difficult to avoid violating XML Schema’s unique particle attribution constraint, which is described by [**[XML Schema Structures]**](#XMLSchema-1) [Section 3.8.6, *Constraints on Model Group Schema Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#cos-nonambig). This can create difficulty if an element is added both directly, and via a substitution group head. In such a case, a parser may not be able to determine which element use is responsible for an element in an instance, which is a violation of the UPA constraint.

This rule is also intended to prevent developers from creating complicated sequences of recurring elements. Such definitions are difficult for developers to satisfy in code, and can cause havoc with XML Schema language binding tools. If an element is needed more than once, or if a particular sequence of elements is needed, a developer should consider the use of flexible content models (via substitution groups) along with additional rules.

Rule 11-21. Element reference defined by conformant schema

[Rule 11-21] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[exists(ancestor::xs:complexType[empty(@appinfo:externalAdapterTypeIndicator)]) and @ref]">  
    <sch:let name="namespace" value="namespace-uri-from-QName(resolve-QName(@ref, .))"/>  
    <sch:assert test="$namespace = nf:get-target-namespace(.)  
                      or exists(ancestor::xs:schema[1]/xs:import[exists(@namespace)  
                                    and $namespace = xs:anyURI(@namespace)  
                                    and empty(@appinfo:externalImportIndicator)])"  
      >An element reference MUST be to a component that has a namespace that is either the target namespace of the schema document in which it appears, or which is imported as conformant by that schema document.</sch:assert>  
  </sch:rule>  
</sch:pattern>

The term [·schema document·](#definition_schema_document) is a defined term.

### 11.3.3. Attribute use

Rule 11-22. Referenced attribute defined by conformant schemas

[Rule 11-22] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attribute[@ref]">  
    <sch:let name="namespace" value="namespace-uri-from-QName(resolve-QName(@ref, .))"/>  
    <sch:assert test="some $namespace in namespace-uri-from-QName(resolve-QName(@ref, .)) satisfies (  
                        $namespace = nf:get-target-namespace(.)  
                        or ancestor::xs:schema[1]/xs:import[  
                             @namespace  
                             and $namespace = xs:anyURI(@namespace)  
                             and empty(@appinfo:externalImportIndicator)])"  
      >An attribute {}ref MUST have the target namespace or a namespace that is imported as conformant.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 11.3.3.1. Attribute group use

Rule 11-23. Schema uses only known attribute groups

In conformant schemas, use of attribute groups is restricted. The only attribute group defined by NIEM for use in conformant schemas is structures:SimpleObjectAttributeGroup. This attribute group provides the attributes necessary for IDs, references, metadata, and relationship metadata. In addition, there are attributes defined by ISM and NTK namespaces, which may be used in conformant schemas. Rationale for this use is provided in [Section 7.6, *IC-ISM and IC-NTK*, above](#section_7.6).

[Rule 11-23] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:attributeGroup[@ref]">  
    <sch:assert test="some $ref in resolve-QName(@ref, .) satisfies (  
                        $ref = xs:QName('structures:SimpleObjectAttributeGroup')  
                        or namespace-uri-from-QName($ref) = (xs:anyURI('urn:us:gov:ic:ism'),  
                                                             xs:anyURI('urn:us:gov:ic:ntk')))"  
      >An attribute group reference MUST be structures:SimpleObjectAttributeGroup or have the IC-ISM or IC-NTK namespace.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 11.3.4. Wildcard

NIEM does not define any additional features relating to wildcards. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.3.4, *Wildcard*, above,](#section_9.3.4) for rules related to wildcards.

## 11.4. Identity-constraint definition components

NIEM does not define any additional features relating to identity-constraint definition components. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.4, *Identity-constraint definition components*, above,](#section_9.4) for rules related to identity-constraint definition components.

## 11.5. Group definition components

### 11.5.1. Model group definition

NIEM does not define any additional features relating to model group definitions. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.5.1, *Model group definition*, above,](#section_9.5.1) for rules related to model group definitions.

### 11.5.2. Attribute group definition

NIEM does not define any additional features relating to attribute group definitions. This section is present to maintain with [**[XML Schema Structures]**](#XMLSchema-1) [Section 2.2, *XML Schema Abstract Data Model*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#concepts-data-model), See [Section 9.5.2, *Attribute group definition*, above,](#section_9.5.2) for rules related to attribute group definitions.

## 11.6. Annotation components

NIEM-conformant schemas define data models for the purpose of information exchange. A major part of defining data models is the proper definition of the contents of the model. What does a component mean, and what might it contain? How should it be used? NIEM- conformant schemas contain the invariant part of the definitions for the data model. The set of definitions includes:

1. A text definition of each component. This describes what the component means. The term used in this specification for such a text definition is *data definition*.
2. The structural definition of each component. This is made up of XML Schema component definitions, along with certain [·application information·](#definition_application_information) (via xs:appinfo).

When possible, meaning is expressed via XML Schema mechanisms: type derivation, element substitution, specific types and structures, as well as names that may be easily parsed. Beyond that, NIEM-specific syntax must be used, as discussed in this section.

### 11.6.1. Human-readable documentation

Note that [Rule 11-28, *Data definition follows 11179-4 requirements*, below,](#rule_11-28) and [Rule 11-29, *Data definition follows 11179-4 recommendations*, below,](#rule_11-29) apply [**[ISO 11179-4]**](#ISO11179-4) definition rules to documented components.

Rule 11-24. Data definition does not introduce ambiguity

[Rule 11-24] (REF, EXT) (Constraint)

Words or synonyms for the words within a data definition MUST NOT be reused as terms in the corresponding component name if those words dilute the semantics and understanding of, or impart ambiguity to, the entity or concept that the component represents.

This document defines the term [·data definition·](#definition_data_definition).

Rule 11-25. Object class has only one meaning

[Rule 11-25] (REF, EXT) (Constraint)

An object class MUST have one and only one associated semantic meaning (i.e., a single word sense) as described in the definition of the component that represents that object class.

Rule 11-26. Data definition of a part does not redefine the whole

[Rule 11-26] (REF, EXT) (Constraint)

An object class MUST NOT be redefined within the definitions of the components that represent properties or subparts of that entity or class.

Data definitions should be concise, precise, and unambiguous without embedding additional definitions of data elements that have already been defined once elsewhere (such as object classes). [**[ISO 11179-4]**](#ISO11179-4) says that definitions should not be nested inside other definitions. Furthermore, a data dictionary is not a language dictionary. It is acceptable to reuse terms (object class, property term, and qualifier terms) from a component name within its corresponding definition to enhance clarity, as long as the requirements and recommendations of [**[ISO 11179-4]**](#ISO11179-4) are not violated. This further enhances brevity and precision.

Rule 11-27. Do not leak representation into data definition

[Rule 11-27] (REF, EXT) (Constraint)

A data definition SHOULD NOT contain explicit representational or data typing information such as number of characters, classes of characters, range of mathematical values, etc., unless the very nature of the component can be described only by such information.

A component definition is intended to describe semantic meaning only, not representation or structure. How a component with simple content is represented is indicated through the representation term, but the primary source of representational information should come from the XML Schema definition of the types themselves. A developer should try to keep a component’s data definition decoupled from its representation.

Rule 11-28. Data definition follows 11179-4 requirements

[Rule 11-28] (REF, EXT) (Constraint)

Each [·data definition·](#definition_data_definition) MUST conform to the requirements for data definitions provided by [**[ISO 11179-4]**](#ISO11179-4) Section 5.2, *Requirements*.

Rule 11-29. Data definition follows 11179-4 recommendations

[Rule 11-29] (REF, EXT) (Constraint)

Each [·data definition·](#definition_data_definition) SHOULD conform to the recommendations for data definitions provided by [**[ISO 11179-4]**](#ISO11179-4) Section 5.3, *Recommendations*.

Rule 11-30. xs:documentation has xml:lang

[**[XML]**](#XML) [Section 2.12, *Language Identification*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-lang-tag) defines attribute xml:lang, which establishes the language used in the contents and attributes of an XML document. To facilitate clarity and future support for languages other than US English, each occurrence of xs:documentation in a conformant schema is in the scope of an occurrence of xml:lang, which defines the language used in the documentation.

[Rule 11-30] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:documentation">  
    <sch:let name="xml-lang-attribute" value="ancestor-or-self::\*[exists(@xml:lang)][1]/@xml:lang"/>  
    <sch:assert test="exists($xml-lang-attribute)  
                      and string-length(normalize-space($xml-lang-attribute)) gt 0"  
                >An occurrence of xs:documentation within the schema MUST be in the scope of an occurrence of attribute xml:lang that has a value that is not empty.</sch:assert>  
  </sch:rule>  
</sch:pattern>

#### 11.6.1.1. Data definition opening phrases

In order to provide a more consistent voice across NIEM, a model built from requirements from many different sources, component data definitions should begin with a standard opening phrase, as defined below.

##### 11.6.1.1.1. Element and attribute opening phrases

Rule 11-31. Standard opening phrase for augmentation point element data definition

[Rule 11-31] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[ends-with(@name, 'AugmentationPoint')]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(starts-with(lower-case(normalize-space(.)), 'an augmentation point '))"  
      >The data definition for an augmentation point element SHOULD begin with standard opening phrase "An augmentation point...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-32. Standard opening phrase for augmentation element data definition

[Rule 11-32] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[ends-with(@name, 'Augmentation')]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="every $phrase  
              in ('supplements ', 'additional information about ')  
              satisfies not(starts-with(lower-case(normalize-space(.)), $phrase))"  
      >The data definition for an augmentation element SHOULD begin with the standard opening phrase "Supplements..." or "Additional information about...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-33. Standard opening phrase for metadata element data definition

[Rule 11-33] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[ends-with(@name, 'Metadata')  
                                and not(xs:boolean(@abstract) eq true())]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '(metadata about|information that further qualifies)'))"  
      >The data definition for a metadata element SHOULD begin with the standard opening phrase "Metadata about..." or "Information that further qualifies...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-34. Standard opening phrase for association element data definition

[Rule 11-34] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[ends-with(@name, 'Association')  
                                and not(xs:boolean(@abstract) eq true())]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an?( .\*)? (relationship|association)'))"  
      >The data definition for an association element that is not abstract SHOULD begin with the standard opening phrase "An (optional adjectives) (relationship|association)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-35. Standard opening phrase for abstract element data definition

[Rule 11-35] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:element[xs:boolean(@abstract) = true()  
                       and not(ends-with(@name, 'AugmentationPoint'))]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(starts-with(lower-case(normalize-space(.)), 'a data concept'))"  
      >The data definition for an abstract element SHOULD begin with the standard opening phrase "A data concept...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-36. Standard opening phrase for date element or attribute data definition

[Rule 11-36] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Date') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an?( .\*)? (date|month|year)'))"  
      >The data definition for an element or attribute with a date representation term SHOULD begin with the standard opening phrase "(A|An) (optional adjectives) (date|month|year)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-37. Standard opening phrase for quantity element or attribute data definition

[Rule 11-37] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Quantity') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an?( .\*)? (count|number)'))"  
      >The data definition for an element or attribute with a quantity representation term SHOULD begin with the standard opening phrase "An (optional adjectives) (count|number)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-38. Standard opening phrase for picture element or attribute data definition

[Rule 11-38] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Picture') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an?( .\*)? (image|picture|photograph)'))"  
      >The data definition for an element or attribute with a picture representation term SHOULD begin with the standard opening phrase "An (optional adjectives) (image|picture|photograph)".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-39. Standard opening phrase for indicator element or attribute data definition

[Rule 11-39] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Indicator') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^true if .\*; false (otherwise|if)'))"  
      >The data definition for an element or attribute with an indicator representation term SHOULD begin with the standard opening phrase "True if ...; false (otherwise|if)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-40. Standard opening phrase for identification element or attribute data definition

[Rule 11-40] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Identification') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an?( .\*)? identification'))"  
      >The data definition for an element or attribute with an identification representation term SHOULD begin with the standard opening phrase "(A|An) (optional adjectives) identification...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-41. Standard opening phrase for name element or attribute data definition

[Rule 11-41] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and ends-with(@name, 'Name') and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^(a|an)( .\*)? name'))"  
      >The data definition for an element or attribute with a name representation term SHOULD begin with the standard opening phrase "(A|An) (optional adjectives) name...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-42. Standard opening phrase for element or attribute data definition

[Rule 11-42] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[(self::xs:element or self::xs:attribute)  
                       and @name  
                       and not(ends-with(@name, 'Indicator'))  
                       and not(ends-with(@name, 'Augmentation'))  
                       and not(ends-with(@name, 'Metadata'))  
                       and not(xs:boolean(@abstract) eq true())]  
                      /xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^an? '))"  
      >The data definition for an element or attribute declaration SHOULD begin with the standard opening phrase "(A|An)".</sch:report>  
  </sch:rule>  
</sch:pattern>

##### 11.6.1.1.2. Complex type opening phrases

Rule 11-43. Standard opening phrase for association type data definition

[Rule 11-43] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[ends-with(@name, 'AssociationType')]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^a data type for (a relationship|an association)'))"  
      >The data definition for an association type SHOULD begin with the standard opening phrase "A data type for (a relationship|an association)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-44. Standard opening phrase for augmentation type data definition

[Rule 11-44] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[ends-with(@name, 'AugmentationType')]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)),  
                          '^a data type (that supplements|for additional information about)'))"  
      >The data definition for an augmentation type SHOULD begin with the standard opening phrase "A data type (that supplements|for additional information about)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-45. Standard opening phrase for metadata type data definition

[Rule 11-45] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType[ends-with(@name, 'MetadataType')]/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)),  
                          '^a data type for (metadata about|information that further qualifies)'))"  
      >The data definition for a metadata type SHOULD begin with the standard opening phrase "A data type for (metadata about|information that further qualifies)...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-46. Standard opening phrase for complex type data definition

[Rule 11-46] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:complexType/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^a data type'))"  
      >The data definition for a complex type SHOULD begin with the standard opening phrase "A data type...".</sch:report>  
  </sch:rule>  
</sch:pattern>

Rule 11-47. Standard opening phrase for simple type data definition

[Rule 11-47] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:simpleType/xs:annotation/xs:documentation[1]">  
    <sch:report role="warning"  
        test="not(matches(lower-case(normalize-space(.)), '^a data type'))"  
      >The data definition for a simple type SHOULD begin with a standard opening phrase "A data type...".</sch:report>  
  </sch:rule>  
</sch:pattern>

## 11.7. Schema as a whole

### 11.7.1. xs:schema document element restrictions

Rule 11-48. Same namespace means same components

[Rule 11-48] (REF, EXT) (Interpretation)

Two XML Schema documents MUST have the same value for attribute targetNamespace carried by the element xs:schema, if and only if they represent the same set of components.

Rule 11-49. Different version means different view

[Rule 11-49] (REF, EXT) (Interpretation)

Two XML Schema documents MUST have the same value for attribute targetNamespace carried by the element xs:schema, and different values for attribute version carried by the element xs:schema if and only if they are profiles of the same set of components.

These rules embody the basic philosophy behind NIEM’s use of components with namespaces: A component is uniquely identified by its class (e.g. element, attribute, type), its namespace (a URI), and its local name (an unqualified string). Any two matching component identifiers refer to the same component, even if the versions of the schemas containing each are different.

## 11.8. Schema assembly

Rule 11-50. Reference schema document imports reference schema document

[Rule 11-50] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import[  
                         nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))  
                         and exists(@namespace)  
                         and empty(@appinfo:externalImportIndicator)  
                         and not(xs:anyURI(@namespace) = (xs:anyURI('http://release.niem.gov/niem/structures/5.0/'),  
                                                          xs:anyURI('http://www.w3.org/XML/1998/namespace')))]">  
    <sch:assert test="some $schema in nf:resolve-namespace(., @namespace) satisfies  
                        nf:has-effective-conformance-target-identifier($schema, xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))"  
      >A namespace imported as conformant from a reference schema document MUST identify a namespace defined by a reference schema document.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the term [·reference schema document·](#definition_reference_schema_document).

Rule 11-51. Extension schema document imports reference or extension schema document

[Rule 11-51] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import[  
                         nf:has-effective-conformance-target-identifier(., xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument'))  
                         and exists(@namespace)  
                         and empty(@appinfo:externalImportIndicator)  
                         and not(xs:anyURI(@namespace) = (xs:anyURI('http://release.niem.gov/niem/structures/5.0/'),  
                                                          xs:anyURI('http://www.w3.org/XML/1998/namespace')))]">  
    <sch:assert test="some $schema in nf:resolve-namespace(., @namespace) satisfies (  
                        nf:has-effective-conformance-target-identifier($schema, xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ReferenceSchemaDocument'))  
                        or nf:has-effective-conformance-target-identifier($schema, xs:anyURI('http://reference.niem.gov/niem/specification/naming-and-design-rules/5.0/#ExtensionSchemaDocument')))"  
      >A namespace imported as conformant from an extension schema document MUST identify a namespace defined by a reference schema document or an extension schema document.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This document defines the terms [·extension schema document·](#definition_extension_schema_document) and [·reference schema document·](#definition_reference_schema_document).

### 11.8.1. Supporting namespaces are imported as conformant

There are several namespaces that are treated specially by the NIEM NDR. When the following namespaces are imported into a conformant schema document, they must be imported as if they are conformant. That is, the xs:import element must not have an attribute appinfo:externalImportIndicator with a value of “true”.

Rule 11-52. Structures imported as conformant

[Rule 11-52] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import[exists(@namespace)  
                               and xs:anyURI(@namespace) = xs:anyURI('http://release.niem.gov/niem/structures/5.0/')]">  
    <sch:assert test="empty(@appinfo:externalImportIndicator)"  
      >An import of the structures namespace MUST NOT be labeled as an external import.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 11-53. XML namespace imported as conformant

[Rule 11-53] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import[exists(@namespace)  
                               and xs:anyURI(@namespace) = xs:anyURI('http://www.w3.org/XML/1998/namespace')]">  
    <sch:assert test="empty(@appinfo:externalImportIndicator)"  
      >An import of the XML namespace MUST NOT be labeled as an external import.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 11-54. Each namespace may have only a single root schema in a schema set

[Rule 11-54] (SET) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:schema[exists(@targetNamespace)  
                               and (some $element  
                                   in nf:resolve-namespace(., xs:anyURI(@targetNamespace))  
                                   satisfies $element is .)]">  
    <sch:assert test="count(nf:resolve-namespace(., xs:anyURI(@targetNamespace))) = 1"  
                >A namespace may appear as a root schema in a schema set only once.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Rule 11-55. Consistently marked namespace imports

XML Schemas allows multiple xs:import elements for the same namespace, which allows for multiple sets of annotations and schema locations.

[Rule 11-55] (REF, EXT) (Constraint)

<sch:pattern>  
  <sch:rule context="xs:import">  
    <sch:let name="namespace" value="@namespace"/>  
    <sch:let name="is-conformant" value="empty(@appinfo:externalImportIndicator)"/>  
    <sch:let name="first" value="exactly-one(parent::xs:schema/xs:import[@namespace = $namespace][1])"/>  
    <sch:assert test=". is $first  
                      or $is-conformant = empty($first/@appinfo:externalImportIndicator)"  
            >All xs:import elements that have the same namespace MUST have the same conformance marking via appinfo:externalImportIndicator.</sch:assert>  
  </sch:rule>  
</sch:pattern>

# 12. XML instance document rules

This specification attempts to restrict XML instance data as little as possible while still maintaining interoperability.

NIEM does not require a specific encoding or specific requirements for the XML prologue, except as specified by [**[XML]**](#XML).

Rule 12-1. Instance must be schema-valid

[Rule 12-1] (INS) (Constraint)

The XML document MUST be schema-valid, as assessed against a [·conformant schema document set·](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6), composed of authoritative, comprehensive schema documents for the relevant namespaces.

The schemas that define the exchange must be authoritative. Each is the reference schema or extension schema for the namespace it defines. Application developers may use other schemas for various purposes, but for the purposes of determining conformance, the authoritative schemas are relevant.

This rule should not be construed to mean that XML validation must be performed on all XML instances as they are served or consumed; only that the XML instances validate if XML validation is performed. The XML Schema component definitions specify XML documents and element information items, and the instances should follow the rules given by the schemas, even when validation is not performed.

NIEM embraces the use of XML Schema instance attributes, including xsi:type, xsi:nil, and xsi:schemaLocation, as specified by [**[XML Schema Structures]**](#XMLSchema-1).

## 12.1. The meaning of NIEM data

The main way that NIEM XML data represents relationships and values is via the hierarchy of XML elements in an XML document. For example, the following fragment of an XML document:

Figure 12-1: Example of content elements

<nc:Person>  
  <nc:PersonName>  
    <nc:PersonFullName>John Doe</nc:PersonFullName>  
  </nc:PersonName>  
</nc:Person>

In this instance, the XML elements describe relationships between data objects:

Table 12-1: Meaning of NIEM XML

|  |  |
| --- | --- |
| XML description | The Meaning of the data |
| The top element occurs within some context, about which we do not know anything. | There is some object, representing whatever is outside the outer element. |
| The top element is nc:Person. The NIEM reference schema defines the type of the element as nc:PersonType. | There is a relationship, called nc:Person, between the unknown context object and an object of type nc:PersonType. |
| The next element is nc:PersonName. The schema indicates that element is of type nc:PersonNameType. | There is a relationship called nc:PersonName between the object of type nc:PersonType and an object of type nc:PersonNameType. |
| The next element is nc:PersonFullName. The schema shows that the element is of type nc:PersonNameTextType. | There is a relationship, called nc:PersonFullName from the object of type nc:PersonNameType and an object of type nc:PersonNameTextType. |
| Within that element is the simple value “John Doe”. The schema tells us the content of that element is of simple type xs:string. | The object of type nc:PersonNameTextType has a value that is the literal “John Doe”. |

To summarize:

1. Data objects and literal values are expressed in XML as the values of elements and attributes.
2. The names of the XML elements and attributes identify and describe the relationships between the objects and literals.
3. The names of the XML Schema complex types and simple types describe the data objects.

NIEM is designed so that NIEM XML data is a form of RDF data. This is described in some detail by [Section 5, *The NIEM conceptual model*, above](#section_5), in particular [Section 5.6.3, *Instance document mapped to RDF*, above](#section_5.6.3). The XML data, above, corresponds to the following graph. Here, the circles are data objects, and the arrows show relationships, between the objects, and between the objects and their types:

Figure 12-2: Diagram showing the meaning of XML data

![](data:image/png;base64,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)

Rule 12-2. Empty content has no meaning

[Rule 12-2] (INS) (Interpretation)

Within the instance, the meaning of an element with no content is that additional properties are not asserted. There MUST NOT be additional meaning interpreted for an element with no content.

Elements without content only show a lack of asserted information. That is, all that is asserted is what is explicitly stated, through a combination of XML instance data and its schema. Data that is not present makes no claims. It may be absent due to lack of availability, lack of knowledge, or deliberate withholding of information. These cases should be modeled explicitly, if they are required.

## 12.2. Identifiers and references

Nested elements, shown above, are sufficient to represent simple data that takes the form of a tree. However, the use of nested elements has limitations; expression of all relationships via nested elements is not always possible. Situations that cause problems include:

* Cycles: some object has a relationship that, when followed, eventually circles back to itself. For example, suppose that *Bob* has a *sister* relationship to *Sue*, who has a *brother* relationship back to *Bob*. This is not a tree, and so needs some representation other than just nested elements.
* Reuse: multiple objects have a relationship to a common object. For example, suppose *Bob* and *Sue* both have a *mother* relationship to *Sally*. Expressed via nested elements, this would result in a duplicate representation of *Sally*.

NIEM provides two different ways to solve this problem: the use of local references pointing to local identifiers, and the use of uniform resource identifiers (URIs). These two methods are similar, and can interoperate, but have distinctions, as described by [Section 12.2.3, *Differentiating reference-to-identifier links and use of URIs*, below](#section_12.2.3).

Rule 12-3. Element has only one resource identifying attribute

[Rule 12-3] (INS) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@structures:id) or exists(@structures:ref) or exists(@structures:uri)]">  
    <sch:assert test="count(@structures:id | @structures:ref | @structures:uri) le 1"  
      >An element MUST NOT have more than one attribute that is structures:id, structures:ref, or structures:uri.</sch:assert>  
  </sch:rule>  
</sch:pattern>

### 12.2.1. Local identifiers and references

The XML specifications define ID and IDREF attributes, which act as references in XML data. This is supported by XML Schema, and NIEM uses ID and IDREF as one way to reference data across data objects. Under this framework:

* Within an XML document, each value of any attribute of type xs:ID must be unique. For example, if an element has an attribute of type xs:ID with the value of “Bob”, then there may not be any other attribute in the document that is of type xs:ID that also has the value “Bob”. NIEM provides attribute structures:id of type xs:ID to act as a standard local identifier.
* Within an XML document, the value of any attribute of type xs:IDREF must appear somewhere within the document as the value of some attribute of type xs:ID. For example, if an attribute of type xs:IDREF has the value “Bob”, then somewhere within that XML document there must be an attribute of type xs:ID with the value “Bob”. NIEM provides attribute structures:ref of type xs:IDREF as a standard local reference.
* These constraints, that IDs must be unique, and that IDREFs must refer to IDs, are XML constraints, not unique to NIEM.
* There are additional constraints placed on XML documents and XML schemas regarding the use of ID and IDREF attributes. For example, an element may not have two attributes of type ID.

In short, within a NIEM-conformant XML document, an attribute structures:ref refers to an attribute structures:id. These attributes may appear in an XML document to express that an object that is the value of an element is the same as some other object within the document. For example, in the following example, the user of the weapon (Bart) is the same person that is the subject of the arrest:

Figure 12-3: Example of structures:id and structures:ref

<j:Arrest>  
  <j:ArrestInvolvedWeapon>  
    <nc:WeaponUser structures:id="bart">  
      <nc:PersonName>  
        <nc:PersonGivenName>Bart</nc:PersonGivenName>  
      </nc:PersonName>  
    </nc:WeaponUser>  
  </j:ArrestInvolvedWeapon>  
  <j:ArrestSubject>  
    <nc:RoleOfPerson structures:ref="bart" xsi:nil="true"/>  
  </j:ArrestSubject>  
</j:Arrest>

Note that rules below establish that relationships established using structures:id and structures:ref have the exact same meaning as relationships established using nested elements. An information exchange specification may constrain them differently, or prefer one over the other, but from a NIEM perspective, they have the same meaning.

Rule 12-4. Attribute structures:ref must reference structures:id

Although many attributes with ID and IDREF semantics are defined by many vocabularies, for consistency, within a NIEM XML document any attribute structures:ref must refer to an attribute structures:id, and not any other attribute.

[Rule 12-4] (INS) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[@structures:ref]">  
    <sch:let name="ref" value="@structures:ref"/>  
    <sch:assert test="exists(//\*[@structures:id = $ref])"  
      >The value of an attribute structures:ref MUST match the value of an attribute structures:id of some element in the XML document.</sch:assert>  
  </sch:rule>  
</sch:pattern>

This mirrors the terminology in [**[XML]**](#XML) [subsection *Validity constraint: IDREF*](http://www.w3.org/TR/2008/REC-xml-20081126/#idref) within [Section 3.3.1, *Attribute Types*](http://www.w3.org/TR/2008/REC-xml-20081126/#sec-attribute-types), except it requires the target attribute to be structures:id, rather than any attribute of type ID.

Rule 12-5. Linked elements have same validation root

NIEM supports type-safe references: references using structures:ref and structures:id must preserve the type constraints that would apply if nested elements were used instead of a reference. For example, an element of type nc:PersonType must always refer to another element of type nc:PersonType, or a type derived from nc:PersonType, when using structures:ref to establish the relationship.

[Rule 12-5] (INS) (Constraint)

Given that:

* *$element* is an [element information item](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)
* *$element* has attribute structures:ref with value *$ref*
* *$element* has [property [validation context]](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#e-validation_context) with value called the *referencing element validation root*
* *$target* is an [element information item](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)
* *$target* has attribute structures:id with value *$ref*
* *$target* has [property [validation context]](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#e-validation_context) with value called the *referenced element validation root*

Every element that has an attribute structures:ref MUST have a referencing element validation root that is equal to the referenced element validation root.

The term “validation root” is defined by [**[XML Schema Structures]**](#XMLSchema-1) [Section 5.2, *Assessing Schema-Validity*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#key-vr). It is established as a part of validity assessment of an XML document. It is required because relationships between the types of elements cannot be established if those elements were not assessed together.

Rule 12-6. Attribute structures:ref references element of correct type

[Rule 12-6] (INS) (Constraint)

Given that:

* *$element* is an [element information item](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)
* *$element* has attribute structures:ref with value *$ref*
* *$element* has [property [type definition]](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#e-type_definition) with value called the *referencing element type definition*.
* *$target* is an [element information item](http://www.w3.org/TR/2004/REC-xml-infoset-20040204/#infoitem.element)
* *$target* has attribute structures:id with value *$ref*
* *$target* has [property [type definition]](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#e-type_definition) with value called the *referenced element type definition*

Every element that has an attribute structures:ref MUST have a *referenced element type definition* that is validly derived from the *referencing element type definition*.

The term **validly derived** is as established by [**[XML Schema Structures]**](#XMLSchema-1) [subsection *Schema Component Constraint: Type Derivation OK (Complex)*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#cos-ct-derived-ok) within [Section 3.4.6, *Constraints on Complex Type Definition Schema Components*](http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/#coss-ct).

This rule requires that the type of the element pointed to by a structures:ref attribute must be of (or derived from) the type of the reference element.

### 12.2.2. Uniform resource identifiers in NIEM data

NIEM supports [linked data](https://www.w3.org/standards/semanticweb/data) through the use of uniform resource identifiers (URIs), expressed through the attribute structures:uri in XML documents . This attribute works much like structures:ref and structures:id, and overlaps somewhat. Linked data introduces key terminology:

* Anything modeled or addressed by an information system may be called a *resource*: people, vehicles, reports, documents, relationships, ideas: anything that is talked about and modeled in an information system is a resource.
* Every resource may have a name, called a uniform resource identifier (URI).

As described in [Section 5.4, *Unique identification of data objects*, above](#section_5.4), structures:uri, structures:id, and structures:ref each denote a resource identifier. Although a structures:ref must always refer to a structures:id, and a value of structures:id must be unique within its document, a structures:uri may refer to any of structures:uri, structures:ref, or structures:id.

Rule 12-7. structures:uri denotes resource identifier

[Rule 12-7] (INS) (Interpretation)

The value of an attribute structures:uri is a URI-reference, as defined by [**[RFC 3986]**](#RFC3986), which denotes a resource identifier on the element holding the attribute, in accordance with evaluation consistent with [**[RFC 3986]**](#RFC3986) and [**[XML Base]**](#XMLBase).

The following example shows a reference to an absolute URI, using the URN namespace for UUIDs:

Figure 12-4: Example of structures:uri holding an absolute URI

<example:ArrestMessage>  
  <j:Arrest xsi:nil="true"  
    structures:uri="urn:uuid:f81d4fae-7dec-11d0-a765-00a0c91e6bf6"/>  
</example:ArrestMessage>

The following example shows a relative URI, using xml:base to carry the base URI for the document. The person object identified by the structures:uri attribute has the URI http://state.example/scmods/B263-1655-2187.

Figure 12-5: Example of structures:uri holding a relative URI, with an xml:base

<example:ArrestMessage xml:base="http://state.example/scmods/">  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:uri="B263-1655-2187"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
</example:ArrestMessage>

The following example shows a URI fragment. The example has no xml:base, so supposing the example was from file https://example.org/path/to/file.xml, the person object has the identifier https://example.org/path/to/file.xml#first.

Figure 12-6: Example of structures:uri holding a fragment

<example:ArrestMessage>  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:uri="#first"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
</example:ArrestMessage>

The attributes structures:id and structures:ref each have a mapping to equivalent values of structures:uri.

Rule 12-8. structures:id and structures:ref denote resource identifier

[Rule 12-8] (INS) (Interpretation)

The value of an attribute structures:id with a value of *$value*, or an attribute structures:ref with a value of *$value*, denotes a resource identifier on the element holding the attribute, as would be denoted by an attribute structures:uri with a value of “#”*$value*.

For example, structures:id="hello" and structures:ref="hello" each denote the same resource identifier for an element as if it held an attribute structures:uri="#hello".

Consistent with [Section 5.4, *Unique identification of data objects*, above](#section_5.4), a set of elements that each have the same resource identifier denote the same object, which has that given identifier. This means that, in an XML representation, the properties of an object may be spread across a set of elements that share an identifier.

The following example contains four references to the same object, which has the identifier https://state.example/98723987/results.xml#delta.

Figure 12-7: Example of structures:uri, structures:id, and structures:ref identifying the same object.

<example:ArrestMessage xml:base="https://state.example/98723987/results.xml">  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:id="delta"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:ref="delta"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:uri="#delta"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
  <j:Arrest>  
    <j:ArrestSubject>  
      <nc:RoleOfPerson structures:uri="https://state.example/98723987/results.xml#delta"/>  
    </j:ArrestSubject>  
  </j:Arrest>  
</example:ArrestMessage>

### 12.2.3. Differentiating reference-to-identifier links and use of URIs

These two methods are similar, and can interoperate, but have distinctions:

* With ref-to-id links, both structures:ref and structures:id are required to be within the same document.
* With ref-to-id links, both structures:id and structures:ref are required to be validated against the same schema.
* Ref-to-id links provide and require type safety, in that the type of an object pointed to by structures:ref must be consistent with the referencing element’s type declaration.
* The value of structures:id must be unique for IDs within the document.
* The value of structures:ref must appear within the document as the value of an attribute structures:id.
* An attribute structures:uri is a URI-reference that can reference any resource, inside or outside the document.
* A structures:uri can reference any structures:id within the same document, or in another conformant document.
* A structures:uri can reference any structures:ref within the same document, or in another conformant document.
* Any structures:uri may reference any other structures:uri, within the same document, or in another conformant document.

### 12.2.4. Reference and content elements have same meaning

An important aspect of the use of nested elements, ref-to-id references, and URI references, is that they all have the same meaning. Expressing a relationship as a nested element, versus as a ref-to-id reference is merely for convenience and ease of serialization. There is no change in meaning or semantics between relationships expressed by sub-elements versus relationships expressed by structures:ref or structures:uri.

Any claim that nested elements represent composition, while references represent aggregation is incorrect. No life cycle dependency is implied by either method. Similarly, any claim that *included* data is intrinsic (i.e., a property inherent to an object), while *referenced* data is extrinsic (i.e., a property derived from a relationship to other things), is false. A property represented as a nested element has the exact same meaning as that property represented by a reference.

Rule 12-9. Nested elements and references have the same meaning.

[Rule 12-9] (INS) (Interpretation)

There MUST NOT be any difference in meaning between a relationship established via an element declaration instantiated by a nested element, and that element declaration instantiated via reference.

There is no difference in meaning between relationships established by sub-elements and those established by references. They are simply two mechanisms for expressing connections between objects. Neither mechanism implies that properties are intrinsic or extrinsic; such characteristics must be explicitly stated in property definitions.

Being of type xs:ID and xs:IDREF, validating schema parsers will perform certain checks on the values of structures:id and structures:ref. Specifically, no two IDs may have the same value. This includes structures:id and other IDs that may be used within an XML document. Also, any value of structures:ref must also appear as the value of an ID.

By this rule, the following three XML fragments have a very similar meaning. First, [Figure 12-8, *Example with no reference*, below,](#figure_12-8) shows a witness that is a role of a person.

Figure 12-8: Example with no reference

<j:Witness>  
  <nc:RoleOfPerson>  
    <nc:PersonName>  
      <nc:PersonFullName>John Doe</nc:PersonFullName>  
    </nc:PersonName>  
  </nc:RoleOfPerson>  
</j:Witness>

[Figure 12-9, *Example with a backward reference*, below,](#figure_12-9) also expresses a witness object that is a role of a person. It first expresses the person object, then the witness object as a role of a that person, expressed as a reference back to the person.

Figure 12-9: Example with a backward reference

<nc:Person structures:id="c58">  
  <nc:PersonName>  
    <nc:PersonFullName>John Doe</nc:PersonFullName>  
  </nc:PersonName>  
</nc:Person>  
<j:Witness>  
  <nc:RoleOfPerson structures:ref="c58" xsi:nil="true"/>  
</j:Witness>

[Figure 12-10, *Example with a forward reference*, below,](#figure_12-10) shows a witness as a role of a person, with a separate person object expressed as a forward reference to the person object that is expressed later, within the definition of the witness.

Figure 12-10: Example with a forward reference

<nc:Person structures:ref="t85" xsi:nil="true"/>  
<j:Witness>  
  <nc:RoleOfPerson structures:id="t85">  
    <nc:PersonName>  
      <nc:PersonFullName>John Doe</nc:PersonFullName>  
    </nc:PersonName>  
  </nc:RoleOfPerson>  
</j:Witness>

NIEM-conformant data instances may use either representation as needed, to represent the meaning of the fundamental data. There is no difference in meaning between reference and content data representations. The two different methods are available for ease of representation. No difference in *meaning* should be implied by the use of one method or the other.

## 12.3. Property order and sequence identifiers

The properties of a NIEM data object, by default, have no specific order, regardless of their lexical order in XML data. A NIEM data object instance has a set of properties; these properties will appear in an XML instance as child elements of one or more parent elements. An object may be composed from multiple XML element instances, through the use of structures:id, structures:ref, and structures:uri. Order of child elements within each parent element is defined by the schema, which can specify exact element order, or can have flexible ordering (for example, elements provided via a substitution group may appear in any order). The order of parent and child elements in a document does not dictate the order of properties of an object.

A system may interpret the order of properties based on the order of XML elements within XML data; this interpretation is fine, but it is not required by the NIEM specifications. In many cases, the order of XML elements is sufficient to describe the order of properties. However, there are cases where the order of XML elements is not sufficient. One example is a proper name where the natural order of the name’s components may not be the same as the order of the elements as defined by the XML Schema. In this case, the structure defined by nc:PersonNameType defines a sequence of name parts, including given name followed by surname. This works well enough for Western names:

Figure 12-11: An instance of a name type

<nc:Person>  
  <nc:PersonName>  
    <nc:PersonGivenName>John</nc:PersonGivenName>  
    <nc:PersonSurName>Doe</nc:PersonSurName>  
  </nc:PersonName>  
</nc:Person>

The order above does not work well for Chinese personal names, where the surname precedes the given name. For example, the basketball player Yao Ming has a given name of Ming and a surname of Yao. This cannot be expressed by the simple sequence used above, because it orders the given name before the surname. NIEM provides the attribute structures:sequenceID to explicitly express the order of properties of an object, regardless of the order of XML elements. The following example shows the structures:sequenceID attribute being used. This data is interpreted as “Yao” occurring before “Ming”.

Figure 12-12: An instance of a name type that uses structures:sequenceID

<nc:Person>  
  <nc:PersonName>  
    <nc:PersonGivenName structures:sequenceID="2">Ming</nc:PersonGivenName>  
    <nc:PersonSurName structures:sequenceID="1">Yao</nc:PersonSurName>  
  </nc:PersonName>  
</nc:Person>

Use of the structures:sequenceID is called for whenever an exchange wants to concretely express the order of properties of an object. This is most useful when elements of a complex type do not appear in the desired order. This can occur when the type of an object is derived from a base type via xs:extension, in which case elements owned by the base type occur first, followed by elements added to the derived type. Another useful case is where properties of an object are be expressed across multiple elements that have the same resource identifier provided via attributes structures:id, structures:ref, or structures:uri. These properties may be provided an explicit order using structures:sequenceID.

The order of data is as yielded by the xsl:sort element, which is defined by XSLT, with data-type of xsl:number, and order of ascending. Content with identical structures:sequenceID values has undefined order.

The use of instance-based sequencing, including the use of structures:sequenceID, is preferred over efforts to sequence data definitions. For example, the use of “address line 1”, “address line 2”, “address line 3”, etc., is not recommended. Instead, a single “address line” would be preferred, with order expressed in the XML instance.

Rule 12-10. Order of properties is expressed via structures:sequenceID

The order of properties within an object may be expressed through the use of attribute structures:sequenceID.

[Rule 12-10] (INS) (Interpretation)

Given two properties of object *$Object*,

* property *$Property1* with attribute structures:sequenceID with value *$Value1*, and
* property *$Property2* with attribute structures:sequenceID with value *$Value2*

If *$Value1* is less than *$Value2*, then *$Property1* MUST be interpreted as occurring before *$Property2* within *$Object*.

If *$Value2* is less than *$Value1*, then *$Property2* MUST be interpreted as occurring before *$Property1* within *$Object*.

The value of an attribute structures:sequenceID MUST be interpreted as an integer value. Comparisons between their values must be interpreted as comparisons between integers.

The relative order of two properties, where either does not have attribute structures:sequenceID is unspecified. The relative order of two properties that have the same value for attribute structures:sequenceID is unspecified.

This specification does not designate order of properties of an object where attribute structures:sequenceID does not appear.

## 12.4. Instance metadata

NIEM defines the term [·metadata type·](#definition_metadata_type) to refer to complex types that define data about other data. Metadata properties in the NIEM data model describe characteristics of data, including information about how data is collected, who reported it, creation dates, effective dates, and expiration dates. Metadata can be defined an used by exchange developers to describe characteristics of their data. Metadata is distinct from data held by regular objects, which generally describe things in the world. A developer can use metadata to describe information about the collection of data about a person, with modifying the data definitions that describe the characteristics of a person.

NIEM provides two different attributes to to attach metadata to data, and each attribute carries a meaning distinct from the other:

* Attribute structures:metadata applies metadata to an object. This attribute occurring on an element applies metadata to the object held by the element.
* Attribute structures:relationshipMetadata applies metadata to the relationship between an object and its parent. An occurrence of this attribute on an element *$element* applies metadata to the relationship established by *$element*, between the object that holds *$element* object held by *$element*.

The example below shows metadata applied to an object. In this example, the object representing the person named “Theresa Turvey” has a repository identifier (“an identifier assigned to the repository from which the information originated”) of “A-237-Z”.

Figure 12-13: A simple example of object metadata

<nc:Person structures:metadata="object-metadata-1">  
  <nc:PersonName>  
    <nc:PersonFullName>Theresa Turvey</nc:PersonFullName>  
  </nc:PersonName>  
</nc:Person>  
<nc:Metadata structures:id="object-metadata-1">  
  <nc:RepositoryID>A-237-Z</nc:RepositoryID>  
</nc:Metadata>

The example below shows metadata applied to the relationship between a person and a location. This example shows a celebrity’s birth location. The source for the birth location information is a Wikipedia page. The source information is not applicable to the entire person object, nor is it applicable to the entire location object. Is is only applicable to the *birth location* relationship between the person and the location.

Figure 12-14: A simple example of relationship metadata

<nc:Person>  
  <nc:PersonBirthLocation structures:relationshipMetadata="wp-ds">  
    <nc:Address>  
      <nc:AddressCityName>Bethesda</nc:AddressCityName>  
      <nc:AddressState>  
        <nc:StateName>Maryland</nc:StateName>  
      </nc:AddressState>  
    </nc:Address>  
  </nc:PersonBirthLocation>  
  <nc:PersonName>  
    <nc:PersonFullName>Daniel Stern</nc:PersonFullName>  
  </nc:PersonName>  
</nc:Person>  
<nc:Metadata structures:id="wp-ds">  
  <nc:SourceIDText>https://en.wikipedia.org/wiki/Daniel\_Stern\_(actor)</nc:SourceIDText>  
</nc:Metadata>

Characteristics of metadata include:

* Metadata objects may appear outside the data they describe. They applied by reference via the metadata attributes.
* Metadata objects may be applied to multiple objects within the same document.
* Each metadata attribute may hold references to multiple metadata objects, which enables messages to apply multiple metadata properties to objects and relationships.

An instance would not be valid XML if the structures:metadata or structures:relationshipMetadata attributes contained references for which there were no defined IDs. The instance would not be NIEM-conformant if the references were not to IDs defined with the structures:id attribute.

Application of metadata to a type or element to which it is not applicable is not NIEM-conformant. A metadata element may be labeled as applicable to multiple elements via attribute appinfo:appliesToElements, or to multiple types via attribute appinfo:appliesToTypes. In either case it may apply to an instance of any of the listed elements or types. For an example, see [Figure 10-14, *Sample use of appinfo:appliesToTypes*, above](#figure_10-14). A metadata element with neither attribute appinfo:appliesToElements nor attribute appinfo:appliesToTypes may be applied to any element or to an instance of any type.

Rule 12-11. Metadata applies to referring entity

[Rule 12-11] (INS) (Interpretation)

Within an element instance, when an object *$O* links to a metadata object via an attribute structures:metadata, the information in the metadata object MUST be applied to the object *$O*.

structures:metadata applies metadata to an object.

Rule 12-12. Referent of structures:relationshipMetadata annotates relationship

[Rule 12-12] (INS) (Interpretation)

Within an element instance, when an object *$O1* contains an element *$E*, with content object *$O2* or with a reference to object *$O2*, and *$O2* links to a metadata object via an attribute structures:relationshipMetadata, the information in the metadata object MUST be applied to the relationship *$E* between *$O1* and *$O2*.

structures:relationshipMetadata applies metadata to a relationship between two objects.

Rule 12-13. Values of structures:metadata refer to values of structures:id

[Rule 12-13] (INS) (Constraint)

Given that each IDREF in the value of an attribute structures:metadata must match the value of an ID attribute on some element in the XML document, that ID attribute MUST be an occurrence of the attribute structures:id.

Rule 12-14. Values of structures:relationshipMetadata refer to values of structures:id

[Rule 12-14] (INS) (Constraint)

Given that each IDREF in the value of an attribute structures:relationshipMetadata must match the value of an ID attribute on some element in the XML document, that ID attribute MUST be an occurrence of the attribute structures:id.

Rule 12-15. structures:metadata and structures:relationshipMetadata refer to metadata elements

[Rule 12-15] (INS) (Constraint)

Each element referenced by an attribute structures:metadata or an attribute structures:relationshipMetadata MUST have [element declaration] that is a [·metadata element declaration·](#definition_metadata_element_declaration).

Although not implemented in Schematron, this rule covers the cases not covered by [Rule 12-16, *Attribute structures:metadata references metadata element*, below](#rule_12-16).

Rule 12-16. Attribute structures:metadata references metadata element

[Rule 12-16] (INS) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@structures:metadata)]">  
    <sch:assert test="every $metadata-ref in tokenize(normalize-space(@structures:metadata), ' ') satisfies  
                        exists(//\*[exists(@structures:id [. = $metadata-ref])  
                                   and ends-with(local-name(), 'Metadata')])"  
      >Each item in the value of an attribute structures:metadata MUST appear as the value of an attribute structures:id with an owner element that is a metadata element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Note that this will NOT diagnose a scenario in which the element with a name ending in “Metadata” is an external element; additional tests would be required to catch that.

Rule 12-17. Attribute structures:relationshipMetadata references metadata element

[Rule 12-17] (INS) (Constraint)

<sch:pattern>  
  <sch:rule context="\*[exists(@structures:relationshipMetadata)]">  
    <sch:assert test="every $metadata-ref in tokenize(normalize-space(@structures:relationshipMetadata), ' ') satisfies  
                        exists(//\*[exists(@structures:id [. = $metadata-ref])  
                                   and ends-with(local-name(), 'Metadata')])"  
      >Each item in the value of an attribute structures:relationshipMetadata MUST appear as the value of an attribute structures:id with an owner element that is a metadata element.</sch:assert>  
  </sch:rule>  
</sch:pattern>

Note that this will NOT diagnose a scenario in which the element with a name ending in “Metadata” is an external element; additional tests would be required to catch that.

Rule 12-18. Metadata is applicable to element

[Rule 12-18] (INS) (Constraint)

Given that an element *$SUBJECT-ELEMENT* uses a metadata element *$METADATA-ELEMENT* through a value in either an attribute structures:metadata or an attribute structures:relationshipMetadata, the element *$SUBJECT-ELEMENT* MUST be an applicable element for *$METADATA-ELEMENT*.

The applicable elements for a metadata element are identified by [Rule 10-41, *Metadata element has applicable elements*, above](#rule_10-41).
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# Appendix B. Structures namespace

<?xml version="1.0" encoding="UTF-8"?>  
<xs:schema  
  targetNamespace="http://release.niem.gov/niem/structures/5.0/"  
  version="5.0"  
  xml:lang="en-US"  
  xmlns:structures="http://release.niem.gov/niem/structures/5.0/"  
  xmlns:xs="http://www.w3.org/2001/XMLSchema">  
  
  <xs:annotation>  
    <xs:documentation>The structures namespace provides base types and other components for definition of NIEM-conformant XML schemas.</xs:documentation>  
  </xs:annotation>  
  
  <xs:attribute name="id" type="xs:ID">  
    <xs:annotation>  
      <xs:documentation>A document-relative identifier for an XML element.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attribute name="ref" type="xs:IDREF">  
    <xs:annotation>  
      <xs:documentation>A document-relative reference to an XML element.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attribute name="uri" type="xs:anyURI">  
    <xs:annotation>  
      <xs:documentation>An internationalized resource identifier or uniform resource identifier for a node or object.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attribute name="metadata" type="xs:IDREFS">  
    <xs:annotation>  
      <xs:documentation>A list of metadata objects that apply to a node or object represented by an XML element.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attribute name="relationshipMetadata" type="xs:IDREFS">  
    <xs:annotation>  
      <xs:documentation>A list of metadata objects that apply to a relationship or property occurrence represented by an XML element.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attribute name="sequenceID" type="xs:positiveInteger">  
    <xs:annotation>  
      <xs:documentation>An identifier that establishes the relative order of a property occurrence among sibling properties of a node or object.</xs:documentation>  
    </xs:annotation>  
  </xs:attribute>  
  
  <xs:attributeGroup name="SimpleObjectAttributeGroup">  
    <xs:annotation>  
      <xs:documentation>A group of attributes that are applicable to objects, to be used when defining a complex type that is an extension of a simple type.</xs:documentation>  
    </xs:annotation>  
    <xs:attribute ref="structures:id"/>  
    <xs:attribute ref="structures:ref"/>  
    <xs:attribute ref="structures:uri"/>  
    <xs:attribute ref="structures:metadata"/>  
    <xs:attribute ref="structures:relationshipMetadata"/>  
    <xs:attribute ref="structures:sequenceID"/>  
    <xs:anyAttribute namespace="urn:us:gov:ic:ism urn:us:gov:ic:ntk" processContents="lax"/>  
  </xs:attributeGroup>  
  
  <xs:complexType name="ObjectType" abstract="true">  
    <xs:annotation>  
      <xs:documentation>A data type for a thing with its own lifespan that has some existence.</xs:documentation>  
    </xs:annotation>  
    <xs:sequence>  
      <xs:element ref="structures:ObjectAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
    </xs:sequence>  
    <xs:attribute ref="structures:id"/>  
    <xs:attribute ref="structures:ref"/>  
    <xs:attribute ref="structures:uri"/>  
    <xs:attribute ref="structures:metadata"/>  
    <xs:attribute ref="structures:relationshipMetadata"/>  
    <xs:attribute ref="structures:sequenceID"/>  
    <xs:anyAttribute namespace="urn:us:gov:ic:ism urn:us:gov:ic:ntk" processContents="lax"/>  
  </xs:complexType>  
  
  <xs:element name="ObjectAugmentationPoint" abstract="true">  
    <xs:annotation>  
      <xs:documentation>An augmentation point for type structures:ObjectType.</xs:documentation>  
    </xs:annotation>  
  </xs:element>  
  
  <xs:complexType name="AssociationType" abstract="true">  
    <xs:annotation>  
      <xs:documentation>A data type for a relationship between two or more objects, including any properties of that relationship.</xs:documentation>  
    </xs:annotation>  
    <xs:sequence>  
      <xs:element ref="structures:AssociationAugmentationPoint" minOccurs="0" maxOccurs="unbounded"/>  
    </xs:sequence>  
    <xs:attribute ref="structures:id"/>  
    <xs:attribute ref="structures:ref"/>  
    <xs:attribute ref="structures:uri"/>  
    <xs:attribute ref="structures:metadata"/>  
    <xs:attribute ref="structures:relationshipMetadata"/>  
    <xs:attribute ref="structures:sequenceID"/>  
    <xs:anyAttribute namespace="urn:us:gov:ic:ism urn:us:gov:ic:ntk" processContents="lax"/>  
  </xs:complexType>  
  
  <xs:element name="AssociationAugmentationPoint" abstract="true">  
    <xs:annotation>  
      <xs:documentation>An augmentation point for type structures:AssociationType.</xs:documentation>  
    </xs:annotation>  
  </xs:element>  
  
  <xs:complexType name="MetadataType" abstract="true">  
    <xs:annotation>  
      <xs:documentation>A data type for data about data.</xs:documentation>  
    </xs:annotation>  
    <xs:attribute ref="structures:id"/>  
    <xs:attribute ref="structures:ref"/>  
    <xs:attribute ref="structures:uri"/>  
    <xs:anyAttribute namespace="urn:us:gov:ic:ism urn:us:gov:ic:ntk" processContents="lax"/>  
  </xs:complexType>  
  
  <xs:complexType name="AugmentationType" abstract="true">  
    <xs:annotation>  
      <xs:documentation>A data type for a set of properties to be applied to a base type.</xs:documentation>  
    </xs:annotation>  
    <xs:attribute ref="structures:id"/>  
    <xs:attribute ref="structures:ref"/>  
    <xs:attribute ref="structures:uri"/>  
    <xs:anyAttribute namespace="urn:us:gov:ic:ism urn:us:gov:ic:ntk" processContents="lax"/>  
  </xs:complexType>  
  
</xs:schema>

# Appendix C. Appinfo namespace

<?xml version="1.0" encoding="UTF-8"?>  
<xs:schema  
  targetNamespace="http://release.niem.gov/niem/appinfo/5.0/"  
  version="5.0"  
  xml:lang="en-US"  
  xmlns:appinfo="http://release.niem.gov/niem/appinfo/5.0/"  
  xmlns:xs="http://www.w3.org/2001/XMLSchema">  
  
  <xs:annotation>  
    <xs:documentation>The appinfo schema provides support for high level data model concepts and additional syntax to support the NIEM conceptual model and validation of NIEM-conformant instances.</xs:documentation>  
  </xs:annotation>  
  
  <xs:attribute name="deprecated">  
    <xs:annotation>  
      <xs:documentation>The deprecated attribute provides a method for identifying schema components as being deprecated. A deprecated component is one that is provided, but the use of which is not recommended.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleType>  
      <xs:restriction base="xs:boolean">  
        <xs:pattern value="true"/>  
      </xs:restriction>  
    </xs:simpleType>  
  </xs:attribute>  
  
  <xs:attribute name="appliesToTypes">  
    <xs:annotation>  
      <xs:documentation>The appliesToTypes attribute appears on the element declaration of a metadata element. It indicates a set of types to which the metadata element may be applied. The metadata element will also be applicable to any type that is derived from a listed type.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleType>  
      <xs:list itemType="xs:QName"/>  
    </xs:simpleType>  
  </xs:attribute>  
  
  <xs:attribute name="appliesToElements">  
    <xs:annotation>  
      <xs:documentation>The appliesToElements attribute appears on the element declaration of a metadata element. It indicates a set of elements to which the metadata element may be applied. The metadata element will also be applicable to any element that is in the substitution group of a listed element.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleType>  
      <xs:list itemType="xs:QName"/>  
    </xs:simpleType>  
  </xs:attribute>  
  
  <xs:attribute name="externalAdapterTypeIndicator">  
    <xs:annotation>  
      <xs:documentation>The externalAdapterTypeIndicator attribute indicates that a complex type is an external adapter type. An external adapter type is composed of elements and attributes from non-NIEM-conformant schemas.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleType>  
      <xs:restriction base="xs:boolean">  
        <xs:pattern value="true"/>  
      </xs:restriction>  
    </xs:simpleType>  
  </xs:attribute>  
  
  <xs:attribute name="externalImportIndicator">  
    <xs:annotation>  
      <xs:documentation>The externalImportIndicator attribute is true if and only if a namespace identified via xs:import is expected to be non-conformant.</xs:documentation>  
    </xs:annotation>  
    <xs:simpleType>  
      <xs:restriction base="xs:boolean">  
        <xs:pattern value="true"/>  
      </xs:restriction>  
    </xs:simpleType>  
  </xs:attribute>  
  
  <xs:element name="LocalTerm">  
    <xs:complexType>  
      <xs:sequence>  
  <xs:element name="SourceText" type="appinfo:NonemptyStringSimpleType" minOccurs="0" maxOccurs="unbounded" form="qualified"/>  
      </xs:sequence>  
      <xs:attribute name="term" type="appinfo:NonemptyStringSimpleType" use="required"/>  
      <xs:attribute name="literal" type="appinfo:NonemptyStringSimpleType"/>  
      <xs:attribute name="definition" type="appinfo:NonemptyStringSimpleType"/>  
      <xs:attribute name="sourceURIs">  
        <xs:simpleType>  
          <xs:restriction>  
            <xs:simpleType>  
              <xs:list itemType="xs:anyURI"/>  
            </xs:simpleType>  
            <xs:minLength value="1"/>  
          </xs:restriction>  
        </xs:simpleType>  
      </xs:attribute>  
    </xs:complexType>  
  </xs:element>  
  
  <xs:simpleType name="NonemptyStringSimpleType">  
    <xs:restriction base="xs:string">  
      <xs:minLength value="1"/>  
    </xs:restriction>  
  </xs:simpleType>  
  
</xs:schema>

# Appendix D. Index of definitions

* [appinfo namespace](#definition_appinfo_namespace): [Section 10.9.1, *The NIEM appinfo namespace*](#section_10.9.1)
* [application information](#definition_application_information): [Section 10.9, *Machine-readable annotations*](#section_10.9)
* [association](#definition_association): [Section 10.3, *Associations*](#section_10.3)
* [association element declaration](#X0800fc6c42d99fd31cd824ea485f2a4b7ee49f3): [Section 10.3, *Associations*](#section_10.3)
* [association type](#definition_association_type): [Section 10.3, *Associations*](#section_10.3)
* [attribute](#definition_attribute): [Section 3.3, *XML Information Set terminology*](#section_3.3)
* [augmentable type](#definition_augmentable_type): [Section 10.4.1, *Augmentable types*](#section_10.4.1)
* [augmentation](#definition_augmentation): [Section 10.4, *Augmentations*](#section_10.4)
* [augmentation element declaration](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [augmentation type](#definition_augmentation_type): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [base type definition](#definition_base_type_definition): [Section 3.4.1, *Schema components*](#section_3.4.1)
* [code simple type](#definition_code_simple_type): [Section 11.1.2.3, *Code simple types*](#section_11.1.2.3)
* [code type](#definition_code_type): [Section 10.2.4, *Code types*](#section_10.2.4)
* [complex type definition](#definition_complex_type_definition): [Section 3.4.1, *Schema components*](#section_3.4.1)
* [conformance target](#definition_conformance_target): [Section 3.6, *Conformance Targets Attribute Specification terminology*](#section_3.6)
* [conformance target identifier](#definition_conformance_target_identifier): [Section 3.6, *Conformance Targets Attribute Specification terminology*](#section_3.6)
* [conformant element information item](#Xb8c2328714130974c99941a242199ecbb7daea7): [Section 4.1.4, *Instance documents and elements*](#section_4.1.4)
* [conformant instance XML document](#X6a4ab7051f7203e0b47588881449d56367bed27): [Section 4.1.4, *Instance documents and elements*](#section_4.1.4)
* [conformant schema document set](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6): [Section 4.1.3, *Schema document set*](#section_4.1.3)
* [constraint rule](#definition_constraint_rule): [Section 2.4.1, *Rules*](#section_2.4.1)
* [data definition](#definition_data_definition): [Section 7.4, *ISO 11179 Part 4*](#section_7.4)
* [deprecated component](#definition_deprecated_component): [Section 10.9.1.1, *Deprecation*](#section_10.9.1.1)
* [document element](#definition_document_element): [Section 3.3, *XML Information Set terminology*](#section_3.3)
* [documented component](#definition_documented_component): [Section 7.4, *ISO 11179 Part 4*](#section_7.4)
* [effective conformance target identifier](#X6d0b4369562c0703761463ba00cd0e2b474de22): [Section 3.6, *Conformance Targets Attribute Specification terminology*](#section_3.6)
* [element](#definition_element): [Section 3.3, *XML Information Set terminology*](#section_3.3)
* [element declaration](#definition_element_declaration): [Section 3.4.1, *Schema components*](#section_3.4.1)
* [extension schema document](#definition_extension_schema_document): [Section 4.1.2, *Extension schema document*](#section_4.1.2)
* [external adapter type](#definition_external_adapter_type): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [external schema document](#definition_external_schema_document): [Section 10.2.3, *External adapter types and external components*](#section_10.2.3)
* [informative](#definition_informative): [Section 2.4, *Normative and informative content*](#section_2.4)
* [instance document](#definition_instance_document): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [interpretation rule](#definition_interpretation_rule): [Section 2.4.1, *Rules*](#section_2.4.1)
* [local term](#definition_local_term): [Section 10.8.2.1, *Use of Acronyms, Initialisms, Abbreviations, and Jargon*](#section_10.8.2.1)
* [machine-readable annotation](#definition_machine-readable_annotation): [Section 10.9, *Machine-readable annotations*](#section_10.9)
* [metadata element declaration](#definition_metadata_element_declaration): [Section 10.5.2, *Metadata element declarations*](#section_10.5.2)
* [metadata type](#definition_metadata_type): [Section 10.5.1, *Metadata types*](#section_10.5.1)
* [normative](#definition_normative): [Section 2.4, *Normative and informative content*](#section_2.4)
* [object type](#definition_object_type): [Section 10.2.1, *General object types*](#section_10.2.1)
* [reference schema document](#definition_reference_schema_document): [Section 4.1.1, *Reference schema document*](#section_4.1.1)
* [representation element declaration](#X1bc7717493f0a423581c67a1dc9df1fdfdc9316): [Section 10.7, *The “Representation” pattern*](#section_10.7)
* [role type](#definition_role_type): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [RoleOf element](#definition_RoleOf_element): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [schema component](#definition_schema_component): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [schema document](#definition_schema_document): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [simple type definition](#definition_simple_type_definition): [Section 3.4.1, *Schema components*](#section_3.4.1)
* [structures namespace](#definition_structures_namespace): [Section 10.10, *NIEM structural facilities*](#section_10.10)
* [valid](#definition_valid): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [XML document](#definition_XML_document): [Section 3.2, *XML terminology*](#section_3.2)
* [XML Schema](#definition_XML_Schema): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [XML Schema definition language](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07): [Section 3.4, *XML Schema terminology*](#section_3.4)
* [XML Schema document set](#definition_XML_Schema_document_set): [Section 3.4, *XML Schema terminology*](#section_3.4)

# Appendix E. Index of rules

* [Rule 4-1, *Schema marked as reference schema document must conform*](#rule_4-1): [Section 4.1, *Conformance targets defined*](#section_4.1)
* [Rule 4-2, *Schema marked as extension schema document must conform*](#rule_4-2): [Section 4.1, *Conformance targets defined*](#section_4.1)
* [Rule 4-3, *Schema is CTAS-conformant*](#rule_4-3): [Section 4.3, *Conformance target identifiers*](#section_4.3)
* [Rule 4-4, *Document element has attribute ct:conformanceTargets*](#rule_4-4): [Section 4.3, *Conformance target identifiers*](#section_4.3)
* [Rule 4-5, *Schema claims reference schema conformance target*](#rule_4-5): [Section 4.3, *Conformance target identifiers*](#section_4.3)
* [Rule 4-6, *Schema claims extension conformance target*](#rule_4-6): [Section 4.3, *Conformance target identifiers*](#section_4.3)
* [Rule 5-1, *structures:uri denotes resource identifier*](#rule_5-1): [Section 5.1, *Purpose of the NIEM conceptual model*](#section_5.1)
* [Rule 7-1, *Document is an XML document*](#rule_7-1): [Section 7.1, *Conformance to XML*](#section_7.1)
* [Rule 7-2, *Document uses XML namespaces properly*](#rule_7-2): [Section 7.2, *Conformance to XML Namespaces*](#section_7.2)
* [Rule 7-3, *Document is a schema document*](#rule_7-3): [Section 7.3, *Conformance to XML Schema*](#section_7.3)
* [Rule 7-4, *Document element is xs:schema*](#rule_7-4): [Section 7.3, *Conformance to XML Schema*](#section_7.3)
* [Rule 7-5, *Component name follows ISO 11179 Part 5 Annex A*](#rule_7-5): [Section 7.5, *ISO 11179 Part 5*](#section_7.5)
* [Rule 9-1, *No base type in the XML namespace*](#rule_9-1): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-2, *No base type of xs:ID*](#rule_9-2): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-3, *No base type of xs:IDREF*](#rule_9-3): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-4, *No base type of xs:IDREFS*](#rule_9-4): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-5, *No base type of xs:anyType*](#rule_9-5): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-6, *No base type of xs:anySimpleType*](#rule_9-6): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-7, *No base type of xs:NOTATION*](#rule_9-7): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-8, *No base type of xs:ENTITY*](#rule_9-8): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-9, *No base type of xs:ENTITIES*](#rule_9-9): [Section 9.1.1.1, *Types prohibited as base types*](#section_9.1.1.1)
* [Rule 9-10, *Simple type definition is top-level*](#rule_9-10): [Section 9.1.2, *Simple type definition*](#section_9.1.2)
* [Rule 9-11, *No simple type disallowed derivation*](#rule_9-11): [Section 9.1.2, *Simple type definition*](#section_9.1.2)
* [Rule 9-12, *Simple type has data definition*](#rule_9-12): [Section 9.1.2, *Simple type definition*](#section_9.1.2)
* [Rule 9-13, *No use of “fixed” on simple type facets*](#rule_9-13): [Section 9.1.2, *Simple type definition*](#section_9.1.2)
* [Rule 9-14, *Enumeration has data definition*](#rule_9-14): [Section 9.1.2, *Simple type definition*](#section_9.1.2)
* [Rule 9-15, *No list item type of xs:ID*](#rule_9-15): [Section 9.1.2.1, *Simple types prohibited as list item types*](#section_9.1.2.1)
* [Rule 9-16, *No list item type of xs:IDREF*](#rule_9-16): [Section 9.1.2.1, *Simple types prohibited as list item types*](#section_9.1.2.1)
* [Rule 9-17, *No list item type of xs:anySimpleType*](#rule_9-17): [Section 9.1.2.1, *Simple types prohibited as list item types*](#section_9.1.2.1)
* [Rule 9-18, *No list item type of xs:ENTITY*](#rule_9-18): [Section 9.1.2.1, *Simple types prohibited as list item types*](#section_9.1.2.1)
* [Rule 9-19, *No union member types of xs:ID*](#rule_9-19): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-20, *No union member types of xs:IDREF*](#rule_9-20): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-21, *No union member types of xs:IDREFS*](#rule_9-21): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-22, *No union member types of xs:anySimpleType*](#rule_9-22): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-23, *No union member types of xs:ENTITY*](#rule_9-23): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-24, *No union member types of xs:ENTITIES*](#rule_9-24): [Section 9.1.2.2, *Simple types prohibited as union member types*](#section_9.1.2.2)
* [Rule 9-25, *Complex type definition is top-level*](#rule_9-25): [Section 9.1.3, *Complex type definition*](#section_9.1.3)
* [Rule 9-26, *Complex type has data definition*](#rule_9-26): [Section 9.1.3, *Complex type definition*](#section_9.1.3)
* [Rule 9-27, *No mixed content on complex type*](#rule_9-27): [Section 9.1.3.1, *No mixed content*](#section_9.1.3.1)
* [Rule 9-28, *No mixed content on complex content*](#rule_9-28): [Section 9.1.3.1, *No mixed content*](#section_9.1.3.1)
* [Rule 9-29, *Complex type content is explicitly simple or complex*](#rule_9-29): [Section 9.1.3, *Complex type definition*](#section_9.1.3)
* [Rule 9-30, *Complex content uses extension*](#rule_9-30): [Section 9.1.3.2, *Complex content*](#section_9.1.3.2)
* [Rule 9-31, *Base type of complex type with complex content must have complex content*](#rule_9-31): [Section 9.1.3.2.1, *Base type of complex type with complex content has complex content*](#section_9.1.3.2.1)
* [Rule 9-32, *Base type of complex type with complex content must have complex content*](#rule_9-32): [Section 9.1.3.2.1, *Base type of complex type with complex content has complex content*](#section_9.1.3.2.1)
* [Rule 9-33, *Simple content uses extension*](#rule_9-33): [Section 9.1.3.3, *Simple content*](#section_9.1.3.3)
* [Rule 9-34, *No complex type disallowed substitutions*](#rule_9-34): [Section 9.1.3, *Complex type definition*](#section_9.1.3)
* [Rule 9-35, *No complex type disallowed derivation*](#rule_9-35): [Section 9.1.3, *Complex type definition*](#section_9.1.3)
* [Rule 9-36, *Element declaration is top-level*](#rule_9-36): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-37, *Element declaration has data definition*](#rule_9-37): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-38, *Untyped element is abstract*](#rule_9-38): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-39, *Element of type xs:anySimpleType is abstract*](#rule_9-39): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-40, *Element type not in the XML Schema namespace*](#rule_9-40): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-41, *Element type not in the XML namespace*](#rule_9-41): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-42, *Element type is not simple type*](#rule_9-42): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-43, *No element disallowed substitutions*](#rule_9-43) : [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-44, *No element disallowed derivation*](#rule_9-44): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-45, *No element default value*](#rule_9-45): [Section 9.2.1.1, *No element value constraints*](#section_9.2.1.1)
* [Rule 9-46, *No element fixed value*](#rule_9-46): [Section 9.2.1.1, *No element value constraints*](#section_9.2.1.1)
* [Rule 9-47, *Element declaration is nillable*](#rule_9-47): [Section 9.2.1, *Element declaration*](#section_9.2.1)
* [Rule 9-48, *Attribute declaration is top-level*](#rule_9-48): [Section 9.2.3, *Attribute declaration*](#section_9.2.3)
* [Rule 9-49, *Attribute declaration has data definition*](#rule_9-49): [Section 9.2.3, *Attribute declaration*](#section_9.2.3)
* [Rule 9-50, *Attribute declaration has type*](#rule_9-50): [Section 9.2.3, *Attribute declaration*](#section_9.2.3)
* [Rule 9-51, *No attribute type of xs:ID*](#rule_9-51): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-52, *No attribute type of xs:IDREF*](#rule_9-52): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-53, *No attribute type of xs:IDREFS*](#rule_9-53): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-54, *No attribute type of xs:ENTITY*](#rule_9-54): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-55, *No attribute type of xs:ENTITIES*](#rule_9-55): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-56, *No attribute type of xs:anySimpleType*](#rule_9-56): [Section 9.2.3.1, *Prohibited attribute types*](#section_9.2.3.1)
* [Rule 9-57, *No attribute default values*](#rule_9-57): [Section 9.2.3.2, *No attribute value constraints*](#section_9.2.3.2)
* [Rule 9-58, *No fixed values for optional attributes*](#rule_9-58): [Section 9.2.3.2, *No attribute value constraints*](#section_9.2.3.2)
* [Rule 9-59, *No use of element xs:notation*](#rule_9-59): [Section 9.2.4, *Notation declaration*](#section_9.2.4)
* [Rule 9-60, *Model group does not affect meaning*](#rule_9-60): [Section 9.3.1, *Model group*](#section_9.3.1)
* [Rule 9-61, *No xs:all*](#rule_9-61): [Section 9.3.1, *Model group*](#section_9.3.1)
* [Rule 9-62, *xs:sequence must be child of xs:extension*](#rule_9-62): [Section 9.3.1.1, *Sequence*](#section_9.3.1.1)
* [Rule 9-63, *xs:sequence must be child of xs:extension or xs:restriction*](#rule_9-63): [Section 9.3.1.1, *Sequence*](#section_9.3.1.1)
* [Rule 9-64, *No xs:choice*](#rule_9-64): [Section 9.3.1.2, *Choice*](#section_9.3.1.2)
* [Rule 9-65, *xs:choice must be child of xs:sequence*](#rule_9-65): [Section 9.3.1.2, *Choice*](#section_9.3.1.2)
* [Rule 9-66, *Sequence has minimum cardinality 1*](#rule_9-66): [Section 9.3.2.1, *Sequence cardinality*](#section_9.3.2.1)
* [Rule 9-67, *Sequence has maximum cardinality 1*](#rule_9-67): [Section 9.3.2.1, *Sequence cardinality*](#section_9.3.2.1)
* [Rule 9-68, *Choice has minimum cardinality 1*](#rule_9-68): [Section 9.3.2.2, *Choice cardinality*](#section_9.3.2.2)
* [Rule 9-69, *Choice has maximum cardinality 1*](#rule_9-69): [Section 9.3.2.2, *Choice cardinality*](#section_9.3.2.2)
* [Rule 9-70, *No use of xs:any*](#rule_9-70): [Section 9.3.4, *Wildcard*](#section_9.3.4)
* [Rule 9-71, *No use of xs:anyAttribute*](#rule_9-71): [Section 9.3.4, *Wildcard*](#section_9.3.4)
* [Rule 9-72, *No use of xs:unique*](#rule_9-72): [Section 9.4, *Identity-constraint definition components*](#section_9.4)
* [Rule 9-73, *No use of xs:key*](#rule_9-73): [Section 9.4, *Identity-constraint definition components*](#section_9.4)
* [Rule 9-74, *No use of xs:keyref*](#rule_9-74): [Section 9.4, *Identity-constraint definition components*](#section_9.4)
* [Rule 9-75, *No use of xs:group*](#rule_9-75): [Section 9.5.1, *Model group definition*](#section_9.5.1)
* [Rule 9-76, *No definition of attribute groups*](#rule_9-76): [Section 9.5.2, *Attribute group definition*](#section_9.5.2)
* [Rule 9-77, *Comment is not recommended*](#rule_9-77): [Section 9.6, *Annotation components*](#section_9.6)
* [Rule 9-78, *Documentation element has no element children*](#rule_9-78): [Section 9.6, *Annotation components*](#section_9.6)
* [Rule 9-79, *xs:appinfo children are comments, elements, or whitespace*](#rule_9-79): [Section 9.6.1, *Application information annotation*](#section_9.6.1)
* [Rule 9-80, *Appinfo child elements have namespaces*](#rule_9-80): [Section 9.6.1, *Application information annotation*](#section_9.6.1)
* [Rule 9-81, *Appinfo descendants are not XML Schema elements*](#rule_9-81): [Section 9.6.1, *Application information annotation*](#section_9.6.1)
* [Rule 9-82, *Schema has data definition*](#rule_9-82): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-83, *Schema document defines target namespace*](#rule_9-83): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-84, *Target namespace is absolute URI*](#rule_9-84): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-85, *Schema has version*](#rule_9-85): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-86, *No disallowed substitutions*](#rule_9-86): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-87, *No disallowed derivations*](#rule_9-87): [Section 9.7, *Schema as a whole*](#section_9.7)
* [Rule 9-88, *No use of xs:redefine*](#rule_9-88): [Section 9.8, *Schema assembly*](#section_9.8)
* [Rule 9-89, *No use of xs:include*](#rule_9-89): [Section 9.8, *Schema assembly*](#section_9.8)
* [Rule 9-90, *xs:import must have namespace*](#rule_9-90): [Section 9.8, *Schema assembly*](#section_9.8)
* [Rule 9-91, *XML Schema document set must be complete*](#rule_9-91): [Section 9.8, *Schema assembly*](#section_9.8)
* [Rule 9-92, *Namespace referenced by attribute type is imported*](#rule_9-92): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 9-93, *Namespace referenced by attribute base is imported*](#rule_9-93): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 9-94, *Namespace referenced by attribute itemType is imported*](#rule_9-94): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 9-95, *Namespaces referenced by attribute memberTypes is imported*](#rule_9-95): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 9-96, *Namespace referenced by attribute ref is imported*](#rule_9-96): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 9-97, *Namespace referenced by attribute substitutionGroup is imported*](#rule_9-97): [Section 9.8.1, *Namespaces for referenced components are imported*](#section_9.8.1)
* [Rule 10-1, *Complex type has a category*](#rule_10-1): [Section 10.1, *Categories of NIEM type definitions*](#section_10.1)
* [Rule 10-2, *Object type with complex content is derived from structures:ObjectType*](#rule_10-2): [Section 10.2.1.1, *Object types with complex content*](#section_10.2.1.1)
* [Rule 10-3, *RoleOf element type is an object type*](#rule_10-3): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [Rule 10-4, *Only object type has RoleOf element*](#rule_10-4): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [Rule 10-5, *RoleOf elements indicate the base types of a role type*](#rule_10-5): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [Rule 10-6, *Instance of RoleOf element indicates a role object*](#rule_10-6): [Section 10.2.2, *Role types and roles*](#section_10.2.2)
* [Rule 10-7, *Import of external namespace has data definition*](#rule_10-7): [Section 10.2.3.1, *Import of external namespace*](#section_10.2.3.1)
* [Rule 10-8, *External adapter type has indicator*](#rule_10-8): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [Rule 10-9, *Structure of external adapter type definition follows pattern*](#rule_10-9): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [Rule 10-10, *Element use from external adapter type defined by external schema documents*](#rule_10-10): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [Rule 10-11, *External adapter type not a base type*](#rule_10-11): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [Rule 10-12, *External adapter type not a base type*](#rule_10-12): [Section 10.2.3.2, *External adapter types*](#section_10.2.3.2)
* [Rule 10-13, *External attribute use only in external adapter type*](#rule_10-13): [Section 10.2.3.3, *External attribute use*](#section_10.2.3.3)
* [Rule 10-14, *External attribute use has data definition*](#rule_10-14): [Section 10.2.3.3, *External attribute use*](#section_10.2.3.3)
* [Rule 10-15, *External attribute use not an ID*](#rule_10-15): [Section 10.2.3.3, *External attribute use*](#section_10.2.3.3)
* [Rule 10-16, *External element use has data definition*](#rule_10-16): [Section 10.2.3.4, *External element use*](#section_10.2.3.4)
* [Rule 10-17, *Name of code type ends in “CodeType”*](#rule_10-17): [Section 10.2.4, *Code types*](#section_10.2.4)
* [Rule 10-18, *Code type corresponds to a code list*](#rule_10-18): [Section 10.2.4, *Code types*](#section_10.2.4)
* [Rule 10-19, *Element of code type has code representation term*](#rule_10-19): [Section 10.2.4, *Code types*](#section_10.2.4)
* [Rule 10-20, *Proxy type has designated structure*](#rule_10-20): [Section 10.2.5, *Proxy types*](#section_10.2.5)
* [Rule 10-21, *Association type derived from structures:AssociationType*](#rule_10-21): [Section 10.3.1, *Association types*](#section_10.3.1)
* [Rule 10-22, *Association element type is an association type*](#rule_10-22): [Section 10.3.2, *Association element declarations*](#section_10.3.2)
* [Rule 10-23, *Augmentable type has augmentation point element*](#rule_10-23): [Section 10.4.1, *Augmentable types*](#section_10.4.1)
* [Rule 10-24, *Augmentable type has at most one augmentation point element*](#rule_10-24): [Section 10.4.1, *Augmentable types*](#section_10.4.1)
* [Rule 10-25, *Augmentation point element corresponds to its base type*](#rule_10-25): [Section 10.4.2, *Augmentation point element declarations*](#section_10.4.2)
* [Rule 10-26, *An augmentation point element has no type*](#rule_10-26): [Section 10.4.2, *Augmentation point element declarations*](#section_10.4.2)
* [Rule 10-27, *An augmentation point element has no substitution group*](#rule_10-27): [Section 10.4.2, *Augmentation point element declarations*](#section_10.4.2)
* [Rule 10-28, *Augmentation point element is only referenced by its base type*](#rule_10-28): [Section 10.4.3, *Augmentation point element use*](#section_10.4.3)
* [Rule 10-29, *Augmentation point element use is optional*](#rule_10-29): [Section 10.4.3, *Augmentation point element use*](#section_10.4.3)
* [Rule 10-30, *Augmentation point element use is unbounded*](#rule_10-30): [Section 10.4.3, *Augmentation point element use*](#section_10.4.3)
* [Rule 10-31, *Augmentation point element use must be last element in its base type*](#rule_10-31): [Section 10.4.3, *Augmentation point element use*](#section_10.4.3)
* [Rule 10-32, *Element within instance of augmentation type modifies base*](#rule_10-32): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [Rule 10-33, *Only an augmentation type name ends in “AugmentationType”*](#rule_10-33): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [Rule 10-34, *Schema component with name ending in “AugmentationType” is an augmentation type*](#rule_10-34): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [Rule 10-35, *Type derived from structures:AugmentationType is an augmentation type*](#rule_10-35): [Section 10.4.4, *Augmentation types*](#section_10.4.4)
* [Rule 10-36, *Augmentation element type is an augmentation type*](#rule_10-36): [Section 10.4.5, *Augmentation element declarations*](#section_10.4.5)
* [Rule 10-37, *Augmentation elements are not used directly*](#rule_10-37): [Section 10.4.5, *Augmentation element declarations*](#section_10.4.5)
* [Rule 10-38, *Metadata type has data about data*](#rule_10-38): [Section 10.5.1, *Metadata types*](#section_10.5.1)
* [Rule 10-39, *Metadata types are derived from structures:MetadataType*](#rule_10-39): [Section 10.5.1, *Metadata types*](#section_10.5.1)
* [Rule 10-40, *Metadata element declaration type is a metadata type*](#rule_10-40): [Section 10.5.2, *Metadata element declarations*](#section_10.5.2)
* [Rule 10-41, *Metadata element has applicable elements*](#rule_10-41): [Section 10.5.2, *Metadata element declarations*](#section_10.5.2)
* [Rule 10-42, *Name of element that ends in “Representation” is abstract*](#rule_10-42): [Section 10.7, *The “Representation” pattern*](#section_10.7)
* [Rule 10-43, *A substitution for a representation element declaration is a value for a type*](#rule_10-43): [Section 10, *Rules for NIEM modeling, by NIEM concept*](#section_10)
* [Rule 10-44, *Schema component name composed of English words*](#rule_10-44): [Section 10.8, *Naming rules*](#section_10.8)
* [Rule 10-45, *Schema component name has xml:lang*](#rule_10-45): [Section 10.8, *Naming rules*](#section_10.8)
* [Rule 10-46, *Schema component names have only specific characters*](#rule_10-46): [Section 10.8, *Naming rules*](#section_10.8)
* [Rule 10-47, *Punctuation in component name is a separator*](#rule_10-47): [Section 10.8, *Naming rules*](#section_10.8)
* [Rule 10-48, *Names use camel case*](#rule_10-48): [Section 10.8.1, *Character case*](#section_10.8.1)
* [Rule 10-49, *Attribute name begins with lower case letter*](#rule_10-49): [Section 10.8.1, *Character case*](#section_10.8.1)
* [Rule 10-50, *Name of schema component other than attribute and proxy type begins with upper case letter*](#rule_10-50): [Section 10.8.1, *Character case*](#section_10.8.1)
* [Rule 10-51, *Names use common abbreviations*](#rule_10-51): [Section 10.8.2, *Use of acronyms and abbreviations*](#section_10.8.2)
* [Rule 10-52, *Local term declaration is local to its schema document*](#rule_10-52): [Section 10.8.2.1, *Use of Acronyms, Initialisms, Abbreviations, and Jargon*](#section_10.8.2.1)
* [Rule 10-53, *Local terminology interpretation*](#rule_10-53): [Section 10.8.2.1, *Use of Acronyms, Initialisms, Abbreviations, and Jargon*](#section_10.8.2.1)
* [Rule 10-54, *Singular form is preferred in name*](#rule_10-54): [Section 10.8.3, *Word forms*](#section_10.8.3)
* [Rule 10-55, *Present tense is preferred in name*](#rule_10-55): [Section 10.8.3, *Word forms*](#section_10.8.3)
* [Rule 10-56, *Name does not have nonessential words*](#rule_10-56): [Section 10.8.3, *Word forms*](#section_10.8.3)
* [Rule 10-57, *Element or attribute name follows pattern*](#rule_10-57): [Section 10.8, *Naming rules*](#section_10.8)
* [Rule 10-58, *Object-class term identifies concrete category*](#rule_10-58): [Section 10.8.4, *Object-class term*](#section_10.8.4)
* [Rule 10-59, *Property term describes characteristic or subpart*](#rule_10-59): [Section 10.8.5, *Property term*](#section_10.8.5)
* [Rule 10-60, *Name may have multiple qualifier terms*](#rule_10-60): [Section 10.8.6, *Qualifier terms*](#section_10.8.6)
* [Rule 10-61, *Name has minimum necessary number of qualifier terms*](#rule_10-61): [Section 10.8.6, *Qualifier terms*](#section_10.8.6)
* [Rule 10-62, *Order of qualifiers is not significant*](#rule_10-62): [Section 10.8.6, *Qualifier terms*](#section_10.8.6)
* [Rule 10-63, *Redundant term in name is omitted*](#rule_10-63): [Section 10.8.7, *Representation terms*](#section_10.8.7)
* [Rule 10-64, *Element with simple content has representation term*](#rule_10-64): [Section 10.8.7, *Representation terms*](#section_10.8.7)
* [Rule 10-65, *Element with complex content has representation term when appropriate*](#rule_10-65): [Section 10.8.7, *Representation terms*](#section_10.8.7)
* [Rule 10-66, *Element with complex content has representation term only when appropriate*](#rule_10-66): [Section 10.8.7, *Representation terms*](#section_10.8.7)
* [Rule 10-67, *Machine-readable annotations are valid*](#rule_10-67): [Section 10.9, *Machine-readable annotations*](#section_10.9)
* [Rule 10-68, *Component marked as deprecated is deprecated component*](#rule_10-68): [Section 10.9.1.1, *Deprecation*](#section_10.9.1.1)
* [Rule 10-69, *Deprecated annotates schema component*](#rule_10-69): [Section 10.9.1.1, *Deprecation*](#section_10.9.1.1)
* [Rule 10-70, *External import indicator annotates import*](#rule_10-70): [Section 10.9.1.2, *External adapters*](#section_10.9.1.2)
* [Rule 10-71, *External adapter type indicator annotates complex type*](#rule_10-71): [Section 10.9.1.2, *External adapters*](#section_10.9.1.2)
* [Rule 10-72, *appinfo:appliesToTypes annotates metadata element*](#rule_10-72): [Section 10.9.1.3, *appinfo:appliesToTypes annotation*](#section_10.9.1.3)
* [Rule 10-73, *appinfo:appliesToTypes references types*](#rule_10-73): [Section 10.9.1.3, *appinfo:appliesToTypes annotation*](#section_10.9.1.3)
* [Rule 10-74, *appinfo:appliesToElements annotates metadata element*](#rule_10-74): [Section 10.9.1.4, *appinfo:appliesToElements annotation*](#section_10.9.1.4)
* [Rule 10-75, *appinfo:appliesToElements references elements*](#rule_10-75): [Section 10.9.1.4, *appinfo:appliesToElements annotation*](#section_10.9.1.4)
* [Rule 10-76, *appinfo:LocalTerm annotates schema*](#rule_10-76): [Section 10.9.2, *Local terminology*](#section_10.9.2)
* [Rule 10-77, *appinfo:LocalTerm has literal or definition*](#rule_10-77): [Section 10.9.2, *Local terminology*](#section_10.9.2)
* [Rule 10-78, *Use structures consistent with specification*](#rule_10-78): [Section 10.10, *NIEM structural facilities*](#section_10.10)
* [Rule 11-1, *Name of type ends in “Type”*](#rule_11-1): [Section 11.1, *Type definition components*](#section_11.1)
* [Rule 11-2, *Only types have name ending in “Type” or “SimpleType”*](#rule_11-2): [Section 11.1, *Type definition components*](#section_11.1)
* [Rule 11-3, *Base type definition defined by conformant schema*](#rule_11-3): [Section 11.1.1, *Type definition hierarchy*](#section_11.1.1)
* [Rule 11-4, *Name of simple type ends in “SimpleType”*](#rule_11-4): [Section 11.1.2, *Simple type definition*](#section_11.1.2)
* [Rule 11-5, *Use lists only when data is uniform*](#rule_11-5): [Section 11.1.2.1, *Derivation by list*](#section_11.1.2.1)
* [Rule 11-6, *List item type defined by conformant schemas*](#rule_11-6): [Section 11.1.2.1, *Derivation by list*](#section_11.1.2.1)
* [Rule 11-7, *Union member types defined by conformant schemas*](#rule_11-7): [Section 11.1.2.2, *Derivation by union*](#section_11.1.2.2)
* [Rule 11-8, *Name of a code simple type ends in “CodeSimpleType”*](#rule_11-8): [Section 11.1.2.3, *Code simple types*](#section_11.1.2.3)
* [Rule 11-9, *Code simple type corresponds to a code list*](#rule_11-9): [Section 11.1.2.3, *Code simple types*](#section_11.1.2.3)
* [Rule 11-10, *Attribute of code simple type has code representation term*](#rule_11-10): [Section 11.1.2.3, *Code simple types*](#section_11.1.2.3)
* [Rule 11-11, *Complex type with simple content has structures:SimpleObjectAttributeGroup*](#rule_11-11): [Section 11.1.3, *Complex type definition*](#section_11.1.3)
* [Rule 11-12, *Element type does not have a simple type name*](#rule_11-12): [Section 11.2.1, *Element declaration*](#section_11.2.1)
* [Rule 11-13, *Element type is from conformant namespace*](#rule_11-13): [Section 11.2.1, *Element declaration*](#section_11.2.1)
* [Rule 11-14, *Name of element that ends in “Abstract” is abstract*](#rule_11-14): [Section 11.2.1, *Element declaration*](#section_11.2.1)
* [Rule 11-15, *Name of element declaration with simple content has representation term*](#rule_11-15): [Section 11.2.1.1, *Object element declarations*](#section_11.2.1.1)
* [Rule 11-16, *Name of element declaration with simple content has representation term*](#rule_11-16): [Section 11.2.1.1, *Object element declarations*](#section_11.2.1.1)
* [Rule 11-17, *Element substitution group defined by conformant schema*](#rule_11-17): [Section 11.2.2, *Element substitution group*](#section_11.2.2)
* [Rule 11-18, *Attribute type defined by conformant schema*](#rule_11-18): [Section 11.2.3, *Attribute declaration*](#section_11.2.3)
* [Rule 11-19, *Attribute name uses representation term*](#rule_11-19): [Section 11.2.3, *Attribute declaration*](#section_11.2.3)
* [Rule 11-20, *Element or attribute declaration introduced only once into a type*](#rule_11-20): [Section 11.3.2.1, *Element use*](#section_11.3.2.1)
* [Rule 11-21, *Element reference defined by conformant schema*](#rule_11-21): [Section 11.3.2.1, *Element use*](#section_11.3.2.1)
* [Rule 11-22, *Referenced attribute defined by conformant schemas*](#rule_11-22): [Section 11.3.3, *Attribute use*](#section_11.3.3)
* [Rule 11-23, *Schema uses only known attribute groups*](#rule_11-23): [Section 11.3.3.1, *Attribute group use*](#section_11.3.3.1)
* [Rule 11-24, *Data definition does not introduce ambiguity*](#rule_11-24): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-25, *Object class has only one meaning*](#rule_11-25): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-26, *Data definition of a part does not redefine the whole*](#rule_11-26): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-27, *Do not leak representation into data definition*](#rule_11-27): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-28, *Data definition follows 11179-4 requirements*](#rule_11-28): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-29, *Data definition follows 11179-4 recommendations*](#rule_11-29): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-30, *xs:documentation has xml:lang*](#rule_11-30): [Section 11.6.1, *Human-readable documentation*](#section_11.6.1)
* [Rule 11-31, *Standard opening phrase for augmentation point element data definition*](#rule_11-31): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-32, *Standard opening phrase for augmentation element data definition*](#rule_11-32): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-33, *Standard opening phrase for metadata element data definition*](#rule_11-33): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-34, *Standard opening phrase for association element data definition*](#rule_11-34): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-35, *Standard opening phrase for abstract element data definition*](#rule_11-35): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-36, *Standard opening phrase for date element or attribute data definition*](#rule_11-36): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-37, *Standard opening phrase for quantity element or attribute data definition*](#rule_11-37): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-38, *Standard opening phrase for picture element or attribute data definition*](#rule_11-38): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-39, *Standard opening phrase for indicator element or attribute data definition*](#rule_11-39): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-40, *Standard opening phrase for identification element or attribute data definition*](#rule_11-40): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-41, *Standard opening phrase for name element or attribute data definition*](#rule_11-41): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-42, *Standard opening phrase for element or attribute data definition*](#rule_11-42): [Section 11.6.1.1.1, *Element and attribute opening phrases*](#section_11.6.1.1.1)
* [Rule 11-43, *Standard opening phrase for association type data definition*](#rule_11-43): [Section 11.6.1.1.2, *Complex type opening phrases*](#section_11.6.1.1.2)
* [Rule 11-44, *Standard opening phrase for augmentation type data definition*](#rule_11-44): [Section 11.6.1.1.2, *Complex type opening phrases*](#section_11.6.1.1.2)
* [Rule 11-45, *Standard opening phrase for metadata type data definition*](#rule_11-45): [Section 11.6.1.1.2, *Complex type opening phrases*](#section_11.6.1.1.2)
* [Rule 11-46, *Standard opening phrase for complex type data definition*](#rule_11-46): [Section 11.6.1.1.2, *Complex type opening phrases*](#section_11.6.1.1.2)
* [Rule 11-47, *Standard opening phrase for simple type data definition*](#rule_11-47): [Section 11.6.1.1, *Data definition opening phrases*](#section_11.6.1.1)
* [Rule 11-48, *Same namespace means same components*](#rule_11-48): [Section 11.7.1, *xs:schema document element restrictions*](#section_11.7.1)
* [Rule 11-49, *Different version means different view*](#rule_11-49): [Section 11.7.1, *xs:schema document element restrictions*](#section_11.7.1)
* [Rule 11-50, *Reference schema document imports reference schema document*](#rule_11-50): [Section 11.8, *Schema assembly*](#section_11.8)
* [Rule 11-51, *Extension schema document imports reference or extension schema document*](#rule_11-51): [Section 11.8, *Schema assembly*](#section_11.8)
* [Rule 11-52, *Structures imported as conformant*](#rule_11-52): [Section 11.8.1, *Supporting namespaces are imported as conformant*](#section_11.8.1)
* [Rule 11-53, *XML namespace imported as conformant*](#rule_11-53): [Section 11.8.1, *Supporting namespaces are imported as conformant*](#section_11.8.1)
* [Rule 11-54, *Each namespace may have only a single root schema in a schema set*](#rule_11-54): [Section 11.8, *Schema assembly*](#section_11.8)
* [Rule 11-55, *Consistently marked namespace imports*](#rule_11-55): [Section 11.8, *Schema assembly*](#section_11.8)
* [Rule 12-1, *Instance must be schema-valid*](#rule_12-1): [Section 12, *XML instance document rules*](#section_12)
* [Rule 12-2, *Empty content has no meaning*](#rule_12-2): [Section 12.1, *The meaning of NIEM data*](#section_12.1)
* [Rule 12-3, *Element has only one resource identifying attribute*](#rule_12-3): [Section 12.2, *Identifiers and references*](#section_12.2)
* [Rule 12-4, *Attribute structures:ref must reference structures:id*](#rule_12-4): [Section 12.2.1, *Local identifiers and references*](#section_12.2.1)
* [Rule 12-5, *Linked elements have same validation root*](#rule_12-5): [Section 12.2.1, *Local identifiers and references*](#section_12.2.1)
* [Rule 12-6, *Attribute structures:ref references element of correct type*](#rule_12-6): [Section 12.2.1, *Local identifiers and references*](#section_12.2.1)
* [Rule 12-7, *structures:uri denotes resource identifier*](#rule_12-7): [Section 12.2.2, *Uniform resource identifiers in NIEM data*](#section_12.2.2)
* [Rule 12-8, *structures:id and structures:ref denote resource identifier*](#rule_12-8): [Section 12.2.2, *Uniform resource identifiers in NIEM data*](#section_12.2.2)
* [Rule 12-9, *Nested elements and references have the same meaning.*](#rule_12-9): [Section 12.2.4, *Reference and content elements have same meaning*](#section_12.2.4)
* [Rule 12-10, *Order of properties is expressed via structures:sequenceID*](#rule_12-10): [Section 12.3, *Property order and sequence identifiers*](#section_12.3)
* [Rule 12-11, *Metadata applies to referring entity*](#rule_12-11): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-12, *Referent of structures:relationshipMetadata annotates relationship*](#rule_12-12): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-13, *Values of structures:metadata refer to values of structures:id*](#rule_12-13): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-14, *Values of structures:relationshipMetadata refer to values of structures:id*](#rule_12-14): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-15, *structures:metadata and structures:relationshipMetadata refer to metadata elements*](#rule_12-15): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-16, *Attribute structures:metadata references metadata element*](#rule_12-16): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-17, *Attribute structures:relationshipMetadata references metadata element*](#rule_12-17): [Section 12.4, *Instance metadata*](#section_12.4)
* [Rule 12-18, *Metadata is applicable to element*](#rule_12-18): [Section 12.4, *Instance metadata*](#section_12.4)

# Appendix F. General index

* appinfo namespace: [Section 10](#d3e9098), [Section 10.9](#d3e13441), [Section 10.9.1](#d3e13467), [Section 10.9.1 (definition)](#definition_appinfo_namespace), [Section 10.9.1](#d3e13486)
* application information: [Section 10.9 (definition)](#definition_application_information), [Section 10.9](#d3e13429), [Section 10.9](#d3e13438), [Section 10.9.2](#d3e13774), [Section 11.6](#d3e14803)
* association: [Section 10.3](#d3e10363), [Section 10.3 (definition)](#definition_association)
* association element declaration: [Section 10.3](#d3e10403), [Section 10.3](#d3e10488), [Section 10.3 (definition)](#X0800fc6c42d99fd31cd824ea485f2a4b7ee49f3)
* association type: [Section 5.6.3.2](#d3e3250), [Section 5.6.3.2](#d3e3268), [Section 5.6.3.3](#d3e3351), [Section 5.6.3.3](#d3e3369), [Section 5.6.3.6](#d3e3657), [Section 5.6.3.7](#d3e3757), [Section 5.6.3.8](#d3e3874), [Section 5.6.4](#d3e4007), [Section 5.6.5.1](#d3e4072), [Section 5.6.5.1](#d3e4096), [Section 5.6.5.2](#d3e4230), [Section 10.3](#d3e10409), [Section 10.3](#d3e10415), [Section 10.3](#d3e10491), [Section 10.3 (definition)](#definition_association_type), [Section 10.3.1](#d3e10571), [Section 10.3.2](#d3e10606), [Section 10.4](#d3e10697), [Section 10.4](#d3e11017), [Section 10.4.1](#d3e11062)
* attribute: [Section 3.3 (definition)](#definition_attribute)
* augmentable type: [Section 10.4](#d3e10803), [Section 10.4.1 (definition)](#definition_augmentable_type), [Section 10.4.2](#d3e11160)
* augmentation: [Section 6.5.5](#d3e4998), [Section 10.4](#d3e10770), [Section 10.4 (definition)](#definition_augmentation), [Section 10.4.4](#d3e11364), [Section 10.4.4](#d3e11372), [Section 10.4.4](#d3e11378)
* augmentation element declaration: [Section 10.4](#d3e10793), [Section 10.4.4](#d3e11331), [Section 10.4.4 (definition)](#Xfaa24539372ac2c23b1e89a5bfc415f590cea1e), [Section 10.4.4](#d3e11417), [Section 10.4.5](#d3e11607)
* augmentation type: [Section 5.6.3.8](#d3e3889), [Section 10.4](#d3e10773), [Section 10.4.4 (definition)](#definition_augmentation_type), [Section 10.4.4](#d3e11353), [Section 10.4.4](#d3e11479), [Section 10.4.4](#d3e11486)
* base type definition: [Section 3.4.1 (definition)](#definition_base_type_definition), [Section 9.1.1.1](#d3e5942), [Section 9.1.1.1](#d3e5964), [Section 10.2.1.1](#d3e9275), [Section 10.2.1.1](#d3e9280), [Section 10.4.4](#d3e11520)
* code simple type: [Section 11.1.2.3 (definition)](#definition_code_simple_type)
* code type: [Section 10.2.4 (definition)](#definition_code_type)
* complex type definition: [Section 3.4.1 (definition)](#definition_complex_type_definition), [Section 10.4.1](#d3e11037), [Section 10.4.4](#d3e11318)
* conformance target: [Section 2.4](#d3e494), [Section 2.4.1](#d3e521), [Section 2.4.1](#d3e569), [Section 3.6 (definition)](#definition_conformance_target), [Section 4.1.1](#d3e1691), [Section 4.1.2](#d3e1784), [Section 4.1.3](#d3e1887), [Section 4.1.4](#d3e1984)
* conformance target identifier: [Section 3.6 (definition)](#definition_conformance_target_identifier), [Section 4.3](#d3e2179)
* conformant element information item: [Section 4.1.4](#d3e2036), [Section 4.1.4 (definition)](#Xb8c2328714130974c99941a242199ecbb7daea7), [Section 5.6.2](#d3e3001), [Section 5.6.3.2](#d3e3244), [Section 5.6.3.2](#d3e3262), [Section 5.6.3.3](#d3e3345), [Section 5.6.3.3](#d3e3363), [Section 5.6.3.4](#d3e3462), [Section 5.6.3.5](#d3e3549), [Section 5.6.3.6](#d3e3651), [Section 5.6.3.7](#d3e3751), [Section 5.6.3.8](#d3e3868), [Section 5.6.3.8](#d3e3883), [Section 5.6.3.8](#d3e3908), [Section 5.6.3.9](#d3e3946), [Section 5.6.4](#d3e3998), [Section 10.3](#d3e10485), [Section 10.4](#d3e10784), [Section 10.4](#d3e10800)
* conformant instance XML document: [Section 4.1.3](#d3e1884), [Section 4.1.4 (definition)](#X6a4ab7051f7203e0b47588881449d56367bed27), [Section 4.1.4](#d3e1991), [Section 4.1.4](#d3e2063), [Section 4.1.4](#d3e2074), [Section 4.2](#d3e2167), [Section 5.1](#d3e2375), [Section 5.6.2](#d3e2998), [Section 5.6.3.1](#d3e3225)
* conformant schema document set: [Section 4.1.3](#d3e1867), [Section 4.1.3 (definition)](#Xeff662d8d67f5b4e72a2955d729e0ac83cad2d6), [Section 4.1](#d3e1895), [Section 4.1](#d3e1904), [Section 4.2](#d3e2155)
* constraint rule: [Section 2.4.1](#d3e551), [Section 2.4.1 (definition)](#definition_constraint_rule)
* data definition: [Section 6.5.1](#d3e4890), [Section 6.5.1](#d3e4896), [Section 6.5.1](#d3e4904), [Section 7.4 (definition)](#definition_data_definition), [Section 7.4](#d3e5375), [Section 7.4](#d3e5415), [Section 9.1.2](#d3e6274), [Section 9.1.2](#d3e6361), [Section 9.1.3](#d3e6702), [Section 9.2.1](#d3e7081), [Section 9.2.3](#d3e7443), [Section 10.2.3.3](#d3e10106), [Section 10.2.3.4](#d3e10188), [Section 11.6.1](#d3e14840), [Section 11.6.1](#d3e14900), [Section 11.6.1](#d3e14920)
* deprecated component: [Section 10.9.1.1 (definition)](#definition_deprecated_component), [Section 10.9.1.1](#d3e13514), [Section 10.9.1.1](#d3e13542)
* documented component: [Section 7.4 (definition)](#definition_documented_component), [Section 7.6](#d3e5540), [Section 10.2.3.3](#d3e10052), [Section 10.2.3.3](#d3e10103), [Section 10.2.3.4](#d3e10185)
* effective conformance target identifier: [Section 2.4.3](#d3e819), [Section 3.6 (definition)](#X6d0b4369562c0703761463ba00cd0e2b474de22), [Section 4.3](#d3e2252), [Section 4.3](#d3e2279)
* element: [Section 3.3](#d3e1092), [Section 3.3 (definition)](#definition_element)
* element declaration: [Section 3.4.1 (definition)](#definition_element_declaration), [Section 9.2.1](#d3e7361), [Section 10.2.2](#d3e9499), [Section 10.2.2](#d3e9678), [Section 10.2.2](#d3e9695), [Section 10.3](#d3e10503), [Section 10.4.2](#d3e11157), [Section 10.4.4](#d3e11344), [Section 10.7](#d3e12161), [Section 11.2.1](#d3e14323), [Section 11.2.1](#d3e14350)
* extension schema document: [Section 2.4.1](#d3e600), [Section 4.1.2 (definition)](#definition_extension_schema_document), [Section 4.1.2](#d3e1798), [Section 4.1.2](#d3e1807), [Section 4.1.2](#d3e1839), [Section 4.1](#d3e1950), [Section 4.1.4](#d3e2013), [Section 4.1.4](#d3e2056), [Section 4.2](#d3e2144), [Section 5.6.3.6](#d3e3675), [Section 5.6.3.7](#d3e3775), [Section 5.6.5.1](#d3e4063), [Section 5.6.5.2](#d3e4131), [Section 5.6.5.3](#d3e4275), [Section 5.6.5.3](#d3e4287), [Section 8.2](#d3e5647), [Section 9.3.4](#d3e8194), [Section 10.2.2](#d3e9511), [Section 10.2.3](#d3e9781), [Section 10.3](#d3e10527), [Section 10.4.1](#d3e11049), [Section 10.5.2](#d3e11719), [Section 11.8](#d3e15467)
* external adapter type: [Section 10.2.3](#d3e9820), [Section 10.2.3.2 (definition)](#definition_external_adapter_type), [Section 10.2.3.2](#d3e9921), [Section 10.2.3.3](#d3e10076)
* external schema document: [Section 10.2.3 (definition)](#definition_external_schema_document), [Section 10.2.3](#d3e9808), [Section 10.2.3](#d3e9849)
* informative: [Section 2.4](#d3e431), [Section 2.4 (definition)](#definition_informative)
* instance document: [Section 3.4 (definition)](#definition_instance_document), [Section 4.1.4](#d3e1974)
* interpretation rule: [Section 2.4.1](#d3e558), [Section 2.4.1 (definition)](#definition_interpretation_rule)
* local term: [Section 10.8.2.1 (definition)](#definition_local_term), [Section 10.8.2.1](#d3e12639)
* machine-readable annotation: [Section 10.9](#d3e13362), [Section 10.9 (definition)](#definition_machine-readable_annotation)
* metadata element declaration: [Section 10.5.2 (definition)](#definition_metadata_element_declaration), [Section 12.4](#d3e17430)
* metadata type: [Section 5.6.3.2](#d3e3271), [Section 5.6.3.3](#d3e3372), [Section 5.6.3.6](#d3e3660), [Section 5.6.3.7](#d3e3760), [Section 10.5.1 (definition)](#definition_metadata_type), [Section 10.5.2](#d3e11725), [Section 10.5.2](#d3e11758), [Section 12.4](#d3e17123)
* normative: [Section 2.4](#d3e428), [Section 2.4 (definition)](#definition_normative), [Section 2.4](#d3e491)
* object type: [Section 5.6.3.2](#d3e3247), [Section 5.6.3.2](#d3e3265), [Section 5.6.3.3](#d3e3348), [Section 5.6.3.3](#d3e3366), [Section 5.6.3.4](#d3e3465), [Section 5.6.3.5](#d3e3552), [Section 5.6.3.6](#d3e3654), [Section 5.6.3.7](#d3e3754), [Section 5.6.3.8](#d3e3871), [Section 5.6.4](#d3e4004), [Section 5.6.5.1](#d3e4069), [Section 5.6.5.1](#d3e4093), [Section 5.6.5.2](#d3e4227), [Section 10.2.1 (definition)](#definition_object_type), [Section 10.2.2](#d3e9441), [Section 10.2.2](#d3e9664), [Section 10.4](#d3e10694), [Section 10.4.1](#d3e11069)
* reference schema document: [Section 2.4.1](#d3e596), [Section 4.1.1 (definition)](#definition_reference_schema_document), [Section 4.1.1](#d3e1708), [Section 4.1.1](#d3e1717), [Section 4.1.2](#d3e1781), [Section 4.1.2](#d3e1818), [Section 4.1.2](#d3e1836), [Section 4.1.2](#d3e1842), [Section 4.1.2](#d3e1851), [Section 4.1](#d3e1926), [Section 4.1.4](#d3e2010), [Section 4.2](#d3e2133), [Section 5.6.3.6](#d3e3672), [Section 5.6.3.7](#d3e3772), [Section 5.6.5.1](#d3e4060), [Section 5.6.5.2](#d3e4128), [Section 5.6.5.3](#d3e4272), [Section 8.2](#d3e5644), [Section 8.2](#d3e5667), [Section 10.2.2](#d3e9508), [Section 10.2.3](#d3e9774), [Section 10.2.3.3](#d3e10043), [Section 10.3](#d3e10506), [Section 10.3](#d3e10524), [Section 10.4.1](#d3e11046), [Section 10.4.5](#d3e11598), [Section 11.1.3](#d3e14209), [Section 11.8](#d3e15440), [Section 11.8](#d3e15470)
* representation element declaration: [Section 10.7 (definition)](#X1bc7717493f0a423581c67a1dc9df1fdfdc9316)
* role type: [Section 10.2.2](#d3e9320), [Section 10.2.2](#d3e9354), [Section 10.2.2](#d3e9430), [Section 10.2.2 (definition)](#definition_role_type), [Section 10.2.2](#d3e9449), [Section 10.2.2](#d3e9452), [Section 10.2.2](#d3e9463), [Section 10.2.2](#d3e9474), [Section 10.2.2](#d3e9525), [Section 10.2.2](#d3e9744)
* RoleOf element: [Section 10.2.2 (definition)](#definition_RoleOf_element), [Section 10.2.2](#d3e9532), [Section 10.2.2](#d3e9661), [Section 10.2.2](#d3e9716), [Section 10.2.2](#d3e9726), [Section 10.2.2](#d3e9729), [Section 10.2.2](#d3e9732), [Section 10.2.2](#d3e9735), [Section 10.2.2](#d3e9741)
* schema component: [Section 3.4 (definition)](#definition_schema_component), [Section 4.1.2](#d3e1778), [Section 4.1.2](#d3e1845), [Section 5.1](#d3e2305), [Section 7.4](#d3e5354), [Section 7.4](#d3e5372), [Section 9.3.1](#d3e7847), [Section 10.2.3](#d3e9805), [Section 10.4.4](#d3e11473), [Section 10.9.1.1](#d3e13533)
* schema document: [Section 1.1](#d3e228), [Section 2.4.3](#d3e721), [Section 2.4.3](#d3e737), [Section 2.4.3](#d3e752), [Section 2.4.3](#d3e758), [Section 3.4 (definition)](#definition_schema_document), [Section 3.4](#d3e1405), [Section 3.4](#d3e1421), [Section 4.1.1](#d3e1685), [Section 4.1.1](#d3e1711), [Section 4.1.2](#d3e1775), [Section 4.1](#d3e1917), [Section 4.1](#d3e1941), [Section 6.2.10](#d3e4715), [Section 7.3](#d3e5161), [Section 7.3](#d3e5164), [Section 7.3](#d3e5181), [Section 9.8.1](#d3e8919), [Section 10.2.3](#d3e9765), [Section 10.2.3](#d3e9788), [Section 10.4.2](#d3e11154), [Section 11.3.2.1](#d3e14634)
* simple type definition: [Section 3.4.1 (definition)](#definition_simple_type_definition)
* structures namespace: [Section 7.6](#d3e5523), [Section 10](#d3e9095), [Section 10.2.3](#d3e9791), [Section 10.2.3](#d3e9799), [Section 10.10 (definition)](#definition_structures_namespace), [Section 10.10](#d3e13840)
* valid: [Section 3.4 (definition)](#definition_valid), [Section 3.4](#d3e1382), [Section 3.4](#d3e1411), [Section 4.1.3](#d3e1881), [Section 4.1.4](#d3e1977)
* XML document: [Section 3.2 (definition)](#definition_XML_document), [Section 3.4](#d3e1313), [Section 3.4](#d3e1379), [Section 3.4](#d3e1414), [Section 4.1.1](#d3e1694), [Section 4.1.4](#d3e1971), [Section 4.1.4](#d3e2007), [Section 6.2.10](#d3e4644), [Section 7.1](#d3e5091), [Section 7.1](#d3e5107), [Section 7.3](#d3e5158), [Section 7.3](#d3e5217), [Section 9.8](#d3e8872)
* XML Schema: [Section 2.5](#d3e897), [Section 3.4 (definition)](#definition_XML_Schema), [Section 3.4](#d3e1376), [Section 3.4](#d3e1385), [Section 3.4](#d3e1408), [Section 3.4](#d3e1424), [Section 6.2.10](#d3e4600), [Section 9.8](#d3e8869)
* XML Schema definition language: [Section 3.4](#d3e1219), [Section 3.4 (definition)](#X7e4888920c30d9bbda28173a5b8b96fa0c14a07), [Section 3.4](#d3e1279), [Section 3.4](#d3e1316), [Section 7.3](#d3e5155), [Section 9.1.3.2.1](#d3e6833), [Section 9.4](#d3e8247), [Section 9.8.1](#d3e8893), [Section 10](#d3e9084), [Section 10.7](#d3e11974)
* XML Schema document set: [Section 3.4 (definition)](#definition_XML_Schema_document_set), [Section 9.8](#d3e8866)