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1. 软件工程开发的认识

我将从软件工程的开发前期，中期，后期 这三个方面

进行描述

1. 前期：

个人认为软件开发的前期包含需求分析与软件设计两个方面，而这两个部分是软件开发过程非常重要的部分，因为会直接决定后续流程的方向。

1）需求分析:

在开发软件之前，首先要理解用户的需求，根据需求实现相应的功能。

分析需求首先要收集需求，一般情况下用户提供需求，但在此项目中没有用户的情况下我们可以先把自己想象为用户，如果自己是读者自己是系统的管理员需要什么功能，还可以通过上网搜寻资料或者进入别人的图书管理系统去丰富需求的内容。

根据我们收集到的需求可以勾画出用户使用场景，从此场景中提取所要实现的功能。当然需求并不是一次就能够完善的，可能在后来的开发过程中不断有新的需求会加进来，同时还可能因为需求的变更删减一些需求。

2）软件系统结构设计:

根据上一个步骤的需求，首先将所要做的系统模块化，方便分工，比如我们可以把图书管理系统分为用户与管理员系统，密码登录与认证系统，文件存储与加载系统，先将大的框架描绘出来，然后我们再考虑每个模块用什么思想来实现（比如面向对象模型），每个模块内部数据有那些，需要给它输入以及它能够输出什么数据，模块与模块之间是否有数据的交互，能否让模块之间的耦合度降低，有相似的功能实现是否应该代码复用减少工作量，为了提高工作性能是否应该使用一些诸如hash表b+树之类的算法与数据结构，还有更具体更细节的问题要在开发中期即写代码的过程中要体现，但这些问题尽量要在软件系统结构设计这个过程中想到。

3）用户界面设计:

为了方便用户使用系统，给以更好的用户体验，一个良好的用户界面设计是必不可少的。首先与用户进行交互的页面是怎么样的？是命令行黑框，还是色彩丰富的页面？而页面怎么布局，页面是否美观，一个页面会有哪些内容，页面中的哪些地方是用户可以使用的接口，哪些地方可以体现用户使用接口的提示和结果，页面之间的调用关系是怎么样等很多问题都需要去考虑。

作为一个初学者我们可以使用qt，也可以使用html+css+js的网页方式，我们可以从简单做起，逐步丰富完善，如果我们自己的审美设计并不好，还可以借鉴优秀的前端模板，但借鉴完之后要将它内化，使其成为自己在将来可以信手拈来的页面。

4）软件开发的标准与规范

由于软件开发需要多人分工协作完成，就需要一些标准与规范。首先每个人都应该了解自己所要实现的东西，自己会调用什么接口，自己向外提供什么接口，如果一些数据结构与算法并不熟悉，还要进行学习加以熟悉，避免理解错误导致出错。

个人在写代码之前还要到公共代码库中看一下代码，因为可能会有一些公共变量的声明，或者你会调用到别人所写的接口，同时因为自己的代码自己所写的接口会被别人用到，所以代码尽量要简单，变量与函数名要清晰，注释要写好。

II)开发中期:

个人感觉这一部分主要是代码的书写

1. 里程碑

个人所分配的任务不是一蹴而就，很短时间内就能完成的，所以我们要规划好项目进度，根据团队的进度，个人的时间去规划好一段时间内应该完成什么任务，设立一个里程碑

2）结对编程

当个人遇到暂时无法解决的困难时结对编程就是比较有效的，通过两人或者多人的讨论能够更快的解决这个问题。当个人在比较疲倦的情况下，又写了大量的代码，在这种情况下代码大概率存在错误，有的可能是语法编译错误，有的可能是逻辑错误，但当事人往往无法察觉，此时换一个头脑比较清醒的人来检查代码就能及早地纠正错误，节省时间。

3）单元测试

在完成代码的部分模块后，要进行单元测试。首先保证语法过关，没有编译错误，之后复看自己的代码逻辑，看是否实现逻辑正确，自己是否考虑周全，没有遗漏情况，再之后自己使用用例，调用别人写好的接口或者自己实现一个简单的接口进行测试。

III)开发后期：

项目即将结束的阶段

1)对接与测试

无论是后端模块之间的对接，还是前后端之间的对接，可能会出现意向不到的错误，小到头文件的复用，公共变量的多重定义，大到某个数据结构的实现有错误，都有可能出现，这些都需要花费时间，所以在完成自己的模块之后也要积极参与整体的对接与测试。

2）项目完善

由于初始设计时考虑不周或者是随着测试用例的强度增加，项目或多或少都会出现不足，比如某个地方对用户的提示不够充分，没有对输入的合法性进行判断，在没有进行搜索书籍时应该出现一些书籍却没有出现，这些都需要后期的完善。

1. 面向对象模型的特征以及在图书管理系统中的应用
2. 抽象:

抽象通过一个对象的区别于其他对象的特征将其提取出来，在图书管理系统中，用户包括姓名，学号，院系，借还记录等特征，而书籍包括书名，作者，ISBN号等特征，用户的特征与书籍的特征不同，用户就可以被抽象成一个类。而这样抽象的结果我认为是让代码逻辑性更强。

1. 封装:

抽象出的对象被封装为一个类，并且会有很多针对于这个类的操作。比如图书管理系统中用户类会有借书，还书等操作，将这些操作和用户类封装在一起，一个是逻辑上合情合理，第二个是用户类只向外提供这些操作的接口，而不提供实现，更加安全

3)模块化

我认为模块化还是在类的封装中体现，通过类的封装实现模块化是得被抽象对象的内部属性和对外操作结构上更加清晰，同时也方便开发

4）层次

关于分层可以由上到下分，在系统中前端和后端会有数据交流，那么在后端中就会有一个专门负责接收前端数据并向前端发送数据的层面，可以称之为控制层（即Controller层），它会调用业务层的提供的接口；而业务层（Service）是什么呢？比如用户类的还书操作就可以看作是业务层里的一个内容，而业务层又会调用持久层的接口；持久层是直接对数据库进行操作，在此次项目里数据库可以简单的看作是B+树+文件存储加载系统，那么用户类的还书操作就会调用持久层里的还书记录的删除操作，持久层的操作一般都带有“增删改查”。

5)对象标识:

每个对象在整个用户周期里都会有一个唯一的且不与别的对象共享的对象标识。在图书管理系统中，我们把每本图书，每个用户都看作是唯一的，这样做的好处是使得操作可以更加细化。

6）分类:

我认为分类是将不同的对象区分开来，以便分别进行抽象封装

7）持久性:

在我们的计算机中，如果我们突然给计算机断电，那么内存中的数据就会消失，但硬盘中的数据仍然会保存，所以要在我们的图书管理系统中实现这样，那么只需要我们的每一步操作后都马上保存到相应的dat文件中即可。

8）并发性

举一个比较小的例子，我们使用for循环打印100次’hello world’，正常情况下应该是一次又一次进行打印，但我们可不可以给此代码分配4个线程，每个线程打印25次，使得运行时间变为原来的1/4呢?当然是可以的，但我们要注意会有多个子任务要借助同一个公共变量操作，并且每次子任务操作都会影响到公共变量的情况。无论如何，并发性都将极大的提高运行速度。比如在图书的批量删除中，若使用多线程将会大大提高运行速度。

1. 自我总结与体会

I）在本次项目中我调用hash表和MD5加密算法来完成

密码登录认证系统的编写，了解了MD5加密算法，进一步掌握hash表的结构。

II)在本次项目中我做的不好的地方是：过于犹豫，没有主动要求分配任务，因为我的部分因为比较简单很早就已完成，其实我应该更主动地为其他组员分担一些，事后看来这样做会有两个好处，一个是加快小组的进度，一个是将会更加熟悉整个项目的代码，这样在最后项目测试修改时就可以提供更多的帮助。

III)在本次项目中我的进步是:

1. 熟悉了一个完整软件开发的过程。
2. 对项目管理工具如gitee更加了解
3. 一个比较高效的方法是线下一起编程开发，这样有什么问题解决就会比较及时，而且在一起讨论个人进步的速度会更快。