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# **Introducere**

**Scopul lucrării:**

• Studierea principiilor de definire şi utilizare a constructorilor

• Studierea principiilor de definire şi utilizare a destructorilor

• Studierea tipurilor de constructori

Constructorii reprezintă un concept fundamental în limbajul de programare C++. Aceștia sunt funcții speciale utilizate pentru a inițializa obiectele unei clase. Constructorii definesc modul în care obiectele unei clase sunt create și configurate în momentul instantierii.

În limbajul C++, fiecare clasă poate avea unul sau mai mulți constructori. Constructorii sunt invocați automat atunci când se creează obiecte ale respectivei clase și se ocupă de alocarea resurselor necesare, de inițializarea datelor și de efectuarea altor operații importante pentru a face obiectul utilizabil.

Un constructor are următoarele caracteristici:

1. **Numele Constructorului**: Constructorul are același nume ca și clasa în care este definit, dar fără tipul de returnare. De exemplu, pentru o clasă numită **Carte**, constructorul va fi denumit **Carte()**.
2. **Nu Are Tip de Returnare**: Constructorii nu returnează niciun tip de date, nici măcar **void**.
3. **Se Apelează Automat**: Constructorii sunt apelați automat atunci când un obiect al clasei este creat. Nu este necesară o apelare explicită din codul client.
4. **Pot Avea Parametri**: Constructorii pot accepta parametri pentru a inițializa obiectele cu valori specifice.

Constructorii pot fi supraincarcati, ceea ce înseamnă că o clasă poate avea mai mulți constructori cu semnături diferite. Aceasta oferă flexibilitate programatorului pentru a inițializa obiectele în mai multe moduri, în funcție de necesități.

# **Sarcina I**

а) Să se creeze clasa String – şir, utilizînd memoria dinamică. Să se definească constructorii: implicit, de copiere şi cu un parametru – pointer spre un şir de tip char. Să se definească funcţiile de atribuire a unui şir la altul, de comparaţie, de căutare a unui subşir, de numărare a simbolurilor ş. a.

## **Codul programului cu comentarii relevante:**

#include <iostream>

#include <cstring>

class String {

private:

    char\* data;

    int length;

public:

    String() : data(nullptr), length(0) {}

    String(const String& other) : data(nullptr), length(other.length) {

        if (length > 0) {

            data = new char[length + 1];

            strcpy(data, other.data);

        }

    }

    String(const char\* str) : data(nullptr), length(0) {

        if (str) {

            length = strlen(str);

            data = new char[length + 1];

            strcpy(data, str);

        }

    }

    ~String() {

        delete[] data;

    }

    String& operator=(const String& other) {

        if (this != &other) {

            delete[] data;

            length = other.length;

            if (length > 0) {

                data = new char[length + 1];

                strcpy(data, other.data);

            } else {

                data = nullptr;

            }

        }

        return \*this;

    }

    bool operator==(const String& other) const {

        return (length == other.length && strcmp(data, other.data) == 0);

    }

    bool operator!=(const String& other) const {

        return !(\*this == other);

    }

    int find(const String& substring) const {

        const char\* result = strstr(data, substring.data);

        if (result) {

            return result - data;

        }

        return -1;

    }

    int count(char symbol) const {

        int count = 0;

        for (int i = 0; i < length; i++) {

            if (data[i] == symbol) {

                count++;

            }

        }

        return count;

    }

    int getLength() const {

        return length;

    }

    const char\* c\_str() const {

        return data;

    }

};

int main() {

    String str1, str2, str3;

    // Citirea de la tastatură

    std::cout << "Introduceti sirul 1: ";

    char input[100];

    std::cin.getline(input, sizeof(input));

    str1 = input;

    std::cout << "Introduceti sirul 2: ";

    std::cin.getline(input, sizeof(input));

    str2 = input;

    std::cout << "Introduceti sirul 3: ";

    std::cin.getline(input, sizeof(input));

    str3 = input;

    if (str1 == str2) {

        std::cout << "str1 este egal cu str2." << std::endl;

    } else {

        std::cout << "str1 nu este egal cu str2." << std::endl;

    }

    int index = str3.find("is");

    if (index != -1) {

        std::cout << "Substring gasit la indexul " << index << std::endl;

    } else {

        std::cout << "Substring-ul nu a fost gasit." << std::endl;

    }

    char symbol;

    std::cout << "Introduceti un caracter cautat in str3: ";

    std::cin >> symbol;

    int count = str3.count(symbol);

    std::cout << "Caracterul '" << symbol << "' apare de" << count << " ori." << std::endl;

    std::cout << "str1: " << str1.c\_str() << std::endl;

    std::cout << "str2: " << str2.c\_str() << std::endl;

    std::cout << "str3: " << str3.c\_str() << std::endl;

    return 0;

}

## **Output-ul programului:**

![](data:image/png;base64,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)

# **Sarcina II**

b) Să se creeze clasa Matrix – matrice. Clasa conţine pointer spre double, numărul de rînduri şi de coloane şi o variabilă – codul erorii. Să se definească constructorul fără parametri (constructorul implicit), constructorul cu un parametru – matrice pătrată şi constructorul cu doi parametri – matrice dreptunghiulară ş. a. Să se definească funcţiile membru de acces: returnarea şi setarea valorii elementului (i,j). Să se definească funcţiile de adunare şi scădere a două matrice; înmulţirea unei matrice cu alta; înmulţirea unei matrice cu un număr. Să se testeze funcţionarea clasei. În caz de insuficienţă de memorie, necorespondenţă a dimensiunilor matricelor, depăşire a limitei memoriei utilizate să se stabilească codul erorii.

## **Codul programului cu comentarii relevante:**

#include <iostream>

#include <cstdlib>

#include <stdexcept>

class Matrix {

private:

    double\* data;

    int rows;

    int cols;

    int errorCode;

public:

    // Constructorul implicit

    Matrix() : data(nullptr), rows(0), cols(0), errorCode(0) {}

    // Constructor pentru o matrice pătrată

    Matrix(int n) : data(nullptr), rows(n), cols(n), errorCode(0) {

        if (n <= 0) {

            errorCode = -1; // Cod de eroare pentru dimensiuni incorecte

            return;

        }

        data = new double[n \* n];

    }

    // Constructor pentru o matrice dreptunghiulară

    Matrix(int rows, int cols) : data(nullptr), rows(rows), cols(cols), errorCode(0) {

        if (rows <= 0 || cols <= 0) {

            errorCode = -1; // Cod de eroare pentru dimensiuni incorecte

            return;

        }

        data = new double[rows \* cols];

    }

    // Destructor

    ~Matrix() {

        delete[] data;

    }

    // Funcții pentru accesarea și modificarea elementelor matricei

    double get(int i, int j) const {

        if (i < 0 || i >= rows || j < 0 || j >= cols) {

            throw std::out\_of\_range("Indicii specificati nu sunt in limitele matricei.");

        }

        return data[i \* cols + j];

    }

    void set(int i, int j, double value) {

        if (i < 0 || i >= rows || j < 0 || j >= cols) {

            throw std::out\_of\_range("Indicii specificati nu sunt in limitele matricei.");

        }

        data[i \* cols + j] = value;

    }

    // Funcții pentru adunare și scădere de matrici

    Matrix add(const Matrix& other) const {

        if (rows != other.rows || cols != other.cols) {

            throw std::invalid\_argument("Dimensiunile matricelor nu corespund.");

        }

        Matrix result(rows, cols);

        for (int i = 0; i < rows; i++) {

            for (int j = 0; j < cols; j++) {

                result.set(i, j, get(i, j) + other.get(i, j));

            }

        }

        return result;

    }

    Matrix subtract(const Matrix& other) const {

        if (rows != other.rows || cols != other.cols) {

            throw std::invalid\_argument("Dimensiunile matricelor nu corespund.");

        }

        Matrix result(rows, cols);

        for (int i = 0; i < rows; i++) {

            for (int j = 0; j < cols; j++) {

                result.set(i, j, get(i, j) - other.get(i, j));

            }

        }

        return result;

    }

    // Funcții pentru înmulțire de matrici și cu un număr

    Matrix multiply(const Matrix& other) const {

        if (cols != other.rows) {

            throw std::invalid\_argument("Numarul de coloane din prima matrice nu corespunde numarului de randuri din a doua matrice.");

        }

        Matrix result(rows, other.cols);

        for (int i = 0; i < rows; i++) {

            for (int j = 0; j < other.cols; j++) {

                double sum = 0;

                for (int k = 0; k < cols; k++) {

                    sum += get(i, k) \* other.get(k, j);

                }

                result.set(i, j, sum);

            }

        }

        return result;

    }

    Matrix multiply(double scalar) const {

        Matrix result(rows, cols);

        for (int i = 0; i < rows; i++) {

            for (int j = 0; j < cols; j++) {

                result.set(i, j, get(i, j) \* scalar);

            }

        }

        return result;

    }

    // Funcție pentru afișarea matricei

    void print() const {

        for (int i = 0; i < rows; i++) {

            for (int j = 0; j < cols; j++) {

                std::cout << get(i, j) << ' ';

            }

            std::cout << std::endl;

        }

    }

    // Funcție pentru a verifica codul de eroare

    int getErrorCode() const {

        return errorCode;

    }

};

int main() {

    // Exemplu de utilizare a clasei Matrix

    Matrix mat1(2, 2);

    mat1.set(0, 0, 1);

    mat1.set(0, 1, 2);

    mat1.set(1, 0, 3);

    mat1.set(1, 1, 4);

    Matrix mat2(2, 2);

    mat2.set(0, 0, 5);

    mat2.set(0, 1, 6);

    mat2.set(1, 0, 9);

    mat2.set(1, 1, 8);

    // Adunare

    Matrix resultAdd = mat1.add(mat2);

    std::cout << "Matricea rezultat dupa adunare:\n";

    resultAdd.print();

    // Scădere

    Matrix resultSubtract = mat1.subtract(mat2);

    std::cout << "Matricea rezultat dupa scadere:\n";

    resultSubtract.print();

    // Înmultire

    Matrix mat3(2, 3);

    mat3.set(0, 0, 1);

    mat3.set(0, 1, 2);

    mat3.set(0, 2, 3);

    mat3.set(1, 0, 9);

    mat3.set(1, 1, 5);

    mat3.set(1, 2, 6);

    Matrix resultMultiply = mat1.multiply(mat3);

    std::cout << "Matricea rezultat dupa inmultire:\n";

    resultMultiply.print();

    // Înmulțire cu scalar

    Matrix resultScalar = mat1.multiply(2.0);

    std::cout << "Matricea rezultat dupa inmultire cu scalar:\n";

    resultScalar.print();

    return 0;

}

## **Output-ul programului:**
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# **Concluzie**

În această lucrare, am explorat conceptul de constructori în limbajul de programare C++ în contextul codului care conținea structuri de date pentru matrice și șiruri de caractere (string-uri). Constructorii reprezintă elemente esențiale în programarea orientată pe obiect și sunt folosiți pentru inițializarea obiectelor claselor.

În contextul matricilor, constructorii au fost utilizați pentru a crea matrici pătrate și dreptunghiulare. Am definit constructori pentru inițializarea acestor matrici, fie fără parametri, pentru a crea matrice goale, fie cu un număr specific de rânduri și coloane. Acest lucru a permis crearea și configurarea obiectelor matrice în mod eficient, asigurând că acestea sunt gata de utilizare.

În ceea ce privește șirurile de caractere (string-urile), constructorii au fost folosiți pentru a inițializa șiruri de caractere, inclusiv constructori pentru șiruri goale și constructori care primeau un șir de caractere ca parametru. Acești constructori au facilitat gestionarea și manipularea eficientă a datelor de tip șir de caractere în cadrul codului.

Astfel, constructorii au jucat un rol crucial în crearea și inițializarea structurilor de date definite în acest cod. Ei ne-au permis să creăm obiecte personalizate, să le configurăm și să le folosim în mod eficient în cadrul aplicației noastre.

În concluzie, constructorii sunt un concept fundamental în C++ și reprezintă o componentă-cheie în programarea orientată pe obiect. Ei facilitează crearea și inițializarea obiectelor, sporind astfel eficiența și structura codului nostru.
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