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# Übung1 – Simple String Class

Die Abgabe beinhaltet 3 files:

* **MyString.hpp:** Headerfile des MyString-Class
* **MyString.cpp:** Implementierung der MyString-Class
* **MyStringClassMain.cpp**: Main-Function, um die MyString-Class zu testen.

## MyString.hpp

Das Headerfile definiert die Methoden, die die String-Class bis jetzt beinhaltet (Erweiterung folgt wohl in den nächsten Übungen)

Private werden hierbei die Variablen char\* data und size\_t length definiert: ein char-Pointer für das Array, in dem sich der String befindet, bzw. befinden soll, sowie die Länge des String. size\_t habe ich statt unsigned int generell verwendet, zum Teil aus Gewohnheit, zum anderen, um abgesichert zu sein, auf unterschiedlichen Rechnerarchitekturen fehlerfrei kompilieren zu können.

MyString(const char\* x, const char\* y, const std::size\_t length) ist ein spezieller privater Constructor, der als Hilfskonstruktor für die Concatenate-Funktion dient.

Weiters werden unterschiedliche public constructors definiert (simple und const char\*), c\_str(), um auf das char-array zugreifen zu können, das selbsterklärende Concatenate(), ein destructor, der auf „default“ gesetzt wird und eine friend-Referenz auf den cout(<<) overload, um mittels cout, MyString einfacher auf die Konsole ausgeben zu können.

Size\_t length speichert die Länge ohne das abschließende `\0` des strings, weil ich der Meinung bin, dass hier nur die tatsächliche Länge des strings interessant ist. Geholt werden, kann diese Länge über die public function GetLength();

## MyString.cpp

Der private Constructor MyString(const char\* x, const char\* y, const std::size\_t length) nimmt die beiden strings, erhält ausserdem die Länge des neuen zu bildenden Strings, und überträgt die Strings nacheinander mithilfe einer Lamdafunktion in einen neuen String. Ein abschließendes ‘\0‘ wird selbstverständlich angehängt.

c\_str() gibt den char\* data zurück.

GetLength gibt size\_t length zurück.

Die public constructors sollten im code selbsterklärend sein. Relevant ist eigentlich nur, dass der eine constructor die Aufgabenstellung, dass MyString durch ein const char\* initialisiert werden kann, gewährleistet.

MyString MyString::Concatenate(const MyString str) const berechnet die Länge des neuen Strings und ruft dann als return den privaten constructor auf, der als Hilfskonstruktor für eben diese Funktion implementiert ist. Wie auch bei anderen in diesem file implementierten funktionen, soll das const am Ende der Funktionsdefinition gewährleisten, dass das Objekt selbst nicht verändert wird.

std::ostream& operator<<(std::ostream& os, const MyString& str) schließlich ist als reine Hilfe gedacht und überladet den cout operator <<, um eben MyStrings über cout ausgeben zu können und damit leichter testen zu können.

## MyStringClassMain.cpp

Hier werden innerhalb der Main-Methode die bisher implementierten Funktionen getestet. Unterschiedliche MyStrings werden angelegt (dabei werden die unterschiedlichen Möglichkeiten MyString str1("Hallo"); und auto\* str2 = new MyString("Welt!"); genutzt. Ein MyString wird mithilfe von c\_str() Zeichen für Zeichen mit Abständen ausgegeben, und schließlich werden 2 Strings zu einem neuen verknüpft und die Gesamtlänge des neuen Strings ausgegeben.