![K-20110901-034369.png](data:image/png;base64,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)![K-20110901-034369.png](data:image/png;base64,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)

|  |
| --- |
| Binary Tree (계산식) |
| **과제 5장 보고서(계산식)** |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **제 출 일** | **2014. 0** |  | **전 공** | **Business & CSE** |
| **과 목** | **자료구조론** |  | **학 번** | **20101215** |
| **담당교수** |  |  | **이 름** | **정 O O** |

**1. Binary Tree**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **\* 원리 소개**  계산식의 3 + 45 – 78 \* 5 – 2^3\*(5-2)  3장의 과제에서 살펴본 것처럼, Postfix로 전환해야 한다.  Postfix로 전환하면,  **3 45 + 78 ~ 5 \* - 2 3 ^ 5 2 - \* -**  **\* 트리 구축에 관한 계획 수립**   |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | | 1 | | | 2 | | | 3 | | | | X | **Y** | **Result** | **X** | **Y** | **Result** | **X** | **Y** | **Result** | | 3 |  |  | 78 |  |  | -78 | 5 |  | |  | 45 | + |  | ~ |  |  | x |  | |  |  | 48 |  |  | -78 |  |  | -390 | | 4 | | | **5** | | | **6** | | | | X | **Y** | **Result** | **X** | **Y** | **Result** | **X** | **Y** | **Result** | | 48 | -390 |  | 2 | 3 |  | 3 | 8 |  | |  | - | 438 |  | ^ | 8 |  | x | 24 | |  |  |  |  |  |  |  |  |  | | 7 | | | | X | **Y** | **Result** | | 24 | - 438 |  | |  | - | 414 | |  |  |  |   **Postfix로 된 표현을 연산했을 때 각 변수에 담기는 모습들 관찰 결과**  **1단계)**  **pStack->Push**  **2단계)**  **pStack->Push**  **3단계) y == -78**    **4단계) xNode->pop(), yNode->pop()**  **pStack->Push**  **5단계)**  **pStack->Push**  **6단계)**  **pStack->Push**  **7단계)**  **pStack->Push**  **8단계)**  **xNode->pop(), yNode->pop()**  **pStack->Push**  **\* LRV(Traversal)**   |  |  | | --- | --- | | **정리) Case1)**  ‘~’ | **Case 2)**  입력: ‘^’  연산: push | | **Case 3)**  기존 top이 ‘^’일 때  Push 모드 | |  |  | | --- | --- | | **Case 4)** | | | **Left (외부)**  **Right (외부)** |  | | **스택(내부) Left**  **스택(내부) Right** |  | | |

**3. 코드 결과**

|  |
| --- |
| /\*  OOOOOOOOOOOOO교  과제: 방학(Binary Tree) 과제5 - 2번(계산식)  학과: Business & CSE  학번: 20101215  이름: 정OO  \*/  #include <iostream>  #include <istream>  #include <string>  #include <math.h>  #include "tree.h"  #include "stack.h"  using namespace std;  int eval(char \*post);  void postfix(char \*dst, char \*src);  int is\_legal(char \*postfix);  int precedence(int op);  bool is\_operator(int op);  char\* blankToChar(char\* dest);  char\* createBlankChar(int size);  int is\_quit(char\* dest);  int main()  {  int result;  while (1)  {  char \*exp = createBlankChar(256);  char Infix[256];  cout << "계산식을 입력하세요 (종료는 quit) : ";  cin.clear();  cin.getline(Infix, 256);  if (is\_quit(Infix))  break;  postfix(exp, blankToChar(Infix));  if (!is\_legal(exp))  {  cout << "정상적인 표현이 아닙니다." << endl;  continue;  }  else  {  cout << "--- 후위 계산식은 : " << exp << endl;  result = eval(exp);  cout << "---- 결과는 " << result << endl;  }  }  return 0;  }  char\* createBlankChar(int size){  char\* exp = new char[size];  for (int i = 0; i < size; i++)  exp[i] = NULL;  return exp;  }  int is\_quit(char\* dest){  int idx = 0;  const int q = 0;  const int u = 1;  const int i = 2;  const int t = 3;  const int quit = 4;  bool check = true;  while (\*dest){  switch (idx)  {  case q:  if (\*dest != 'q')  check = false;  break;  case u:  if (\*dest != 'u')  check = false;  break;  case i:  if (\*dest != 'i')  check = false;  break;  case t:  if (\*dest != 't')  check = false;  break;  default:  if (idx > t)  check = false;  break;  }  idx++;  \*dest++;  }  if (idx != quit)  check = false;  return check;  }  char\* blankToChar(char\* dest){  char\* pDest = new char[256];  int i = 0;  while (i < 256)  {  pDest[i++] = ' ';  }  i = 0;  while (\*dest)  {  if (\*dest != ' ')  pDest[i++] = \*dest;  \*dest++;  }  return pDest;  }  bool is\_operator(int op)  {  bool result = false;  if (op == '+' || op == '-')  result = true;  if (op == '\*' || op == '^')  result = true;  if (op == '/' || op == '^')  result = true;  if (op == '%')  result = true;  return result;  }  int precedence(int op)  {  if (op == '(') return 0;  if (op == '+' || op == '-') return 1;  if (op == '\*' || op == '/') return 2;  if (op == '^') return 3;  else return 4;  }  int is\_legal(char \*postfix)  {  int result = 0;  if (\*postfix == NULL)  return 0;  while (\*postfix)  {  while (\*postfix == ' ')  postfix++;  if (is\_operator(\*postfix))  result--;  else  {  if (\*postfix != '~')  result++;  while (\*postfix != ' ')  postfix++;  } // End of if  if (result < 1) break;  postfix++;  }  return (result == 1);  }  void postfix(char \*dst, char \*src)  {  Stack<char> \*PostStack = new Stack<char>();  Stack<char> \*MinusStack = new Stack<char>();  while (\*src)  {  if (\*src == '(')  {  PostStack->push(\*src);  src++;  }  else if (\*src == ')')  {  while (PostStack->get\_stack\_top() != '(')  {  \*dst++ = PostStack->pop();  \*dst++ = ' ';  }  PostStack->pop();  src++;  }  else if (is\_operator(\*src))  {  while (!PostStack->is\_stack\_empty() && precedence(PostStack->get\_stack\_top()) >= precedence(\*src))  {  \*dst++ = PostStack->pop();  \*dst++ = ' ';  }  if (\*src == '-' && src[1] == '-')  MinusStack->push('~');  else  PostStack->push(\*src);  src++;  }  else if (\*src >= '0' && \*src <= '9')  {  do  {  \*dst++ = \*src++;  } while (\*src >= '0' && \*src <= '9');  if (!MinusStack->is\_stack\_empty())  {  \*dst++ = ' ';  \*dst++ = MinusStack->pop();  }  \*dst++ = ' ';  }  else  src++;  }  while (!PostStack->is\_stack\_empty())  {  \*dst++ = PostStack->pop();  \*dst++ = ' ';  }  dst--;  \*dst = 0;  }  int eval(char \*post)  {  int left, right, result;  Tree\* pTree = new Tree();  Stack<int> \*PostStack = new Stack<int>();  while (\*post)  {  if (\*post >= '0' && \*post <= '9')  {  result = 0;  do  {  result = result \* 10 + \*post - '0';  post++;  } while (\*post >= '0' && \*post <= '9');  PostStack->push(result);  }  else if (\*post == '+')  {  right = PostStack->pop();  left = PostStack->pop();  result = right + left;  PostStack->push(result);  pTree->Make(left, right, result, '+');  post++;  }  else if (\*post == '\*')  {  right = PostStack->pop();  left = PostStack->pop();  result = right \* left;  PostStack->push(result);  pTree->Make(left, right, result, '\*');  post++;  }  else if (\*post == '-')  {  right = PostStack->pop();  left = PostStack->pop();  result = left - right;  PostStack->push(result);  pTree->Make(left, right, result, '-');  post++;  }  else if (\*post == '/')  {  right = PostStack->pop();  left = PostStack->pop();  result = left / right;  PostStack->push(result);  pTree->Make(left, right, result, '/');  }  else if (\*post == '^')  {  right = PostStack->pop();  left = PostStack->pop();  result = (int)pow((double)left, (double)right);  PostStack->push(result);  pTree->Make(left, right, result, '^');  post++;  }  else if (\*post == '%')  {  right = PostStack->pop();  left = PostStack->pop();  result = left % right;  PostStack->push(result);  pTree->Make(left, right, result, '%');  post++;  }  else if (\*post == '~')  {  left = PostStack->pop();  right = NULL;  PostStack->push((-1) \* left);  pTree->Make(left, NULL, NULL, '~');  post++;  }  else  post++;  } // End of if  // 초기 라인스타일  pTree->PrintOut(pTree->GetTree());  result = PostStack->pop();    return result;  } |

Figure 1) Main.cpp

|  |
| --- |
| /\*  OOOOOOOOOOOOO교  과제: 방학(Binary Tree) 과제5 - 2번(계산식)  학과: Business & CSE  학번: 20101215  이름: 정OO  \*/  #ifndef \_TREE\_H\_  #define \_TREE\_H\_  #include <iostream>  #include <string>  using namespace std;  const int ROOT = 1;  const int NODE = 2;  class TreeNode;  class PrintNode;  class pNode{  public:  TreeNode\* Data;  pNode\* prev;  pNode\* next;  };  class pStack{  public:  pStack();  ~pStack();  void push(TreeNode\* \_pNode);  TreeNode\* pop();  int IsEmpty();  int GetCount();  TreeNode\* GetTop();  private:  int Count;  pNode\* Top;  };  class TreeNode{  public:  TreeNode\* LeftNode;  std::string Data;  TreeNode\* RightNode;  };  class PrintNode{  public:  int Height = 0;  std::string Data;  PrintNode\* prev;  PrintNode\* next;  };  class PrintStack{  public:  PrintStack();  ~PrintStack();  void push(std::string \_Data, int \_Height);  std::string pop();  int GetCount();  std::string at(int height);  private:  int Count;  PrintNode\* Top;  };  class Tree{  public:  Tree();  ~Tree();  TreeNode\* Create(TreeNode\* left, TreeNode\* root, TreeNode\* right);  TreeNode\* Create(int number);  TreeNode\* Create(int number, char op);  void DestoryTree(TreeNode\* pNode);  void DestoryNode(TreeNode\* pNode);  void Make(int x, int y, int result, char op);  void PostOrder(TreeNode\* pTreeNode, int level = 0, PrintStack\* pStackNode = NULL);  void PrintOut(TreeNode\* pNode);  int SkewedHeight(int Type, TreeNode\* pNode);  TreeNode\* GetTree();  private:  int resultToInt(std::string D);  std::string GetResult(int number, char op);  pStack\* newStack;  protected:  void SetLine(bool check);  void SetData(int Type, std::string Data);  bool GetLine();  bool printLine;  std::string RootData;  std::string TreeData;  };  #include "tree\_detail.h"  #endif |

**Figure 2) tree.h**

|  |
| --- |
| /\*  OOOOOOOOOOOOO교  과제: 방학(Binary Tree) 과제5 - 2번(계산식)  학과: Business & CSE  학번: 20101215  이름: 정OO  \*/  #ifndef \_TREE\_DETAIL\_H\_  #define \_TREE\_DETAIL\_H\_  #include <iostream>  #include <sstream>  #include <string>  #include <iomanip>  #include "tree.h"  using namespace std;  std::string IntToString(int number);  std::string CharToString(char op);  const char stringToChar(std::string D, int i);  Tree::Tree(){  newStack = new pStack();  }  Tree::~Tree(){  DestoryTree(newStack->pop());  }  void Tree::DestoryTree(TreeNode\* pNode){  if (pNode != NULL)  {  DestoryTree(pNode->LeftNode);  DestoryTree(pNode->RightNode);  DestoryNode(pNode);  }  }  void Tree::DestoryNode(TreeNode\* pNode){  delete pNode;  }  TreeNode\* Tree::GetTree(){  return newStack->GetTop();  }  void Tree::SetLine(bool check){  printLine = check;  }  bool Tree::GetLine(){  return printLine;  }  void Tree::PrintOut(TreeNode\* pNode){  PrintStack\* newData = new PrintStack();  PostOrder(pNode, 0, newData);  cout << endl;  }  void Tree::SetData(int Type, std::string Data){  switch (Type)  {  case ROOT:  RootData = Data;  break;  case NODE:  TreeData.append(Data);  break;  }  }  void Tree::PostOrder(TreeNode\* pTreeNode, int level, PrintStack\* pStackNode){  string Data;  // TreeNode가 아닐 때  if (pTreeNode != NULL)  {  // 라인 바꾸기  if (GetLine() == true)  {  string pData;  int i = 0;  int iStartNum = level;  int iEndNum = pStackNode->GetCount();  if (GetLine() == true){  while (iStartNum < iEndNum)  {  pStackNode->pop();  iStartNum++;  }  }  while (i < pStackNode->GetCount())  {  string pTmpData = pStackNode->at(i);  pData.append(pTmpData);  i++;  }  cout << endl;  i = 0;  while (i <= pData.length())  {  cout << " ";  i++;  }  SetLine(false);  }  if (level == 0)  cout << pTreeNode->Data;  else  cout << " --- " << pTreeNode->Data;  // Node  if (pTreeNode->LeftNode == NULL && pTreeNode->LeftNode == NULL)  {  SetLine(true);  }  else  {  // 루트 위치 설정  if (level == 0)  {  Data.append(pTreeNode->Data);  SetData(ROOT, pTreeNode->Data);  }  // 노드 위치 설정  if (level != 0)  {  if (pTreeNode->Data != "~")  {  Data.append(" --- ");  Data.append(pTreeNode->Data);  }  }  // cout << Data; - Stack 내용  if (Data != ""){  pStackNode->push(Data, level);  }  }  PostOrder(pTreeNode->LeftNode, level + 1, pStackNode);  PostOrder(pTreeNode->RightNode, level + 1, pStackNode);  }  }  std::string Tree::GetResult(int number, char op){  std::string pData;  if (op == '~'){  pData.push\_back(op);  }  else{  pData.push\_back(op);  pData.push\_back(' ');  pData.push\_back('(');  pData.append(IntToString(number));  pData.push\_back(')');  }  return pData;  }  /\*  void Tree::Make(int left, int right, int result, char op){  cout << "left:" << left << "/right:" << right << "/result:" << result << "/op:" << op << endl;  }  \*/  void Tree::Make(int left, int right, int result, char op){  TreeNode\* resultNode, \*leftNode, \*rightNode;  bool Check = false;  // 스택이 비어있을 때  if (newStack->IsEmpty())  {  if (op == '~')  {  leftNode = new TreeNode();  resultNode = new TreeNode();    leftNode->Data = IntToString(left);  leftNode->LeftNode = NULL;  leftNode->RightNode = NULL;  resultNode->Data = GetResult(result, op);  resultNode->LeftNode = leftNode;  resultNode->RightNode = NULL;  }  else{    leftNode = new TreeNode();  rightNode = new TreeNode();  resultNode = new TreeNode();  leftNode->LeftNode = NULL;  leftNode->Data = IntToString(left);  leftNode->RightNode = NULL;  rightNode->LeftNode = NULL;  rightNode->Data = IntToString(right);  rightNode->RightNode = NULL;  resultNode->LeftNode = leftNode;  resultNode->Data = GetResult(result, op);  resultNode->RightNode = rightNode;  }  newStack->push(resultNode);  }  else  {  if (newStack->GetCount() > 1){  TreeNode\* pNode = newStack->GetTop();  TreeNode\* pLeftNode, \*pRightNode;  // '^'일 때  if (op == '^'){  leftNode = new TreeNode();  rightNode = new TreeNode();  resultNode = new TreeNode();  leftNode->LeftNode = NULL;  leftNode->Data = IntToString(left);  leftNode->RightNode = NULL;  rightNode->LeftNode = NULL;  rightNode->Data = IntToString(right);  rightNode->RightNode = NULL;  resultNode->LeftNode = leftNode;  resultNode->Data = GetResult(result, op);  resultNode->RightNode = rightNode;  newStack->push(resultNode);  Check = true;  // Push 구현  } // End of if  // 1-1. '~'일 때  if (op == '~')  {  leftNode = new TreeNode();  resultNode = new TreeNode();  leftNode->Data = IntToString(left);  leftNode->LeftNode = NULL;  leftNode->RightNode = NULL;  resultNode->Data = GetResult(result, op);  resultNode->LeftNode = leftNode;  resultNode->RightNode = NULL;  newStack->push(resultNode);  Check = true;  // Push 구현  } // End of if  // 1-2. '~'일 때  if (pNode->Data == "~"){  leftNode = new TreeNode();  rightNode = new TreeNode();  resultNode = new TreeNode();  leftNode = newStack->pop();  rightNode->LeftNode = NULL;  rightNode->Data = IntToString(right);  rightNode->RightNode = NULL;  resultNode->LeftNode = leftNode;  resultNode->Data = GetResult(result, op);  resultNode->RightNode = rightNode;  newStack->push(resultNode);  Check = true;  // Push 구현  } // End of if  // LeftNode - RightNode  if (Check == false){  int LeftNumber;  int RightNumber;  leftNode = newStack->pop();  rightNode = newStack->pop();  LeftNumber = resultToInt(rightNode->Data);  RightNumber = resultToInt(leftNode->Data);  if (LeftNumber == left && RightNumber == right)  {  resultNode = new TreeNode();  resultNode->Data = GetResult(result, op);  resultNode->LeftNode = rightNode;  resultNode->RightNode = leftNode;  newStack->push(resultNode);  }  else  {  newStack->push(rightNode);  newStack->push(leftNode);  leftNode = new TreeNode();  rightNode = new TreeNode();  resultNode = new TreeNode();  leftNode->LeftNode = NULL;  leftNode->Data = IntToString(left);  leftNode->RightNode = NULL;  rightNode->LeftNode = NULL;  rightNode->Data = IntToString(right);  rightNode->RightNode = NULL;  resultNode->LeftNode = leftNode;  resultNode->Data = GetResult(result, op);  resultNode->RightNode = rightNode;  newStack->push(resultNode);  } // End of if  } // End of if  }  else  {  // 1-1. '~'일 때  if (op == '~')  {  leftNode = new TreeNode();  resultNode = new TreeNode();  leftNode->Data = IntToString(left);  leftNode->LeftNode = NULL;  leftNode->RightNode = NULL;  resultNode->Data = GetResult(result, op);  resultNode->LeftNode = leftNode;  resultNode->RightNode = NULL;  newStack->push(resultNode);  Check = true;  // Push 구현  } // End of if  else  {  leftNode = new TreeNode();  rightNode = new TreeNode();  resultNode = new TreeNode();  leftNode->LeftNode = NULL;  leftNode->Data = IntToString(left);  leftNode->RightNode = NULL;  rightNode->LeftNode = NULL;  rightNode->Data = IntToString(right);  rightNode->RightNode = NULL;  resultNode->LeftNode = leftNode;  resultNode->Data = GetResult(result, op);  resultNode->RightNode = rightNode;  newStack->push(resultNode);  }    }  } // End of if  }  int Tree::resultToInt(std::string D){  int i = 0, j = 0;  int length = D.length();  int result = 0;  char ch;  bool Check = false;  bool Negative = false;  while (i < length)  {  ch = stringToChar(D, i);  // ) 일 때 종료처리  if (Check == true && ch != ')')  {  if (ch == '-')  {  Negative = true;  }  else  {  // 숫자 범위 파악  if (ch >= '0' && ch <= '9')  {  result = (result \* 10) + ch - '0';  } // End of if  } // End of if  } // End of if  if (ch == '('){  Check = true;  } // End of if  // Negative 수 처리  if (ch == ')'){  Check = false;  // 음수로 변환(Result)  if (Negative == true)  {  result = result \* (-1);  } // End of if  } // End of if  i++;  } // End of while  return result;  }  std::string IntToString(int number)  {  ostringstream convStream;  convStream << number;  return convStream.str();  }  std::string CharToString(char op){  string D;  D.push\_back(op);  return D;  }  const char stringToChar(std::string D, int i){  string T\_Data = D.substr(i, 1);  return T\_Data.at(0);  }  pStack::pStack(){  Count = 0;  Top = new pNode();  Top->Data = NULL;  Top->prev = NULL;  Top->next = NULL;  }  pStack::~pStack(){  pNode\* curNode;  while (Top != NULL)  {  curNode = Top;  Top = Top->prev;  delete curNode;  } // End of while  }  void pStack::push(TreeNode\* \_pNode){  pNode\* newNode = new pNode();  newNode->Data = \_pNode;  newNode->prev = NULL;  newNode->next = NULL;  // 신규 추가  if (Top->Data != NULL)  {  newNode->prev = Top;  Top->next = newNode;  Top = Top->next;  }  else  {  Top = newNode;  } // End of if  Count++;  }  TreeNode\* pStack::pop(){  TreeNode\* pTreeNode;  pNode\* pNode;  // 데이터가 없을 때  if (Top->Data == NULL)  return 0;  if (Top->prev != NULL)  {  pTreeNode = Top->Data;  pNode = Top;  Top = Top->prev;  delete pNode;  }  else  {  pTreeNode = Top->Data;  Top->Data = NULL;  Top->next = NULL;  } // End of if  Count--;  return pTreeNode;  }  TreeNode\* pStack::GetTop(){  return Top->Data;  }  int pStack::IsEmpty(){  if (Top->Data != NULL)  return 0;  else  return 1;  }  int pStack::GetCount(){  return Count;  }  PrintStack::PrintStack(){  Top = new PrintNode();  Top->Data = "NULL";  Top->prev = NULL;  Top->next = NULL;  }  PrintStack::~PrintStack(){  PrintNode\* curNode;  while (Top != NULL)  {  curNode = Top;  Top = Top->prev;  delete curNode;  } // End of while  }  void PrintStack::push(std::string \_Data, int \_Height){  PrintNode\* newNode = new PrintNode();  newNode->Data = \_Data;  newNode->Height = \_Height;  newNode->prev = NULL;  newNode->next = NULL;  // 신규 추가  if (Top->Data != "NULL")  {  newNode->prev = Top;  Top->next = newNode;  Top = Top->next;  }  else  {  Top->Data = \_Data;  Top->Height = \_Height;  } // End of if  Count++;  }  std::string PrintStack::pop(){  std::string pData;  PrintNode\* pNode;  // 데이터가 없을 때  if (Top->Data == "NULL")  return 0;  if (Top->prev != NULL)  {  pData = Top->Data;  pNode = Top;  Top = Top->prev;  delete pNode;  }  else  {  pData = Top->Data;  Top->Data = "NULL";  Top->next = NULL;  } // End of if  Count--;  return pData;  }  int PrintStack::GetCount(){  return Count;  }  std::string PrintStack::at(int height){  std::string pData = "NULL";  PrintNode\* pNode = Top;  while (1)  {  // 루프 탈출  if (pNode == NULL)  break;  if (pNode->Height == height){  pData = pNode->Data;  break;  }  pNode = pNode->prev;  }  return pData;  }  #endif |

**Figure 3) tree\_detail.h**

|  |
| --- |
| /\*  OOOOOOOOOOOOO교  과제: 방학(Binary Tree) 과제5 - 2번(계산식)  학과: Business & CSE  학번: 20101215  이름: 정OO  \*/  #ifndef \_STACK\_H\_  #define \_STACK\_H\_  #include <iostream>  #include <string>  using namespace std;  const int MAX = 100;  template <class T>  class BinaryNode;  template <class T>  class BinaryTree;  template <class T>  class CalcTree;  template <class T>  class Node{  public:  T Data;  Node<T>\* prev;  Node<T>\* next;  };  template <class T>  class Stack{  public:  Stack();  ~Stack();  void push(T t);  T pop(void);  T get\_stack\_top(void);  int is\_stack\_empty(void);  private:  int Count;  Node<T>\* Top;  };  #include "stack\_inl.h"  #endif |

**Figure 4) stack.h**

|  |
| --- |
| /\*  금오공과대학교  과제: 방학(Binary Tree) 과제5 - 2번(계산식)  학과: Business & CSE  학번: 20101215  이름: 정원영  \*/  #ifndef \_STACK\_INL\_H\_  #define \_STACK\_INL\_H\_  #include <iostream>  #include "stack.h"  using namespace std;  template <class T>  Stack<T>::Stack(){  Count = 0;  Top = new Node<T>();  Top->Data = NULL;  Top->prev = NULL;  Top->next = NULL;  }  template <class T>  Stack<T>::~Stack(){  Node<T>\* prevNode;  while (Top != NULL)  {  prevNode = Top;  Top = Top->prev;  delete prevNode;  }  }  template <class T>  void Stack<T>::push(T Data){  if (Top->Data == NULL)  {  Top->Data = Data;  }  else  {  Node<T>\* createNode = new Node<T>();  createNode->Data = Data;  createNode->prev = Top;  createNode->next = NULL;  Top->next = createNode;  Top = Top->next;  }  Count++;  }  template <class T>  T Stack<T>::pop(){  T Data = NULL;  if (Top->prev == NULL)  {  Top->prev = NULL;  Top->next = NULL;  Data = Top->Data;  Top->Data = NULL;  }  else{  Node<T>\* prevNode = Top->prev;  Data = Top->Data;  delete Top;  Top = prevNode;  }  Count--;  return Data;  }  template <class T>  T Stack<T>::get\_stack\_top(void)  {  return (Top->Data == NULL) ? -1 : Top->Data;  }  template <class T>  int Stack<T>::is\_stack\_empty(void)  {  return (Top->Data == NULL);  }  #endif |

**Figure 5) stack\_inl.h**