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**5.) Modify Peterson’s algorithm to use two variables turn0 and turn1 such that no process writes to the same variable:**

class PetersonAlgorithm implements Lock {

boolean wantCS[] = {false, false};

int[] turn = {0, 0};

public void requestCS(int i) {

int j = 1 - i;

wantCS[i] = true;

turn[i] = turn[j] + 1;

while(wantCS[j] && ((turn[i] == turn[j])||(turn[i] > turn[j]))) {

if(turn[i] == turn[j]) {

turn[i] = turn[j] + 1;

}

}

}

public void releaseCS(int i) {

wantCS[i] = false;

turn[i] = 0;

}

}

In the example above, we will prove the mutual exclusivity property by contradiction. Suppose that in the algorithm above, two processes are able to enter the critical section at the same time. In order to enter the critical section, some condition in each of the threads while loop must hold false. Let us assume two threads, thread 0 and thread 1. Suppose thread 0 enters the critical section first. In the while loop of thread 1, wantCS[0] evaluates to true. The only conditions left to be false are turn[1] == turn[0] or turn[1] > turn[0]. Because turn[1] = turn[0] + 1, then turn[1] will always have a higher value than turn[0], therefore never allowing thread 1 to enter the critical section while thread 0 is in the critical section. Thus, this contradicts our assumption that two processes are able to enter the critical section. The algorithm proves the mutually exclusive property of progress because if both thread 0 and thread 1 have turn = 0, then one of the threads’ while loop will increment their turn value to be greater than the other thread, allowing only one to go into the critical section. The property of starvation holds because if there is a thread 0 trying to enter the critical section and thread 1 (the thread previously in the critical section) attempts to request the critical section, eventually thread 0 will have a lower turn value than thread 1, giving the thread 0 a higher priority and allowing it to enter the critical section.

**6.) Bakery algorithm without choosing variable:**

// without the choosing variable

public void requestCS(int i) {

for(int k = 0; k < N; k++) {

if(number[k] > number[i]) {

number[i] = number[k];

}

}

number[i]++;

for(int k=0; k < N; k++) {

while((number[k] != 0)&&((number[k] < number[i])||(( number[k]==number[i]) && k<i)))){}

}

}

In the above algorithm, the choosing variable is removed for the bakery algorithm. Suppose thread 0 calls requestCS first. All values in the numbers array are initialized to 0 and after the first for loop, number[0] = 0. Suppose then the processor switched to thread 1 before thread 0 executes number[0]++. Thread 1 will then hold a value of numbers[1]==1 after numbers[1]++. When thread 1 executes the while loop, all conditions hold true and thread 1 is able to enter the critical section. Assume this is when thread 0 resumes execution. Thread 0 increments numbers[0] to 1, which is the same as numbers[1] of thread 1. When thread 0 enters the second for loop, all conditions hold true except j < i. In this case, j = 1 and i = 0, resulting in a false condition. Therefore, thread 0 is allowed to enter the critical section, violating the properties of mutual exclusion. The bakery algorithm breaks when the choosing variable is removed.