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**Цель работы:** изучить поиск расстояний в графе, научится реализовывать его используя обход в ширину.

**Теория**

Поиск расстояний – довольно распространенная задача анализа графов.

Вход: G – матрица смежности графа, v – исходная вершина.

Выход: DIST – вектор расстояний до всех вершин от исходной.

Алгоритм ПОШ

1.1. для всех i положим DIST [i] = -1 пометим как &quot;не посещенную&quot;;

1.2. ВЫПОЛНЯТЬ BFSD (v).

1.3 для всех i вывести DIST [i] на экран;

Алгоритм BFSD(v):

2.1. Создать пустую очередь Q = {};

2.2. Поместить v в очередь Q.push(v);

2.3. Обновить вектор расстояний DIST [ x ] = 0;

2.4. ПОКА Q != Æ очередь не пуста ВЫПОЛНЯТЬ

2.5. v = Q.front() установить текущую вершину;

2.6. Удалить первый элемент из очереди Q.pop();

2.7. вывести на экран v;

2.8. ДЛЯ i = 1 ДО size\_G ВЫПОЛНЯТЬ

2.9. ЕСЛИ G(v,i) = = 1И DIST = = -1

2.10. ТО

2.11. Поместить i в очередь Q.push(i);

2.12. Обновить вектор расстояний DIST [ i ] = DIST [ v ] + 1;

**Код программы**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <windows.h>

#include <stdio.h>

#include <time.h>

#include <conio.h>

#include <queue>

#include <locale.h>

using namespace std;

void rand\_Zap(int\*\* Matrix, int n) {

srand(time(NULL));

printf("G\n");

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++) {

if (i == j) {

Matrix[i][j] = 0;

}

if (i < j) {

Matrix[i][j] = rand() % 2;

Matrix[j][i] = Matrix[i][j];

}

}

}

void print\_G(int\*\* Matrix, int n) {

printf(" ");

for (int i = 0; i < n; i++)

printf("%3d", i + 1);

printf("\n\n");

for (int i = 0; i < n; i++) {

printf("%2d", i + 1);

for (int j = 0; j < n; j++) {

printf("%3d", Matrix[i][j]);

}

printf("\n");

}

printf("\n");

}

void BFSD(int v, int\* dist, int\*\* G, int N)

{

queue <int> Q;

Q.push(v);

dist[v] = 0;

while (Q.empty() == false) {

v = Q.front();

Q.pop();

printf("%d ", v + 1);

for (int i = 0; i < N; i++) {

if ((G[v][i] == 1) && dist[i] == -1) {

Q.push(i);

dist[i] = dist[v] + 1;

}

}

}

printf("\n");

}

int main()

{

setlocale(LC\_ALL, "Rus");

srand(time(NULL));

int N = 1;

scanf("%d", &N);

int\*\* G = (int\*\*)malloc(N \* sizeof(int\*));

for (int i = 0; i < N; i++)

{

G[i] = (int\*)malloc(N \* sizeof(int));

}

int\* dist;

dist = (int\*)malloc(N \* sizeof(int));

int i = 0, j = 0;

for (i = 0; i < 5; i++)

dist[i] = -1;

rand\_Zap(G, N);

print\_G(G, N);

/\*for (j = 0; j < N; j++)\*/

{

for (i = 0; i < N; i++)

dist[i] = -1;

/\*printf("От вершины %d\n", j + 1);\*/

int p = 0, l = 0;

printf("Введите вершины\n");

scanf("%d %d", &p, &l);

printf("От вершины %d\n", p);

p -= 1;

l -= 1;

BFSD(p, dist, G, N);

printf("%d ", dist[l]);

/\*for (i = 0; i < N; i++)

{

if (dist[i] != -1)

printf("%d \t", dist[i]);

else

printf("Нет прохода \t");

}\*/

printf("\n");

}

getchar();

getchar();

}

**Результат работы кода**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN4AAAEECAIAAADI1x0dAAAAAXNSR0IArs4c6QAAEltJREFUeF7tXT1PHMkWbVbvOVi9XWnTHQGBAwhW1ktHbMA4xOGTJgAkp+CcwJaIkHAwuZnUEiaYHJKVPA5A8wNWK4F2LT2DCNY/wcGbd6u7p7sHpqeqq+9U18cZWTIaqm7de+6h+uv2uUu//PLv8fh/9O+PP36P8AEC1iDwnTWewBEgMIXAUrZr3t7+F9gAAXsQwK5pTy7gyRQCoCYIYSkC3/344w8//PCvJ0/+aamDcCtUBKbONddffeh3WxkU94O9nXfXoSKDuBtGYOnnn38ej8fff//933//TdQ8jI5Ax4ZzguVjBHCuCSJYigCoaWli4NZDara6/U/J58Or9aUlAAQEmkJg6lyz6MSLt58OVgZ7uyfX43FTzmHdkBEoPaBfXI6i1vLTkLFB7I0iMJuaS0vr+9vtaHR5ji2z0fSEvHh+QP/69af90/y2Jm5qhkwLG2IvPde0wTn4EDICuHkUcvatjh3UtDo9ITsHaoacfatjBzWtTk/IzoGaIWff6thBTavTE7JzD6m5RA8oJx96ih4yNIi9WQSmqEn1mkPx4LyzGX/Oll++QIVHs/kJePXC06Cf/nPa37ja2313jXqOgBlhTej5rrn2fKN1f/XxxhrX4EjYCMy4DFrKzzdFzWbY+CD6xhCYQc3x+Pz15man0xs15hUWBgKFd4NuPl7dtzaerwEUIGAFAvmuOb5+dzai9y+OcVVuRWaCd+JhUZx476KdoTLqdd6gmjh4kjQDAOo1m8Edq0oRwINKKUQY0AwCoGYzuGNVKQKgphQiDGgGAVCzGdyxqhQBUFMKEQY0gwCo2QzuWFWKgGlqkvjCqw9UEPq2zo39wlN+Ic0kDbJsQKE2tZadxH4aWQ2tqAQa1MsmeBqlJtWNDIeH0VXdh/NbxwdRTxSVdvYGUfdQuwZF1ArEHyoYuO326c9Fm+VC7+SwezuqGxopU6Q+bW4GLnRqjpqxWA0xavfkizYB0olEqdfncVEp04N/qmghiaeVVf0CgjUiZjR4f1k3NMzPEDBHzTE9pN8hRvHWKT9dbkW3X+oWmdKxeLs9OjvRtEPTBTGPdOeDj7MQMEfNReBPR/b2/eD9hb7t5HRz2BdbnvafzdZLQUyWtwOgb9rArqlPn5KZdNEgiHlUSwE0O908W+7TtZmGk3QCTe9TseyYdFjJTjTFye/pfsjqu67umnGzjoikaVn2KmKk0BNdWdWgwtav7Yj2uuFQ7L5UtRX/XOeKKvnzgL6pk9SkjYqXl6me6O0XDQnmbN8VV/r0ZgBdY3c66VWaxiac3IeCvimBUGzOoouk6rzpYlCapVMPSjc1j8XuVPzo2Vln1xMVd8e27/RUxgUdoW9ayKpRaqpSGOOAgOFb7gAcCKgj4OS5pnp4GOkuAqCmu7nz3HNQ0/MEuxseqOlu7jz3HNT0PMHuhgdqups7zz0HNT1PsLvhgZru5s5zz0FNzxPsbnigpru589xzUNPzBLsbHqjpbu489xzU9DzB7oYHarqbO889BzU9T7C74YGa7ubOc89BTc8T7G54oKa7ufPcc0HN3d3dZ8+eeR4ownMNgXTX/PPPP13zHP56jkBKzW/fvnkeKMJzDQHVc00WXUwCJ5e0rKFDyWiHKy4uO1z4uMbDGf4qUZNLF1NIJIh26/QRwpj94y09BLnscMXFZYcrLj1UbZslpyaXLiapbvw6Uc8iQcOTo8F9e1tDtZXPDo/ep2342MYwbX/k1GTTxRS6VakUJglSxhoqreWn1T1nssMVF5ediCmu6oBaOkNOTU7H7+8+r+2TXvmwv3G1tze417XNZUd3/UXN8zUuLbzMUpME/gQpSYZ9p5aCL5cdLcgWOMnXuLQgM0jNz3e0S456E0XMtecbLdolqnvNZaf6youd4Wtcuqil1Hzy5ImuBdV5cb/1qL2dKu2SyHRrdKYh3MplR9VvU+N8jUsbPyFiuLOz89dff/32229lVlh0Mcn4lITkqEdtLPT85rLDFReXHa649FC1bRb0NW3LCPxJETB4rgnMgUAVBEDNKmhhrEEEQE2DYGOpKgiAmlXQwliDCICaBsHGUlUQADWroIWxBhFQoiZX/3GKi6se0Vc7XHWfBim0qKWUqMnVf5yrHtFXO1x1n4sii1m7StRk6T/OV2dpW90nlz889aNm+bPA1ZSoWVi/Rv9xrnpET+2w1X0ukC1GTVejZt3+41z1iL7aMZp62xerQE2G/uNc9Yi+2rGdLUb9U6UmQ/9xrnpEX+0YzbsDiylRk6X/OFc9oq92HCCLWRflRXFc/ccpLq56RF/tcNV9mqXQolaTU3NRK8MuEJiLgNIBHRgCAfMIgJrmMceKSgiAmkowYZB5BEBN85hjRSUEQE0lmDDIPAKgpnnMsaISAkrUzIsjP30iWUwlwyWDuOoRUa9ZJwtOzFWiJhXFJZ9Op3fb7b99saQXG1c9Iuo19fB3a5YSNbOQxuPzy1G0srqmEaRtOpT21Y+iXnOKVtWoSbqY2+3RmZbKG1s9Iuo1NTYGB6eoUjM5txv2u9Hg/fl43HCkqNdsOAEmllelZna6ebbc//T2hQnX5qyBes2GE2BieVVqZr5cxCeb60uaV0IMMaFekwFEB0xUo2Z8KSMU2a+bO6ajXtMBWnG4KC+KmyqOjKL7wd7Ou2u9pbnqEVGvqYe/W7Pk1HQrHnjrDQLVDujehI1A7EcA1LQ/R4F6CGoGmnj7wwY17c9RoB6CmoEm3v6wQU37cxSohxWoSbUd1F5SFGzWeBSEes35ROOqQ/WAzqrUFHe5D7u3o1GdmFGvKeUlS7/4OjmyZ64qNdeImFR0dKnvOeo152PHVT+qnyHLZipRkw7lgphHWnWak4BRrylJPVcdqmUM03ZHiZrU6pSIqdHqVNstyURf6zW54loU7kbtyqlJJ4h0AlRvx+QOydd6Ta64uPFuxJ6cmuI4Q5ANh6LK/SD9WfvNNYYgfa3X5IqLAWIrTMipmdW3izcqeyNRFdfpvD5v7B0MX+s1ueKyglYcTlQrihN3f7bv9nZP9EqJUa8pu0hf3z/td1vxqBr94jmI0byNatRs3l94EAwC8gN6MFAgULsQADXtyge8yRAANUEGSxEANS1NDNwCNcEBSxEANS1NDNxSomZSqJl96khsctUjctV9ctnhiovLjgfMVqImxUnPgFKNzc3NWhIJK+JhUqezN4i6/eMtPQS56j657Nim96mHqm2zVKlZ32+uekS+uk8ePUu+uHj6qtfPlCUWzFEzYqpH5Kr75LLDFRebHUuYVdsNVWpS7VF6rlnn3SBf6xG54uKyU5sWNhhQoub1u53sRFOIuZ/ua7655ms9IldcXHZsYFZtH5SoWVxF6Gu2lp9qLOxrPSJXXFx2NFJj5ZRq1Ez1NUeXGprZvtYjcsXFZcdKmuk4JS+KY9TX5NLF5Kr75LLDFReXHR0i2DdHTk37fIZHQSBQ7YAeBCQI0g4EQE078gAvHiEAaoIUliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLgFaoIDliIAalqaGLiVv+z79etPedMaAoZkC3X7AwFWIFAfgYe75qjXEV3V6ulf1ncLFoDA7AM6Cfx9vLpP0Jno9uaqxMUGlWUquvn3NO/ti8xOpmgsBiTfP9A8FusINbpkdXWV3qp+JuPfvshWSBclPdh4ffHryf80bCkZP8P/1E7qcDY9+6EIY5O9PV0j+2xqUhqeb7RGlxdZOMlumrSpbB8cU6YS3hxEveR7oSA3URmm6asr1MlOTNkbpBQvIiO6BbfTL0jrJ9GhS/pfxj+S7rHogVlmfw7IlfwkO+0DiiDxM+oeqirgFf13LePO+PuQmu2DuIPvsN+97ZX2SCUZSLGbxiq671P6Xrwf3Ld/TSg7/0MTjw/a9/czKDtFX137uREFP4nKSZg3J2ej1sbzNZn3ceAq/ssNYcRcBGafa4pd5G47Oa4l0xPKxn2no15yebRGO6PoRp1+L9p+rqymqX263Ip5MeuzRYkd9Y6uZJmZZ790bkU/ZT4o+19Yd3I4oLmTZt3JqQs+lRAovXl0QyebBR3N/EBJnB2einPBmy+3cQfqTBU2OxDHrL39cjPLk41DQcw3+alCqbtz7JeHWM3Pop05PheHlfhfPJEobNtJT4X4HEizpUKlbHo1uJSaa3SyWbrxCQjG4/PLUav7cgbkWy+7dKI6U4Oz1WoRMVXkOefYr5QBRTtzfC4up+5/JScx+DEC/3jwlTgwHcTfTe5rJof0/HvRqbuTXKZcvNlbPSWN92RC/Is3nyc3Rw/y76ODTx9W93Y/JmNKT2EfeffY/ubr8/lZVPQzs5OPL/YfFwfibrxQ+v8oW7WK//EBPbZDyFxE+9tgYAUEmPU1E/HS5bP02iJxhG660FdSVlXwmmPoTFc5DMMGDwLMDyrphiidgeIDBOojwLxr1nfImAXsmsag1lsoXGrq4YVZxhBgPqAb8xsLeY8AqOl9il0NENR0NXPe+z11rlnso0O3NaXNpcVdIXo8OfmoTPEeUATIhcDsyyBRwSAelk/dnny8JFHzMDqSMpjLV9gJCoGyek16CJkXawSFCIK1BIGSes31V9vt0dnJzAINSzyHG54j8JCaSc03lWtGg/cqRRg8fdI9Bxnh6SBQess9rTCXlVNka4rxK3jTTScHmDMTgdKbR6Lv+cpqVkoshU+/T7rUNAYEiUDpu0H7222qBhbV7AqfOn3SFcxjSIgIlL6HLr1JydgnPUTgEbMMAZR3yBDC7xtCAA8qGwIey8oQADVlCOH3DSEAajYEPJaVIQBqyhDC7xtCANRsCHgsK0MA1JQhhN83hMDUzaPpW5XirXKVx+gNeb7AZavWrS7QlYBNP7rlfttLXhgXZcIbV4GrvyrWrQbMnwWGXjigx9IqmRrRzckRyfqRbMx8/cvHrvmkcxmL0qBudYH8m2M6p6aQoyoIFSViByT9Nkf/co5dP3Qu6c8SdavNEDOKcmqS7uCinHBQ57Jq3eqioAvYbk7Nz3cSLdZKKLmuc3n+OtVmPFvuQx2zUuq5BufUFHKWhQLNWHS4TCRTvro3OpdV61bl0GCEGgKFyyBKQovkzFNdYaEdnMthqxmbO8pFncu0DlW5bpUBJpiYIJBTk6jzpiOaBSQC2DXfpsgP6EIVfjfT4xyskO7m5FOQkc7Gi74F2VsfseA0veo++b+Qt8o6l8PhUEkPuXiHgRanG2i2yS8Gwt7m6zWh2BYI1aqGiQeVVRHDeEMIgJqGgMYyVRFo/oBe1WOMDwQB7JqBJNq9MEFN93IWiMegZiCJdi/MKWoW2/FmLWznxzS5Cyha30qjf9DDV3WJZFqhK2HZQvQEK5ZsSpsDS/3BAJsRmKJm9uCYetfRvXdph2RiwnB4GF3lDZ+koU5696b9e6XjxV3Pw+7tSGkJeoKVtOmN27kfZp2rpatggIUI6Otrxg/xiAm7J18WGNcaEZNE6y6VlqA/rbSVW9xhU6lPr5JhDGoAAX19TSrofLdDTFASRdKLjMolBTGPNHQ+RYlfSQNXPV8wyzQCdfU1q/pbSY+T6u6JmMnz90of9tqUSqtjMAsCD6m50DpF2mazDtXiZPZ0f45IIp3IUomJxo5JV02iaOoobtqOj7MIsOlrVkVAqse5ReWik1b3VDOU/Cy9MoubckQkQaux11YNAeMXigCPvmZVF1X0OLP9W1xx90aiCXZH0pGDNlrwsmourB2vr69JIRXf144jnPfqeh09TnGXavtu/pvHyYu57Smkw32V3lrCqTuG8g51rDDSKAJ4UGkUbiymjgCoqY4VRhpFANQ0CjcWU0cA1FTHCiONIgBqGoUbi6kjAGqqY4WRRhF4SM1K9ZdGPcVigSEwRU2N+svA4EK45hDIqWmm/tJcZFjJcQSKwjILr790HCu4bxQBXAYZhRuLqSMAaqpjhZFGEQA1jcKNxdQRADXVscJIowhMFcVVqr806iYWCw8B1GuGl3NHIsYB3ZFEhecmqBlezh2JGNR0JFHhuQlqhpdzRyIGNR1JVHhugprh5dyRiEFNRxIVnpugZng5dyRiUNORRIXnJqgZXs4diRjUdCRR4bkJaoaXc0ciBjUdSVR4boKa4eXckYhBTUcSFZ6boGZ4OXckYlDTkUSF5yaoGV7OHYkY1HQkUeG5CWqGl3NHIv4/YxPsxAqi34gAAAAASUVORK5CYII=)

**Вывод:** изучил поиск расстояний в графе, научился реализовывать его, используя обход в ширину.