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## **[1. Getting Started](http://kafka.apache.org/documentation.html" \l "gettingStarted)**

### **[1.1 Introduction](http://kafka.apache.org/documentation.html" \l "introduction)**

Kafka is a distributed, partitioned, replicated commit log service. It provides the functionality of a messaging system, but with a unique design.

What does all that mean?

First let's review some basic messaging terminology:

* Kafka maintains feeds of messages in categories called *topics*.
* We'll call processes that publish messages to a Kafka topic *producers*.
* We'll call processes that subscribe to topics and process the feed of published messages *consumers*.
* Kafka is run as a cluster comprised of one or more servers each of which is called a *broker*.

So, at a high level, producers send messages over the network to the Kafka cluster which in turn serves them up to consumers like this:
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Communication between the clients and the servers is done with a simple, high-performance, language agnostic**[TCP protocol](https://kafka.apache.org/protocol.html)**. We provide a Java client for Kafka, but clients are available in **[many languages](https://cwiki.apache.org/confluence/display/KAFKA/Clients)**.

#### **[Topics and Logs](http://kafka.apache.org/documentation.html" \l "intro_topics)**

Let's first dive into the high-level abstraction Kafka provides—the topic.

A topic is a category or feed name to which messages are published. For each topic, the Kafka cluster maintains a partitioned log that looks like this:
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Each partition is an ordered, immutable sequence of messages that is continually appended to—a commit log. The messages in the partitions are each assigned a sequential id number called the *offset* that uniquely identifies each message within the partition.

The Kafka cluster retains all published messages—whether or not they have been consumed—for a configurable period of time. For example if the log retention is set to two days, then for the two days after a message is published it is available for consumption, after which it will be discarded to free up space. Kafka's performance is effectively constant with respect to data size so retaining lots of data is not a problem.

In fact the only metadata retained on a per-consumer basis is the position of the consumer in the log, called the "offset". This offset is controlled by the consumer: normally a consumer will advance its offset linearly as it reads messages, but in fact the position is controlled by the consumer and it can consume messages in any order it likes. For example a consumer can reset to an older offset to reprocess.

This combination of features means that Kafka consumers are very cheap—they can come and go without much impact on the cluster or on other consumers. For example, you can use our command line tools to "tail" the contents of any topic without changing what is consumed by any existing consumers.

The partitions in the log serve several purposes. First, they allow the log to scale beyond a size that will fit on a single server. Each individual partition must fit on the servers that host it, but a topic may have many partitions so it can handle an arbitrary amount of data. Second they act as the unit of parallelism—more on that in a bit.

#### **[Distribution](http://kafka.apache.org/documentation.html" \l "intro_distribution)**

The partitions of the log are distributed over the servers in the Kafka cluster with each server handling data and requests for a share of the partitions. Each partition is replicated across a configurable number of servers for fault tolerance.

Each partition has one server which acts as the "leader" and zero or more servers which act as "followers". The leader handles all read and write requests for the partition while the followers passively replicate the leader. If the leader fails, one of the followers will automatically become the new leader. Each server acts as a leader for some of its partitions and a follower for others so load is well balanced within the cluster.

#### **[Producers](http://kafka.apache.org/documentation.html" \l "intro_producers)**

Producers publish data to the topics of their choice. The producer is responsible for choosing which message to assign to which partition within the topic. This can be done in a round-robin fashion simply to balance load or it can be done according to some semantic partition function (say based on some key in the message). More on the use of partitioning in a second.

#### **[Consumers](http://kafka.apache.org/documentation.html" \l "intro_consumers)**

Messaging traditionally has two models: **[queuing](http://en.wikipedia.org/wiki/Message_queue)** and **[publish-subscribe](http://en.wikipedia.org/wiki/Publish%E2%80%93subscribe_pattern)**. In a queue, a pool of consumers may read from a server and each message goes to one of them; in publish-subscribe the message is broadcast to all consumers. Kafka offers a single consumer abstraction that generalizes both of these—the *consumer group*.

Consumers label themselves with a consumer group name, and each message published to a topic is delivered to one consumer instance within each subscribing consumer group. Consumer instances can be in separate processes or on separate machines.

If all the consumer instances have the same consumer group, then this works just like a traditional queue balancing load over the consumers.

If all the consumer instances have different consumer groups, then this works like publish-subscribe and all messages are broadcast to all consumers.

More commonly, however, we have found that topics have a small number of consumer groups, one for each "logical subscriber". Each group is composed of many consumer instances for scalability and fault tolerance. This is nothing more than publish-subscribe semantics where the subscriber is a cluster of consumers instead of a single process.
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A two server Kafka cluster hosting four partitions (P0-P3) with two consumer groups. Consumer group A has two consumer instances and group B has four.**

Kafka has stronger ordering guarantees than a traditional messaging system, too.

A traditional queue retains messages in-order on the server, and if multiple consumers consume from the queue then the server hands out messages in the order they are stored. However, although the server hands out messages in order, the messages are delivered asynchronously to consumers, so they may arrive out of order on different consumers. This effectively means the ordering of the messages is lost in the presence of parallel consumption. Messaging systems often work around this by having a notion of "exclusive consumer" that allows only one process to consume from a queue, but of course this means that there is no parallelism in processing.

Kafka does it better. By having a notion of parallelism—the partition—within the topics, Kafka is able to provide both ordering guarantees and load balancing over a pool of consumer processes. This is achieved by assigning the partitions in the topic to the consumers in the consumer group so that each partition is consumed by exactly one consumer in the group. By doing this we ensure that the consumer is the only reader of that partition and consumes the data in order. Since there are many partitions this still balances the load over many consumer instances. Note however that there cannot be more consumer instances in a consumer group than partitions.

Kafka only provides a total order over messages *within* a partition, not between different partitions in a topic. Per-partition ordering combined with the ability to partition data by key is sufficient for most applications. However, if you require a total order over messages this can be achieved with a topic that has only one partition, though this will mean only one consumer process per consumer group.

#### **[Guarantees](http://kafka.apache.org/documentation.html" \l "intro_guarantees)**

At a high-level Kafka gives the following guarantees:

* Messages sent by a producer to a particular topic partition will be appended in the order they are sent. That is, if a message M1 is sent by the same producer as a message M2, and M1 is sent first, then M1 will have a lower offset than M2 and appear earlier in the log.
* A consumer instance sees messages in the order they are stored in the log.
* For a topic with replication factor N, we will tolerate up to N-1 server failures without losing any messages committed to the log.

More details on these guarantees are given in the design section of the documentation.

### **[1.2 Use Cases](http://kafka.apache.org/documentation.html" \l "uses)**

Here is a description of a few of the popular use cases for Apache Kafka. For an overview of a number of these areas in action, see **[this blog post](http://engineering.linkedin.com/distributed-systems/log-what-every-software-engineer-should-know-about-real-time-datas-unifying)**.

#### **[Messaging](http://kafka.apache.org/documentation.html" \l "uses_messaging)**

Kafka works well as a replacement for a more traditional message broker. Message brokers are used for a variety of reasons (to decouple processing from data producers, to buffer unprocessed messages, etc). In comparison to most messaging systems Kafka has better throughput, built-in partitioning, replication, and fault-tolerance which makes it a good solution for large scale message processing applications.

In our experience messaging uses are often comparatively low-throughput, but may require low end-to-end latency and often depend on the strong durability guarantees Kafka provides.

In this domain Kafka is comparable to traditional messaging systems such as **[ActiveMQ](http://activemq.apache.org/)** or **[RabbitMQ](https://www.rabbitmq.com/)**.

#### **[Website Activity Tracking](http://kafka.apache.org/documentation.html" \l "uses_website)**

The original use case for Kafka was to be able to rebuild a user activity tracking pipeline as a set of real-time publish-subscribe feeds. This means site activity (page views, searches, or other actions users may take) is published to central topics with one topic per activity type. These feeds are available for subscription for a range of use cases including real-time processing, real-time monitoring, and loading into Hadoop or offline data warehousing systems for offline processing and reporting.

Activity tracking is often very high volume as many activity messages are generated for each user page view.

#### **[Metrics](http://kafka.apache.org/documentation.html" \l "uses_metrics)**

Kafka is often used for operational monitoring data. This involves aggregating statistics from distributed applications to produce centralized feeds of operational data.

#### **[Log Aggregation](http://kafka.apache.org/documentation.html" \l "uses_logs)**

Many people use Kafka as a replacement for a log aggregation solution. Log aggregation typically collects physical log files off servers and puts them in a central place (a file server or HDFS perhaps) for processing. Kafka abstracts away the details of files and gives a cleaner abstraction of log or event data as a stream of messages. This allows for lower-latency processing and easier support for multiple data sources and distributed data consumption. In comparison to log-centric systems like Scribe or Flume, Kafka offers equally good performance, stronger durability guarantees due to replication, and much lower end-to-end latency.

#### **[Stream Processing](http://kafka.apache.org/documentation.html" \l "uses_streamprocessing)**

Many users of Kafka process data in processing pipelines consisting of multiple stages, where raw input data is consumed from Kafka topics and then aggregated, enriched, or otherwise transformed into new topics for further consumption or follow-up processing. For example, a processing pipeline for recommending news articles might crawl article content from RSS feeds and publish it to an "articles" topic; further processing might normalize or deduplicate this content and published the cleansed article content to a new topic; a final processing stage might attempt to recommend this content to users. Such processing pipelines create graphs of real-time data flows based on the individual topics. Starting in 0.10.0.0, a light-weight but powerful stream processing library called **[Kafka Streams](http://kafka.apache.org/documentation.html" \l "streams_overview)** is available in Apache Kafka to perform such data processing as described above. Apart from Kafka Streams, alternative open source stream processing tools include **[Apache Storm](https://storm.apache.org/)** and **[Apache Samza](http://samza.apache.org/)**.

#### **[Event Sourcing](http://kafka.apache.org/documentation.html" \l "uses_eventsourcing)**

**[Event sourcing](http://martinfowler.com/eaaDev/EventSourcing.html)** is a style of application design where state changes are logged as a time-ordered sequence of records. Kafka's support for very large stored log data makes it an excellent backend for an application built in this style.

#### **[Commit Log](http://kafka.apache.org/documentation.html" \l "uses_commitlog)**

Kafka can serve as a kind of external commit-log for a distributed system. The log helps replicate data between nodes and acts as a re-syncing mechanism for failed nodes to restore their data. The **[log compaction](http://kafka.apache.org/documentation.html" \l "compaction)** feature in Kafka helps support this usage. In this usage Kafka is similar to **[Apache BookKeeper](http://zookeeper.apache.org/bookkeeper/)** project.

### **[1.3 Quick Start](http://kafka.apache.org/documentation.html" \l "quickstart)**

This tutorial assumes you are starting fresh and have no existing Kafka or ZooKeeper data.

#### **[Step 1: Download the code](http://kafka.apache.org/documentation.html" \l "quickstart_download)**

**[Download](https://www.apache.org/dyn/closer.cgi?path=/kafka/0.10.0.0/kafka_2.11-0.10.0.0.tgz" \o "Kafka downloads)** the 0.10.0.0 release and un-tar it.

> **tar -xzf kafka\_2.11-0.10.0.0.tgz**

> **cd kafka\_2.11-0.10.0.0**

#### **[Step 2: Start the server](http://kafka.apache.org/documentation.html" \l "quickstart_startserver)**

Kafka uses ZooKeeper so you need to first start a ZooKeeper server if you don't already have one. You can use the convenience script packaged with kafka to get a quick-and-dirty single-node ZooKeeper instance.

> **bin/zookeeper-server-start.sh config/zookeeper.properties**

[2013-04-22 15:01:37,495] INFO Reading configuration from: config/zookeeper.properties (org.apache.zookeeper.server.quorum.QuorumPeerConfig)

...

Now start the Kafka server:

> **bin/kafka-server-start.sh config/server.properties**

[2013-04-22 15:01:47,028] INFO Verifying properties (kafka.utils.VerifiableProperties)

[2013-04-22 15:01:47,051] INFO Property socket.send.buffer.bytes is overridden to 1048576 (kafka.utils.VerifiableProperties)

...

#### **[Step 3: Create a topic](http://kafka.apache.org/documentation.html" \l "quickstart_createtopic)**

Let's create a topic named "test" with a single partition and only one replica:

> **bin/kafka-topics.sh --create --zookeeper localhost:2181 --replication-factor 1 --partitions 1 --topic test**

We can now see that topic if we run the list topic command:

> **bin/kafka-topics.sh --list --zookeeper localhost:2181**

test

Alternatively, instead of manually creating topics you can also configure your brokers to auto-create topics when a non-existent topic is published to.

#### **[Step 4: Send some messages](http://kafka.apache.org/documentation.html" \l "quickstart_send)**

Kafka comes with a command line client that will take input from a file or from standard input and send it out as messages to the Kafka cluster. By default each line will be sent as a separate message.

Run the producer and then type a few messages into the console to send to the server.

> **bin/kafka-console-producer.sh --broker-list localhost:9092 --topic testThis is a messageThis is another message**

#### **[Step 5: Start a consumer](http://kafka.apache.org/documentation.html" \l "quickstart_consume)**

Kafka also has a command line consumer that will dump out messages to standard output.

> **bin/kafka-console-consumer.sh --zookeeper localhost:2181 --topic test --from-beginning**

This is a message

This is another message

If you have each of the above commands running in a different terminal then you should now be able to type messages into the producer terminal and see them appear in the consumer terminal.

All of the command line tools have additional options; running the command with no arguments will display usage information documenting them in more detail.

#### **[Step 6: Setting up a multi-broker cluster](http://kafka.apache.org/documentation.html" \l "quickstart_multibroker)**

So far we have been running against a single broker, but that's no fun. For Kafka, a single broker is just a cluster of size one, so nothing much changes other than starting a few more broker instances. But just to get feel for it, let's expand our cluster to three nodes (still all on our local machine).

First we make a config file for each of the brokers:

> **cp config/server.properties config/server-1.properties**

> **cp config/server.properties config/server-2.properties**

Now edit these new files and set the following properties:

config/server-1.properties:

broker.id=1

listeners=PLAINTEXT://:9093

log.dir=/tmp/kafka-logs-1

config/server-2.properties:

broker.id=2

listeners=PLAINTEXT://:9094

log.dir=/tmp/kafka-logs-2

The broker.id property is the unique and permanent name of each node in the cluster. We have to override the port and log directory only because we are running these all on the same machine and we want to keep the brokers from all trying to register on the same port or overwrite each others data.

We already have Zookeeper and our single node started, so we just need to start the two new nodes:

> **bin/kafka-server-start.sh config/server-1.properties &**

...

> **bin/kafka-server-start.sh config/server-2.properties &**

...

Now create a new topic with a replication factor of three:

> **bin/kafka-topics.sh --create --zookeeper localhost:2181 --replication-factor 3 --partitions 1 --topic my-replicated-topic**

Okay but now that we have a cluster how can we know which broker is doing what? To see that run the "describe topics" command:

> **bin/kafka-topics.sh --describe --zookeeper localhost:2181 --topic my-replicated-topic**

Topic:my-replicated-topic PartitionCount:1 ReplicationFactor:3 Configs:

Topic: my-replicated-topic Partition: 0 Leader: 1 Replicas: 1,2,0 Isr: 1,2,0

Here is an explanation of output. The first line gives a summary of all the partitions, each additional line gives information about one partition. Since we have only one partition for this topic there is only one line.

* "leader" is the node responsible for all reads and writes for the given partition. Each node will be the leader for a randomly selected portion of the partitions.
* "replicas" is the list of nodes that replicate the log for this partition regardless of whether they are the leader or even if they are currently alive.
* "isr" is the set of "in-sync" replicas. This is the subset of the replicas list that is currently alive and caught-up to the leader.

Note that in my example node 1 is the leader for the only partition of the topic.

We can run the same command on the original topic we created to see where it is:

> **bin/kafka-topics.sh --describe --zookeeper localhost:2181 --topic test**

Topic:test PartitionCount:1 ReplicationFactor:1 Configs:

Topic: test Partition: 0 Leader: 0 Replicas: 0 Isr: 0

So there is no surprise there—the original topic has no replicas and is on server 0, the only server in our cluster when we created it.

Let's publish a few messages to our new topic:

> **bin/kafka-console-producer.sh --broker-list localhost:9092 --topic my-replicated-topic**

...**my test message 1my test message 2^C**

Now let's consume these messages:

> **bin/kafka-console-consumer.sh --zookeeper localhost:2181 --from-beginning --topic my-replicated-topic**

...

my test message 1

my test message 2**^C**

Now let's test out fault-tolerance. Broker 1 was acting as the leader so let's kill it:

> **ps | grep server-1.properties***7564* ttys002 0:15.91 /System/Library/Frameworks/JavaVM.framework/Versions/1.8/Home/bin/java...

> **kill -9 7564**

Leadership has switched to one of the slaves and node 1 is no longer in the in-sync replica set:

> **bin/kafka-topics.sh --describe --zookeeper localhost:2181 --topic my-replicated-topic**

Topic:my-replicated-topic PartitionCount:1 ReplicationFactor:3 Configs:

Topic: my-replicated-topic Partition: 0 Leader: 2 Replicas: 1,2,0 Isr: 2,0

But the messages are still be available for consumption even though the leader that took the writes originally is down:

> **bin/kafka-console-consumer.sh --zookeeper localhost:2181 --from-beginning --topic my-replicated-topic**

...

my test message 1

my test message 2**^C**

#### **[Step 7: Use Kafka Connect to import/export data](http://kafka.apache.org/documentation.html" \l "quickstart_kafkaconnect)**

Writing data from the console and writing it back to the console is a convenient place to start, but you'll probably want to use data from other sources or export data from Kafka to other systems. For many systems, instead of writing custom integration code you can use Kafka Connect to import or export data. Kafka Connect is a tool included with Kafka that imports and exports data to Kafka. It is an extensible tool that runs *connectors*, which implement the custom logic for interacting with an external system. In this quickstart we'll see how to run Kafka Connect with simple connectors that import data from a file to a Kafka topic and export data from a Kafka topic to a file. First, we'll start by creating some seed data to test with:

> **echo -e "foo\nbar" > test.txt**

Next, we'll start two connectors running in *standalone* mode, which means they run in a single, local, dedicated process. We provide three configuration files as parameters. The first is always the configuration for the Kafka Connect process, containing common configuration such as the Kafka brokers to connect to and the serialization format for data. The remaining configuration files each specify a connector to create. These files include a unique connector name, the connector class to instantiate, and any other configuration required by the connector.

> **bin/connect-standalone.sh config/connect-standalone.properties config/connect-file-source.properties config/connect-file-sink.properties**

These sample configuration files, included with Kafka, use the default local cluster configuration you started earlier and create two connectors: the first is a source connector that reads lines from an input file and produces each to a Kafka topic and the second is a sink connector that reads messages from a Kafka topic and produces each as a line in an output file. During startup you'll see a number of log messages, including some indicating that the connectors are being instantiated. Once the Kafka Connect process has started, the source connector should start reading lines from

test.txt

and producing them to the topic

connect-test

, and the sink connector should start reading messages from the topic

connect-test

and write them to the file

test.sink.txt

. We can verify the data has been delivered through the entire pipeline by examining the contents of the output file:

> **cat test.sink.txt**

foo

bar

Note that the data is being stored in the Kafka topic

connect-test

, so we can also run a console consumer to see the data in the topic (or use custom consumer code to process it):

> **bin/kafka-console-consumer.sh --zookeeper localhost:2181 --topic connect-test --from-beginning**

{"schema":{"type":"string","optional":false},"payload":"foo"}

{"schema":{"type":"string","optional":false},"payload":"bar"}

...

The connectors continue to process data, so we can add data to the file and see it move through the pipeline:

> **echo "Another line" >> test.txt**

You should see the line appear in the console consumer output and in the sink file.

#### **[Step 8: Use Kafka Streams to process data](http://kafka.apache.org/documentation.html" \l "quickstart_kafkastreams)**

Kafka Streams is a client library of Kafka for real-time stream processing and analyzing data stored in Kafka brokers. This quickstart example will demonstrate how to run a streaming application coded in this library. Here is the gist of the WordCountDemo example code (converted to use Java 8 lambda expressions for easy reading).

KTable<string, long=""> wordCounts = textLines

// Split each text line, by whitespace, into words.

.flatMapValues(value -> Arrays.asList(value.toLowerCase().split("\\W+")))

// Ensure the words are available as record keys for the next aggregate operation.

.map((key, value) -> new KeyValue<>(value, value))

// Count the occurrences of each word (record key) and store the results into a table named "Counts".

.countByKey("Counts")

It implements the WordCount algorithm, which computes a word occurrence histogram from the input text. However, unlike other WordCount examples you might have seen before that operate on bounded data, the WordCount demo application behaves slightly differently because it is designed to operate on an **infinite, unbounded stream** of data. Similar to the bounded variant, it is a stateful algorithm that tracks and updates the counts of words. However, since it must assume potentially unbounded input data, it will periodically output its current state and results while continuing to process more data because it cannot know when it has processed "all" the input data.

We will now prepare input data to a Kafka topic, which will subsequently processed by a Kafka Streams application.

> **echo -e "all streams lead to kafka\nhello kafka streams\njoin kafka summit" > file-input.txt**

Next, we send this input data to the input topic named **streams-file-input** using the console producer (in practice, stream data will likely be flowing continuously into Kafka where the application will be up and running):

> **bin/kafka-topics.sh --create \**

**--zookeeper localhost:2181 \**

**--replication-factor 1 \**

**--partitions 1 \**

**--topic streams-file-input**

> **cat file-input.txt | bin/kafka-console-producer.sh --broker-list localhost:9092 --topic streams-file-input**

We can now run the WordCount demo application to process the input data:

> **bin/kafka-run-class.sh org.apache.kafka.streams.examples.wordcount.WordCountDemo**

There won't be any STDOUT output except log entries as the results are continuously written back into another topic named **streams-wordcount-output** in Kafka. The demo will run for a few seconds and then, unlike typical stream processing applications, terminate automatically.

We can now inspect the output of the WordCount demo application by reading from its output topic:

> **bin/kafka-console-consumer.sh --zookeeper localhost:2181 \**

**--topic streams-wordcount-output \**

**--from-beginning \**

**--formatter kafka.tools.DefaultMessageFormatter \**

**--property print.key=true \**

**--property print.value=true \**

**--property key.deserializer=org.apache.kafka.common.serialization.StringDeserializer \**

**--property value.deserializer=org.apache.kafka.common.serialization.LongDeserializer**

with the following output data being printed to the console:

all 1

streams 1

lead 1

to 1

kafka 1

hello 1

kafka 2

streams 2

join 1

kafka 3

summit 1

Here, the first column is the Kafka message key, and the second column is the message value, both in injava.lang.String format. Note that the output is actually a continuous stream of updates, where each data record (i.e. each line in the original output above) is an updated count of a single word, aka record key such as "kafka". For multiple records with the same key, each later record is an update of the previous one.

Now you can write more input messages to the **streams-file-input** topic and observe additional messages added to **streams-wordcount-output** topic, reflecting updated word counts (e.g., using the console producer and the console consumer, as described above).

You can stop the console consumer via **Ctrl-C**.

### **[1.4 Ecosystem](http://kafka.apache.org/documentation.html" \l "ecosystem)**

There are a plethora of tools that integrate with Kafka outside the main distribution. The **[ecosystem page](https://cwiki.apache.org/confluence/display/KAFKA/Ecosystem)** lists many of these, including stream processing systems, Hadoop integration, monitoring, and deployment tools.

### **[1.5 Upgrading From Previous Versions](http://kafka.apache.org/documentation.html" \l "upgrade)**

#### **[Upgrading from 0.8.x or 0.9.x to 0.10.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_10)**

0.10.0.0 has **[potential breaking changes](http://kafka.apache.org/documentation.html" \l "upgrade_10_breaking)** (please review before upgrading) and there may be a **[performance impact during the upgrade](http://kafka.apache.org/documentation.html" \l "upgrade_10_performance_impact)**. Because new protocols are introduced, it is important to upgrade your Kafka clusters before upgrading your clients.

**Notes to clients with version 0.9.0.0:**Due to a bug introduced in 0.9.0.0, clients that depend on ZooKeeper (old Scala high-level Consumer and MirrorMaker if used with the old consumer) will not work with 0.10.0.x brokers. Therefore, 0.9.0.0 clients should be upgraded to 0.9.0.1 **before** brokers are upgraded to 0.10.0.x. This step is not necessary for 0.8.X or 0.9.0.1 clients.

**For a rolling upgrade:**

1. Update server.properties file on all brokers and add the following property: inter.broker.protocol.version=CURRENT\_KAFKA\_VERSION (e.g. 0.8.2 or 0.9.0.0). We recommend that users set log.message.format.version=CURRENT\_KAFKA\_VERSION as well to ensure that performance of 0.8 and 0.9 consumers is not affected during the upgrade. See **[potential performance impact during upgrade](http://kafka.apache.org/documentation.html" \l "upgrade_10_performance_impact)** for the details.
2. Upgrade the brokers. This can be done a broker at a time by simply bringing it down, updating the code, and restarting it.
3. Once the entire cluster is upgraded, bump the protocol version by editing inter.broker.protocol.version and setting it to 0.10.0.0.
4. Restart the brokers one by one for the new protocol version to take effect.
5. Once most consumers have been upgraded to 0.10.0 and if you followed the recommendation to set log.message.format.version=CURRENT\_KAFKA\_VERSION, change log.message.format.version to 0.10.0 on each broker and restart them one by one.

**Note:** If you are willing to accept downtime, you can simply take all the brokers down, update the code and start all of them. They will start with the new protocol by default.

**Note:** Bumping the protocol version and restarting can be done any time after the brokers were upgraded. It does not have to be immediately after.

##### **[Potential performance impact during upgrade to 0.10.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_10_performance_impact)**

The message format in 0.10.0 includes a new timestamp field and uses relative offsets for compressed messages. The on disk message format can be configured through log.message.format.version in the server.properties file. The default on-disk message format is 0.10.0. If a consumer client is on a version before 0.10.0.0, it only understands message formats before 0.10.0. In this case, the broker is able to convert messages from the 0.10.0 format to an earlier format before sending the response to the consumer on an older version. However, the broker can't use zero-copy transfer in this case. To avoid such message conversion before consumers are upgraded to 0.10.0.0, one can set the message format to e.g. 0.9.0 when upgrading the broker to 0.10.0.0. This way, the broker can still use zero-copy transfer to send the data to the old consumers. Once most consumers are upgraded, one can change the message format to 0.10.0 on the broker.

For clients that are upgraded to 0.10.0.0, there is no performance impact.

**Note:** By setting the message format version, one certifies that all existing messages are on or below that message format version. Otherwise consumers before 0.10.0.0 might break. In particular, after the message format is set to 0.10.0, one should not change it back to an earlier format as it may break consumers on versions before 0.10.0.0.

**Note:** Due to the additional timestamp introduced in each message, producers sending small messages may see a message throughput degradation because of the increased overhead. Likewise, replication now transmits an additional 8 bytes per message. If you're running close to the network capacity of your cluster, it's possible that you'll overwhelm the network cards and see failures and performance issues due to the overload.

**Note:** If you have enabled compression on producers, you may notice reduced producer throughput and/or lower compression rate on the broker in some cases. When receiving compressed messages, 0.10.0 brokers avoid recompressing the messages, which in general reduces the latency and improves the throughput. In certain cases, however, this may reduce the batching size on the producer, which could lead to worse throughput. If this happens, users can tune linger.ms and batch.size of the producer for better throughput. In addition, the producer buffer used for compressing messages with snappy is smaller than the one used by the broker, which may have a negative impact on the compression ratio for the messages on disk. We intend to make this configurable in a future Kafka release.

##### **[Potential breaking changes in 0.10.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_10_breaking)**

* Starting from Kafka 0.10.0.0, the message format version in Kafka is represented as the Kafka version. For example, message format 0.9.0 refers to the highest message version supported by Kafka 0.9.0.
* Message format 0.10.0 has been introduced and it is used by default. It includes a timestamp field in the messages and relative offsets are used for compressed messages.
* ProduceRequest/Response v2 has been introduced and it is used by default to support message format 0.10.0
* FetchRequest/Response v2 has been introduced and it is used by default to support message format 0.10.0
* MessageFormatter interface was changed from def writeTo(key: Array[Byte], value: Array[Byte], output: PrintStream) to def writeTo(consumerRecord: ConsumerRecord[Array[Byte], Array[Byte]], output: PrintStream)
* MessageReader interface was changed from def readMessage(): KeyedMessage[Array[Byte], Array[Byte]] to def readMessage(): ProducerRecord[Array[Byte], Array[Byte]]
* MessageFormatter's package was changed from kafka.tools to kafka.common
* MessageReader's package was changed from kafka.tools to kafka.common
* MirrorMakerMessageHandler no longer exposes the handle(record: MessageAndMetadata[Array[Byte], Array[Byte]]) method as it was never called.
* The 0.7 KafkaMigrationTool is no longer packaged with Kafka. If you need to migrate from 0.7 to 0.10.0, please migrate to 0.8 first and then follow the documented upgrade process to upgrade from 0.8 to 0.10.0.
* The new consumer has standardized its APIs to accept java.util.Collection as the sequence type for method parameters. Existing code may have to be updated to work with the 0.10.0 client library.
* LZ4-compressed message handling was changed to use an interoperable framing specification (LZ4f v1.5.1). To maintain compatibility with old clients, this change only applies to Message format 0.10.0 and later. Clients that Produce/Fetch LZ4-compressed messages using v0/v1 (Message format 0.9.0) should continue to use the 0.9.0 framing implementation. Clients that use Produce/Fetch protocols v2 or later should use interoperable LZ4f framing. A list of interoperable LZ4 libraries is available at http://www.lz4.org/

##### **[Notable changes in 0.10.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_10_notable)**

* Starting from Kafka 0.10.0.0, a new client library named **Kafka Streams** is available for stream processing on data stored in Kafka topics. This new client library only works with 0.10.x and upward versioned brokers due to message format changes mentioned above. For more information please read **[this section](http://kafka.apache.org/documentation.html" \l "streams_overview)**.
* The default value of the configuration parameter receive.buffer.bytes is now 64K for the new consumer.
* The new consumer now exposes the configuration parameter exclude.internal.topics to restrict internal topics (such as the consumer offsets topic) from accidentally being included in regular expression subscriptions. By default, it is enabled.
* The old Scala producer has been deprecated. Users should migrate their code to the Java producer included in the kafka-clients JAR as soon as possible.
* The new consumer API has been marked stable.

#### **[Upgrading from 0.8.0, 0.8.1.X or 0.8.2.X to 0.9.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_9)**

0.9.0.0 has **[potential breaking changes](http://kafka.apache.org/documentation.html" \l "upgrade_9_breaking)** (please review before upgrading) and an inter-broker protocol change from previous versions. This means that upgraded brokers and clients may not be compatible with older versions. It is important that you upgrade your Kafka cluster before upgrading your clients. If you are using MirrorMaker downstream clusters should be upgraded first as well.

**For a rolling upgrade:**

1. Update server.properties file on all brokers and add the following property: inter.broker.protocol.version=0.8.2.X
2. Upgrade the brokers. This can be done a broker at a time by simply bringing it down, updating the code, and restarting it.
3. Once the entire cluster is upgraded, bump the protocol version by editing inter.broker.protocol.version and setting it to 0.9.0.0.
4. Restart the brokers one by one for the new protocol version to take effect

**Note:** If you are willing to accept downtime, you can simply take all the brokers down, update the code and start all of them. They will start with the new protocol by default.

**Note:** Bumping the protocol version and restarting can be done any time after the brokers were upgraded. It does not have to be immediately after.

##### **[Potential breaking changes in 0.9.0.0](http://kafka.apache.org/documentation.html" \l "upgrade_9_breaking)**

* Java 1.6 is no longer supported.
* Scala 2.9 is no longer supported.
* Broker IDs above 1000 are now reserved by default to automatically assigned broker IDs. If your cluster has existing broker IDs above that threshold make sure to increase the reserved.broker.max.id broker configuration property accordingly.
* Configuration parameter replica.lag.max.messages was removed. Partition leaders will no longer consider the number of lagging messages when deciding which replicas are in sync.
* Configuration parameter replica.lag.time.max.ms now refers not just to the time passed since last fetch request from replica, but also to time since the replica last caught up. Replicas that are still fetching messages from leaders but did not catch up to the latest messages in replica.lag.time.max.ms will be considered out of sync.
* Compacted topics no longer accept messages without key and an exception is thrown by the producer if this is attempted. In 0.8.x, a message without key would cause the log compaction thread to subsequently complain and quit (and stop compacting all compacted topics).
* MirrorMaker no longer supports multiple target clusters. As a result it will only accept a single --consumer.config parameter. To mirror multiple source clusters, you will need at least one MirrorMaker instance per source cluster, each with its own consumer configuration.
* Tools packaged under org.apache.kafka.clients.tools.\* have been moved to org.apache.kafka.tools.\*. All included scripts will still function as usual, only custom code directly importing these classes will be affected.
* The default Kafka JVM performance options (KAFKA\_JVM\_PERFORMANCE\_OPTS) have been changed in kafka-run-class.sh.
* The kafka-topics.sh script (kafka.admin.TopicCommand) now exits with non-zero exit code on failure.
* The kafka-topics.sh script (kafka.admin.TopicCommand) will now print a warning when topic names risk metric collisions due to the use of a '.' or '\_' in the topic name, and error in the case of an actual collision.
* The kafka-console-producer.sh script (kafka.tools.ConsoleProducer) will use the new producer instead of the old producer be default, and users have to specify 'old-producer' to use the old producer.
* By default all command line tools will print all logging messages to stderr instead of stdout.

##### **[Notable changes in 0.9.0.1](http://kafka.apache.org/documentation.html" \l "upgrade_901_notable)**

* The new broker id generation feature can be disabled by setting broker.id.generation.enable to false.
* Configuration parameter log.cleaner.enable is now true by default. This means topics with a cleanup.policy=compact will now be compacted by default, and 128 MB of heap will be allocated to the cleaner process via log.cleaner.dedupe.buffer.size. You may want to review log.cleaner.dedupe.buffer.size and the other log.cleaner configuration values based on your usage of compacted topics.
* Default value of configuration parameter fetch.min.bytes for the new consumer is now 1 by default.

##### Deprecations in 0.9.0.0

* Altering topic configuration from the kafka-topics.sh script (kafka.admin.TopicCommand) has been deprecated. Going forward, please use the kafka-configs.sh script (kafka.admin.ConfigCommand) for this functionality.
* The kafka-consumer-offset-checker.sh (kafka.tools.ConsumerOffsetChecker) has been deprecated. Going forward, please use kafka-consumer-groups.sh (kafka.admin.ConsumerGroupCommand) for this functionality.
* The kafka.tools.ProducerPerformance class has been deprecated. Going forward, please use org.apache.kafka.tools.ProducerPerformance for this functionality (kafka-producer-perf-test.sh will also be changed to use the new class).
* The producer config block.on.buffer.full has been deprecated and will be removed in future release. Currently its default value has been changed to false. The KafkaProducer will no longer throw BufferExhaustedException but instead will use max.block.ms value to block, after which it will throw a TimeoutException. If block.on.buffer.full property is set to true explicitly, it will set the max.block.ms to Long.MAX\_VALUE and metadata.fetch.timeout.ms will not be honoured

#### **[Upgrading from 0.8.1 to 0.8.2](http://kafka.apache.org/documentation.html" \l "upgrade_82)**

0.8.2 is fully compatible with 0.8.1. The upgrade can be done one broker at a time by simply bringing it down, updating the code, and restarting it.

#### **[Upgrading from 0.8.0 to 0.8.1](http://kafka.apache.org/documentation.html" \l "upgrade_81)**

0.8.1 is fully compatible with 0.8. The upgrade can be done one broker at a time by simply bringing it down, updating the code, and restarting it.

#### **[Upgrading from 0.7](http://kafka.apache.org/documentation.html" \l "upgrade_7)**

Release 0.7 is incompatible with newer releases. Major changes were made to the API, ZooKeeper data structures, and protocol, and configuration in order to add replication (Which was missing in 0.7). The upgrade from 0.7 to later versions requires a **[special tool](https://cwiki.apache.org/confluence/display/KAFKA/Migrating+from+0.7+to+0.8)** for migration. This migration can be done without downtime.

## **[2. API](http://kafka.apache.org/documentation.html" \l "api)**

Apache Kafka includes new java clients (in the org.apache.kafka.clients package). These are meant to supplant the older Scala clients, but for compatibility they will co-exist for some time. These clients are available in a separate jar with minimal dependencies, while the old Scala clients remain packaged with the server.

### **[2.1 Producer API](http://kafka.apache.org/documentation.html" \l "producerapi)**

We encourage all new development to use the new Java producer. This client is production tested and generally both faster and more fully featured than the previous Scala client. You can use this client by adding a dependency on the client jar using the following example maven co-ordinates (you can change the version numbers with new releases):

<dependency>

<groupId>org.apache.kafka</groupId>

<artifactId>kafka-clients</artifactId>

<version>0.10.0.0</version>

</dependency>

Examples showing how to use the producer are given in the **[javadocs](http://kafka.apache.org/0100/javadoc/index.html?org/apache/kafka/clients/producer/KafkaProducer.html" \o "Kafka 0.10.0 Javadoc)**.

For those interested in the legacy Scala producer api, information can be found **[here](http://kafka.apache.org/081/documentation.html" \l "producerapi)**.

### **[2.2 Consumer API](http://kafka.apache.org/documentation.html" \l "consumerapi)**

As of the 0.9.0 release we have added a new Java consumer to replace our existing high-level ZooKeeper-based consumer and low-level consumer APIs. This client is considered beta quality. To ensure a smooth upgrade path for users, we still maintain the old 0.8 consumer clients that continue to work on an 0.9 Kafka cluster. In the following sections we introduce both the old 0.8 consumer APIs (both high-level ConsumerConnector and low-level SimpleConsumer) and the new Java consumer API respectively.

#### **[2.2.1 Old High Level Consumer API](http://kafka.apache.org/documentation.html" \l "highlevelconsumerapi)**

class Consumer {

/\*\*

\* Create a ConsumerConnector

\*

\* @param config at the minimum, need to specify the groupid of the consumer and the zookeeper

\* connection string zookeeper.connect.

\*/

public static kafka.javaapi.consumer.ConsumerConnector createJavaConsumerConnector(ConsumerConfig config);

}

/\*\*

\* V: type of the message

\* K: type of the optional key associated with the message

\*/

public interface kafka.javaapi.consumer.ConsumerConnector {

/\*\*

\* Create a list of message streams of type T for each topic.

\*

\* @param topicCountMap a map of (topic, #streams) pair

\* @param decoder a decoder that converts from Message to T

\* @return a map of (topic, list of KafkaStream) pairs.

\* The number of items in the list is #streams. Each stream supports

\* an iterator over message/metadata pairs.

\*/

public <K,V> Map<String, List<KafkaStream<K,V>>>

createMessageStreams(Map<String, Integer> topicCountMap, Decoder<K> keyDecoder, Decoder<V> valueDecoder);

/\*\*

\* Create a list of message streams of type T for each topic, using the default decoder.

\*/

public Map<String, List<KafkaStream<byte[], byte[]>>> createMessageStreams(Map<String, Integer> topicCountMap);

/\*\*

\* Create a list of message streams for topics matching a wildcard.

\*

\* @param topicFilter a TopicFilter that specifies which topics to

\* subscribe to (encapsulates a whitelist or a blacklist).

\* @param numStreams the number of message streams to return.

\* @param keyDecoder a decoder that decodes the message key

\* @param valueDecoder a decoder that decodes the message itself

\* @return a list of KafkaStream. Each stream supports an

\* iterator over its MessageAndMetadata elements.

\*/

public <K,V> List<KafkaStream<K,V>>

createMessageStreamsByFilter(TopicFilter topicFilter, int numStreams, Decoder<K> keyDecoder, Decoder<V> valueDecoder);

/\*\*

\* Create a list of message streams for topics matching a wildcard, using the default decoder.

\*/

public List<KafkaStream<byte[], byte[]>> createMessageStreamsByFilter(TopicFilter topicFilter, int numStreams);

/\*\*

\* Create a list of message streams for topics matching a wildcard, using the default decoder, with one stream.

\*/

public List<KafkaStream<byte[], byte[]>> createMessageStreamsByFilter(TopicFilter topicFilter);

/\*\*

\* Commit the offsets of all topic/partitions connected by this connector.

\*/

public void commitOffsets();

/\*\*

\* Shut down the connector

\*/

public void shutdown();

}

You can follow **[this example](https://cwiki.apache.org/confluence/display/KAFKA/Consumer+Group+Example" \o "Kafka 0.8 consumer example)** to learn how to use the high level consumer api.

#### **[2.2.2 Old Simple Consumer API](http://kafka.apache.org/documentation.html" \l "simpleconsumerapi)**

class kafka.javaapi.consumer.SimpleConsumer {

/\*\*

\* Fetch a set of messages from a topic.

\*

\* @param request specifies the topic name, topic partition, starting byte offset, maximum bytes to be fetched.

\* @return a set of fetched messages

\*/

public FetchResponse fetch(kafka.javaapi.FetchRequest request);

/\*\*

\* Fetch metadata for a sequence of topics.

\*

\* @param request specifies the versionId, clientId, sequence of topics.

\* @return metadata for each topic in the request.

\*/

public kafka.javaapi.TopicMetadataResponse send(kafka.javaapi.TopicMetadataRequest request);

/\*\*

\* Get a list of valid offsets (up to maxSize) before the given time.

\*

\* @param request a [[kafka.javaapi.OffsetRequest]] object.

\* @return a [[kafka.javaapi.OffsetResponse]] object.

\*/

public kafka.javaapi.OffsetResponse getOffsetsBefore(OffsetRequest request);

/\*\*

\* Close the SimpleConsumer.

\*/

public void close();

}

For most applications, the high level consumer Api is good enough. Some applications want features not exposed to the high level consumer yet (e.g., set initial offset when restarting the consumer). They can instead use our low level SimpleConsumer Api. The logic will be a bit more complicated and you can follow the example in **[here](https://cwiki.apache.org/confluence/display/KAFKA/0.8.0+SimpleConsumer+Example" \o "Kafka 0.8 SimpleConsumer example)**.

#### **[2.2.3 New Consumer API](http://kafka.apache.org/documentation.html" \l "newconsumerapi)**

This new unified consumer API removes the distinction between the 0.8 high-level and low-level consumer APIs. You can use this client by adding a dependency on the client jar using the following example maven co-ordinates (you can change the version numbers with new releases):

<dependency>

<groupId>org.apache.kafka</groupId>

<artifactId>kafka-clients</artifactId>

<version>0.10.0.0</version>

</dependency>

Examples showing how to use the consumer are given in the **[javadocs](http://kafka.apache.org/0100/javadoc/index.html?org/apache/kafka/clients/consumer/KafkaConsumer.html" \o "Kafka 0.9.0 Javadoc)**.

### **[2.3 Streams API](http://kafka.apache.org/documentation.html" \l "streamsapi)**

As of the 0.10.0 release we have added a new client library named **Kafka Streams** to let users implement their stream processing applications with data stored in Kafka topics. Kafka Streams is considered alpha quality and its public APIs are likely to change in future releases. You can use Kafka Streams by adding a dependency on the streams jar using the following example maven co-ordinates (you can change the version numbers with new releases):

<dependency>

<groupId>org.apache.kafka</groupId>

<artifactId>kafka-streams</artifactId>

<version>0.10.0.0</version>

</dependency>

Examples showing how to use this library are given in the **[javadocs](http://kafka.apache.org/0100/javadoc/index.html?org/apache/kafka/streams/KafkaStreams.html" \o "Kafka 0.10.0 Javadoc)** (note those classes annotated with**@InterfaceStability.Unstable**, indicating their public APIs may change without backward-compatibility in future releases).

## **[3. Configuration](http://kafka.apache.org/documentation.html" \l "configuration)**

Kafka uses key-value pairs in the **[property file format](http://en.wikipedia.org/wiki/.properties)** for configuration. These values can be supplied either from a file or programmatically.

### **[3.1 Broker Configs](http://kafka.apache.org/documentation.html" \l "brokerconfigs)**

The essential configurations are the following:

* broker.id
* log.dirs
* zookeeper.connect

Topic-level configurations and defaults are discussed in more detail **[below](http://kafka.apache.org/documentation.html" \l "topic-config)**.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Name** | **Description** | **Type** | **Default** | **Valid Values** | **Importance** |
| zookeeper.connect | Zookeeper host string | string |  |  | high |
| advertised.host.name | DEPRECATED: only used when `advertised.listeners` or `listeners` are not set. Use `advertised.listeners` instead. Hostname to publish to ZooKeeper for clients to use. In IaaS environments, this may need to be different from the interface to which the broker binds. If this is not set, it will use the value for `host.name` if configured. Otherwise it will use the value returned from java.net.InetAddress.getCanonicalHostName(). | string | null |  | high |
| advertised.listeners | Listeners to publish to ZooKeeper for clients to use, if different than the listeners above. In IaaS environments, this may need to be different from the interface to which the broker binds. If this is not set, the value for `listeners` will be used. | string | null |  | high |
| advertised.port | DEPRECATED: only used when `advertised.listeners` or `listeners` are not set. Use `advertised.listeners` instead. The port to publish to ZooKeeper for clients to use. In IaaS environments, this may need to be different from the port to which the broker binds. If this is not set, it will publish the same port that the broker binds to. | int | null |  | high |
| auto.create.topics.enable | Enable auto creation of topic on the server | boolean | true |  | high |
| auto.leader.rebalance.enable | Enables auto leader balancing. A background thread checks and triggers leader balance if required at regular intervals | boolean | true |  | high |
| background.threads | The number of threads to use for various background processing tasks | int | 10 | [1,...] | high |
| broker.id | The broker id for this server. If unset, a unique broker id will be generated.To avoid conflicts between zookeeper generated broker id's and user configured broker id's, generated broker idsstart from reserved.broker.max.id + 1. | int | -1 |  | high |
| compression.type | Specify the final compression type for a given topic. This configuration accepts the standard compression codecs ('gzip', 'snappy', 'lz4'). It additionally accepts 'uncompressed' which is equivalent to no compression; and 'producer' which means retain the original compression codec set by the producer. | string | producer |  | high |
| delete.topic.enable | Enables delete topic. Delete topic through the admin tool will have no effect if this config is turned off | boolean | false |  | high |
| host.name | DEPRECATED: only used when `listeners` is not set. Use `listeners` instead. hostname of broker. If this is set, it will only bind to this address. If this is not set, it will bind to all interfaces | string | "" |  | high |
| leader.imbalance.check.interval.seconds | The frequency with which the partition rebalance check is triggered by the controller | long | 300 |  | high |
| leader.imbalance.per.broker.percentage | The ratio of leader imbalance allowed per broker. The controller would trigger a leader balance if it goes above this value per broker. The value is specified in percentage. | int | 10 |  | high |
| listeners | Listener List - Comma-separated list of URIs we will listen on and their protocols. Specify hostname as 0.0.0.0 to bind to all interfaces. Leave hostname empty to bind to default interface. Examples of legal listener lists: PLAINTEXT://myhost:9092,TRACE://:9091 PLAINTEXT://0.0.0.0:9092, TRACE://localhost:9093 | string | null |  | high |
| log.dir | The directory in which the log data is kept (supplemental for log.dirs property) | string | /tmp/kafka-logs |  | high |
| log.dirs | The directories in which the log data is kept. If not set, the value in log.dir is used | string | null |  | high |
| log.flush.interval.messages | The number of messages accumulated on a log partition before messages are flushed to disk | long | 9223372036854775807 | [1,...] | high |
| log.flush.interval.ms | The maximum time in ms that a message in any topic is kept in memory before flushed to disk. If not set, the value in log.flush.scheduler.interval.ms is used | long | null |  | high |
| log.flush.offset.checkpoint.interval.ms | The frequency with which we update the persistent record of the last flush which acts as the log recovery point | int | 60000 | [0,...] | high |
| log.flush.scheduler.interval.ms | The frequency in ms that the log flusher checks whether any log needs to be flushed to disk | long | 9223372036854775807 |  | high |
| log.retention.bytes | The maximum size of the log before deleting it | long | -1 |  | high |
| log.retention.hours | The number of hours to keep a log file before deleting it (in hours), tertiary to log.retention.ms property | int | 168 |  | high |
| log.retention.minutes | The number of minutes to keep a log file before deleting it (in minutes), secondary to log.retention.ms property. If not set, the value in log.retention.hours is used | int | null |  | high |
| log.retention.ms | The number of milliseconds to keep a log file before deleting it (in milliseconds), If not set, the value in log.retention.minutes is used | long | null |  | high |
| log.roll.hours | The maximum time before a new log segment is rolled out (in hours), secondary to log.roll.ms property | int | 168 | [1,...] | high |
| log.roll.jitter.hours | The maximum jitter to subtract from logRollTimeMillis (in hours), secondary to log.roll.jitter.ms property | int | 0 | [0,...] | high |
| log.roll.jitter.ms | The maximum jitter to subtract from logRollTimeMillis (in milliseconds). If not set, the value in log.roll.jitter.hours is used | long | null |  | high |
| log.roll.ms | The maximum time before a new log segment is rolled out (in milliseconds). If not set, the value in log.roll.hours is used | long | null |  | high |
| log.segment.bytes | The maximum size of a single log file | int | 1073741824 | [14,...] | high |
| log.segment.delete.delay.ms | The amount of time to wait before deleting a file from the filesystem | long | 60000 | [0,...] | high |
| message.max.bytes | The maximum size of message that the server can receive | int | 1000012 | [0,...] | high |
| min.insync.replicas | define the minimum number of replicas in ISR needed to satisfy a produce request with acks=all (or -1) | int | 1 | [1,...] | high |
| num.io.threads | The number of io threads that the server uses for carrying out network requests | int | 8 | [1,...] | high |
| num.network.threads | the number of network threads that the server uses for handling network requests | int | 3 | [1,...] | high |
| num.recovery.threads.per.data.dir | The number of threads per data directory to be used for log recovery at startup and flushing at shutdown | int | 1 | [1,...] | high |
| num.replica.fetchers | Number of fetcher threads used to replicate messages from a source broker. Increasing this value can increase the degree of I/O parallelism in the follower broker. | int | 1 |  | high |
| offset.metadata.max.bytes | The maximum size for a metadata entry associated with an offset commit | int | 4096 |  | high |
| offsets.commit.required.acks | The required acks before the commit can be accepted. In general, the default (-1) should not be overridden | short | -1 |  | high |
| offsets.commit.timeout.ms | Offset commit will be delayed until all replicas for the offsets topic receive the commit or this timeout is reached. This is similar to the producer request timeout. | int | 5000 | [1,...] | high |
| offsets.load.buffer.size | Batch size for reading from the offsets segments when loading offsets into the cache. | int | 5242880 | [1,...] | high |
| offsets.retention.check.interval.ms | Frequency at which to check for stale offsets | long | 600000 | [1,...] | high |
| offsets.retention.minutes | Log retention window in minutes for offsets topic | int | 1440 | [1,...] | high |
| offsets.topic.compression.codec | Compression codec for the offsets topic - compression may be used to achieve "atomic" commits | int | 0 |  | high |
| offsets.topic.num.partitions | The number of partitions for the offset commit topic (should not change after deployment) | int | 50 | [1,...] | high |
| offsets.topic.replication.factor | The replication factor for the offsets topic (set higher to ensure availability). To ensure that the effective replication factor of the offsets topic is the configured value, the number of alive brokers has to be at least the replication factor at the time of the first request for the offsets topic. If not, either the offsets topic creation will fail or it will get a replication factor of min(alive brokers, configured replication factor) | short | 3 | [1,...] | high |
| offsets.topic.segment.bytes | The offsets topic segment bytes should be kept relatively small in order to facilitate faster log compaction and cache loads | int | 104857600 | [1,...] | high |
| port | DEPRECATED: only used when `listeners` is not set. Use `listeners` instead. the port to listen and accept connections on | int | 9092 |  | high |
| queued.max.requests | The number of queued requests allowed before blocking the network threads | int | 500 | [1,...] | high |
| quota.consumer.default | Any consumer distinguished by clientId/consumer group will get throttled if it fetches more bytes than this value per-second | long | 9223372036854775807 | [1,...] | high |
| quota.producer.default | Any producer distinguished by clientId will get throttled if it produces more bytes than this value per-second | long | 9223372036854775807 | [1,...] | high |
| replica.fetch.max.bytes | The number of bytes of messages to attempt to fetch | int | 1048576 |  | high |
| replica.fetch.min.bytes | Minimum bytes expected for each fetch response. If not enough bytes, wait up to replicaMaxWaitTimeMs | int | 1 |  | high |
| replica.fetch.wait.max.ms | max wait time for each fetcher request issued by follower replicas. This value should always be less than the replica.lag.time.max.ms at all times to prevent frequent shrinking of ISR for low throughput topics | int | 500 |  | high |
| replica.high.watermark.checkpoint.interval.ms | The frequency with which the high watermark is saved out to disk | long | 5000 |  | high |
| replica.lag.time.max.ms | If a follower hasn't sent any fetch requests or hasn't consumed up to the leaders log end offset for at least this time, the leader will remove the follower from isr | long | 10000 |  | high |
| replica.socket.receive.buffer.bytes | The socket receive buffer for network requests | int | 65536 |  | high |
| replica.socket.timeout.ms | The socket timeout for network requests. Its value should be at least replica.fetch.wait.max.ms | int | 30000 |  | high |
| request.timeout.ms | The configuration controls the maximum amount of time the client will wait for the response of a request. If the response is not received before the timeout elapses the client will resend the request if necessary or fail the request if retries are exhausted. | int | 30000 |  | high |
| socket.receive.buffer.bytes | The SO\_RCVBUF buffer of the socket sever sockets | int | 102400 |  | high |
| socket.request.max.bytes | The maximum number of bytes in a socket request | int | 104857600 | [1,...] | high |
| socket.send.buffer.bytes | The SO\_SNDBUF buffer of the socket sever sockets | int | 102400 |  | high |
| unclean.leader.election.enable | Indicates whether to enable replicas not in the ISR set to be elected as leader as a last resort, even though doing so may result in data loss | boolean | true |  | high |
| zookeeper.connection.timeout.ms | The max time that the client waits to establish a connection to zookeeper. If not set, the value in zookeeper.session.timeout.ms is used | int | null |  | high |
| zookeeper.session.timeout.ms | Zookeeper session timeout | int | 6000 |  | high |
| zookeeper.set.acl | Set client to use secure ACLs | boolean | false |  | high |
| broker.id.generation.enable | Enable automatic broker id generation on the server? When enabled the value configured for reserved.broker.max.id should be reviewed. | boolean | true |  | medium |
| broker.rack | Rack of the broker. This will be used in rack aware replication assignment for fault tolerance. Examples: `RACK1`, `us-east-1d` | string | null |  | medium |
| connections.max.idle.ms | Idle connections timeout: the server socket processor threads close the connections that idle more than this | long | 600000 |  | medium |
| controlled.shutdown.enable | Enable controlled shutdown of the server | boolean | true |  | medium |
| controlled.shutdown.max.retries | Controlled shutdown can fail for multiple reasons. This determines the number of retries when such failure happens | int | 3 |  | medium |
| controlled.shutdown.retry.backoff.ms | Before each retry, the system needs time to recover from the state that caused the previous failure (Controller fail over, replica lag etc). This config determines the amount of time to wait before retrying. | long | 5000 |  | medium |
| controller.socket.timeout.ms | The socket timeout for controller-to-broker channels | int | 30000 |  | medium |
| default.replication.factor | default replication factors for automatically created topics | int | 1 |  | medium |
| fetch.purgatory.purge.interval.requests | The purge interval (in number of requests) of the fetch request purgatory | int | 1000 |  | medium |
| group.max.session.timeout.ms | The maximum allowed session timeout for registered consumers. Longer timeouts give consumers more time to process messages in between heartbeats at the cost of a longer time to detect failures. | int | 300000 |  | medium |
| group.min.session.timeout.ms | The minimum allowed session timeout for registered consumers. Shorter timeouts leader to quicker failure detection at the cost of more frequent consumer heartbeating, which can overwhelm broker resources. | int | 6000 |  | medium |
| inter.broker.protocol.version | Specify which version of the inter-broker protocol will be used. This is typically bumped after all brokers were upgraded to a new version. Example of some valid values are: 0.8.0, 0.8.1, 0.8.1.1, 0.8.2, 0.8.2.0, 0.8.2.1, 0.9.0.0, 0.9.0.1 Check ApiVersion for the full list. | string | 0.10.0-IV1 |  | medium |
| log.cleaner.backoff.ms | The amount of time to sleep when there are no logs to clean | long | 15000 | [0,...] | medium |
| log.cleaner.dedupe.buffer.size | The total memory used for log deduplication across all cleaner threads | long | 134217728 |  | medium |
| log.cleaner.delete.retention.ms | How long are delete records retained? | long | 86400000 |  | medium |
| log.cleaner.enable | Enable the log cleaner process to run on the server? Should be enabled if using any topics with a cleanup.policy=compact including the internal offsets topic. If disabled those topics will not be compacted and continually grow in size. | boolean | true |  | medium |
| log.cleaner.io.buffer.load.factor | Log cleaner dedupe buffer load factor. The percentage full the dedupe buffer can become. A higher value will allow more log to be cleaned at once but will lead to more hash collisions | double | 0.9 |  | medium |
| log.cleaner.io.buffer.size | The total memory used for log cleaner I/O buffers across all cleaner threads | int | 524288 | [0,...] | medium |
| log.cleaner.io.max.bytes.per.second | The log cleaner will be throttled so that the sum of its read and write i/o will be less than this value on average | double | 1.7976931348623157E308 |  | medium |
| log.cleaner.min.cleanable.ratio | The minimum ratio of dirty log to total log for a log to eligible for cleaning | double | 0.5 |  | medium |
| log.cleaner.threads | The number of background threads to use for log cleaning | int | 1 | [0,...] | medium |
| log.cleanup.policy | The default cleanup policy for segments beyond the retention window, must be either "delete" or "compact" | string | delete | [compact, delete] | medium |
| log.index.interval.bytes | The interval with which we add an entry to the offset index | int | 4096 | [0,...] | medium |
| log.index.size.max.bytes | The maximum size in bytes of the offset index | int | 10485760 | [4,...] | medium |
| log.message.format.version | Specify the message format version the broker will use to append messages to the logs. The value should be a valid ApiVersion. Some examples are: 0.8.2, 0.9.0.0, 0.10.0, check ApiVersion for more details. By setting a particular message format version, the user is certifying that all the existing messages on disk are smaller or equal than the specified version. Setting this value incorrectly will cause consumers with older versions to break as they will receive messages with a format that they don't understand. | string | 0.10.0-IV1 |  | medium |
| log.message.timestamp.difference.max.ms | The maximum difference allowed between the timestamp when a broker receives a message and the timestamp specified in the message. If message.timestamp.type=CreateTime, a message will be rejected if the difference in timestamp exceeds this threshold. This configuration is ignored if message.timestamp.type=LogAppendTime. | long | 9223372036854775807 | [0,...] | medium |
| log.message.timestamp.type | Define whether the timestamp in the message is message create time or log append time. The value should be either `CreateTime` or `LogAppendTime` | string | CreateTime | [CreateTime, LogAppendTime] | medium |
| log.preallocate | Should pre allocate file when create new segment? If you are using Kafka on Windows, you probably need to set it to true. | boolean | false |  | medium |
| log.retention.check.interval.ms | The frequency in milliseconds that the log cleaner checks whether any log is eligible for deletion | long | 300000 | [1,...] | medium |
| max.connections.per.ip | The maximum number of connections we allow from each ip address | int | 2147483647 | [1,...] | medium |
| max.connections.per.ip.overrides | Per-ip or hostname overrides to the default maximum number of connections | string | "" |  | medium |
| num.partitions | The default number of log partitions per topic | int | 1 | [1,...] | medium |
| principal.builder.class | The fully qualified name of a class that implements the PrincipalBuilder interface, which is currently used to build the Principal for connections with the SSL SecurityProtocol. | class | class org.apache.kafka.common.security.auth.DefaultPrincipalBuilder |  | medium |
| producer.purgatory.purge.interval.requests | The purge interval (in number of requests) of the producer request purgatory | int | 1000 |  | medium |
| replica.fetch.backoff.ms | The amount of time to sleep when fetch partition error occurs. | int | 1000 | [0,...] | medium |
| reserved.broker.max.id | Max number that can be used for a broker.id | int | 1000 | [0,...] | medium |
| sasl.enabled.mechanisms | The list of SASL mechanisms enabled in the Kafka server. The list may contain any mechanism for which a security provider is available. Only GSSAPI is enabled by default. | list | [GSSAPI] |  | medium |
| sasl.kerberos.kinit.cmd | Kerberos kinit command path. | string | /usr/bin/kinit |  | medium |
| sasl.kerberos.min.time.before.relogin | Login thread sleep time between refresh attempts. | long | 60000 |  | medium |
| sasl.kerberos.principal.to.local.rules | A list of rules for mapping from principal names to short names (typically operating system usernames). The rules are evaluated in order and the first rule that matches a principal name is used to map it to a short name. Any later rules in the list are ignored. By default, principal names of the form {username}/{hostname}@{REALM} are mapped to {username}. For more details on the format please see **[security authorization and acls](http://kafka.apache.org/documentation.html" \l "security_authz)**. | list | [DEFAULT] |  | medium |
| sasl.kerberos.service.name | The Kerberos principal name that Kafka runs as. This can be defined either in Kafka's JAAS config or in Kafka's config. | string | null |  | medium |
| sasl.kerberos.ticket.renew.jitter | Percentage of random jitter added to the renewal time. | double | 0.05 |  | medium |
| sasl.kerberos.ticket.renew.window.factor | Login thread will sleep until the specified window factor of time from last refresh to ticket's expiry has been reached, at which time it will try to renew the ticket. | double | 0.8 |  | medium |
| sasl.mechanism.inter.broker.protocol | SASL mechanism used for inter-broker communication. Default is GSSAPI. | string | GSSAPI |  | medium |
| security.inter.broker.protocol | Security protocol used to communicate between brokers. Valid values are: PLAINTEXT, SSL, SASL\_PLAINTEXT, SASL\_SSL. | string | PLAINTEXT |  | medium |
| ssl.cipher.suites | A list of cipher suites. This is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol.By default all the available cipher suites are supported. | list | null |  | medium |
| ssl.client.auth | Configures kafka broker to request client authentication. The following settings are common:   * ssl.client.auth=required If set to required client authentication is required. * ssl.client.auth=requested This means client authentication is optional. unlike requested , if this option is set client can choose not to provide authentication information about itself * ssl.client.auth=none This means client authentication is not needed. | string | none | [required, requested, none] | medium |
| ssl.enabled.protocols | The list of protocols enabled for SSL connections. | list | [TLSv1.2, TLSv1.1, TLSv1] |  | medium |
| ssl.key.password | The password of the private key in the key store file. This is optional for client. | password | null |  | medium |
| ssl.keymanager.algorithm | The algorithm used by key manager factory for SSL connections. Default value is the key manager factory algorithm configured for the Java Virtual Machine. | string | SunX509 |  | medium |
| ssl.keystore.location | The location of the key store file. This is optional for client and can be used for two-way authentication for client. | string | null |  | medium |
| ssl.keystore.password | The store password for the key store file.This is optional for client and only needed if ssl.keystore.location is configured. | password | null |  | medium |
| ssl.keystore.type | The file format of the key store file. This is optional for client. | string | JKS |  | medium |
| ssl.protocol | The SSL protocol used to generate the SSLContext. Default setting is TLS, which is fine for most cases. Allowed values in recent JVMs are TLS, TLSv1.1 and TLSv1.2. SSL, SSLv2 and SSLv3 may be supported in older JVMs, but their usage is discouraged due to known security vulnerabilities. | string | TLS |  | medium |
| ssl.provider | The name of the security provider used for SSL connections. Default value is the default security provider of the JVM. | string | null |  | medium |
| ssl.trustmanager.algorithm | The algorithm used by trust manager factory for SSL connections. Default value is the trust manager factory algorithm configured for the Java Virtual Machine. | string | PKIX |  | medium |
| ssl.truststore.location | The location of the trust store file. | string | null |  | medium |
| ssl.truststore.password | The password for the trust store file. | password | null |  | medium |
| ssl.truststore.type | The file format of the trust store file. | string | JKS |  | medium |
| authorizer.class.name | The authorizer class that should be used for authorization | string | "" |  | low |
| metric.reporters | A list of classes to use as metrics reporters. Implementing the MetricReporterinterface allows plugging in classes that will be notified of new metric creation. The JmxReporter is always included to register JMX statistics. | list | [] |  | low |
| metrics.num.samples | The number of samples maintained to compute metrics. | int | 2 | [1,...] | low |
| metrics.sample.window.ms | The window of time a metrics sample is computed over. | long | 30000 | [1,...] | low |
| quota.window.num | The number of samples to retain in memory | int | 11 | [1,...] | low |
| quota.window.size.seconds | The time span of each sample | int | 1 | [1,...] | low |
| ssl.endpoint.identification.algorithm | The endpoint identification algorithm to validate server hostname using server certificate. | string | null |  | low |
| zookeeper.sync.time.ms | How far a ZK follower can be behind a ZK leader | int | 2000 |  | low |

More details about broker configuration can be found in the scala class kafka.server.KafkaConfig.

**[Topic-level configuration](http://kafka.apache.org/documentation.html" \l "topic-config)** Configurations pertinent to topics have both a global default as well an optional per-topic override. If no per-topic configuration is given the global default is used. The override can be set at topic creation time by giving one or more --config options. This example creates a topic named *my-topic* with a custom max message size and flush rate:

**> bin/kafka-topics.sh --zookeeper localhost:2181 --create --topic my-topic --partitions 1**

**--replication-factor 1 --config max.message.bytes=64000 --config flush.messages=1**

Overrides can also be changed or set later using the alter topic command. This example updates the max message size for *my-topic*:

**> bin/kafka-topics.sh --zookeeper localhost:2181 --alter --topic my-topic**

**--config max.message.bytes=128000**

To remove an override you can do

**> bin/kafka-topics.sh --zookeeper localhost:2181 --alter --topic my-topic**

**--delete-config max.message.bytes**

The following are the topic-level configurations. The server's default configuration for this property is given under the Server Default Property heading, setting this default in the server config allows you to change the default given to topics that have no override specified.

|  |  |  |  |
| --- | --- | --- | --- |
| **Property** | **Default** | **Server Default Property** | **Description** |
| cleanup.policy | delete | log.cleanup.policy | A string that is either "delete" or "compact". This string designates the retention policy to use on old log segments. The default policy ("delete") will discard old segments when their retention time or size limit has been reached. The "compact" setting will enable **[log compaction](http://kafka.apache.org/documentation.html" \l "compaction)** on the topic. |
| delete.retention.ms | 86400000 (24 hours) | log.cleaner.delete.retention.ms | The amount of time to retain delete tombstone markers for **[log compacted](http://kafka.apache.org/documentation.html" \l "compaction)** topics. This setting also gives a bound on the time in which a consumer must complete a read if they begin from offset 0 to ensure that they get a valid snapshot of the final stage (otherwise delete tombstones may be collected before they complete their scan). |
| flush.messages | None | log.flush.interval.messages | This setting allows specifying an interval at which we will force an fsync of data written to the log. For example if this was set to 1 we would fsync after every message; if it were 5 we would fsync after every five messages. In general we recommend you not set this and use replication for durability and allow the operating system's background flush capabilities as it is more efficient. This setting can be overridden on a per-topic basis (see **[the per-topic configuration section](http://kafka.apache.org/documentation.html" \l "topic-config)**). |
| flush.ms | None | log.flush.interval.ms | This setting allows specifying a time interval at which we will force an fsync of data written to the log. For example if this was set to 1000 we would fsync after 1000 ms had passed. In general we recommend you not set this and use replication for durability and allow the operating system's background flush capabilities as it is more efficient. |
| index.interval.bytes | 4096 | log.index.interval.bytes | This setting controls how frequently Kafka adds an index entry to it's offset index. The default setting ensures that we index a message roughly every 4096 bytes. More indexing allows reads to jump closer to the exact position in the log but makes the index larger. You probably don't need to change this. |
| max.message.bytes | 1,000,000 | message.max.bytes | This is largest message size Kafka will allow to be appended to this topic. Note that if you increase this size you must also increase your consumer's fetch size so they can fetch messages this large. |
| min.cleanable.dirty.ratio | 0.5 | log.cleaner.min.cleanable.ratio | This configuration controls how frequently the log compactor will attempt to clean the log (assuming **[log compaction](http://kafka.apache.org/documentation.html" \l "compaction)** is enabled). By default we will avoid cleaning a log where more than 50% of the log has been compacted. This ratio bounds the maximum space wasted in the log by duplicates (at 50% at most 50% of the log could be duplicates). A higher ratio will mean fewer, more efficient cleanings but will mean more wasted space in the log. |
| min.insync.replicas | 1 | min.insync.replicas | When a producer sets acks to "all", min.insync.replicas specifies the minimum number of replicas that must acknowledge a write for the write to be considered successful. If this minimum cannot be met, then the producer will raise an exception (either NotEnoughReplicas or NotEnoughReplicasAfterAppend). When used together, min.insync.replicas and acks allow you to enforce greater durability guarantees. A typical scenario would be to create a topic with a replication factor of 3, set min.insync.replicas to 2, and produce with acks of "all". This will ensure that the producer raises an exception if a majority of replicas do not receive a write. |
| retention.bytes | None | log.retention.bytes | This configuration controls the maximum size a log can grow to before we will discard old log segments to free up space if we are using the "delete" retention policy. By default there is no size limit only a time limit. |
| retention.ms | 7 days | log.retention.minutes | This configuration controls the maximum time we will retain a log before we will discard old log segments to free up space if we are using the "delete" retention policy. This represents an SLA on how soon consumers must read their data. |
| segment.bytes | 1 GB | log.segment.bytes | This configuration controls the segment file size for the log. Retention and cleaning is always done a file at a time so a larger segment size means fewer files but less granular control over retention. |
| segment.index.bytes | 10 MB | log.index.size.max.bytes | This configuration controls the size of the index that maps offsets to file positions. We preallocate this index file and shrink it only after log rolls. You generally should not need to change this setting. |
| segment.ms | 7 days | log.roll.hours | This configuration controls the period of time after which Kafka will force the log to roll even if the segment file isn't full to ensure that retention can delete or compact old data. |
| segment.jitter.ms | 0 | log.roll.jitter.{ms,hours} | The maximum jitter to subtract from logRollTimeMillis. |

### **[3.2 Producer Configs](http://kafka.apache.org/documentation.html" \l "producerconfigs)**

Below is the configuration of the Java producer:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Name** | **Description** | **Type** | **Default** | **Valid Values** | **Importance** |
| bootstrap.servers | A list of host/port pairs to use for establishing the initial connection to the Kafka cluster. The client will make use of all servers irrespective of which servers are specified here for bootstrapping—this list only impacts the initial hosts used to discover the full set of servers. This list should be in the formhost1:port1,host2:port2,.... Since these servers are just used for the initial connection to discover the full cluster membership (which may change dynamically), this list need not contain the full set of servers (you may want more than one, though, in case a server is down). | list |  |  | high |
| key.serializer | Serializer class for key that implements the Serializer interface. | class |  |  | high |
| value.serializer | Serializer class for value that implements the Serializer interface. | class |  |  | high |
| acks | The number of acknowledgments the producer requires the leader to have received before considering a request complete. This controls the durability of records that are sent. The following settings are common:   * acks=0 If set to zero then the producer will not wait for any acknowledgment from the server at all. The record will be immediately added to the socket buffer and considered sent. No guarantee can be made that the server has received the record in this case, and the retries configuration will not take effect (as the client won't generally know of any failures). The offset given back for each record will always be set to -1. * acks=1 This will mean the leader will write the record to its local log but will respond without awaiting full acknowledgement from all followers. In this case should the leader fail immediately after acknowledging the record but before the followers have replicated it then the record will be lost. * acks=all This means the leader will wait for the full set of in-sync replicas to acknowledge the record. This guarantees that the record will not be lost as long as at least one in-sync replica remains alive. This is the strongest available guarantee. | string | 1 | [all, -1, 0, 1] | high |
| buffer.memory | The total bytes of memory the producer can use to buffer records waiting to be sent to the server. If records are sent faster than they can be delivered to the server the producer will block formax.block.ms after which it will throw an exception.  This setting should correspond roughly to the total memory the producer will use, but is not a hard bound since not all memory the producer uses is used for buffering. Some additional memory will be used for compression (if compression is enabled) as well as for maintaining in-flight requests. | long | 33554432 | [0,...] | high |
| compression.type | The compression type for all data generated by the producer. The default is none (i.e. no compression). Valid values are none, gzip, snappy, or lz4. Compression is of full batches of data, so the efficacy of batching will also impact the compression ratio (more batching means better compression). | string | none |  | high |
| retries | Setting a value greater than zero will cause the client to resend any record whose send fails with a potentially transient error. Note that this retry is no different than if the client resent the record upon receiving the error. Allowing retries will potentially change the ordering of records because if two records are sent to a single partition, and the first fails and is retried but the second succeeds, then the second record may appear first. | int | 0 | [0,...,2147483647] | high |
| ssl.key.password | The password of the private key in the key store file. This is optional for client. | password | null |  | high |
| ssl.keystore.location | The location of the key store file. This is optional for client and can be used for two-way authentication for client. | string | null |  | high |
| ssl.keystore.password | The store password for the key store file.This is optional for client and only needed if ssl.keystore.location is configured. | password | null |  | high |
| ssl.truststore.location | The location of the trust store file. | string | null |  | high |
| ssl.truststore.password | The password for the trust store file. | password | null |  | high |
| batch.size | The producer will attempt to batch records together into fewer requests whenever multiple records are being sent to the same partition. This helps performance on both the client and the server. This configuration controls the default batch size in bytes.  No attempt will be made to batch records larger than this size.  Requests sent to brokers will contain multiple batches, one for each partition with data available to be sent.  A small batch size will make batching less common and may reduce throughput (a batch size of zero will disable batching entirely). A very large batch size may use memory a bit more wastefully as we will always allocate a buffer of the specified batch size in anticipation of additional records. | int | 16384 | [0,...] | medium |
| client.id | An id string to pass to the server when making requests. The purpose of this is to be able to track the source of requests beyond just ip/port by allowing a logical application name to be included in server-side request logging. | string | "" |  | medium |
| connections.max.idle.ms | Close idle connections after the number of milliseconds specified by this config. | long | 540000 |  | medium |
| linger.ms | The producer groups together any records that arrive in between request transmissions into a single batched request. Normally this occurs only under load when records arrive faster than they can be sent out. However in some circumstances the client may want to reduce the number of requests even under moderate load. This setting accomplishes this by adding a small amount of artificial delay—that is, rather than immediately sending out a record the producer will wait for up to the given delay to allow other records to be sent so that the sends can be batched together. This can be thought of as analogous to Nagle's algorithm in TCP. This setting gives the upper bound on the delay for batching: once we get batch.sizeworth of records for a partition it will be sent immediately regardless of this setting, however if we have fewer than this many bytes accumulated for this partition we will 'linger' for the specified time waiting for more records to show up. This setting defaults to 0 (i.e. no delay). Setting linger.ms=5, for example, would have the effect of reducing the number of requests sent but would add up to 5ms of latency to records sent in the absense of load. | long | 0 | [0,...] | medium |
| max.block.ms | The configuration controls how longKafkaProducer.send() andKafkaProducer.partitionsFor()will block.These methods can be blocked either because the buffer is full or metadata unavailable.Blocking in the user-supplied serializers or partitioner will not be counted against this timeout. | long | 60000 | [0,...] | medium |
| max.request.size | The maximum size of a request in bytes. This is also effectively a cap on the maximum record size. Note that the server has its own cap on record size which may be different from this. This setting will limit the number of record batches the producer will send in a single request to avoid sending huge requests. | int | 1048576 | [0,...] | medium |
| partitioner.class | Partitioner class that implements thePartitioner interface. | class | class org.apache.kafka.clients.producer.internals.DefaultPartitioner |  | medium |
| receive.buffer.bytes | The size of the TCP receive buffer (SO\_RCVBUF) to use when reading data. | int | 32768 | [0,...] | medium |
| request.timeout.ms | The configuration controls the maximum amount of time the client will wait for the response of a request. If the response is not received before the timeout elapses the client will resend the request if necessary or fail the request if retries are exhausted. | int | 30000 | [0,...] | medium |
| sasl.kerberos.service.name | The Kerberos principal name that Kafka runs as. This can be defined either in Kafka's JAAS config or in Kafka's config. | string | null |  | medium |
| sasl.mechanism | SASL mechanism used for client connections. This may be any mechanism for which a security provider is available. GSSAPI is the default mechanism. | string | GSSAPI |  | medium |
| security.protocol | Protocol used to communicate with brokers. Valid values are: PLAINTEXT, SSL, SASL\_PLAINTEXT, SASL\_SSL. | string | PLAINTEXT |  | medium |
| send.buffer.bytes | The size of the TCP send buffer (SO\_SNDBUF) to use when sending data. | int | 131072 | [0,...] | medium |
| ssl.enabled.protocols | The list of protocols enabled for SSL connections. | list | [TLSv1.2, TLSv1.1, TLSv1] |  | medium |
| ssl.keystore.type | The file format of the key store file. This is optional for client. | string | JKS |  | medium |
| ssl.protocol | The SSL protocol used to generate the SSLContext. Default setting is TLS, which is fine for most cases. Allowed values in recent JVMs are TLS, TLSv1.1 and TLSv1.2. SSL, SSLv2 and SSLv3 may be supported in older JVMs, but their usage is discouraged due to known security vulnerabilities. | string | TLS |  | medium |
| ssl.provider | The name of the security provider used for SSL connections. Default value is the default security provider of the JVM. | string | null |  | medium |
| ssl.truststore.type | The file format of the trust store file. | string | JKS |  | medium |
| timeout.ms | The configuration controls the maximum amount of time the server will wait for acknowledgments from followers to meet the acknowledgment requirements the producer has specified with the acksconfiguration. If the requested number of acknowledgments are not met when the timeout elapses an error will be returned. This timeout is measured on the server side and does not include the network latency of the request. | int | 30000 | [0,...] | medium |
| block.on.buffer.full | When our memory buffer is exhausted we must either stop accepting new records (block) or throw errors. By default this setting is false and the producer will no longer throw a BufferExhaustException but instead will use the max.block.msvalue to block, after which it will throw a TimeoutException. Setting this property to true will set the max.block.ms to Long.MAX\_VALUE. Also if this property is set to true, parametermetadata.fetch.timeout.ms is not longer honored.  This parameter is deprecated and will be removed in a future release. Parametermax.block.ms should be used instead. | boolean | false |  | low |
| interceptor.classes | A list of classes to use as interceptors. Implementing theProducerInterceptor interface allows you to intercept (and possibly mutate) the records received by the producer before they are published to the Kafka cluster. By default, there are no interceptors. | list | null |  | low |
| max.in.flight.requests.per.connection | The maximum number of unacknowledged requests the client will send on a single connection before blocking. Note that if this setting is set to be greater than 1 and there are failed sends, there is a risk of message re-ordering due to retries (i.e., if retries are enabled). | int | 5 | [1,...] | low |
| metadata.fetch.timeout.ms | The first time data is sent to a topic we must fetch metadata about that topic to know which servers host the topic's partitions. This fetch to succeed before throwing an exception back to the client. | long | 60000 | [0,...] | low |
| metadata.max.age.ms | The period of time in milliseconds after which we force a refresh of metadata even if we haven't seen any partition leadership changes to proactively discover any new brokers or partitions. | long | 300000 | [0,...] | low |
| metric.reporters | A list of classes to use as metrics reporters. Implementing theMetricReporter interface allows plugging in classes that will be notified of new metric creation. The JmxReporter is always included to register JMX statistics. | list | [] |  | low |
| metrics.num.samples | The number of samples maintained to compute metrics. | int | 2 | [1,...] | low |
| metrics.sample.window.ms | The window of time a metrics sample is computed over. | long | 30000 | [0,...] | low |
| reconnect.backoff.ms | The amount of time to wait before attempting to reconnect to a given host. This avoids repeatedly connecting to a host in a tight loop. This backoff applies to all requests sent by the consumer to the broker. | long | 50 | [0,...] | low |
| retry.backoff.ms | The amount of time to wait before attempting to retry a failed request to a given topic partition. This avoids repeatedly sending requests in a tight loop under some failure scenarios. | long | 100 | [0,...] | low |
| sasl.kerberos.kinit.cmd | Kerberos kinit command path. | string | /usr/bin/kinit |  | low |
| sasl.kerberos.min.time.before.relogin | Login thread sleep time between refresh attempts. | long | 60000 |  | low |
| sasl.kerberos.ticket.renew.jitter | Percentage of random jitter added to the renewal time. | double | 0.05 |  | low |
| sasl.kerberos.ticket.renew.window.factor | Login thread will sleep until the specified window factor of time from last refresh to ticket's expiry has been reached, at which time it will try to renew the ticket. | double | 0.8 |  | low |
| ssl.cipher.suites | A list of cipher suites. This is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol.By default all the available cipher suites are supported. | list | null |  | low |
| ssl.endpoint.identification.algorithm | The endpoint identification algorithm to validate server hostname using server certificate. | string | null |  | low |
| ssl.keymanager.algorithm | The algorithm used by key manager factory for SSL connections. Default value is the key manager factory algorithm configured for the Java Virtual Machine. | string | SunX509 |  | low |
| ssl.trustmanager.algorithm | The algorithm used by trust manager factory for SSL connections. Default value is the trust manager factory algorithm configured for the Java Virtual Machine. | string | PKIX |  | low |

For those interested in the legacy Scala producer configs, information can be found **[here](http://kafka.apache.org/082/documentation.html" \l "producerconfigs)**.

### **[3.3 Consumer Configs](http://kafka.apache.org/documentation.html" \l "consumerconfigs)**

We introduce both the old 0.8 consumer configs and the new consumer configs respectively below.

#### **[3.3.1 Old Consumer Configs](http://kafka.apache.org/documentation.html" \l "oldconsumerconfigs)**

The essential old consumer configurations are the following:

* group.id
* zookeeper.connect

|  |  |  |
| --- | --- | --- |
| **Property** | **Default** | **Description** |
| group.id |  | A string that uniquely identifies the group of consumer processes to which this consumer belongs. By setting the same group id multiple processes indicate that they are all part of the same consumer group. |
| zookeeper.connect |  | Specifies the ZooKeeper connection string in the form hostname:port where host and port are the host and port of a ZooKeeper server. To allow connecting through other ZooKeeper nodes when that ZooKeeper machine is down you can also specify multiple hosts in the formhostname1:port1,hostname2:port2,hostname3:port3.  The server may also have a ZooKeeper chroot path as part of it's ZooKeeper connection string which puts its data under some path in the global ZooKeeper namespace. If so the consumer should use the same chroot path in its connection string. For example to give a chroot path of/chroot/path you would give the connection string ashostname1:port1,hostname2:port2,hostname3:port3/chroot/path. |
| consumer.id | null | Generated automatically if not set. |
| socket.timeout.ms | 30 \* 1000 | The socket timeout for network requests. The actual timeout set will be max.fetch.wait + socket.timeout.ms. |
| socket.receive.buffer.bytes | 64 \* 1024 | The socket receive buffer for network requests |
| fetch.message.max.bytes | 1024 \* 1024 | The number of bytes of messages to attempt to fetch for each topic-partition in each fetch request. These bytes will be read into memory for each partition, so this helps control the memory used by the consumer. The fetch request size must be at least as large as the maximum message size the server allows or else it is possible for the producer to send messages larger than the consumer can fetch. |
| num.consumer.fetchers | 1 | The number fetcher threads used to fetch data. |
| auto.commit.enable | true | If true, periodically commit to ZooKeeper the offset of messages already fetched by the consumer. This committed offset will be used when the process fails as the position from which the new consumer will begin. |
| auto.commit.interval.ms | 60 \* 1000 | The frequency in ms that the consumer offsets are committed to zookeeper. |
| queued.max.message.chunks | 2 | Max number of message chunks buffered for consumption. Each chunk can be up to fetch.message.max.bytes. |
| rebalance.max.retries | 4 | When a new consumer joins a consumer group the set of consumers attempt to "rebalance" the load to assign partitions to each consumer. If the set of consumers changes while this assignment is taking place the rebalance will fail and retry. This setting controls the maximum number of attempts before giving up. |
| fetch.min.bytes | 1 | The minimum amount of data the server should return for a fetch request. If insufficient data is available the request will wait for that much data to accumulate before answering the request. |
| fetch.wait.max.ms | 100 | The maximum amount of time the server will block before answering the fetch request if there isn't sufficient data to immediately satisfy fetch.min.bytes |
| rebalance.backoff.ms | 2000 | Backoff time between retries during rebalance. If not set explicitly, the value in zookeeper.sync.time.ms is used. |
| refresh.leader.backoff.ms | 200 | Backoff time to wait before trying to determine the leader of a partition that has just lost its leader. |
| auto.offset.reset | largest | What to do when there is no initial offset in ZooKeeper or if an offset is out of range: \* smallest : automatically reset the offset to the smallest offset \* largest : automatically reset the offset to the largest offset \* anything else: throw exception to the consumer |
| consumer.timeout.ms | -1 | Throw a timeout exception to the consumer if no message is available for consumption after the specified interval |
| exclude.internal.topics | true | Whether messages from internal topics (such as offsets) should be exposed to the consumer. |
| client.id | group id value | The client id is a user-specified string sent in each request to help trace calls. It should logically identify the application making the request. |
| zookeeper.session.timeout.ms | 6000 | ZooKeeper session timeout. If the consumer fails to heartbeat to ZooKeeper for this period of time it is considered dead and a rebalance will occur. |
| zookeeper.connection.timeout.ms | 6000 | The max time that the client waits while establishing a connection to zookeeper. |
| zookeeper.sync.time.ms | 2000 | How far a ZK follower can be behind a ZK leader |
| offsets.storage | zookeeper | Select where offsets should be stored (zookeeper or kafka). |
| offsets.channel.backoff.ms | 1000 | The backoff period when reconnecting the offsets channel or retrying failed offset fetch/commit requests. |
| offsets.channel.socket.timeout.ms | 10000 | Socket timeout when reading responses for offset fetch/commit requests. This timeout is also used for ConsumerMetadata requests that are used to query for the offset manager. |
| offsets.commit.max.retries | 5 | Retry the offset commit up to this many times on failure. This retry count only applies to offset commits during shut-down. It does not apply to commits originating from the auto-commit thread. It also does not apply to attempts to query for the offset coordinator before committing offsets. i.e., if a consumer metadata request fails for any reason, it will be retried and that retry does not count toward this limit. |
| dual.commit.enabled | true | If you are using "kafka" as offsets.storage, you can dual commit offsets to ZooKeeper (in addition to Kafka). This is required during migration from zookeeper-based offset storage to kafka-based offset storage. With respect to any given consumer group, it is safe to turn this off after all instances within that group have been migrated to the new version that commits offsets to the broker (instead of directly to ZooKeeper). |
| partition.assignment.strategy | range | Select between the "range" or "roundrobin" strategy for assigning partitions to consumer streams.  The round-robin partition assignor lays out all the available partitions and all the available consumer threads. It then proceeds to do a round-robin assignment from partition to consumer thread. If the subscriptions of all consumer instances are identical, then the partitions will be uniformly distributed. (i.e., the partition ownership counts will be within a delta of exactly one across all consumer threads.) Round-robin assignment is permitted only if: (a) Every topic has the same number of streams within a consumer instance (b) The set of subscribed topics is identical for every consumer instance within the group.  Range partitioning works on a per-topic basis. For each topic, we lay out the available partitions in numeric order and the consumer threads in lexicographic order. We then divide the number of partitions by the total number of consumer streams (threads) to determine the number of partitions to assign to each consumer. If it does not evenly divide, then the first few consumers will have one extra partition. |

More details about consumer configuration can be found in the scala classkafka.consumer.ConsumerConfig.

#### **[3.3.2 New Consumer Configs](http://kafka.apache.org/documentation.html" \l "newconsumerconfigs)**

Since 0.9.0.0 we have been working on a replacement for our existing simple and high-level consumers. The code is considered beta quality. Below is the configuration for the new consumer:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Name** | **Description** | **Type** | **Default** | **Valid Values** | **Importance** |
| bootstrap.servers | A list of host/port pairs to use for establishing the initial connection to the Kafka cluster. The client will make use of all servers irrespective of which servers are specified here for bootstrapping—this list only impacts the initial hosts used to discover the full set of servers. This list should be in the formhost1:port1,host2:port2,.... Since these servers are just used for the initial connection to discover the full cluster membership (which may change dynamically), this list need not contain the full set of servers (you may want more than one, though, in case a server is down). | list |  |  | high |
| key.deserializer | Deserializer class for key that implements the Deserializerinterface. | class |  |  | high |
| value.deserializer | Deserializer class for value that implements the Deserializerinterface. | class |  |  | high |
| fetch.min.bytes | The minimum amount of data the server should return for a fetch request. If insufficient data is available the request will wait for that much data to accumulate before answering the request. The default setting of 1 byte means that fetch requests are answered as soon as a single byte of data is available or the fetch request times out waiting for data to arrive. Setting this to something greater than 1 will cause the server to wait for larger amounts of data to accumulate which can improve server throughput a bit at the cost of some additional latency. | int | 1 | [0,...] | high |
| group.id | A unique string that identifies the consumer group this consumer belongs to. This property is required if the consumer uses either the group management functionality by usingsubscribe(topic) or the Kafka-based offset management strategy. | string | "" |  | high |
| heartbeat.interval.ms | The expected time between heartbeats to the consumer coordinator when using Kafka's group management facilities. Heartbeats are used to ensure that the consumer's session stays active and to facilitate rebalancing when new consumers join or leave the group. The value must be set lower thansession.timeout.ms, but typically should be set no higher than 1/3 of that value. It can be adjusted even lower to control the expected time for normal rebalances. | int | 3000 |  | high |
| max.partition.fetch.bytes | The maximum amount of data per-partition the server will return. The maximum total memory used for a request will be #partitions \* max.partition.fetch.bytes. This size must be at least as large as the maximum message size the server allows or else it is possible for the producer to send messages larger than the consumer can fetch. If that happens, the consumer can get stuck trying to fetch a large message on a certain partition. | int | 1048576 | [0,...] | high |
| session.timeout.ms | The timeout used to detect failures when using Kafka's group management facilities. When a consumer's heartbeat is not received within the session timeout, the broker will mark the consumer as failed and rebalance the group. Since heartbeats are sent only when poll() is invoked, a higher session timeout allows more time for message processing in the consumer's poll loop at the cost of a longer time to detect hard failures. See also max.poll.recordsfor another option to control the processing time in the poll loop. Note that the value must be in the allowable range as configured in the broker configuration bygroup.min.session.timeout.msandgroup.max.session.timeout.ms. | int | 30000 |  | high |
| ssl.key.password | The password of the private key in the key store file. This is optional for client. | password | null |  | high |
| ssl.keystore.location | The location of the key store file. This is optional for client and can be used for two-way authentication for client. | string | null |  | high |
| ssl.keystore.password | The store password for the key store file.This is optional for client and only needed if ssl.keystore.location is configured. | password | null |  | high |
| ssl.truststore.location | The location of the trust store file. | string | null |  | high |
| ssl.truststore.password | The password for the trust store file. | password | null |  | high |
| auto.offset.reset | What to do when there is no initial offset in Kafka or if the current offset does not exist any more on the server (e.g. because that data has been deleted):   * earliest: automatically reset the offset to the earliest offset * latest: automatically reset the offset to the latest offset * none: throw exception to the consumer if no previous offset is found for the consumer's group * anything else: throw exception to the consumer. | string | latest | [latest, earliest, none] | medium |
| connections.max.idle.ms | Close idle connections after the number of milliseconds specified by this config. | long | 540000 |  | medium |
| enable.auto.commit | If true the consumer's offset will be periodically committed in the background. | boolean | true |  | medium |
| exclude.internal.topics | Whether records from internal topics (such as offsets) should be exposed to the consumer. If set to true the only way to receive records from an internal topic is subscribing to it. | boolean | true |  | medium |
| max.poll.records | The maximum number of records returned in a single call to poll(). | int | 2147483647 | [1,...] | medium |
| partition.assignment.strategy | The class name of the partition assignment strategy that the client will use to distribute partition ownership amongst consumer instances when group management is used | list | [org.apache.kafka.clients.consumer.RangeAssignor] |  | medium |
| receive.buffer.bytes | The size of the TCP receive buffer (SO\_RCVBUF) to use when reading data. | int | 65536 | [0,...] | medium |
| request.timeout.ms | The configuration controls the maximum amount of time the client will wait for the response of a request. If the response is not received before the timeout elapses the client will resend the request if necessary or fail the request if retries are exhausted. | int | 40000 | [0,...] | medium |
| sasl.kerberos.service.name | The Kerberos principal name that Kafka runs as. This can be defined either in Kafka's JAAS config or in Kafka's config. | string | null |  | medium |
| sasl.mechanism | SASL mechanism used for client connections. This may be any mechanism for which a security provider is available. GSSAPI is the default mechanism. | string | GSSAPI |  | medium |
| security.protocol | Protocol used to communicate with brokers. Valid values are: PLAINTEXT, SSL, SASL\_PLAINTEXT, SASL\_SSL. | string | PLAINTEXT |  | medium |
| send.buffer.bytes | The size of the TCP send buffer (SO\_SNDBUF) to use when sending data. | int | 131072 | [0,...] | medium |
| ssl.enabled.protocols | The list of protocols enabled for SSL connections. | list | [TLSv1.2, TLSv1.1, TLSv1] |  | medium |
| ssl.keystore.type | The file format of the key store file. This is optional for client. | string | JKS |  | medium |
| ssl.protocol | The SSL protocol used to generate the SSLContext. Default setting is TLS, which is fine for most cases. Allowed values in recent JVMs are TLS, TLSv1.1 and TLSv1.2. SSL, SSLv2 and SSLv3 may be supported in older JVMs, but their usage is discouraged due to known security vulnerabilities. | string | TLS |  | medium |
| ssl.provider | The name of the security provider used for SSL connections. Default value is the default security provider of the JVM. | string | null |  | medium |
| ssl.truststore.type | The file format of the trust store file. | string | JKS |  | medium |
| auto.commit.interval.ms | The frequency in milliseconds that the consumer offsets are auto-committed to Kafka if enable.auto.commit is set to true. | long | 5000 | [0,...] | low |
| check.crcs | Automatically check the CRC32 of the records consumed. This ensures no on-the-wire or on-disk corruption to the messages occurred. This check adds some overhead, so it may be disabled in cases seeking extreme performance. | boolean | true |  | low |
| client.id | An id string to pass to the server when making requests. The purpose of this is to be able to track the source of requests beyond just ip/port by allowing a logical application name to be included in server-side request logging. | string | "" |  | low |
| fetch.max.wait.ms | The maximum amount of time the server will block before answering the fetch request if there isn't sufficient data to immediately satisfy the requirement given by fetch.min.bytes. | int | 500 | [0,...] | low |
| interceptor.classes | A list of classes to use as interceptors. Implementing theConsumerInterceptor interface allows you to intercept (and possibly mutate) records received by the consumer. By default, there are no interceptors. | list | null |  | low |
| metadata.max.age.ms | The period of time in milliseconds after which we force a refresh of metadata even if we haven't seen any partition leadership changes to proactively discover any new brokers or partitions. | long | 300000 | [0,...] | low |
| metric.reporters | A list of classes to use as metrics reporters. Implementing theMetricReporter interface allows plugging in classes that will be notified of new metric creation. The JmxReporter is always included to register JMX statistics. | list | [] |  | low |
| metrics.num.samples | The number of samples maintained to compute metrics. | int | 2 | [1,...] | low |
| metrics.sample.window.ms | The window of time a metrics sample is computed over. | long | 30000 | [0,...] | low |
| reconnect.backoff.ms | The amount of time to wait before attempting to reconnect to a given host. This avoids repeatedly connecting to a host in a tight loop. This backoff applies to all requests sent by the consumer to the broker. | long | 50 | [0,...] | low |
| retry.backoff.ms | The amount of time to wait before attempting to retry a failed request to a given topic partition. This avoids repeatedly sending requests in a tight loop under some failure scenarios. | long | 100 | [0,...] | low |
| sasl.kerberos.kinit.cmd | Kerberos kinit command path. | string | /usr/bin/kinit |  | low |
| sasl.kerberos.min.time.before.relogin | Login thread sleep time between refresh attempts. | long | 60000 |  | low |
| sasl.kerberos.ticket.renew.jitter | Percentage of random jitter added to the renewal time. | double | 0.05 |  | low |
| sasl.kerberos.ticket.renew.window.factor | Login thread will sleep until the specified window factor of time from last refresh to ticket's expiry has been reached, at which time it will try to renew the ticket. | double | 0.8 |  | low |
| ssl.cipher.suites | A list of cipher suites. This is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol.By default all the available cipher suites are supported. | list | null |  | low |
| ssl.endpoint.identification.algorithm | The endpoint identification algorithm to validate server hostname using server certificate. | string | null |  | low |
| ssl.keymanager.algorithm | The algorithm used by key manager factory for SSL connections. Default value is the key manager factory algorithm configured for the Java Virtual Machine. | string | SunX509 |  | low |
| ssl.trustmanager.algorithm | The algorithm used by trust manager factory for SSL connections. Default value is the trust manager factory algorithm configured for the Java Virtual Machine. | string | PKIX |  | low |

### **[3.4 Kafka Connect Configs](http://kafka.apache.org/documentation.html" \l "connectconfigs)**

Below is the configuration of the Kafka Connect framework.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Name** | **Description** | **Type** | **Default** | **Valid Values** | **Importance** |
| config.storage.topic | kafka topic to store configs | string |  |  | high |
| group.id | A unique string that identifies the Connect cluster group this worker belongs to. | string |  |  | high |
| internal.key.converter | Converter class for internal key Connect data that implements the Converter interface. Used for converting data like offsets and configs. | class |  |  | high |
| internal.value.converter | Converter class for offset value Connect data that implements the Converter interface. Used for converting data like offsets and configs. | class |  |  | high |
| key.converter | Converter class for key Connect data that implements the Converter interface. | class |  |  | high |
| offset.storage.topic | kafka topic to store connector offsets in | string |  |  | high |
| status.storage.topic | kafka topic to track connector and task status | string |  |  | high |
| value.converter | Converter class for value Connect data that implements the Converter interface. | class |  |  | high |
| bootstrap.servers | A list of host/port pairs to use for establishing the initial connection to the Kafka cluster. The client will make use of all servers irrespective of which servers are specified here for bootstrapping—this list only impacts the initial hosts used to discover the full set of servers. This list should be in the formhost1:port1,host2:port2,.... Since these servers are just used for the initial connection to discover the full cluster membership (which may change dynamically), this list need not contain the full set of servers (you may want more than one, though, in case a server is down). | list | [localhost:9092] |  | high |
| cluster | ID for this cluster, which is used to provide a namespace so multiple Kafka Connect clusters or instances may co-exist while sharing a single Kafka cluster. | string | connect |  | high |
| heartbeat.interval.ms | The expected time between heartbeats to the group coordinator when using Kafka's group management facilities. Heartbeats are used to ensure that the worker's session stays active and to facilitate rebalancing when new members join or leave the group. The value must be set lower thansession.timeout.ms, but typically should be set no higher than 1/3 of that value. It can be adjusted even lower to control the expected time for normal rebalances. | int | 3000 |  | high |
| session.timeout.ms | The timeout used to detect failures when using Kafka's group management facilities. | int | 30000 |  | high |
| ssl.key.password | The password of the private key in the key store file. This is optional for client. | password | null |  | high |
| ssl.keystore.location | The location of the key store file. This is optional for client and can be used for two-way authentication for client. | string | null |  | high |
| ssl.keystore.password | The store password for the key store file.This is optional for client and only needed if ssl.keystore.location is configured. | password | null |  | high |
| ssl.truststore.location | The location of the trust store file. | string | null |  | high |
| ssl.truststore.password | The password for the trust store file. | password | null |  | high |
| connections.max.idle.ms | Close idle connections after the number of milliseconds specified by this config. | long | 540000 |  | medium |
| receive.buffer.bytes | The size of the TCP receive buffer (SO\_RCVBUF) to use when reading data. | int | 32768 | [0,...] | medium |
| request.timeout.ms | The configuration controls the maximum amount of time the client will wait for the response of a request. If the response is not received before the timeout elapses the client will resend the request if necessary or fail the request if retries are exhausted. | int | 40000 | [0,...] | medium |
| sasl.kerberos.service.name | The Kerberos principal name that Kafka runs as. This can be defined either in Kafka's JAAS config or in Kafka's config. | string | null |  | medium |
| sasl.mechanism | SASL mechanism used for client connections. This may be any mechanism for which a security provider is available. GSSAPI is the default mechanism. | string | GSSAPI |  | medium |
| security.protocol | Protocol used to communicate with brokers. Valid values are: PLAINTEXT, SSL, SASL\_PLAINTEXT, SASL\_SSL. | string | PLAINTEXT |  | medium |
| send.buffer.bytes | The size of the TCP send buffer (SO\_SNDBUF) to use when sending data. | int | 131072 | [0,...] | medium |
| ssl.enabled.protocols | The list of protocols enabled for SSL connections. | list | [TLSv1.2, TLSv1.1, TLSv1] |  | medium |
| ssl.keystore.type | The file format of the key store file. This is optional for client. | string | JKS |  | medium |
| ssl.protocol | The SSL protocol used to generate the SSLContext. Default setting is TLS, which is fine for most cases. Allowed values in recent JVMs are TLS, TLSv1.1 and TLSv1.2. SSL, SSLv2 and SSLv3 may be supported in older JVMs, but their usage is discouraged due to known security vulnerabilities. | string | TLS |  | medium |
| ssl.provider | The name of the security provider used for SSL connections. Default value is the default security provider of the JVM. | string | null |  | medium |
| ssl.truststore.type | The file format of the trust store file. | string | JKS |  | medium |
| worker.sync.timeout.ms | When the worker is out of sync with other workers and needs to resynchronize configurations, wait up to this amount of time before giving up, leaving the group, and waiting a backoff period before rejoining. | int | 3000 |  | medium |
| worker.unsync.backoff.ms | When the worker is out of sync with other workers and fails to catch up within worker.sync.timeout.ms, leave the Connect cluster for this long before rejoining. | int | 300000 |  | medium |
| access.control.allow.methods | Sets the methods supported for cross origin requests by setting the Access-Control-Allow-Methods header. The default value of the Access-Control-Allow-Methods header allows cross origin requests for GET, POST and HEAD. | string | "" |  | low |
| access.control.allow.origin | Value to set the Access-Control-Allow-Origin header to for REST API requests.To enable cross origin access, set this to the domain of the application that should be permitted to access the API, or '\*' to allow access from any domain. The default value only allows access from the domain of the REST API. | string | "" |  | low |
| client.id | An id string to pass to the server when making requests. The purpose of this is to be able to track the source of requests beyond just ip/port by allowing a logical application name to be included in server-side request logging. | string | "" |  | low |
| metadata.max.age.ms | The period of time in milliseconds after which we force a refresh of metadata even if we haven't seen any partition leadership changes to proactively discover any new brokers or partitions. | long | 300000 | [0,...] | low |
| metric.reporters | A list of classes to use as metrics reporters. Implementing the MetricReporter interface allows plugging in classes that will be notified of new metric creation. The JmxReporter is always included to register JMX statistics. | list | [] |  | low |
| metrics.num.samples | The number of samples maintained to compute metrics. | int | 2 | [1,...] | low |
| metrics.sample.window.ms | The window of time a metrics sample is computed over. | long | 30000 | [0,...] | low |
| offset.flush.interval.ms | Interval at which to try committing offsets for tasks. | long | 60000 |  | low |
| offset.flush.timeout.ms | Maximum number of milliseconds to wait for records to flush and partition offset data to be committed to offset storage before cancelling the process and restoring the offset data to be committed in a future attempt. | long | 5000 |  | low |
| reconnect.backoff.ms | The amount of time to wait before attempting to reconnect to a given host. This avoids repeatedly connecting to a host in a tight loop. This backoff applies to all requests sent by the consumer to the broker. | long | 50 | [0,...] | low |
| rest.advertised.host.name | If this is set, this is the hostname that will be given out to other workers to connect to. | string | null |  | low |
| rest.advertised.port | If this is set, this is the port that will be given out to other workers to connect to. | int | null |  | low |
| rest.host.name | Hostname for the REST API. If this is set, it will only bind to this interface. | string | null |  | low |
| rest.port | Port for the REST API to listen on. | int | 8083 |  | low |
| retry.backoff.ms | The amount of time to wait before attempting to retry a failed request to a given topic partition. This avoids repeatedly sending requests in a tight loop under some failure scenarios. | long | 100 | [0,...] | low |
| sasl.kerberos.kinit.cmd | Kerberos kinit command path. | string | /usr/bin/kinit |  | low |
| sasl.kerberos.min.time.before.relogin | Login thread sleep time between refresh attempts. | long | 60000 |  | low |
| sasl.kerberos.ticket.renew.jitter | Percentage of random jitter added to the renewal time. | double | 0.05 |  | low |
| sasl.kerberos.ticket.renew.window.factor | Login thread will sleep until the specified window factor of time from last refresh to ticket's expiry has been reached, at which time it will try to renew the ticket. | double | 0.8 |  | low |
| ssl.cipher.suites | A list of cipher suites. This is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol.By default all the available cipher suites are supported. | list | null |  | low |
| ssl.endpoint.identification.algorithm | The endpoint identification algorithm to validate server hostname using server certificate. | string | null |  | low |
| ssl.keymanager.algorithm | The algorithm used by key manager factory for SSL connections. Default value is the key manager factory algorithm configured for the Java Virtual Machine. | string | SunX509 |  | low |
| ssl.trustmanager.algorithm | The algorithm used by trust manager factory for SSL connections. Default value is the trust manager factory algorithm configured for the Java Virtual Machine. | string | PKIX |  | low |
| task.shutdown.graceful.timeout.ms | Amount of time to wait for tasks to shutdown gracefully. This is the total amount of time, not per task. All task have shutdown triggered, then they are waited on sequentially. | long | 5000 |  | low |

### **[3.5 Kafka Streams Configs](http://kafka.apache.org/documentation.html" \l "streamsconfigs)**

Below is the configuration of the Kafka Streams client library.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Name** | **Description** | **Type** | **Default** | **Valid Values** | **Importance** |
| application.id | An identifier for the stream processing application. Must be unique within the Kafka cluster. It is used as 1) the default client-id prefix, 2) the group-id for membership management, 3) the changelog topic prefix. | string |  |  | high |
| bootstrap.servers | A list of host/port pairs to use for establishing the initial connection to the Kafka cluster. The client will make use of all servers irrespective of which servers are specified here for bootstrapping—this list only impacts the initial hosts used to discover the full set of servers. This list should be in the formhost1:port1,host2:port2,.... Since these servers are just used for the initial connection to discover the full cluster membership (which may change dynamically), this list need not contain the full set of servers (you may want more than one, though, in case a server is down). | list |  |  | high |
| client.id | An id string to pass to the server when making requests. The purpose of this is to be able to track the source of requests beyond just ip/port by allowing a logical application name to be included in server-side request logging. | string | "" |  | high |
| zookeeper.connect | Zookeeper connect string for Kafka topics management. | string | "" |  | high |
| key.serde | Serializer / deserializer class for key that implements the Serde interface. | class | class org.apache.kafka.common.serialization.Serdes$ByteArraySerde |  | medium |
| partition.grouper | Partition grouper class that implements the PartitionGrouperinterface. | class | class org.apache.kafka.streams.processor.DefaultPartitionGrouper |  | medium |
| replication.factor | The replication factor for change log topics and repartition topics created by the stream processing application. | int | 1 |  | medium |
| state.dir | Directory location for state store. | string | /tmp/kafka-streams |  | medium |
| timestamp.extractor | Timestamp extractor class that implements theTimestampExtractor interface. | class | class org.apache.kafka.streams.processor.ConsumerRecordTimestampExtractor |  | medium |
| value.serde | Serializer / deserializer class for value that implements the Serde interface. | class | class org.apache.kafka.common.serialization.Serdes$ByteArraySerde |  | medium |
| buffered.records.per.partition | The maximum number of records to buffer per partition. | int | 1000 |  | low |
| commit.interval.ms | The frequency with which to save the position of the processor. | long | 30000 |  | low |
| metric.reporters | A list of classes to use as metrics reporters. Implementing theMetricReporter interface allows plugging in classes that will be notified of new metric creation. The JmxReporter is always included to register JMX statistics. | list | [] |  | low |
| metrics.num.samples | The number of samples maintained to compute metrics. | int | 2 | [1,...] | low |
| metrics.sample.window.ms | The window of time a metrics sample is computed over. | long | 30000 | [0,...] | low |
| num.standby.replicas | The number of standby replicas for each task. | int | 0 |  | low |
| num.stream.threads | The number of threads to execute stream processing. | int | 1 |  | low |
| poll.ms | The amount of time in milliseconds to block waiting for input. | long | 100 |  | low |
| state.cleanup.delay.ms | The amount of time in milliseconds to wait before deleting state when a partition has migrated. | long | 60000 |  | low |

## **[4. Design](http://kafka.apache.org/documentation.html" \l "design)**

### **[4.1 Motivation](http://kafka.apache.org/documentation.html" \l "majordesignelements)**

We designed Kafka to be able to act as a unified platform for handling all the real-time data feeds **[a large company might have](http://kafka.apache.org/documentation.html" \l "introduction)**. To do this we had to think through a fairly broad set of use cases.

It would have to have high-throughput to support high volume event streams such as real-time log aggregation.

It would need to deal gracefully with large data backlogs to be able to support periodic data loads from offline systems.

It also meant the system would have to handle low-latency delivery to handle more traditional messaging use-cases.

We wanted to support partitioned, distributed, real-time processing of these feeds to create new, derived feeds. This motivated our partitioning and consumer model.

Finally in cases where the stream is fed into other data systems for serving, we knew the system would have to be able to guarantee fault-tolerance in the presence of machine failures.

Supporting these uses led us to a design with a number of unique elements, more akin to a database log than a traditional messaging system. We will outline some elements of the design in the following sections.

### **[4.2 Persistence](http://kafka.apache.org/documentation.html" \l "persistence)**

#### **[Don't fear the filesystem!](http://kafka.apache.org/documentation.html" \l "design_filesystem)**

Kafka relies heavily on the filesystem for storing and caching messages. There is a general perception that "disks are slow" which makes people skeptical that a persistent structure can offer competitive performance. In fact disks are both much slower and much faster than people expect depending on how they are used; and a properly designed disk structure can often be as fast as the network.

The key fact about disk performance is that the throughput of hard drives has been diverging from the latency of a disk seek for the last decade. As a result the performance of linear writes on a **[JBOD](http://en.wikipedia.org/wiki/Non-RAID_drive_architectures)** configuration with six 7200rpm SATA RAID-5 array is about 600MB/sec but the performance of random writes is only about 100k/sec—a difference of over 6000X. These linear reads and writes are the most predictable of all usage patterns, and are heavily optimized by the operating system. A modern operating system provides read-ahead and write-behind techniques that prefetch data in large block multiples and group smaller logical writes into large physical writes. A further discussion of this issue can be found in this **[ACM Queue article](http://queue.acm.org/detail.cfm?id=1563874)**; they actually find that **[sequential disk access can in some cases be faster than random memory access!](http://deliveryimages.acm.org/10.1145/1570000/1563874/jacobs3.jpg)**

To compensate for this performance divergence, modern operating systems have become increasingly aggressive in their use of main memory for disk caching. A modern OS will happily divert *all* free memory to disk caching with little performance penalty when the memory is reclaimed. All disk reads and writes will go through this unified cache. This feature cannot easily be turned off without using direct I/O, so even if a process maintains an in-process cache of the data, this data will likely be duplicated in OS pagecache, effectively storing everything twice.

Furthermore we are building on top of the JVM, and anyone who has spent any time with Java memory usage knows two things:

1. The memory overhead of objects is very high, often doubling the size of the data stored (or worse).
2. Java garbage collection becomes increasingly fiddly and slow as the in-heap data increases.

As a result of these factors using the filesystem and relying on pagecache is superior to maintaining an in-memory cache or other structure—we at least double the available cache by having automatic access to all free memory, and likely double again by storing a compact byte structure rather than individual objects. Doing so will result in a cache of up to 28-30GB on a 32GB machine without GC penalties. Furthermore this cache will stay warm even if the service is restarted, whereas the in-process cache will need to be rebuilt in memory (which for a 10GB cache may take 10 minutes) or else it will need to start with a completely cold cache (which likely means terrible initial performance). This also greatly simplifies the code as all logic for maintaining coherency between the cache and filesystem is now in the OS, which tends to do so more efficiently and more correctly than one-off in-process attempts. If your disk usage favors linear reads then read-ahead is effectively pre-populating this cache with useful data on each disk read.

This suggests a design which is very simple: rather than maintain as much as possible in-memory and flush it all out to the filesystem in a panic when we run out of space, we invert that. All data is immediately written to a persistent log on the filesystem without necessarily flushing to disk. In effect this just means that it is transferred into the kernel's pagecache.

This style of pagecache-centric design is described in an **[article](http://varnish.projects.linpro.no/wiki/ArchitectNotes)** on the design of Varnish here (along with a healthy dose of arrogance).

#### **[Constant Time Suffices](http://kafka.apache.org/documentation.html" \l "design_constanttime)**

The persistent data structure used in messaging systems are often a per-consumer queue with an associated BTree or other general-purpose random access data structures to maintain metadata about messages. BTrees are the most versatile data structure available, and make it possible to support a wide variety of transactional and non-transactional semantics in the messaging system. They do come with a fairly high cost, though: Btree operations are O(log N). Normally O(log N) is considered essentially equivalent to constant time, but this is not true for disk operations. Disk seeks come at 10 ms a pop, and each disk can do only one seek at a time so parallelism is limited. Hence even a handful of disk seeks leads to very high overhead. Since storage systems mix very fast cached operations with very slow physical disk operations, the observed performance of tree structures is often superlinear as data increases with fixed cache--i.e. doubling your data makes things much worse then twice as slow.

Intuitively a persistent queue could be built on simple reads and appends to files as is commonly the case with logging solutions. This structure has the advantage that all operations are O(1) and reads do not block writes or each other. This has obvious performance advantages since the performance is completely decoupled from the data size—one server can now take full advantage of a number of cheap, low-rotational speed 1+TB SATA drives. Though they have poor seek performance, these drives have acceptable performance for large reads and writes and come at 1/3 the price and 3x the capacity.

Having access to virtually unlimited disk space without any performance penalty means that we can provide some features not usually found in a messaging system. For example, in Kafka, instead of attempting to delete messages as soon as they are consumed, we can retain messages for a relatively long period (say a week). This leads to a great deal of flexibility for consumers, as we will describe.

### **[4.3 Efficiency](http://kafka.apache.org/documentation.html" \l "maximizingefficiency)**

We have put significant effort into efficiency. One of our primary use cases is handling web activity data, which is very high volume: each page view may generate dozens of writes. Furthermore we assume each message published is read by at least one consumer (often many), hence we strive to make consumption as cheap as possible.

We have also found, from experience building and running a number of similar systems, that efficiency is a key to effective multi-tenant operations. If the downstream infrastructure service can easily become a bottleneck due to a small bump in usage by the application, such small changes will often create problems. By being very fast we help ensure that the application will tip-over under load before the infrastructure. This is particularly important when trying to run a centralized service that supports dozens or hundreds of applications on a centralized cluster as changes in usage patterns are a near-daily occurrence.

We discussed disk efficiency in the previous section. Once poor disk access patterns have been eliminated, there are two common causes of inefficiency in this type of system: too many small I/O operations, and excessive byte copying.

The small I/O problem happens both between the client and the server and in the server's own persistent operations.

To avoid this, our protocol is built around a "message set" abstraction that naturally groups messages together. This allows network requests to group messages together and amortize the overhead of the network roundtrip rather than sending a single message at a time. The server in turn appends chunks of messages to its log in one go, and the consumer fetches large linear chunks at a time.

This simple optimization produces orders of magnitude speed up. Batching leads to larger network packets, larger sequential disk operations, contiguous memory blocks, and so on, all of which allows Kafka to turn a bursty stream of random message writes into linear writes that flow to the consumers.

The other inefficiency is in byte copying. At low message rates this is not an issue, but under load the impact is significant. To avoid this we employ a standardized binary message format that is shared by the producer, the broker, and the consumer (so data chunks can be transferred without modification between them).

The message log maintained by the broker is itself just a directory of files, each populated by a sequence of message sets that have been written to disk in the same format used by the producer and consumer. Maintaining this common format allows optimization of the most important operation: network transfer of persistent log chunks. Modern unix operating systems offer a highly optimized code path for transferring data out of pagecache to a socket; in Linux this is done with the **[sendfile system call](http://man7.org/linux/man-pages/man2/sendfile.2.html)**.

To understand the impact of sendfile, it is important to understand the common data path for transfer of data from file to socket:

1. The operating system reads data from the disk into pagecache in kernel space
2. The application reads the data from kernel space into a user-space buffer
3. The application writes the data back into kernel space into a socket buffer
4. The operating system copies the data from the socket buffer to the NIC buffer where it is sent over the network

This is clearly inefficient, there are four copies and two system calls. Using sendfile, this re-copying is avoided by allowing the OS to send the data from pagecache to the network directly. So in this optimized path, only the final copy to the NIC buffer is needed.

We expect a common use case to be multiple consumers on a topic. Using the zero-copy optimization above, data is copied into pagecache exactly once and reused on each consumption instead of being stored in memory and copied out to kernel space every time it is read. This allows messages to be consumed at a rate that approaches the limit of the network connection.

This combination of pagecache and sendfile means that on a Kafka cluster where the consumers are mostly caught up you will see no read activity on the disks whatsoever as they will be serving data entirely from cache.

For more background on the sendfile and zero-copy support in Java, see this **[article](http://www.ibm.com/developerworks/linux/library/j-zerocopy)**.

#### **[End-to-end Batch Compression](http://kafka.apache.org/documentation.html" \l "design_compression)**

In some cases the bottleneck is actually not CPU or disk but network bandwidth. This is particularly true for a data pipeline that needs to send messages between data centers over a wide-area network. Of course the user can always compress its messages one at a time without any support needed from Kafka, but this can lead to very poor compression ratios as much of the redundancy is due to repetition between messages of the same type (e.g. field names in JSON or user agents in web logs or common string values). Efficient compression requires compressing multiple messages together rather than compressing each message individually.

Kafka supports this by allowing recursive message sets. A batch of messages can be clumped together compressed and sent to the server in this form. This batch of messages will be written in compressed form and will remain compressed in the log and will only be decompressed by the consumer.

Kafka supports GZIP, Snappy and LZ4 compression protocols. More details on compression can be found **[here](https://cwiki.apache.org/confluence/display/KAFKA/Compression)**.

### **[4.4 The Producer](http://kafka.apache.org/documentation.html" \l "theproducer)**

#### **[Load balancing](http://kafka.apache.org/documentation.html" \l "design_loadbalancing)**

The producer sends data directly to the broker that is the leader for the partition without any intervening routing tier. To help the producer do this all Kafka nodes can answer a request for metadata about which servers are alive and where the leaders for the partitions of a topic are at any given time to allow the producer to appropriately direct its requests.

The client controls which partition it publishes messages to. This can be done at random, implementing a kind of random load balancing, or it can be done by some semantic partitioning function. We expose the interface for semantic partitioning by allowing the user to specify a key to partition by and using this to hash to a partition (there is also an option to override the partition function if need be). For example if the key chosen was a user id then all data for a given user would be sent to the same partition. This in turn will allow consumers to make locality assumptions about their consumption. This style of partitioning is explicitly designed to allow locality-sensitive processing in consumers.

#### **[Asynchronous send](http://kafka.apache.org/documentation.html" \l "design_asyncsend)**

Batching is one of the big drivers of efficiency, and to enable batching the Kafka producer will attempt to accumulate data in memory and to send out larger batches in a single request. The batching can be configured to accumulate no more than a fixed number of messages and to wait no longer than some fixed latency bound (say 64k or 10 ms). This allows the accumulation of more bytes to send, and few larger I/O operations on the servers. This buffering is configurable and gives a mechanism to trade off a small amount of additional latency for better throughput.

Details on **[configuration](http://kafka.apache.org/documentation.html" \l "producerconfigs)** and the **[api](http://kafka.apache.org/082/javadoc/index.html?org/apache/kafka/clients/producer/KafkaProducer.html)** for the producer can be found elsewhere in the documentation.

### **[4.5 The Consumer](http://kafka.apache.org/documentation.html" \l "theconsumer)**

The Kafka consumer works by issuing "fetch" requests to the brokers leading the partitions it wants to consume. The consumer specifies its offset in the log with each request and receives back a chunk of log beginning from that position. The consumer thus has significant control over this position and can rewind it to re-consume data if need be.

#### **[Push vs. pull](http://kafka.apache.org/documentation.html" \l "design_pull)**

An initial question we considered is whether consumers should pull data from brokers or brokers should push data to the consumer. In this respect Kafka follows a more traditional design, shared by most messaging systems, where data is pushed to the broker from the producer and pulled from the broker by the consumer. Some logging-centric systems, such as **[Scribe](http://github.com/facebook/scribe)** and **[Apache Flume](http://flume.apache.org/)**, follow a very different push-based path where data is pushed downstream. There are pros and cons to both approaches. However, a push-based system has difficulty dealing with diverse consumers as the broker controls the rate at which data is transferred. The goal is generally for the consumer to be able to consume at the maximum possible rate; unfortunately, in a push system this means the consumer tends to be overwhelmed when its rate of consumption falls below the rate of production (a denial of service attack, in essence). A pull-based system has the nicer property that the consumer simply falls behind and catches up when it can. This can be mitigated with some kind of backoff protocol by which the consumer can indicate it is overwhelmed, but getting the rate of transfer to fully utilize (but never over-utilize) the consumer is trickier than it seems. Previous attempts at building systems in this fashion led us to go with a more traditional pull model.

Another advantage of a pull-based system is that it lends itself to aggressive batching of data sent to the consumer. A push-based system must choose to either send a request immediately or accumulate more data and then send it later without knowledge of whether the downstream consumer will be able to immediately process it. If tuned for low latency, this will result in sending a single message at a time only for the transfer to end up being buffered anyway, which is wasteful. A pull-based design fixes this as the consumer always pulls all available messages after its current position in the log (or up to some configurable max size). So one gets optimal batching without introducing unnecessary latency.

The deficiency of a naive pull-based system is that if the broker has no data the consumer may end up polling in a tight loop, effectively busy-waiting for data to arrive. To avoid this we have parameters in our pull request that allow the consumer request to block in a "long poll" waiting until data arrives (and optionally waiting until a given number of bytes is available to ensure large transfer sizes).

You could imagine other possible designs which would be only pull, end-to-end. The producer would locally write to a local log, and brokers would pull from that with consumers pulling from them. A similar type of "store-and-forward" producer is often proposed. This is intriguing but we felt not very suitable for our target use cases which have thousands of producers. Our experience running persistent data systems at scale led us to feel that involving thousands of disks in the system across many applications would not actually make things more reliable and would be a nightmare to operate. And in practice we have found that we can run a pipeline with strong SLAs at large scale without a need for producer persistence.

#### **[Consumer Position](http://kafka.apache.org/documentation.html" \l "design_consumerposition)**

Keeping track of *what* has been consumed is, surprisingly, one of the key performance points of a messaging system.

Most messaging systems keep metadata about what messages have been consumed on the broker. That is, as a message is handed out to a consumer, the broker either records that fact locally immediately or it may wait for acknowledgement from the consumer. This is a fairly intuitive choice, and indeed for a single machine server it is not clear where else this state could go. Since the data structures used for storage in many messaging systems scale poorly, this is also a pragmatic choice--since the broker knows what is consumed it can immediately delete it, keeping the data size small.

What is perhaps not obvious is that getting the broker and consumer to come into agreement about what has been consumed is not a trivial problem. If the broker records a message as **consumed** immediately every time it is handed out over the network, then if the consumer fails to process the message (say because it crashes or the request times out or whatever) that message will be lost. To solve this problem, many messaging systems add an acknowledgement feature which means that messages are only marked as **sent** not **consumed** when they are sent; the broker waits for a specific acknowledgement from the consumer to record the message as **consumed**. This strategy fixes the problem of losing messages, but creates new problems. First of all, if the consumer processes the message but fails before it can send an acknowledgement then the message will be consumed twice. The second problem is around performance, now the broker must keep multiple states about every single message (first to lock it so it is not given out a second time, and then to mark it as permanently consumed so that it can be removed). Tricky problems must be dealt with, like what to do with messages that are sent but never acknowledged.

Kafka handles this differently. Our topic is divided into a set of totally ordered partitions, each of which is consumed by one consumer at any given time. This means that the position of a consumer in each partition is just a single integer, the offset of the next message to consume. This makes the state about what has been consumed very small, just one number for each partition. This state can be periodically checkpointed. This makes the equivalent of message acknowledgements very cheap.

There is a side benefit of this decision. A consumer can deliberately *rewind* back to an old offset and re-consume data. This violates the common contract of a queue, but turns out to be an essential feature for many consumers. For example, if the consumer code has a bug and is discovered after some messages are consumed, the consumer can re-consume those messages once the bug is fixed.

#### **[Offline Data Load](http://kafka.apache.org/documentation.html" \l "design_offlineload)**

Scalable persistence allows for the possibility of consumers that only periodically consume such as batch data loads that periodically bulk-load data into an offline system such as Hadoop or a relational data warehouse.

In the case of Hadoop we parallelize the data load by splitting the load over individual map tasks, one for each node/topic/partition combination, allowing full parallelism in the loading. Hadoop provides the task management, and tasks which fail can restart without danger of duplicate data—they simply restart from their original position.

### **[4.6 Message Delivery Semantics](http://kafka.apache.org/documentation.html" \l "semantics)**

Now that we understand a little about how producers and consumers work, let's discuss the semantic guarantees Kafka provides between producer and consumer. Clearly there are multiple possible message delivery guarantees that could be provided:

* *At most once*—Messages may be lost but are never redelivered.
* *At least once*—Messages are never lost but may be redelivered.
* *Exactly once*—this is what people actually want, each message is delivered once and only once.

It's worth noting that this breaks down into two problems: the durability guarantees for publishing a message and the guarantees when consuming a message.

Many systems claim to provide "exactly once" delivery semantics, but it is important to read the fine print, most of these claims are misleading (i.e. they don't translate to the case where consumers or producers can fail, cases where there are multiple consumer processes, or cases where data written to disk can be lost).

Kafka's semantics are straight-forward. When publishing a message we have a notion of the message being "committed" to the log. Once a published message is committed it will not be lost as long as one broker that replicates the partition to which this message was written remains "alive". The definition of alive as well as a description of which types of failures we attempt to handle will be described in more detail in the next section. For now let's assume a perfect, lossless broker and try to understand the guarantees to the producer and consumer. If a producer attempts to publish a message and experiences a network error it cannot be sure if this error happened before or after the message was committed. This is similar to the semantics of inserting into a database table with an autogenerated key.

These are not the strongest possible semantics for publishers. Although we cannot be sure of what happened in the case of a network error, it is possible to allow the producer to generate a sort of "primary key" that makes retrying the produce request idempotent. This feature is not trivial for a replicated system because of course it must work even (or especially) in the case of a server failure. With this feature it would suffice for the producer to retry until it receives acknowledgement of a successfully committed message at which point we would guarantee the message had been published exactly once. We hope to add this in a future Kafka version.

Not all use cases require such strong guarantees. For uses which are latency sensitive we allow the producer to specify the durability level it desires. If the producer specifies that it wants to wait on the message being committed this can take on the order of 10 ms. However the producer can also specify that it wants to perform the send completely asynchronously or that it wants to wait only until the leader (but not necessarily the followers) have the message.

Now let's describe the semantics from the point-of-view of the consumer. All replicas have the exact same log with the same offsets. The consumer controls its position in this log. If the consumer never crashed it could just store this position in memory, but if the consumer fails and we want this topic partition to be taken over by another process the new process will need to choose an appropriate position from which to start processing. Let's say the consumer reads some messages -- it has several options for processing the messages and updating its position.

1. It can read the messages, then save its position in the log, and finally process the messages. In this case there is a possibility that the consumer process crashes after saving its position but before saving the output of its message processing. In this case the process that took over processing would start at the saved position even though a few messages prior to that position had not been processed. This corresponds to "at-most-once" semantics as in the case of a consumer failure messages may not be processed.
2. It can read the messages, process the messages, and finally save its position. In this case there is a possibility that the consumer process crashes after processing messages but before saving its position. In this case when the new process takes over the first few messages it receives will already have been processed. This corresponds to the "at-least-once" semantics in the case of consumer failure. In many cases messages have a primary key and so the updates are idempotent (receiving the same message twice just overwrites a record with another copy of itself).
3. So what about exactly once semantics (i.e. the thing you actually want)? The limitation here is not actually a feature of the messaging system but rather the need to co-ordinate the consumer's position with what is actually stored as output. The classic way of achieving this would be to introduce a two-phase commit between the storage for the consumer position and the storage of the consumers output. But this can be handled more simply and generally by simply letting the consumer store its offset in the same place as its output. This is better because many of the output systems a consumer might want to write to will not support a two-phase commit. As an example of this, our Hadoop ETL that populates data in HDFS stores its offsets in HDFS with the data it reads so that it is guaranteed that either data and offsets are both updated or neither is. We follow similar patterns for many other data systems which require these stronger semantics and for which the messages do not have a primary key to allow for deduplication.

So effectively Kafka guarantees at-least-once delivery by default and allows the user to implement at most once delivery by disabling retries on the producer and committing its offset prior to processing a batch of messages. Exactly-once delivery requires co-operation with the destination storage system but Kafka provides the offset which makes implementing this straight-forward.

### **[4.7 Replication](http://kafka.apache.org/documentation.html" \l "replication)**

Kafka replicates the log for each topic's partitions across a configurable number of servers (you can set this replication factor on a topic-by-topic basis). This allows automatic failover to these replicas when a server in the cluster fails so messages remain available in the presence of failures.

Other messaging systems provide some replication-related features, but, in our (totally biased) opinion, this appears to be a tacked-on thing, not heavily used, and with large downsides: slaves are inactive, throughput is heavily impacted, it requires fiddly manual configuration, etc. Kafka is meant to be used with replication by default—in fact we implement un-replicated topics as replicated topics where the replication factor is one.

The unit of replication is the topic partition. Under non-failure conditions, each partition in Kafka has a single leader and zero or more followers. The total number of replicas including the leader constitute the replication factor. All reads and writes go to the leader of the partition. Typically, there are many more partitions than brokers and the leaders are evenly distributed among brokers. The logs on the followers are identical to the leader's log—all have the same offsets and messages in the same order (though, of course, at any given time the leader may have a few as-yet unreplicated messages at the end of its log).

Followers consume messages from the leader just as a normal Kafka consumer would and apply them to their own log. Having the followers pull from the leader has the nice property of allowing the follower to naturally batch together log entries they are applying to their log.

As with most distributed systems automatically handling failures requires having a precise definition of what it means for a node to be "alive". For Kafka node liveness has two conditions

1. A node must be able to maintain its session with ZooKeeper (via ZooKeeper's heartbeat mechanism)
2. If it is a slave it must replicate the writes happening on the leader and not fall "too far" behind

We refer to nodes satisfying these two conditions as being "in sync" to avoid the vagueness of "alive" or "failed". The leader keeps track of the set of "in sync" nodes. If a follower dies, gets stuck, or falls behind, the leader will remove it from the list of in sync replicas. The determination of stuck and lagging replicas is controlled by the replica.lag.time.max.ms configuration.

In distributed systems terminology we only attempt to handle a "fail/recover" model of failures where nodes suddenly cease working and then later recover (perhaps without knowing that they have died). Kafka does not handle so-called "Byzantine" failures in which nodes produce arbitrary or malicious responses (perhaps due to bugs or foul play).

A message is considered "committed" when all in sync replicas for that partition have applied it to their log. Only committed messages are ever given out to the consumer. This means that the consumer need not worry about potentially seeing a message that could be lost if the leader fails. Producers, on the other hand, have the option of either waiting for the message to be committed or not, depending on their preference for tradeoff between latency and durability. This preference is controlled by the acks setting that the producer uses.

The guarantee that Kafka offers is that a committed message will not be lost, as long as there is at least one in sync replica alive, at all times.

Kafka will remain available in the presence of node failures after a short fail-over period, but may not remain available in the presence of network partitions.

#### **[Replicated Logs: Quorums, ISRs, and State Machines (Oh my!)](http://kafka.apache.org/documentation.html" \l "design_replicatedlog)**

At its heart a Kafka partition is a replicated log. The replicated log is one of the most basic primitives in distributed data systems, and there are many approaches for implementing one. A replicated log can be used by other systems as a primitive for implementing other distributed systems in the **[state-machine style](http://en.wikipedia.org/wiki/State_machine_replication)**.

A replicated log models the process of coming into consensus on the order of a series of values (generally numbering the log entries 0, 1, 2, ...). There are many ways to implement this, but the simplest and fastest is with a leader who chooses the ordering of values provided to it. As long as the leader remains alive, all followers need to only copy the values and ordering the leader chooses.

Of course if leaders didn't fail we wouldn't need followers! When the leader does die we need to choose a new leader from among the followers. But followers themselves may fall behind or crash so we must ensure we choose an up-to-date follower. The fundamental guarantee a log replication algorithm must provide is that if we tell the client a message is committed, and the leader fails, the new leader we elect must also have that message. This yields a tradeoff: if the leader waits for more followers to acknowledge a message before declaring it committed then there will be more potentially electable leaders.

If you choose the number of acknowledgements required and the number of logs that must be compared to elect a leader such that there is guaranteed to be an overlap, then this is called a Quorum.

A common approach to this tradeoff is to use a majority vote for both the commit decision and the leader election. This is not what Kafka does, but let's explore it anyway to understand the tradeoffs. Let's say we have 2*f*+1 replicas. If *f*+1 replicas must receive a message prior to a commit being declared by the leader, and if we elect a new leader by electing the follower with the most complete log from at least *f*+1 replicas, then, with no more than *f* failures, the leader is guaranteed to have all committed messages. This is because among any *f*+1 replicas, there must be at least one replica that contains all committed messages. That replica's log will be the most complete and therefore will be selected as the new leader. There are many remaining details that each algorithm must handle (such as precisely defined what makes a log more complete, ensuring log consistency during leader failure or changing the set of servers in the replica set) but we will ignore these for now.

This majority vote approach has a very nice property: the latency is dependent on only the fastest servers. That is, if the replication factor is three, the latency is determined by the faster slave not the slower one.

There are a rich variety of algorithms in this family including ZooKeeper's **[Zab](http://www.stanford.edu/class/cs347/reading/zab.pdf)**, **[Raft](https://ramcloud.stanford.edu/wiki/download/attachments/11370504/raft.pdf)**, and **[Viewstamped Replication](http://pmg.csail.mit.edu/papers/vr-revisited.pdf)**. The most similar academic publication we are aware of to Kafka's actual implementation is**[PacificA](http://research.microsoft.com/apps/pubs/default.aspx?id=66814)** from Microsoft.

The downside of majority vote is that it doesn't take many failures to leave you with no electable leaders. To tolerate one failure requires three copies of the data, and to tolerate two failures requires five copies of the data. In our experience having only enough redundancy to tolerate a single failure is not enough for a practical system, but doing every write five times, with 5x the disk space requirements and 1/5th the throughput, is not very practical for large volume data problems. This is likely why quorum algorithms more commonly appear for shared cluster configuration such as ZooKeeper but are less common for primary data storage. For example in HDFS the namenode's high-availability feature is built on a **[majority-vote-based journal](http://blog.cloudera.com/blog/2012/10/quorum-based-journaling-in-cdh4-1)**, but this more expensive approach is not used for the data itself.

Kafka takes a slightly different approach to choosing its quorum set. Instead of majority vote, Kafka dynamically maintains a set of in-sync replicas (ISR) that are caught-up to the leader. Only members of this set are eligible for election as leader. A write to a Kafka partition is not considered committed until *all* in-sync replicas have received the write. This ISR set is persisted to ZooKeeper whenever it changes. Because of this, any replica in the ISR is eligible to be elected leader. This is an important factor for Kafka's usage model where there are many partitions and ensuring leadership balance is important. With this ISR model and *f+1* replicas, a Kafka topic can tolerate *f*failures without losing committed messages.

For most use cases we hope to handle, we think this tradeoff is a reasonable one. In practice, to tolerate *f* failures, both the majority vote and the ISR approach will wait for the same number of replicas to acknowledge before committing a message (e.g. to survive one failure a majority quorum needs three replicas and one acknowledgement and the ISR approach requires two replicas and one acknowledgement). The ability to commit without the slowest servers is an advantage of the majority vote approach. However, we think it is ameliorated by allowing the client to choose whether they block on the message commit or not, and the additional throughput and disk space due to the lower required replication factor is worth it.

Another important design distinction is that Kafka does not require that crashed nodes recover with all their data intact. It is not uncommon for replication algorithms in this space to depend on the existence of "stable storage" that cannot be lost in any failure-recovery scenario without potential consistency violations. There are two primary problems with this assumption. First, disk errors are the most common problem we observe in real operation of persistent data systems and they often do not leave data intact. Secondly, even if this were not a problem, we do not want to require the use of fsync on every write for our consistency guarantees as this can reduce performance by two to three orders of magnitude. Our protocol for allowing a replica to rejoin the ISR ensures that before rejoining, it must fully re-sync again even if it lost unflushed data in its crash.

#### **[Unclean leader election: What if they all die?](http://kafka.apache.org/documentation.html" \l "design_uncleanleader)**

Note that Kafka's guarantee with respect to data loss is predicated on at least one replica remaining in sync. If all the nodes replicating a partition die, this guarantee no longer holds.

However a practical system needs to do something reasonable when all the replicas die. If you are unlucky enough to have this occur, it is important to consider what will happen. There are two behaviors that could be implemented:

1. Wait for a replica in the ISR to come back to life and choose this replica as the leader (hopefully it still has all its data).
2. Choose the first replica (not necessarily in the ISR) that comes back to life as the leader.

This is a simple tradeoff between availability and consistency. If we wait for replicas in the ISR, then we will remain unavailable as long as those replicas are down. If such replicas were destroyed or their data was lost, then we are permanently down. If, on the other hand, a non-in-sync replica comes back to life and we allow it to become leader, then its log becomes the source of truth even though it is not guaranteed to have every committed message. By default Kafka chooses the second strategy and favor choosing a potentially inconsistent replica when all replicas in the ISR are dead. This behavior can be disabled using configuration property unclean.leader.election.enable, to support use cases where downtime is preferable to inconsistency.

This dilemma is not specific to Kafka. It exists in any quorum-based scheme. For example in a majority voting scheme, if a majority of servers suffer a permanent failure, then you must either choose to lose 100% of your data or violate consistency by taking what remains on an existing server as your new source of truth.

#### **[Availability and Durability Guarantees](http://kafka.apache.org/documentation.html" \l "design_ha)**

When writing to Kafka, producers can choose whether they wait for the message to be acknowledged by 0,1 or all (-1) replicas. Note that "acknowledgement by all replicas" does not guarantee that the full set of assigned replicas have received the message. By default, when acks=all, acknowledgement happens as soon as all the current in-sync replicas have received the message. For example, if a topic is configured with only two replicas and one fails (i.e., only one in sync replica remains), then writes that specify acks=all will succeed. However, these writes could be lost if the remaining replica also fails. Although this ensures maximum availability of the partition, this behavior may be undesirable to some users who prefer durability over availability. Therefore, we provide two topic-level configurations that can be used to prefer message durability over availability:

1. Disable unclean leader election - if all replicas become unavailable, then the partition will remain unavailable until the most recent leader becomes available again. This effectively prefers unavailability over the risk of message loss. See the previous section on Unclean Leader Election for clarification.
2. Specify a minimum ISR size - the partition will only accept writes if the size of the ISR is above a certain minimum, in order to prevent the loss of messages that were written to just a single replica, which subsequently becomes unavailable. This setting only takes effect if the producer uses acks=all and guarantees that the message will be acknowledged by at least this many in-sync replicas. This setting offers a trade-off between consistency and availability. A higher setting for minimum ISR size guarantees better consistency since the message is guaranteed to be written to more replicas which reduces the probability that it will be lost. However, it reduces availability since the partition will be unavailable for writes if the number of in-sync replicas drops below the minimum threshold.

#### **[Replica Management](http://kafka.apache.org/documentation.html" \l "design_replicamanagment)**

The above discussion on replicated logs really covers only a single log, i.e. one topic partition. However a Kafka cluster will manage hundreds or thousands of these partitions. We attempt to balance partitions within a cluster in a round-robin fashion to avoid clustering all partitions for high-volume topics on a small number of nodes. Likewise we try to balance leadership so that each node is the leader for a proportional share of its partitions.

It is also important to optimize the leadership election process as that is the critical window of unavailability. A naive implementation of leader election would end up running an election per partition for all partitions a node hosted when that node failed. Instead, we elect one of the brokers as the "controller". This controller detects failures at the broker level and is responsible for changing the leader of all affected partitions in a failed broker. The result is that we are able to batch together many of the required leadership change notifications which makes the election process far cheaper and faster for a large number of partitions. If the controller fails, one of the surviving brokers will become the new controller.

### **[4.8 Log Compaction](http://kafka.apache.org/documentation.html" \l "compaction)**

Log compaction ensures that Kafka will always retain at least the last known value for each message key within the log of data for a single topic partition. It addresses use cases and scenarios such as restoring state after application crashes or system failure, or reloading caches after application restarts during operational maintenance. Let's dive into these use cases in more detail and then describe how compaction works.

So far we have described only the simpler approach to data retention where old log data is discarded after a fixed period of time or when the log reaches some predetermined size. This works well for temporal event data such as logging where each record stands alone. However an important class of data streams are the log of changes to keyed, mutable data (for example, the changes to a database table).

Let's discuss a concrete example of such a stream. Say we have a topic containing user email addresses; every time a user updates their email address we send a message to this topic using their user id as the primary key. Now say we send the following messages over some time period for a user with id 123, each message corresponding to a change in email address (messages for other ids are omitted):

123 => bill@microsoft.com

.

.

.

123 => bill@gatesfoundation.org

.

.

.

123 => bill@gmail.com

Log compaction gives us a more granular retention mechanism so that we are guaranteed to retain at least the last update for each primary key (e.g. bill@gmail.com). By doing this we guarantee that the log contains a full snapshot of the final value for every key not just keys that changed recently. This means downstream consumers can restore their own state off this topic without us having to retain a complete log of all changes.

Let's start by looking at a few use cases where this is useful, then we'll see how it can be used.

1. *Database change subscription*. It is often necessary to have a data set in multiple data systems, and often one of these systems is a database of some kind (either a RDBMS or perhaps a new-fangled key-value store). For example you might have a database, a cache, a search cluster, and a Hadoop cluster. Each change to the database will need to be reflected in the cache, the search cluster, and eventually in Hadoop. In the case that one is only handling the real-time updates you only need recent log. But if you want to be able to reload the cache or restore a failed search node you may need a complete data set.
2. *Event sourcing*. This is a style of application design which co-locates query processing with application design and uses a log of changes as the primary store for the application.
3. *Journaling for high-availability*. A process that does local computation can be made fault-tolerant by logging out changes that it makes to it's local state so another process can reload these changes and carry on if it should fail. A concrete example of this is handling counts, aggregations, and other "group by"-like processing in a stream query system. Samza, a real-time stream-processing framework, **[uses this feature](http://samza.apache.org/learn/documentation/0.7.0/container/state-management.html)** for exactly this purpose.

In each of these cases one needs primarily to handle the real-time feed of changes, but occasionally, when a machine crashes or data needs to be re-loaded or re-processed, one needs to do a full load. Log compaction allows feeding both of these use cases off the same backing topic. This style of usage of a log is described in more detail in**[this blog post](http://engineering.linkedin.com/distributed-systems/log-what-every-software-engineer-should-know-about-real-time-datas-unifying)**.

The general idea is quite simple. If we had infinite log retention, and we logged each change in the above cases, then we would have captured the state of the system at each time from when it first began. Using this complete log, we could restore to any point in time by replaying the first N records in the log. This hypothetical complete log is not very practical for systems that update a single record many times as the log will grow without bound even for a stable dataset. The simple log retention mechanism which throws away old updates will bound space but the log is no longer a way to restore the current state—now restoring from the beginning of the log no longer recreates the current state as old updates may not be captured at all.

Log compaction is a mechanism to give finer-grained per-record retention, rather than the coarser-grained time-based retention. The idea is to selectively remove records where we have a more recent update with the same primary key. This way the log is guaranteed to have at least the last state for each key.

This retention policy can be set per-topic, so a single cluster can have some topics where retention is enforced by size or time and other topics where retention is enforced by compaction.

This functionality is inspired by one of LinkedIn's oldest and most successful pieces of infrastructure—a database changelog caching service called **[Databus](https://github.com/linkedin/databus)**. Unlike most log-structured storage systems Kafka is built for subscription and organizes data for fast linear reads and writes. Unlike Databus, Kafka acts as a source-of-truth store so it is useful even in situations where the upstream data source would not otherwise be replayable.

#### **[Log Compaction Basics](http://kafka.apache.org/documentation.html" \l "design_compactionbasics)**

Here is a high-level picture that shows the logical structure of a Kafka log with the offset for each message.
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The head of the log is identical to a traditional Kafka log. It has dense, sequential offsets and retains all messages. Log compaction adds an option for handling the tail of the log. The picture above shows a log with a compacted tail. Note that the messages in the tail of the log retain the original offset assigned when they were first written—that never changes. Note also that all offsets remain valid positions in the log, even if the message with that offset has been compacted away; in this case this position is indistinguishable from the next highest offset that does appear in the log. For example, in the picture above the offsets 36, 37, and 38 are all equivalent positions and a read beginning at any of these offsets would return a message set beginning with 38.

Compaction also allows for deletes. A message with a key and a null payload will be treated as a delete from the log. This delete marker will cause any prior message with that key to be removed (as would any new message with that key), but delete markers are special in that they will themselves be cleaned out of the log after a period of time to free up space. The point in time at which deletes are no longer retained is marked as the "delete retention point" in the above diagram.

The compaction is done in the background by periodically recopying log segments. Cleaning does not block reads and can be throttled to use no more than a configurable amount of I/O throughput to avoid impacting producers and consumers. The actual process of compacting a log segment looks something like this:

![IMG_260](data:image/png;base64,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)

#### **[What guarantees does log compaction provide?](http://kafka.apache.org/documentation.html" \l "design_compactionguarantees)**

Log compaction guarantees the following:

1. Any consumer that stays caught-up to within the head of the log will see every message that is written; these messages will have sequential offsets.
2. Ordering of messages is always maintained. Compaction will never re-order messages, just remove some.
3. The offset for a message never changes. It is the permanent identifier for a position in the log.
4. Any read progressing from offset 0 will see at least the final state of all records in the order they were written. All delete markers for deleted records will be seen provided the reader reaches the head of the log in a time period less than the topic's delete.retention.ms setting (the default is 24 hours). This is important as delete marker removal happens concurrently with read (and thus it is important that we not remove any delete marker prior to the reader seeing it).
5. Any consumer progressing from the start of the log will see at least the final state of all records in the order they were written. All delete markers for deleted records will be seen provided the consumer reaches the head of the log in a time period less than the topic's delete.retention.ms setting (the default is 24 hours). This is important as delete marker removal happens concurrently with read, and thus it is important that we do not remove any delete marker prior to the consumer seeing it.

#### **[Log Compaction Details](http://kafka.apache.org/documentation.html" \l "design_compactiondetails)**

Log compaction is handled by the log cleaner, a pool of background threads that recopy log segment files, removing records whose key appears in the head of the log. Each compactor thread works as follows:

1. It chooses the log that has the highest ratio of log head to log tail
2. It creates a succinct summary of the last offset for each key in the head of the log
3. It recopies the log from beginning to end removing keys which have a later occurrence in the log. New, clean segments are swapped into the log immediately so the additional disk space required is just one additional log segment (not a fully copy of the log).
4. The summary of the log head is essentially just a space-compact hash table. It uses exactly 24 bytes per entry. As a result with 8GB of cleaner buffer one cleaner iteration can clean around 366GB of log head (assuming 1k messages).

#### **[Configuring The Log Cleaner](http://kafka.apache.org/documentation.html" \l "design_compactionconfig)**

The log cleaner is disabled by default. To enable it set the server config

log.cleaner.enable=true

This will start the pool of cleaner threads. To enable log cleaning on a particular topic you can add the log-specific property

log.cleanup.policy=compact

This can be done either at topic creation time or using the alter topic command.

Further cleaner configurations are described **[here](http://kafka.apache.org/documentation.html" \l "brokerconfigs)**.

#### **[Log Compaction Limitations](http://kafka.apache.org/documentation.html" \l "design_compactionlimitations)**

1. You cannot configure yet how much log is retained without compaction (the "head" of the log). Currently all segments are eligible except for the last segment, i.e. the one currently being written to.

### **[4.9 Quotas](http://kafka.apache.org/documentation.html" \l "design_quotas)**

Starting in 0.9, the Kafka cluster has the ability to enforce quotas on produce and fetch requests. Quotas are basically byte-rate thresholds defined per client-id. A client-id logically identifies an application making a request. Hence a single client-id can span multiple producer and consumer instances and the quota will apply for all of them as a single entity i.e. if client-id="test-client" has a produce quota of 10MB/sec, this is shared across all instances with that same id.

#### **[Why are quotas necessary?](http://kafka.apache.org/documentation.html" \l "design_quotasnecessary)**

It is possible for producers and consumers to produce/consume very high volumes of data and thus monopolize broker resources, cause network saturation and generally DOS other clients and the brokers themselves. Having quotas protects against these issues and is all the more important in large multi-tenant clusters where a small set of badly behaved clients can degrade user experience for the well behaved ones. In fact, when running Kafka as a service this even makes it possible to enforce API limits according to an agreed upon contract.

#### **[Enforcement](http://kafka.apache.org/documentation.html" \l "design_quotasenforcement)**

By default, each unique client-id receives a fixed quota in bytes/sec as configured by the cluster (quota.producer.default, quota.consumer.default). This quota is defined on a per-broker basis. Each client can publish/fetch a maximum of X bytes/sec per broker before it gets throttled. We decided that defining these quotas per broker is much better than having a fixed cluster wide bandwidth per client because that would require a mechanism to share client quota usage among all the brokers. This can be harder to get right than the quota implementation itself!

How does a broker react when it detects a quota violation? In our solution, the broker does not return an error rather it attempts to slow down a client exceeding its quota. It computes the amount of delay needed to bring a guilty client under it's quota and delays the response for that time. This approach keeps the quota violation transparent to clients (outside of client-side metrics). This also keeps them from having to implement any special backoff and retry behavior which can get tricky. In fact, bad client behavior (retry without backoff) can exacerbate the very problem quotas are trying to solve.

Client byte rate is measured over multiple small windows (e.g. 30 windows of 1 second each) in order to detect and correct quota violations quickly. Typically, having large measurement windows (for e.g. 10 windows of 30 seconds each) leads to large bursts of traffic followed by long delays which is not great in terms of user experience.

#### **[Quota overrides](http://kafka.apache.org/documentation.html" \l "design_quotasoverrides)**

It is possible to override the default quota for client-ids that need a higher (or even lower) quota. The mechanism is similar to the per-topic log config overrides. Client-id overrides are written to ZooKeeper under ***/config/clients***. These overrides are read by all brokers and are effective immediately. This lets us change quotas without having to do a rolling restart of the entire cluster. See **[here](http://kafka.apache.org/documentation.html" \l "quotas)** for details.

## **[5. Implementation](http://kafka.apache.org/documentation.html" \l "implementation)**

### **[5.1 API Design](http://kafka.apache.org/documentation.html" \l "apidesign)**

#### **[Producer APIs](http://kafka.apache.org/documentation.html" \l "impl_producer)**

The Producer API that wraps the 2 low-level producers - kafka.producer.SyncProducer andkafka.producer.async.AsyncProducer.

class Producer {

/\* Sends the data, partitioned by key to the topic using either the \*/

/\* synchronous or the asynchronous producer \*/

public void send(kafka.javaapi.producer.ProducerData<K,V> producerData);

/\* Sends a list of data, partitioned by key to the topic using either \*/

/\* the synchronous or the asynchronous producer \*/

public void send(java.util.List<kafka.javaapi.producer.ProducerData<K,V>> producerData);

/\* Closes the producer and cleans up \*/

public void close();

}

The goal is to expose all the producer functionality through a single API to the client. The new producer -

* can handle queueing/buffering of multiple producer requests and asynchronous dispatch of the batched data -

kafka.producer.Producer provides the ability to batch multiple produce requests (producer.type=async), before serializing and dispatching them to the appropriate kafka broker partition. The size of the batch can be controlled by a few config parameters. As events enter a queue, they are buffered in a queue, until either queue.time or batch.size is reached. A background thread (kafka.producer.async.ProducerSendThread) dequeues the batch of data and lets thekafka.producer.EventHandler serialize and send the data to the appropriate kafka broker partition. A custom event handler can be plugged in through the event.handler config parameter. At various stages of this producer queue pipeline, it is helpful to be able to inject callbacks, either for plugging in custom logging/tracing code or custom monitoring logic. This is possible by implementing thekafka.producer.async.CallbackHandler interface and setting callback.handler config parameter to that class.

* handles the serialization of data through a user-specified Encoder:

interface Encoder<T> {

public Message toMessage(T data);

}

The default is the no-op kafka.serializer.DefaultEncoder

* provides software load balancing through an optionally user-specified Partitioner:

The routing decision is influenced by the kafka.producer.Partitioner.

interface Partitioner<T> {

int partition(T key, int numPartitions);

}

* The partition API uses the key and the number of available broker partitions to return a partition id. This id is used as an index into a sorted list of broker\_ids and partitions to pick a broker partition for the producer request. The default partitioning strategy is hash(key)%numPartitions. If the key is null, then a random broker partition is picked. A custom partitioning strategy can also be plugged in using thepartitioner.class config parameter.

#### **[Consumer APIs](http://kafka.apache.org/documentation.html" \l "impl_consumer)**

We have 2 levels of consumer APIs. The low-level "simple" API maintains a connection to a single broker and has a close correspondence to the network requests sent to the server. This API is completely stateless, with the offset being passed in on every request, allowing the user to maintain this metadata however they choose.

The high-level API hides the details of brokers from the consumer and allows consuming off the cluster of machines without concern for the underlying topology. It also maintains the state of what has been consumed. The high-level API also provides the ability to subscribe to topics that match a filter expression (i.e., either a whitelist or a blacklist regular expression).

##### **[Low-level API](http://kafka.apache.org/documentation.html" \l "impl_lowlevel)**

class SimpleConsumer {

/\* Send fetch request to a broker and get back a set of messages. \*/

public ByteBufferMessageSet fetch(FetchRequest request);

/\* Send a list of fetch requests to a broker and get back a response set. \*/

public MultiFetchResponse multifetch(List<FetchRequest> fetches);

/\*\*

\* Get a list of valid offsets (up to maxSize) before the given time.

\* The result is a list of offsets, in descending order.

\* @param time: time in millisecs,

\* if set to OffsetRequest$.MODULE$.LATEST\_TIME(), get from the latest offset available.

\* if set to OffsetRequest$.MODULE$.EARLIEST\_TIME(), get from the earliest offset available.

\*/

public long[] getOffsetsBefore(String topic, int partition, long time, int maxNumOffsets);

}

The low-level API is used to implement the high-level API as well as being used directly for some of our offline consumers which have particular requirements around maintaining state.

##### **[High-level API](http://kafka.apache.org/documentation.html" \l "impl_highlevel)**

/\* create a connection to the cluster \*/

ConsumerConnector connector = Consumer.create(consumerConfig);

interface ConsumerConnector {

/\*\*

\* This method is used to get a list of KafkaStreams, which are iterators over

\* MessageAndMetadata objects from which you can obtain messages and their

\* associated metadata (currently only topic).

\* Input: a map of <topic, #streams>

\* Output: a map of <topic, list of message streams>

\*/

public Map<String,List<KafkaStream>> createMessageStreams(Map<String,Int> topicCountMap);

/\*\*

\* You can also obtain a list of KafkaStreams, that iterate over messages

\* from topics that match a TopicFilter. (A TopicFilter encapsulates a

\* whitelist or a blacklist which is a standard Java regex.)

\*/

public List<KafkaStream> createMessageStreamsByFilter(

TopicFilter topicFilter, int numStreams);

/\* Commit the offsets of all messages consumed so far. \*/

public commitOffsets()

/\* Shut down the connector \*/

public shutdown()

}

This API is centered around iterators, implemented by the KafkaStream class. Each KafkaStream represents the stream of messages from one or more partitions on one or more servers. Each stream is used for single threaded processing, so the client can provide the number of desired streams in the create call. Thus a stream may represent the merging of multiple server partitions (to correspond to the number of processing threads), but each partition only goes to one stream.

The createMessageStreams call registers the consumer for the topic, which results in rebalancing the consumer/broker assignment. The API encourages creating many topic streams in a single call in order to minimize this rebalancing. The createMessageStreamsByFilter call (additionally) registers watchers to discover new topics that match its filter. Note that each stream that createMessageStreamsByFilter returns may iterate over messages from multiple topics (i.e., if multiple topics are allowed by the filter).

### **[5.2 Network Layer](http://kafka.apache.org/documentation.html" \l "networklayer)**

The network layer is a fairly straight-forward NIO server, and will not be described in great detail. The sendfile implementation is done by giving the MessageSet interface a writeTo method. This allows the file-backed message set to use the more efficient transferTo implementation instead of an in-process buffered write. The threading model is a single acceptor thread and *N* processor threads which handle a fixed number of connections each. This design has been pretty thoroughly tested **[elsewhere](http://sna-projects.com/blog/2009/08/introducing-the-nio-socketserver-implementation)** and found to be simple to implement and fast. The protocol is kept quite simple to allow for future implementation of clients in other languages.

### **[5.3 Messages](http://kafka.apache.org/documentation.html" \l "messages)**

Messages consist of a fixed-size header, a variable length opaque key byte array and a variable length opaque value byte array. The header contains the following fields:

* A CRC32 checksum to detect corruption or truncation.
* A format version.
* An attributes identifier
* A timestamp

Leaving the key and value opaque is the right decision: there is a great deal of progress being made on serialization libraries right now, and any particular choice is unlikely to be right for all uses. Needless to say a particular application using Kafka would likely mandate a particular serialization type as part of its usage. The MessageSetinterface is simply an iterator over messages with specialized methods for bulk reading and writing to an NIOChannel.

### **[5.4 Message Format](http://kafka.apache.org/documentation.html" \l "messageformat)**

/\*\*

\* 1. 4 byte CRC32 of the message

\* 2. 1 byte "magic" identifier to allow format changes, value is 0 or 1

\* 3. 1 byte "attributes" identifier to allow annotations on the message independent of the version

\* bit 0 ~ 2 : Compression codec.

\* 0 : no compression

\* 1 : gzip

\* 2 : snappy

\* 3 : lz4

\* bit 3 : Timestamp type

\* 0 : create time

\* 1 : log append time

\* bit 4 ~ 7 : reserved

\* 4. (Optional) 8 byte timestamp only if "magic" identifier is greater than 0

\* 5. 4 byte key length, containing length K

\* 6. K byte key

\* 7. 4 byte payload length, containing length V

\* 8. V byte payload

\*/

### **[5.5 Log](http://kafka.apache.org/documentation.html" \l "log)**

A log for a topic named "my\_topic" with two partitions consists of two directories (namely my\_topic\_0 andmy\_topic\_1) populated with data files containing the messages for that topic. The format of the log files is a sequence of "log entries""; each log entry is a 4 byte integer *N* storing the message length which is followed by the *N*message bytes. Each message is uniquely identified by a 64-bit integer *offset* giving the byte position of the start of this message in the stream of all messages ever sent to that topic on that partition. The on-disk format of each message is given below. Each log file is named with the offset of the first message it contains. So the first file created will be 00000000000.kafka, and each additional file will have an integer name roughly *S* bytes from the previous file where *S* is the max log file size given in the configuration.

The exact binary format for messages is versioned and maintained as a standard interface so message sets can be transferred between producer, broker, and client without recopying or conversion when desirable. This format is as follows:

On-disk format of a message

offset : 8 bytes

message length : 4 bytes (value: 4 + 1 + 1 + 8(if magic value > 0) + 4 + K + 4 + V)

crc : 4 bytes

magic value : 1 byte

attributes : 1 byte

timestamp : 8 bytes (Only exists when magic value is greater than zero)

key length : 4 bytes

key : K bytes

value length : 4 bytes

value : V bytes

The use of the message offset as the message id is unusual. Our original idea was to use a GUID generated by the producer, and maintain a mapping from GUID to offset on each broker. But since a consumer must maintain an ID for each server, the global uniqueness of the GUID provides no value. Furthermore the complexity of maintaining the mapping from a random id to an offset requires a heavy weight index structure which must be synchronized with disk, essentially requiring a full persistent random-access data structure. Thus to simplify the lookup structure we decided to use a simple per-partition atomic counter which could be coupled with the partition id and node id to uniquely identify a message; this makes the lookup structure simpler, though multiple seeks per consumer request are still likely. However once we settled on a counter, the jump to directly using the offset seemed natural—both after all are monotonically increasing integers unique to a partition. Since the offset is hidden from the consumer API this decision is ultimately an implementation detail and we went with the more efficient approach.
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#### **[Writes](http://kafka.apache.org/documentation.html" \l "impl_writes)**

The log allows serial appends which always go to the last file. This file is rolled over to a fresh file when it reaches a configurable size (say 1GB). The log takes two configuration parameters: *M*, which gives the number of messages to write before forcing the OS to flush the file to disk, and *S*, which gives a number of seconds after which a flush is forced. This gives a durability guarantee of losing at most *M* messages or *S* seconds of data in the event of a system crash.

#### **[Reads](http://kafka.apache.org/documentation.html" \l "impl_reads)**

Reads are done by giving the 64-bit logical offset of a message and an *S*-byte max chunk size. This will return an iterator over the messages contained in the *S*-byte buffer. *S* is intended to be larger than any single message, but in the event of an abnormally large message, the read can be retried multiple times, each time doubling the buffer size, until the message is read successfully. A maximum message and buffer size can be specified to make the server reject messages larger than some size, and to give a bound to the client on the maximum it needs to ever read to get a complete message. It is likely that the read buffer ends with a partial message, this is easily detected by the size delimiting.

The actual process of reading from an offset requires first locating the log segment file in which the data is stored, calculating the file-specific offset from the global offset value, and then reading from that file offset. The search is done as a simple binary search variation against an in-memory range maintained for each file.

The log provides the capability of getting the most recently written message to allow clients to start subscribing as of "right now". This is also useful in the case the consumer fails to consume its data within its SLA-specified number of days. In this case when the client attempts to consume a non-existent offset it is given an OutOfRangeException and can either reset itself or fail as appropriate to the use case.

The following is the format of the results sent to the consumer.

MessageSetSend (fetch result)

total length : 4 bytes

error code : 2 bytes

message 1 : x bytes

...

message n : x bytes

MultiMessageSetSend (multiFetch result)

total length : 4 bytes

error code : 2 bytes

messageSetSend 1

...

messageSetSend n

#### **[Deletes](http://kafka.apache.org/documentation.html" \l "impl_deletes)**

Data is deleted one log segment at a time. The log manager allows pluggable delete policies to choose which files are eligible for deletion. The current policy deletes any log with a modification time of more than *N* days ago, though a policy which retained the last *N* GB could also be useful. To avoid locking reads while still allowing deletes that modify the segment list we use a copy-on-write style segment list implementation that provides consistent views to allow a binary search to proceed on an immutable static snapshot view of the log segments while deletes are progressing.

#### **[Guarantees](http://kafka.apache.org/documentation.html" \l "impl_guarantees)**

The log provides a configuration parameter *M* which controls the maximum number of messages that are written before forcing a flush to disk. On startup a log recovery process is run that iterates over all messages in the newest log segment and verifies that each message entry is valid. A message entry is valid if the sum of its size and offset are less than the length of the file AND the CRC32 of the message payload matches the CRC stored with the message. In the event corruption is detected the log is truncated to the last valid offset.

Note that two kinds of corruption must be handled: truncation in which an unwritten block is lost due to a crash, and corruption in which a nonsense block is ADDED to the file. The reason for this is that in general the OS makes no guarantee of the write order between the file inode and the actual block data so in addition to losing written data the file can gain nonsense data if the inode is updated with a new size but a crash occurs before the block containing that data is written. The CRC detects this corner case, and prevents it from corrupting the log (though the unwritten messages are, of course, lost).

### **[5.6 Distribution](http://kafka.apache.org/documentation.html" \l "distributionimpl)**

#### **[Consumer Offset Tracking](http://kafka.apache.org/documentation.html" \l "impl_offsettracking)**

The high-level consumer tracks the maximum offset it has consumed in each partition and periodically commits its offset vector so that it can resume from those offsets in the event of a restart. Kafka provides the option to store all the offsets for a given consumer group in a designated broker (for that group) called the *offset manager*. i.e., any consumer instance in that consumer group should send its offset commits and fetches to that offset manager (broker). The high-level consumer handles this automatically. If you use the simple consumer you will need to manage offsets manually. This is currently unsupported in the Java simple consumer which can only commit or fetch offsets in ZooKeeper. If you use the Scala simple consumer you can discover the offset manager and explicitly commit or fetch offsets to the offset manager. A consumer can look up its offset manager by issuing a GroupCoordinatorRequest to any Kafka broker and reading the GroupCoordinatorResponse which will contain the offset manager. The consumer can then proceed to commit or fetch offsets from the offsets manager broker. In case the offset manager moves, the consumer will need to rediscover the offset manager. If you wish to manage your offsets manually, you can take a look at these **[code samples that explain how to issue OffsetCommitRequest and OffsetFetchRequest](https://cwiki.apache.org/confluence/display/KAFKA/Committing+and+fetching+consumer+offsets+in+Kafka)**.

When the offset manager receives an OffsetCommitRequest, it appends the request to a special **[compacted](http://kafka.apache.org/documentation.html" \l "compaction)** Kafka topic named *\_\_consumer\_offsets*. The offset manager sends a successful offset commit response to the consumer only after all the replicas of the offsets topic receive the offsets. In case the offsets fail to replicate within a configurable timeout, the offset commit will fail and the consumer may retry the commit after backing off. (This is done automatically by the high-level consumer.) The brokers periodically compact the offsets topic since it only needs to maintain the most recent offset commit per partition. The offset manager also caches the offsets in an in-memory table in order to serve offset fetches quickly.

When the offset manager receives an offset fetch request, it simply returns the last committed offset vector from the offsets cache. In case the offset manager was just started or if it just became the offset manager for a new set of consumer groups (by becoming a leader for a partition of the offsets topic), it may need to load the offsets topic partition into the cache. In this case, the offset fetch will fail with an OffsetsLoadInProgress exception and the consumer may retry the OffsetFetchRequest after backing off. (This is done automatically by the high-level consumer.)

##### **[Migrating offsets from ZooKeeper to Kafka](http://kafka.apache.org/documentation.html" \l "offsetmigration)**

Kafka consumers in earlier releases store their offsets by default in ZooKeeper. It is possible to migrate these consumers to commit offsets into Kafka by following these steps:

1. Set offsets.storage=kafka and dual.commit.enabled=true in your consumer config.
2. Do a rolling bounce of your consumers and then verify that your consumers are healthy.
3. Set dual.commit.enabled=false in your consumer config.
4. Do a rolling bounce of your consumers and then verify that your consumers are healthy.

A roll-back (i.e., migrating from Kafka back to ZooKeeper) can also be performed using the above steps if you setoffsets.storage=zookeeper.

#### **[ZooKeeper Directories](http://kafka.apache.org/documentation.html" \l "impl_zookeeper)**

The following gives the ZooKeeper structures and algorithms used for co-ordination between consumers and brokers.

#### **[Notation](http://kafka.apache.org/documentation.html" \l "impl_zknotation)**

When an element in a path is denoted [xyz], that means that the value of xyz is not fixed and there is in fact a ZooKeeper znode for each possible value of xyz. For example /topics/[topic] would be a directory named /topics containing a sub-directory for each topic name. Numerical ranges are also given such as [0...5] to indicate the subdirectories 0, 1, 2, 3, 4. An arrow -> is used to indicate the contents of a znode. For example /hello -> world would indicate a znode /hello containing the value "world".

#### **[Broker Node Registry](http://kafka.apache.org/documentation.html" \l "impl_zkbroker)**

/brokers/ids/[0...N] --> {"jmx\_port":...,"timestamp":...,"endpoints":[...],"host":...,"version":...,"port":...} (ephemeral node)

This is a list of all present broker nodes, each of which provides a unique logical broker id which identifies it to consumers (which must be given as part of its configuration). On startup, a broker node registers itself by creating a znode with the logical broker id under /brokers/ids. The purpose of the logical broker id is to allow a broker to be moved to a different physical machine without affecting consumers. An attempt to register a broker id that is already in use (say because two servers are configured with the same broker id) results in an error.

Since the broker registers itself in ZooKeeper using ephemeral znodes, this registration is dynamic and will disappear if the broker is shutdown or dies (thus notifying consumers it is no longer available).

#### **[Broker Topic Registry](http://kafka.apache.org/documentation.html" \l "impl_zktopic)**

/brokers/topics/[topic]/partitions/[0...N]/state --> {"controller\_epoch":...,"leader":...,"version":...,"leader\_epoch":...,"isr":[...]} (ephemeral node)

Each broker registers itself under the topics it maintains and stores the number of partitions for that topic.

#### **[Consumers and Consumer Groups](http://kafka.apache.org/documentation.html" \l "impl_zkconsumers)**

Consumers of topics also register themselves in ZooKeeper, in order to coordinate with each other and balance the consumption of data. Consumers can also store their offsets in ZooKeeper by settingoffsets.storage=zookeeper. However, this offset storage mechanism will be deprecated in a future release. Therefore, it is recommended to **[migrate offsets storage to Kafka](http://kafka.apache.org/documentation.html" \l "offsetmigration)**.

Multiple consumers can form a group and jointly consume a single topic. Each consumer in the same group is given a shared group\_id. For example if one consumer is your foobar process, which is run across three machines, then you might assign this group of consumers the id "foobar". This group id is provided in the configuration of the consumer, and is your way to tell the consumer which group it belongs to.

The consumers in a group divide up the partitions as fairly as possible, each partition is consumed by exactly one consumer in a consumer group.

#### **[Consumer Id Registry](http://kafka.apache.org/documentation.html" \l "impl_zkconsumerid)**

In addition to the group\_id which is shared by all consumers in a group, each consumer is given a transient, unique consumer\_id (of the form hostname:uuid) for identification purposes. Consumer ids are registered in the following directory.

/consumers/[group\_id]/ids/[consumer\_id] --> {"version":...,"subscription":{...:...},"pattern":...,"timestamp":...} (ephemeral node)

Each of the consumers in the group registers under its group and creates a znode with its consumer\_id. The value of the znode contains a map of <topic, #streams>. This id is simply used to identify each of the consumers which is currently active within a group. This is an ephemeral node so it will disappear if the consumer process dies.

#### **[Consumer Offsets](http://kafka.apache.org/documentation.html" \l "impl_zkconsumeroffsets)**

Consumers track the maximum offset they have consumed in each partition. This value is stored in a ZooKeeper directory if offsets.storage=zookeeper.

/consumers/[group\_id]/offsets/[topic]/[partition\_id] --> offset\_counter\_value ((persistent node)

#### **[Partition Owner registry](http://kafka.apache.org/documentation.html" \l "impl_zkowner)**

Each broker partition is consumed by a single consumer within a given consumer group. The consumer must establish its ownership of a given partition before any consumption can begin. To establish its ownership, a consumer writes its own id in an ephemeral node under the particular broker partition it is claiming.

/consumers/[group\_id]/owners/[topic]/[partition\_id] --> consumer\_node\_id (ephemeral node)

#### **[Broker node registration](http://kafka.apache.org/documentation.html" \l "impl_brokerregistration)**

The broker nodes are basically independent, so they only publish information about what they have. When a broker joins, it registers itself under the broker node registry directory and writes information about its host name and port. The broker also register the list of existing topics and their logical partitions in the broker topic registry. New topics are registered dynamically when they are created on the broker.

#### **[Consumer registration algorithm](http://kafka.apache.org/documentation.html" \l "impl_consumerregistration)**

When a consumer starts, it does the following:

1. Register itself in the consumer id registry under its group.
2. Register a watch on changes (new consumers joining or any existing consumers leaving) under the consumer id registry. (Each change triggers rebalancing among all consumers within the group to which the changed consumer belongs.)
3. Register a watch on changes (new brokers joining or any existing brokers leaving) under the broker id registry. (Each change triggers rebalancing among all consumers in all consumer groups.)
4. If the consumer creates a message stream using a topic filter, it also registers a watch on changes (new topics being added) under the broker topic registry. (Each change will trigger re-evaluation of the available topics to determine which topics are allowed by the topic filter. A new allowed topic will trigger rebalancing among all consumers within the consumer group.)
5. Force itself to rebalance within in its consumer group.

#### **[Consumer rebalancing algorithm](http://kafka.apache.org/documentation.html" \l "impl_consumerrebalance)**

The consumer rebalancing algorithms allows all the consumers in a group to come into consensus on which consumer is consuming which partitions. Consumer rebalancing is triggered on each addition or removal of both broker nodes and other consumers within the same group. For a given topic and a given consumer group, broker partitions are divided evenly among consumers within the group. A partition is always consumed by a single consumer. This design simplifies the implementation. Had we allowed a partition to be concurrently consumed by multiple consumers, there would be contention on the partition and some kind of locking would be required. If there are more consumers than partitions, some consumers won't get any data at all. During rebalancing, we try to assign partitions to consumers in such a way that reduces the number of broker nodes each consumer has to connect to.

Each consumer does the following during rebalancing:

1. For each topic T that Ci subscribes to

2. let PT be all partitions producing topic T

3. let CG be all consumers in the same group as Ci that consume topic T

4. sort PT (so partitions on the same broker are clustered together)

5. sort CG

6. let i be the index position of Ci in CG and let N = size(PT)/size(CG)

7. assign partitions from i\*N to (i+1)\*N - 1 to consumer Ci

8. remove current entries owned by Ci from the partition owner registry

9. add newly assigned partitions to the partition owner registry

(we may need to re-try this until the original partition owner releases its ownership)

When rebalancing is triggered at one consumer, rebalancing should be triggered in other consumers within the same group about the same time.

## **[6. Operations](http://kafka.apache.org/documentation.html" \l "operations)**

Here is some information on actually running Kafka as a production system based on usage and experience at LinkedIn. Please send us any additional tips you know of.

### **[6.1 Basic Kafka Operations](http://kafka.apache.org/documentation.html" \l "basic_ops)**

This section will review the most common operations you will perform on your Kafka cluster. All of the tools reviewed in this section are available under the bin/ directory of the Kafka distribution and each tool will print details on all possible commandline options if it is run with no arguments.

#### **[Adding and removing topics](http://kafka.apache.org/documentation.html" \l "basic_ops_add_topic)**

You have the option of either adding topics manually or having them be created automatically when data is first published to a non-existent topic. If topics are auto-created then you may want to tune the default **[topic configurations](http://kafka.apache.org/documentation.html" \l "topic-config)** used for auto-created topics.

Topics are added and modified using the topic tool:

> bin/kafka-topics.sh --zookeeper zk\_host:port/chroot --create --topic my\_topic\_name

--partitions 20 --replication-factor 3 --config x=y

The replication factor controls how many servers will replicate each message that is written. If you have a replication factor of 3 then up to 2 servers can fail before you will lose access to your data. We recommend you use a replication factor of 2 or 3 so that you can transparently bounce machines without interrupting data consumption.

The partition count controls how many logs the topic will be sharded into. There are several impacts of the partition count. First each partition must fit entirely on a single server. So if you have 20 partitions the full data set (and read and write load) will be handled by no more than 20 servers (no counting replicas). Finally the partition count impacts the maximum parallelism of your consumers. This is discussed in greater detail in the **[concepts section](http://kafka.apache.org/documentation.html" \l "intro_consumers)**.

Each sharded partition log is placed into its own folder under the Kafka log directory. The name of such folders consists of the topic name, appended by a dash (-) and the partition id. Since a typical folder name can not be over 255 characters long, there will be a limitation on the length of topic names. We assume the number of partitions will not ever be above 100,000. Therefore, topic names cannot be longer than 249 characters. This leaves just enough room in the folder name for a dash and a potentially 5 digit long partition id.

The configurations added on the command line override the default settings the server has for things like the length of time data should be retained. The complete set of per-topic configurations is documented **[here](http://kafka.apache.org/documentation.html" \l "topic-config)**.

#### **[Modifying topics](http://kafka.apache.org/documentation.html" \l "basic_ops_modify_topic)**

You can change the configuration or partitioning of a topic using the same topic tool.

To add partitions you can do

> bin/kafka-topics.sh --zookeeper zk\_host:port/chroot --alter --topic my\_topic\_name

--partitions 40

Be aware that one use case for partitions is to semantically partition data, and adding partitions doesn't change the partitioning of existing data so this may disturb consumers if they rely on that partition. That is if data is partitioned by hash(key) % number\_of\_partitions then this partitioning will potentially be shuffled by adding partitions but Kafka will not attempt to automatically redistribute data in any way.

To add configs:

> bin/kafka-topics.sh --zookeeper zk\_host:port/chroot --alter --topic my\_topic\_name --config x=y

To remove a config:

> bin/kafka-topics.sh --zookeeper zk\_host:port/chroot --alter --topic my\_topic\_name --delete-config x

And finally deleting a topic:

> bin/kafka-topics.sh --zookeeper zk\_host:port/chroot --delete --topic my\_topic\_name

Topic deletion option is disabled by default. To enable it set the server config

delete.topic.enable=true

Kafka does not currently support reducing the number of partitions for a topic.

Instructions for changing the replication factor of a topic can be found **[here](http://kafka.apache.org/documentation.html" \l "basic_ops_increase_replication_factor)**.

#### **[Graceful shutdown](http://kafka.apache.org/documentation.html" \l "basic_ops_restarting)**

The Kafka cluster will automatically detect any broker shutdown or failure and elect new leaders for the partitions on that machine. This will occur whether a server fails or it is brought down intentionally for maintenance or configuration changes. For the latter cases Kafka supports a more graceful mechanism for stopping a server than just killing it. When a server is stopped gracefully it has two optimizations it will take advantage of:

1. It will sync all its logs to disk to avoid needing to do any log recovery when it restarts (i.e. validating the checksum for all messages in the tail of the log). Log recovery takes time so this speeds up intentional restarts.
2. It will migrate any partitions the server is the leader for to other replicas prior to shutting down. This will make the leadership transfer faster and minimize the time each partition is unavailable to a few milliseconds.

Syncing the logs will happen automatically whenever the server is stopped other than by a hard kill, but the controlled leadership migration requires using a special setting:

controlled.shutdown.enable=true

Note that controlled shutdown will only succeed if *all* the partitions hosted on the broker have replicas (i.e. the replication factor is greater than 1 *and* at least one of these replicas is alive). This is generally what you want since shutting down the last replica would make that topic partition unavailable.

#### **[Balancing leadership](http://kafka.apache.org/documentation.html" \l "basic_ops_leader_balancing)**

Whenever a broker stops or crashes leadership for that broker's partitions transfers to other replicas. This means that by default when the broker is restarted it will only be a follower for all its partitions, meaning it will not be used for client reads and writes.

To avoid this imbalance, Kafka has a notion of preferred replicas. If the list of replicas for a partition is 1,5,9 then node 1 is preferred as the leader to either node 5 or 9 because it is earlier in the replica list. You can have the Kafka cluster try to restore leadership to the restored replicas by running the command:

> bin/kafka-preferred-replica-election.sh --zookeeper zk\_host:port/chroot

Since running this command can be tedious you can also configure Kafka to do this automatically by setting the following configuration:

auto.leader.rebalance.enable=true

#### **[Balancing Replicas Across Racks](http://kafka.apache.org/documentation.html" \l "basic_ops_racks)**

The rack awareness feature spreads replicas of the same partition across different racks. This extends the guarantees Kafka provides for broker-failure to cover rack-failure, limiting the risk of data loss should all the brokers on a rack fail at once. The feature can also be applied to other broker groupings such as availability zones in EC2.

You can specify that a broker belongs to a particular rack by adding a property to the broker config:

broker.rack=my-rack-id

When a topic is **[created](http://kafka.apache.org/documentation.html" \l "basic_ops_add_topic)**, **[modified](http://kafka.apache.org/documentation.html" \l "basic_ops_modify_topic)** or replicas are **[redistributed](http://kafka.apache.org/documentation.html" \l "basic_ops_cluster_expansion)**, the rack constraint will be honoured, ensuring replicas span as many racks as they can (a partition will span min(#racks, replication-factor) different racks).

The algorithm used to assign replicas to brokers ensures that the number of leaders per broker will be constant, regardless of how brokers are distributed across racks. This ensures balanced throughput.

However if racks are assigned different numbers of brokers, the assignment of replicas will not be even. Racks with fewer brokers will get more replicas, meaning they will use more storage and put more resources into replication. Hence it is sensible to configure an equal number of brokers per rack.

#### **[Mirroring data between clusters](http://kafka.apache.org/documentation.html" \l "basic_ops_mirror_maker)**

We refer to the process of replicating data *between* Kafka clusters "mirroring" to avoid confusion with the replication that happens amongst the nodes in a single cluster. Kafka comes with a tool for mirroring data between Kafka clusters. The tool reads from a source cluster and writes to a destination cluster, like this:
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A common use case for this kind of mirroring is to provide a replica in another datacenter. This scenario will be discussed in more detail in the next section.

You can run many such mirroring processes to increase throughput and for fault-tolerance (if one process dies, the others will take overs the additional load).

Data will be read from topics in the source cluster and written to a topic with the same name in the destination cluster. In fact the mirror maker is little more than a Kafka consumer and producer hooked together.

The source and destination clusters are completely independent entities: they can have different numbers of partitions and the offsets will not be the same. For this reason the mirror cluster is not really intended as a fault-tolerance mechanism (as the consumer position will be different); for that we recommend using normal in-cluster replication. The mirror maker process will, however, retain and use the message key for partitioning so order is preserved on a per-key basis.

Here is an example showing how to mirror a single topic (named *my-topic*) from two input clusters:

> bin/kafka-mirror-maker.sh

--consumer.config consumer-1.properties --consumer.config consumer-2.properties

--producer.config producer.properties --whitelist my-topic

Note that we specify the list of topics with the --whitelist option. This option allows any regular expression using **[Java-style regular expressions](http://docs.oracle.com/javase/7/docs/api/java/util/regex/Pattern.html)**. So you could mirror two topics named *A* and *B* using --whitelist 'A|B'. Or you could mirror *all* topics using --whitelist '\*'. Make sure to quote any regular expression to ensure the shell doesn't try to expand it as a file path. For convenience we allow the use of ',' instead of '|' to specify a list of topics.

Sometimes it is easier to say what it is that you *don't* want. Instead of using --whitelist to say what you want to mirror you can use --blacklist to say what to exclude. This also takes a regular expression argument. However, --blacklist is not supported when using --new.consumer.

Combining mirroring with the configuration auto.create.topics.enable=true makes it possible to have a replica cluster that will automatically create and replicate all data in a source cluster even as new topics are added.

#### **[Checking consumer position](http://kafka.apache.org/documentation.html" \l "basic_ops_consumer_lag)**

Sometimes it's useful to see the position of your consumers. We have a tool that will show the position of all consumers in a consumer group as well as how far behind the end of the log they are. To run this tool on a consumer group named *my-group* consuming a topic named *my-topic* would look like this:

> bin/kafka-run-class.sh kafka.tools.ConsumerOffsetChecker --zookeeper localhost:2181 --group test

Group Topic Pid Offset logSize Lag Owner

my-group my-topic 0 0 0 0 test\_jkreps-mn-1394154511599-60744496-0

my-group my-topic 1 0 0 0 test\_jkreps-mn-1394154521217-1a0be913-0

Note, however, after 0.9.0, the kafka.tools.ConsumerOffsetChecker tool is deprecated and you should use the kafka.admin.ConsumerGroupCommand (or the bin/kafka-consumer-groups.sh script) to manage consumer groups, including consumers created with the **[new consumer API](http://kafka.apache.org/documentation.html" \l "newconsumerapi)**.

#### **[Managing Consumer Groups](http://kafka.apache.org/documentation.html" \l "basic_ops_consumer_group)**

With the ConsumerGroupCommand tool, we can list, delete, or describe consumer groups. For example, to list all consumer groups across all topics:

> bin/kafka-consumer-groups.sh --zookeeper localhost:2181 --list

test-consumer-group

To view offsets as in the previous example with the ConsumerOffsetChecker, we "describe" the consumer group like this:

> bin/kafka-consumer-groups.sh --zookeeper localhost:2181 --describe --group test-consumer-group

GROUP TOPIC PARTITION CURRENT-OFFSET LOG-END-OFFSET LAG OWNER

test-consumer-group test-foo 0 1 3 2 test-consumer-group\_postamac.local-1456198719410-29ccd54f-0

When you're using the **[new consumer API](http://kafka.apache.org/documentation.html" \l "newconsumerapi)** where the broker handles coordination of partition handling and rebalance, you can manage the groups with the "--new-consumer" flags:

> bin/kafka-consumer-groups.sh --new-consumer --bootstrap-server broker1:9092 --list

#### **[Expanding your cluster](http://kafka.apache.org/documentation.html" \l "basic_ops_cluster_expansion)**

Adding servers to a Kafka cluster is easy, just assign them a unique broker id and start up Kafka on your new servers. However these new servers will not automatically be assigned any data partitions, so unless partitions are moved to them they won't be doing any work until new topics are created. So usually when you add machines to your cluster you will want to migrate some existing data to these machines.

The process of migrating data is manually initiated but fully automated. Under the covers what happens is that Kafka will add the new server as a follower of the partition it is migrating and allow it to fully replicate the existing data in that partition. When the new server has fully replicated the contents of this partition and joined the in-sync replica one of the existing replicas will delete their partition's data.

The partition reassignment tool can be used to move partitions across brokers. An ideal partition distribution would ensure even data load and partition sizes across all brokers. The partition reassignment tool does not have the capability to automatically study the data distribution in a Kafka cluster and move partitions around to attain an even load distribution. As such, the admin has to figure out which topics or partitions should be moved around.

The partition reassignment tool can run in 3 mutually exclusive modes -

* --generate: In this mode, given a list of topics and a list of brokers, the tool generates a candidate reassignment to move all partitions of the specified topics to the new brokers. This option merely provides a convenient way to generate a partition reassignment plan given a list of topics and target brokers.
* --execute: In this mode, the tool kicks off the reassignment of partitions based on the user provided reassignment plan. (using the --reassignment-json-file option). This can either be a custom reassignment plan hand crafted by the admin or provided by using the --generate option
* --verify: In this mode, the tool verifies the status of the reassignment for all partitions listed during the last --execute. The status can be either of successfully completed, failed or in progress

##### **[Automatically migrating data to new machines](http://kafka.apache.org/documentation.html" \l "basic_ops_automigrate)**

The partition reassignment tool can be used to move some topics off of the current set of brokers to the newly added brokers. This is typically useful while expanding an existing cluster since it is easier to move entire topics to the new set of brokers, than moving one partition at a time. When used to do this, the user should provide a list of topics that should be moved to the new set of brokers and a target list of new brokers. The tool then evenly distributes all partitions for the given list of topics across the new set of brokers. During this move, the replication factor of the topic is kept constant. Effectively the replicas for all partitions for the input list of topics are moved from the old set of brokers to the newly added brokers.

For instance, the following example will move all partitions for topics foo1,foo2 to the new set of brokers 5,6. At the end of this move, all partitions for topics foo1 and foo2 will *only* exist on brokers 5,6.

Since the tool accepts the input list of topics as a json file, you first need to identify the topics you want to move and create the json file as follows:

> cat topics-to-move.json

{"topics": [{"topic": "foo1"},

{"topic": "foo2"}],

"version":1

}

Once the json file is ready, use the partition reassignment tool to generate a candidate assignment:

> bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --topics-to-move-json-file topics-to-move.json --broker-list "5,6" --generate

Current partition replica assignment

{"version":1,

"partitions":[{"topic":"foo1","partition":2,"replicas":[1,2]},

{"topic":"foo1","partition":0,"replicas":[3,4]},

{"topic":"foo2","partition":2,"replicas":[1,2]},

{"topic":"foo2","partition":0,"replicas":[3,4]},

{"topic":"foo1","partition":1,"replicas":[2,3]},

{"topic":"foo2","partition":1,"replicas":[2,3]}]

}

Proposed partition reassignment configuration

{"version":1,

"partitions":[{"topic":"foo1","partition":2,"replicas":[5,6]},

{"topic":"foo1","partition":0,"replicas":[5,6]},

{"topic":"foo2","partition":2,"replicas":[5,6]},

{"topic":"foo2","partition":0,"replicas":[5,6]},

{"topic":"foo1","partition":1,"replicas":[5,6]},

{"topic":"foo2","partition":1,"replicas":[5,6]}]

}

The tool generates a candidate assignment that will move all partitions from topics foo1,foo2 to brokers 5,6. Note, however, that at this point, the partition movement has not started, it merely tells you the current assignment and the proposed new assignment. The current assignment should be saved in case you want to rollback to it. The new assignment should be saved in a json file (e.g. expand-cluster-reassignment.json) to be input to the tool with the --execute option as follows:

> bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file expand-cluster-reassignment.json --execute

Current partition replica assignment

{"version":1,

"partitions":[{"topic":"foo1","partition":2,"replicas":[1,2]},

{"topic":"foo1","partition":0,"replicas":[3,4]},

{"topic":"foo2","partition":2,"replicas":[1,2]},

{"topic":"foo2","partition":0,"replicas":[3,4]},

{"topic":"foo1","partition":1,"replicas":[2,3]},

{"topic":"foo2","partition":1,"replicas":[2,3]}]

}

Save this to use as the --reassignment-json-file option during rollback

Successfully started reassignment of partitions

{"version":1,

"partitions":[{"topic":"foo1","partition":2,"replicas":[5,6]},

{"topic":"foo1","partition":0,"replicas":[5,6]},

{"topic":"foo2","partition":2,"replicas":[5,6]},

{"topic":"foo2","partition":0,"replicas":[5,6]},

{"topic":"foo1","partition":1,"replicas":[5,6]},

{"topic":"foo2","partition":1,"replicas":[5,6]}]

}

Finally, the --verify option can be used with the tool to check the status of the partition reassignment. Note that the same expand-cluster-reassignment.json (used with the --execute option) should be used with the --verify option:

> bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file expand-cluster-reassignment.json --verify

Status of partition reassignment:

Reassignment of partition [foo1,0] completed successfully

Reassignment of partition [foo1,1] is in progress

Reassignment of partition [foo1,2] is in progress

Reassignment of partition [foo2,0] completed successfully

Reassignment of partition [foo2,1] completed successfully

Reassignment of partition [foo2,2] completed successfully

##### **[Custom partition assignment and migration](http://kafka.apache.org/documentation.html" \l "basic_ops_partitionassignment)**

The partition reassignment tool can also be used to selectively move replicas of a partition to a specific set of brokers. When used in this manner, it is assumed that the user knows the reassignment plan and does not require the tool to generate a candidate reassignment, effectively skipping the --generate step and moving straight to the --execute step

For instance, the following example moves partition 0 of topic foo1 to brokers 5,6 and partition 1 of topic foo2 to brokers 2,3:

The first step is to hand craft the custom reassignment plan in a json file:

> cat custom-reassignment.json

{"version":1,"partitions":[{"topic":"foo1","partition":0,"replicas":[5,6]},{"topic":"foo2","partition":1,"replicas":[2,3]}]}

Then, use the json file with the --execute option to start the reassignment process:

> bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file custom-reassignment.json --execute

Current partition replica assignment

{"version":1,

"partitions":[{"topic":"foo1","partition":0,"replicas":[1,2]},

{"topic":"foo2","partition":1,"replicas":[3,4]}]

}

Save this to use as the --reassignment-json-file option during rollback

Successfully started reassignment of partitions

{"version":1,

"partitions":[{"topic":"foo1","partition":0,"replicas":[5,6]},

{"topic":"foo2","partition":1,"replicas":[2,3]}]

}

The --verify option can be used with the tool to check the status of the partition reassignment. Note that the same expand-cluster-reassignment.json (used with the --execute option) should be used with the --verify option:

bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file custom-reassignment.json --verify

Status of partition reassignment:

Reassignment of partition [foo1,0] completed successfully

Reassignment of partition [foo2,1] completed successfully

#### **[Decommissioning brokers](http://kafka.apache.org/documentation.html" \l "basic_ops_decommissioning_brokers)**

The partition reassignment tool does not have the ability to automatically generate a reassignment plan for decommissioning brokers yet. As such, the admin has to come up with a reassignment plan to move the replica for all partitions hosted on the broker to be decommissioned, to the rest of the brokers. This can be relatively tedious as the reassignment needs to ensure that all the replicas are not moved from the decommissioned broker to only one other broker. To make this process effortless, we plan to add tooling support for decommissioning brokers in the future.

#### **[Increasing replication factor](http://kafka.apache.org/documentation.html" \l "basic_ops_increase_replication_factor)**

Increasing the replication factor of an existing partition is easy. Just specify the extra replicas in the custom reassignment json file and use it with the --execute option to increase the replication factor of the specified partitions.

For instance, the following example increases the replication factor of partition 0 of topic foo from 1 to 3. Before increasing the replication factor, the partition's only replica existed on broker 5. As part of increasing the replication factor, we will add more replicas on brokers 6 and 7.

The first step is to hand craft the custom reassignment plan in a json file:

> cat increase-replication-factor.json

{"version":1,

"partitions":[{"topic":"foo","partition":0,"replicas":[5,6,7]}]}

Then, use the json file with the --execute option to start the reassignment process:

> bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file increase-replication-factor.json --execute

Current partition replica assignment

{"version":1,

"partitions":[{"topic":"foo","partition":0,"replicas":[5]}]}

Save this to use as the --reassignment-json-file option during rollback

Successfully started reassignment of partitions

{"version":1,

"partitions":[{"topic":"foo","partition":0,"replicas":[5,6,7]}]}

The --verify option can be used with the tool to check the status of the partition reassignment. Note that the same increase-replication-factor.json (used with the --execute option) should be used with the --verify option:

bin/kafka-reassign-partitions.sh --zookeeper localhost:2181 --reassignment-json-file increase-replication-factor.json --verify

Status of partition reassignment:

Reassignment of partition [foo,0] completed successfully

You can also verify the increase in replication factor with the kafka-topics tool:

> bin/kafka-topics.sh --zookeeper localhost:2181 --topic foo --describe

Topic:foo PartitionCount:1 ReplicationFactor:3 Configs:

Topic: foo Partition: 0 Leader: 5 Replicas: 5,6,7 Isr: 5,6,7

#### **[Setting quotas](http://kafka.apache.org/documentation.html" \l "quotas)**

It is possible to set default quotas that apply to all client-ids by setting these configs on the brokers. By default, each client-id receives an unlimited quota. The following sets the default quota per producer and consumer client-id to 10MB/sec.

quota.producer.default=10485760

quota.consumer.default=10485760

It is also possible to set custom quotas for each client.

> bin/kafka-configs.sh --zookeeper localhost:2181 --alter --add-config 'producer\_byte\_rate=1024,consumer\_byte\_rate=2048' --entity-name clientA --entity-type clients

Updated config for clientId: "clientA".

Here's how to describe the quota for a given client.

> ./kafka-configs.sh --zookeeper localhost:2181 --describe --entity-name clientA --entity-type clients

Configs for clients:clientA are producer\_byte\_rate=1024,consumer\_byte\_rate=2048

### **[6.2 Datacenters](http://kafka.apache.org/documentation.html" \l "datacenters)**

Some deployments will need to manage a data pipeline that spans multiple datacenters. Our recommended approach to this is to deploy a local Kafka cluster in each datacenter with application instances in each datacenter interacting only with their local cluster and mirroring between clusters (see the documentation on the **[mirror maker tool](http://kafka.apache.org/documentation.html" \l "basic_ops_mirror_maker)** for how to do this).

This deployment pattern allows datacenters to act as independent entities and allows us to manage and tune inter-datacenter replication centrally. This allows each facility to stand alone and operate even if the inter-datacenter links are unavailable: when this occurs the mirroring falls behind until the link is restored at which time it catches up.

For applications that need a global view of all data you can use mirroring to provide clusters which have aggregate data mirrored from the local clusters in *all* datacenters. These aggregate clusters are used for reads by applications that require the full data set.

This is not the only possible deployment pattern. It is possible to read from or write to a remote Kafka cluster over the WAN, though obviously this will add whatever latency is required to get the cluster.

Kafka naturally batches data in both the producer and consumer so it can achieve high-throughput even over a high-latency connection. To allow this though it may be necessary to increase the TCP socket buffer sizes for the producer, consumer, and broker using the socket.send.buffer.bytes andsocket.receive.buffer.bytes configurations. The appropriate way to set this is documented **[here](http://en.wikipedia.org/wiki/Bandwidth-delay_product)**.

It is generally *not* advisable to run a *single* Kafka cluster that spans multiple datacenters over a high-latency link. This will incur very high replication latency both for Kafka writes and ZooKeeper writes, and neither Kafka nor ZooKeeper will remain available in all locations if the network between locations is unavailable.

### **[6.3 Kafka Configuration](http://kafka.apache.org/documentation.html" \l "config)**

#### **[Important Client Configurations](http://kafka.apache.org/documentation.html" \l "clientconfig)**

The most important producer configurations control

* compression
* sync vs async production
* batch size (for async producers)

The most important consumer configuration is the fetch size.

All configurations are documented in the **[configuration](http://kafka.apache.org/documentation.html" \l "configuration)** section.

#### **[A Production Server Config](http://kafka.apache.org/documentation.html" \l "prodconfig)**

Here is our server production server configuration:

# Replication configurations

num.replica.fetchers=4

replica.fetch.max.bytes=1048576

replica.fetch.wait.max.ms=500

replica.high.watermark.checkpoint.interval.ms=5000

replica.socket.timeout.ms=30000

replica.socket.receive.buffer.bytes=65536

replica.lag.time.max.ms=10000

controller.socket.timeout.ms=30000

controller.message.queue.size=10

# Log configuration

num.partitions=8

message.max.bytes=1000000

auto.create.topics.enable=true

log.index.interval.bytes=4096

log.index.size.max.bytes=10485760

log.retention.hours=168

log.flush.interval.ms=10000

log.flush.interval.messages=20000

log.flush.scheduler.interval.ms=2000

log.roll.hours=168

log.retention.check.interval.ms=300000

log.segment.bytes=1073741824

# ZK configuration

zookeeper.connection.timeout.ms=6000

zookeeper.sync.time.ms=2000

# Socket server configuration

num.io.threads=8

num.network.threads=8

socket.request.max.bytes=104857600

socket.receive.buffer.bytes=1048576

socket.send.buffer.bytes=1048576

queued.max.requests=16

fetch.purgatory.purge.interval.requests=100

producer.purgatory.purge.interval.requests=100

Our client configuration varies a fair amount between different use cases.

### **[Java Version](http://kafka.apache.org/documentation.html" \l "java)**

From a security perspective, we recommend you use the latest released version of JDK 1.8 as older freely available versions have disclosed security vulnerabilities. LinkedIn is currently running JDK 1.8 u5 (looking to upgrade to a newer version) with the G1 collector. If you decide to use the G1 collector (the current default) and you are still on JDK 1.7, make sure you are on u51 or newer. LinkedIn tried out u21 in testing, but they had a number of problems with the GC implementation in that version. LinkedIn's tuning looks like this:

-Xmx6g -Xms6g -XX:MetaspaceSize=96m -XX:+UseG1GC

-XX:MaxGCPauseMillis=20 -XX:InitiatingHeapOccupancyPercent=35 -XX:G1HeapRegionSize=16M

-XX:MinMetaspaceFreeRatio=50 -XX:MaxMetaspaceFreeRatio=80

For reference, here are the stats on one of LinkedIn's busiest clusters (at peak):

* 60 brokers
* 50k partitions (replication factor 2)
* 800k messages/sec in
* 300 MB/sec inbound, 1 GB/sec+ outbound

The tuning looks fairly aggressive, but all of the brokers in that cluster have a 90% GC pause time of about 21ms, and they're doing less than 1 young GC per second.

### **[6.4 Hardware and OS](http://kafka.apache.org/documentation.html" \l "hwandos)**

We are using dual quad-core Intel Xeon machines with 24GB of memory.

You need sufficient memory to buffer active readers and writers. You can do a back-of-the-envelope estimate of memory needs by assuming you want to be able to buffer for 30 seconds and compute your memory need as write\_throughput\*30.

The disk throughput is important. We have 8x7200 rpm SATA drives. In general disk throughput is the performance bottleneck, and more disks is better. Depending on how you configure flush behavior you may or may not benefit from more expensive disks (if you force flush often then higher RPM SAS drives may be better).

#### **[OS](http://kafka.apache.org/documentation.html" \l "os)**

Kafka should run well on any unix system and has been tested on Linux and Solaris.

We have seen a few issues running on Windows and Windows is not currently a well supported platform though we would be happy to change that.

It is unlikely to require much OS-level tuning, but there are two potentially important OS-level configurations:

* File descriptor limits: Kafka uses file descriptors for log segments and open connections. If a broker hosts many partitions, consider that the broker needs at least (number\_of\_partitions)\*(partition\_size/segment\_size) to track all log segments in addition to the number of connections the broker makes. We recommend at least 100000 allowed file descriptors for the broker processes as a starting point.
* Max socket buffer size: can be increased to enable high-performance data transfer between data centers as**[described here](http://www.psc.edu/index.php/networking/641-tcp-tune)**.

#### **[Disks and Filesystem](http://kafka.apache.org/documentation.html" \l "diskandfs)**

We recommend using multiple drives to get good throughput and not sharing the same drives used for Kafka data with application logs or other OS filesystem activity to ensure good latency. You can either RAID these drives together into a single volume or format and mount each drive as its own directory. Since Kafka has replication the redundancy provided by RAID can also be provided at the application level. This choice has several tradeoffs.

If you configure multiple data directories partitions will be assigned round-robin to data directories. Each partition will be entirely in one of the data directories. If data is not well balanced among partitions this can lead to load imbalance between disks.

RAID can potentially do better at balancing load between disks (although it doesn't always seem to) because it balances load at a lower level. The primary downside of RAID is that it is usually a big performance hit for write throughput and reduces the available disk space.

Another potential benefit of RAID is the ability to tolerate disk failures. However our experience has been that rebuilding the RAID array is so I/O intensive that it effectively disables the server, so this does not provide much real availability improvement.

#### **[Application vs. OS Flush Management](http://kafka.apache.org/documentation.html" \l "appvsosflush)**

Kafka always immediately writes all data to the filesystem and supports the ability to configure the flush policy that controls when data is forced out of the OS cache and onto disk using the flush. This flush policy can be controlled to force data to disk after a period of time or after a certain number of messages has been written. There are several choices in this configuration.

Kafka must eventually call fsync to know that data was flushed. When recovering from a crash for any log segment not known to be fsync'd Kafka will check the integrity of each message by checking its CRC and also rebuild the accompanying offset index file as part of the recovery process executed on startup.

Note that durability in Kafka does not require syncing data to disk, as a failed node will always recover from its replicas.

We recommend using the default flush settings which disable application fsync entirely. This means relying on the background flush done by the OS and Kafka's own background flush. This provides the best of all worlds for most uses: no knobs to tune, great throughput and latency, and full recovery guarantees. We generally feel that the guarantees provided by replication are stronger than sync to local disk, however the paranoid still may prefer having both and application level fsync policies are still supported.

The drawback of using application level flush settings is that it is less efficient in it's disk usage pattern (it gives the OS less leeway to re-order writes) and it can introduce latency as fsync in most Linux filesystems blocks writes to the file whereas the background flushing does much more granular page-level locking.

In general you don't need to do any low-level tuning of the filesystem, but in the next few sections we will go over some of this in case it is useful.

#### **[Understanding Linux OS Flush Behavior](http://kafka.apache.org/documentation.html" \l "linuxflush)**

In Linux, data written to the filesystem is maintained in **[pagecache](http://en.wikipedia.org/wiki/Page_cache)** until it must be written out to disk (due to an application-level fsync or the OS's own flush policy). The flushing of data is done by a set of background threads called pdflush (or in post 2.6.32 kernels "flusher threads").

Pdflush has a configurable policy that controls how much dirty data can be maintained in cache and for how long before it must be written back to disk. This policy is described **[here](http://www.westnet.com/~gsmith/content/linux-pdflush.htm)**. When Pdflush cannot keep up with the rate of data being written it will eventually cause the writing process to block incurring latency in the writes to slow down the accumulation of data.

You can see the current state of OS memory usage by doing

> cat /proc/meminfo

The meaning of these values are described in the link above.

Using pagecache has several advantages over an in-process cache for storing data that will be written out to disk:

* The I/O scheduler will batch together consecutive small writes into bigger physical writes which improves throughput.
* The I/O scheduler will attempt to re-sequence writes to minimize movement of the disk head which improves throughput.
* It automatically uses all the free memory on the machine

#### **[Filesystem Selection](http://kafka.apache.org/documentation.html" \l "filesystems)**

Kafka uses regular files on disk, and as such it has no hard dependency on a specific filesystem. The two filesystems which have the most usage, however, are EXT4 and XFS. Historically, EXT4 has had more usage, but recent improvements to the XFS filesystem have shown it to have better performance characteristics for Kafka's workload with no compromise in stability.

Comparison testing was performed on a cluster with significant message loads, using a variety of filesystem creation and mount options. The primary metric in Kafka that was monitored was the "Request Local Time", indicating the amount of time append operations were taking. XFS resulted in much better local times (160ms vs. 250ms+ for the best EXT4 configuration), as well as lower average wait times. The XFS performance also showed less variability in disk performance.

##### **[General Filesystem Notes](http://kafka.apache.org/documentation.html" \l "generalfs)**

For any filesystem used for data directories, on Linux systems, the following options are recommended to be used at mount time:

* noatime: This option disables updating of a file's atime (last access time) attribute when the file is read. This can eliminate a significant number of filesystem writes, especially in the case of bootstrapping consumers. Kafka does not rely on the atime attributes at all, so it is safe to disable this.

##### **[XFS Notes](http://kafka.apache.org/documentation.html" \l "xfs)**

The XFS filesystem has a significant amount of auto-tuning in place, so it does not require any change in the default settings, either at filesystem creation time or at mount. The only tuning parameters worth considering are:

* largeio: This affects the preferred I/O size reported by the stat call. While this can allow for higher performance on larger disk writes, in practice it had minimal or no effect on performance.
* nobarrier: For underlying devices that have battery-backed cache, this option can provide a little more performance by disabling periodic write flushes. However, if the underlying device is well-behaved, it will report to the filesystem that it does not require flushes, and this option will have no effect.

##### **[EXT4 Notes](http://kafka.apache.org/documentation.html" \l "ext4)**

EXT4 is a serviceable choice of filesystem for the Kafka data directories, however getting the most performance out of it will require adjusting several mount options. In addition, these options are generally unsafe in a failure scenario, and will result in much more data loss and corruption. For a single broker failure, this is not much of a concern as the disk can be wiped and the replicas rebuilt from the cluster. In a multiple-failure scenario, such as a power outage, this can mean underlying filesystem (and therefore data) corruption that is not easily recoverable. The following options can be adjusted:

* data=writeback: Ext4 defaults to data=ordered which puts a strong order on some writes. Kafka does not require this ordering as it does very paranoid data recovery on all unflushed log. This setting removes the ordering constraint and seems to significantly reduce latency.
* Disabling journaling: Journaling is a tradeoff: it makes reboots faster after server crashes but it introduces a great deal of additional locking which adds variance to write performance. Those who don't care about reboot time and want to reduce a major source of write latency spikes can turn off journaling entirely.
* commit=num\_secs: This tunes the frequency with which ext4 commits to its metadata journal. Setting this to a lower value reduces the loss of unflushed data during a crash. Setting this to a higher value will improve throughput.
* nobh: This setting controls additional ordering guarantees when using data=writeback mode. This should be safe with Kafka as we do not depend on write ordering and improves throughput and latency.
* delalloc: Delayed allocation means that the filesystem avoid allocating any blocks until the physical write occurs. This allows ext4 to allocate a large extent instead of smaller pages and helps ensure the data is written sequentially. This feature is great for throughput. It does seem to involve some locking in the filesystem which adds a bit of latency variance.

### **[6.6 Monitoring](http://kafka.apache.org/documentation.html" \l "monitoring)**

Kafka uses Yammer Metrics for metrics reporting in both the server and the client. This can be configured to report stats using pluggable stats reporters to hook up to your monitoring system.

The easiest way to see the available metrics is to fire up jconsole and point it at a running kafka client or server; this will allow browsing all metrics with JMX.

We do graphing and alerting on the following metrics:

|  |  |  |
| --- | --- | --- |
| **Description** | **Mbean name** | **Normal value** |
| Message in rate | kafka.server:type=BrokerTopicMetrics,name=MessagesInPerSec |  |
| Byte in rate | kafka.server:type=BrokerTopicMetrics,name=BytesInPerSec |  |
| Request rate | kafka.network:type=RequestMetrics,name=RequestsPerSec,request={Produce|FetchConsumer|FetchFollower} |  |
| Byte out rate | kafka.server:type=BrokerTopicMetrics,name=BytesOutPerSec |  |
| Log flush rate and time | kafka.log:type=LogFlushStats,name=LogFlushRateAndTimeMs |  |
| # of under replicated partitions (|ISR| < |all replicas|) | kafka.server:type=ReplicaManager,name=UnderReplicatedPartitions | 0 |
| Is controller active on broker | kafka.controller:type=KafkaController,name=ActiveControllerCount | only one broker in the cluster should have 1 |
| Leader election rate | kafka.controller:type=ControllerStats,name=LeaderElectionRateAndTimeMs | non-zero when there are broker failures |
| Unclean leader election rate | kafka.controller:type=ControllerStats,name=UncleanLeaderElectionsPerSec | 0 |
| Partition counts | kafka.server:type=ReplicaManager,name=PartitionCount | mostly even across brokers |
| Leader replica counts | kafka.server:type=ReplicaManager,name=LeaderCount | mostly even across brokers |
| ISR shrink rate | kafka.server:type=ReplicaManager,name=IsrShrinksPerSec | If a broker goes down, ISR for some of the partitions will shrink. When that broker is up again, ISR will be expanded once the replicas are fully caught up. Other than that, the expected value for both ISR shrink rate and expansion rate is 0. |
| ISR expansion rate | kafka.server:type=ReplicaManager,name=IsrExpandsPerSec | See above |
| Max lag in messages btw follower and leader replicas | kafka.server:type=ReplicaFetcherManager,name=MaxLag,clientId=Replica | lag should be proportional to the maximum batch size of a produce request. |
| Lag in messages per follower replica | kafka.server:type=FetcherLagMetrics,name=ConsumerLag,clientId=([-.\w]+),topic=([-.\w]+),partition=([0-9]+) | lag should be proportional to the maximum batch size of a produce request. |
| Requests waiting in the producer purgatory | kafka.server:type=ProducerRequestPurgatory,name=PurgatorySize | non-zero if ack=-1 is used |
| Requests waiting in the fetch purgatory | kafka.server:type=FetchRequestPurgatory,name=PurgatorySize | size depends on fetch.wait.max.ms in the consumer |
| Request total time | kafka.network:type=RequestMetrics,name=TotalTimeMs,request={Produce|FetchConsumer|FetchFollower} | broken into queue, local, remote and response send time |
| Time the request waiting in the request queue | kafka.network:type=RequestMetrics,name=QueueTimeMs,request={Produce|FetchConsumer|FetchFollower} |  |
| Time the request being processed at the leader | kafka.network:type=RequestMetrics,name=LocalTimeMs,request={Produce|FetchConsumer|FetchFollower} |  |
| Time the request waits for the follower | kafka.network:type=RequestMetrics,name=RemoteTimeMs,request={Produce|FetchConsumer|FetchFollower} | non-zero for produce requests when ack=-1 |
| Time to send the response | kafka.network:type=RequestMetrics,name=ResponseSendTimeMs,request={Produce|FetchConsumer|FetchFollower} |  |
| Number of messages the consumer lags behind the producer by | kafka.consumer:type=ConsumerFetcherManager,name=MaxLag,clientId=([-.\w]+) |  |
| The average fraction of time the network processors are idle | kafka.network:type=SocketServer,name=NetworkProcessorAvgIdlePercent | between 0 and 1, ideally > 0.3 |
| The average fraction of time the request handler threads are idle | kafka.server:type=KafkaRequestHandlerPool,name=RequestHandlerAvgIdlePercent | between 0 and 1, ideally > 0.3 |
| Quota metrics per client-id | kafka.server:type={Produce|Fetch},client-id==([-.\w]+) | Two attributes. throttle-time indicates the amount of time in ms the client-id was throttled. Ideally = 0. byte-rate indicates the data produce/consume rate of the client in bytes/sec. |

#### **[New producer monitoring](http://kafka.apache.org/documentation.html" \l "new_producer_monitoring)**

The following metrics are available on new producer instances.

|  |  |  |
| --- | --- | --- |
| **Metric/Attribute name** | **Description** | **Mbean name** |
| waiting-threads | The number of user threads blocked waiting for buffer memory to enqueue their records. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| buffer-total-bytes | The maximum amount of buffer memory the client can use (whether or not it is currently used). | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| buffer-available-bytes | The total amount of buffer memory that is not being used (either unallocated or in the free list). | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| bufferpool-wait-time | The fraction of time an appender waits for space allocation. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| batch-size-avg | The average number of bytes sent per partition per-request. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| batch-size-max | The max number of bytes sent per partition per-request. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| compression-rate-avg | The average compression rate of record batches. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-queue-time-avg | The average time in ms record batches spent in the record accumulator. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-queue-time-max | The maximum time in ms record batches spent in the record accumulator. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| request-latency-avg | The average request latency in ms. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| request-latency-max | The maximum request latency in ms. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-send-rate | The average number of records sent per second. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| records-per-request-avg | The average number of records per request. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-retry-rate | The average per-second number of retried record sends. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-error-rate | The average per-second number of record sends that resulted in errors. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-size-max | The maximum record size. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| record-size-avg | The average record size. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| requests-in-flight | The current number of in-flight requests awaiting a response. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| metadata-age | The age in seconds of the current producer metadata being used. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| connection-close-rate | Connections closed per second in the window. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| connection-creation-rate | New connections established per second in the window. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| network-io-rate | The average number of network operations (reads or writes) on all connections per second. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| outgoing-byte-rate | The average number of outgoing bytes sent per second to all servers. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| request-rate | The average number of requests sent per second. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| request-size-avg | The average size of all requests in the window. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| request-size-max | The maximum size of any request sent in the window. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| incoming-byte-rate | Bytes/second read off all sockets. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| response-rate | Responses received sent per second. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| select-rate | Number of times the I/O layer checked for new I/O to perform per second. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| io-wait-time-ns-avg | The average length of time the I/O thread spent waiting for a socket ready for reads or writes in nanoseconds. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| io-wait-ratio | The fraction of time the I/O thread spent waiting. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| io-time-ns-avg | The average length of time for I/O per select call in nanoseconds. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| io-ratio | The fraction of time the I/O thread spent doing I/O. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| connection-count | The current number of active connections. | kafka.producer:type=producer-metrics,client-id=([-.\w]+) |
| outgoing-byte-rate | The average number of outgoing bytes sent per second for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| request-rate | The average number of requests sent per second for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| request-size-avg | The average size of all requests in the window for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| request-size-max | The maximum size of any request sent in the window for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| incoming-byte-rate | The average number of responses received per second for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| request-latency-avg | The average request latency in ms for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| request-latency-max | The maximum request latency in ms for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| response-rate | Responses received sent per second for a node. | kafka.producer:type=producer-node-metrics,client-id=([-.\w]+),node-id=([0-9]+) |
| record-send-rate | The average number of records sent per second for a topic. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+),topic=([-.\w]+) |
| byte-rate | The average number of bytes sent per second for a topic. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+),topic=([-.\w]+) |
| compression-rate | The average compression rate of record batches for a topic. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+),topic=([-.\w]+) |
| record-retry-rate | The average per-second number of retried record sends for a topic. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+),topic=([-.\w]+) |
| record-error-rate | The average per-second number of record sends that resulted in errors for a topic. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+),topic=([-.\w]+) |
| produce-throttle-time-max | The maximum time in ms a request was throttled by a broker. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+) |
| produce-throttle-time-avg | The average time in ms a request was throttled by a broker. | kafka.producer:type=producer-topic-metrics,client-id=([-.\w]+) |

We recommend monitoring GC time and other stats and various server stats such as CPU utilization, I/O service time, etc. On the client side, we recommend monitoring the message/byte rate (global and per topic), request rate/size/time, and on the consumer side, max lag in messages among all partitions and min fetch request rate. For a consumer to keep up, max lag needs to be less than a threshold and min fetch rate needs to be larger than 0.

#### **[Audit](http://kafka.apache.org/documentation.html" \l "basic_ops_audit)**

The final alerting we do is on the correctness of the data delivery. We audit that every message that is sent is consumed by all consumers and measure the lag for this to occur. For important topics we alert if a certain completeness is not achieved in a certain time period. The details of this are discussed in KAFKA-260.

### **[6.7 ZooKeeper](http://kafka.apache.org/documentation.html" \l "zk)**

#### **[Stable version](http://kafka.apache.org/documentation.html" \l "zkversion)**

The current stable branch is 3.4 and the latest release of that branch is 3.4.6, which is the one ZkClient 0.7 uses. ZkClient is the client layer Kafka uses to interact with ZooKeeper.

#### **[Operationalizing ZooKeeper](http://kafka.apache.org/documentation.html" \l "zkops)**

Operationally, we do the following for a healthy ZooKeeper installation:

* Redundancy in the physical/hardware/network layout: try not to put them all in the same rack, decent (but don't go nuts) hardware, try to keep redundant power and network paths, etc. A typical ZooKeeper ensemble has 5 or 7 servers, which tolerates 2 and 3 servers down, respectively. If you have a small deployment, then using 3 servers is acceptable, but keep in mind that you'll only be able to tolerate 1 server down in this case.
* I/O segregation: if you do a lot of write type traffic you'll almost definitely want the transaction logs on a dedicated disk group. Writes to the transaction log are synchronous (but batched for performance), and consequently, concurrent writes can significantly affect performance. ZooKeeper snapshots can be one such a source of concurrent writes, and ideally should be written on a disk group separate from the transaction log. Snapshots are writtent to disk asynchronously, so it is typically ok to share with the operating system and message log files. You can configure a server to use a separate disk group with the dataLogDir parameter.
* Application segregation: Unless you really understand the application patterns of other apps that you want to install on the same box, it can be a good idea to run ZooKeeper in isolation (though this can be a balancing act with the capabilities of the hardware).
* Use care with virtualization: It can work, depending on your cluster layout and read/write patterns and SLAs, but the tiny overheads introduced by the virtualization layer can add up and throw off ZooKeeper, as it can be very time sensitive
* ZooKeeper configuration: It's java, make sure you give it 'enough' heap space (We usually run them with 3-5G, but that's mostly due to the data set size we have here). Unfortunately we don't have a good formula for it, but keep in mind that allowing for more ZooKeeper state means that snapshots can become large, and large snapshots affect recovery time. In fact, if the snapshot becomes too large (a few gigabytes), then you may need to increase the initLimit parameter to give enough time for servers to recover and join the ensemble.
* Monitoring: Both JMX and the 4 letter words (4lw) commands are very useful, they do overlap in some cases (and in those cases we prefer the 4 letter commands, they seem more predictable, or at the very least, they work better with the LI monitoring infrastructure)
* Don't overbuild the cluster: large clusters, especially in a write heavy usage pattern, means a lot of intracluster communication (quorums on the writes and subsequent cluster member updates), but don't underbuild it (and risk swamping the cluster). Having more servers adds to your read capacity.

Overall, we try to keep the ZooKeeper system as small as will handle the load (plus standard growth capacity planning) and as simple as possible. We try not to do anything fancy with the configuration or application layout as compared to the official release as well as keep it as self contained as possible. For these reasons, we tend to skip the OS packaged versions, since it has a tendency to try to put things in the OS standard hierarchy, which can be 'messy', for want of a better way to word it.

## **[7. Security](http://kafka.apache.org/documentation.html" \l "security)**

### **[7.1 Security Overview](http://kafka.apache.org/documentation.html" \l "security_overview)**

In release 0.9.0.0, the Kafka community added a number of features that, used either separately or together, increases security in a Kafka cluster. These features are considered to be of beta quality. The following security measures are currently supported:

1. Authentication of connections to brokers from clients (producers and consumers), other brokers and tools, using either SSL or SASL (Kerberos). SASL/PLAIN can also be used from release 0.10.0.0 onwards.
2. Authentication of connections from brokers to ZooKeeper
3. Encryption of data transferred between brokers and clients, between brokers, or between brokers and tools using SSL (Note that there is a performance degradation when SSL is enabled, the magnitude of which depends on the CPU type and the JVM implementation.)
4. Authorization of read / write operations by clients
5. Authorization is pluggable and integration with external authorization services is supported

It's worth noting that security is optional - non-secured clusters are supported, as well as a mix of authenticated, unauthenticated, encrypted and non-encrypted clients. The guides below explain how to configure and use the security features in both clients and brokers.

### **[7.2 Encryption and Authentication using SSL](http://kafka.apache.org/documentation.html" \l "security_ssl)**

Apache Kafka allows clients to connect over SSL. By default SSL is disabled but can be turned on as needed.

#### **[Generate SSL key and certificate for each Kafka broker](http://kafka.apache.org/documentation.html" \l "security_ssl_key)**

1. The first step of deploying HTTPS is to generate the key and the certificate for each machine in the cluster. You can use Java's keytool utility to accomplish this task. We will generate the key into a temporary keystore initially so that we can export and sign it later with CA.

keytool -keystore server.keystore.jks -alias localhost -validity {validity} -genkey

1. You need to specify two parameters in the above command:
   1. keystore: the keystore file that stores the certificate. The keystore file contains the private key of the certificate; therefore, it needs to be kept safely.
   2. validity: the valid time of the certificate in days.

Ensure that common name (CN) matches exactly with the fully qualified domain name (FQDN) of the server. The client compares the CN with the DNS domain name to ensure that it is indeed connecting to the desired server, not the malicious one.

#### **[Creating your own CA](http://kafka.apache.org/documentation.html" \l "security_ssl_ca)**

1. After the first step, each machine in the cluster has a public-private key pair, and a certificate to identify the machine. The certificate, however, is unsigned, which means that an attacker can create such a certificate to pretend to be any machine.

Therefore, it is important to prevent forged certificates by signing them for each machine in the cluster. A certificate authority (CA) is responsible for signing certificates. CA works likes a government that issues passports—the government stamps (signs) each passport so that the passport becomes difficult to forge. Other governments verify the stamps to ensure the passport is authentic. Similarly, the CA signs the certificates, and the cryptography guarantees that a signed certificate is computationally difficult to forge. Thus, as long as the CA is a genuine and trusted authority, the clients have high assurance that they are connecting to the authentic machines.

openssl req **-new** -x509 -keyout ca-key -out ca-cert -days 365

1. The generated CA is simply a public-private key pair and certificate, and it is intended to sign other certificates.  
   The next step is to add the generated CA to the \*\*clients' truststore\*\* so that the clients can trust this CA:

keytool -keystore server.truststore.jks -alias CARoot **-import** -file ca-cert

1. **Note:** If you configure the Kafka brokers to require client authentication by setting ssl.client.auth to be "requested" or "required" on the **[Kafka brokers config](http://kafka.apache.org/documentation.html" \l "config_broker)** then you must provide a truststore for the Kafka brokers as well and it should have all the CA certificates that clients keys were signed by.

keytool -keystore client.truststore.jks -alias CARoot -import -file ca-cert

1. In contrast to the keystore in step 1 that stores each machine's own identity, the truststore of a client stores all the certificates that the client should trust. Importing a certificate into one's truststore also means trusting all certificates that are signed by that certificate. As the analogy above, trusting the government (CA) also means trusting all passports (certificates) that it has issued. This attribute is called the chain of trust, and it is particularly useful when deploying SSL on a large Kafka cluster. You can sign all certificates in the cluster with a single CA, and have all machines share the same truststore that trusts the CA. That way all machines can authenticate all other machines.

#### **[Signing the certificate](http://kafka.apache.org/documentation.html" \l "security_ssl_signing)**

1. The next step is to sign all certificates generated by step 1 with the CA generated in step 2. First, you need to export the certificate from the keystore:

keytool -keystore server.keystore.jks -alias localhost -certreq -file cert-file

1. Then sign it with the CA:

openssl x509 -req -CA ca-cert -CAkey ca-key -in cert-file -out cert-signed -days {validity} -CAcreateserial -passin pass:{ca-password}

1. Finally, you need to import both the certificate of the CA and the signed certificate into the keystore:

keytool -keystore server.keystore.jks -alias CARoot -import -file ca-cert

keytool -keystore server.keystore.jks -alias localhost -import -file cert-signed

1. The definitions of the parameters are the following:
   1. keystore: the location of the keystore
   2. ca-cert: the certificate of the CA
   3. ca-key: the private key of the CA
   4. ca-password: the passphrase of the CA
   5. cert-file: the exported, unsigned certificate of the server
   6. cert-signed: the signed certificate of the server

Here is an example of a bash script with all above steps. Note that one of the commands assumes a password of `test1234`, so either use that password or edit the command before running it.

#!/bin/bash

#Step 1

keytool -keystore server.keystore.jks -alias localhost -validity 365 -keyalg RSA -genkey

#Step 2

openssl req -new -x509 -keyout ca-key -out ca-cert -days 365

keytool -keystore server.truststore.jks -alias CARoot -import -file ca-cert

keytool -keystore client.truststore.jks -alias CARoot -import -file ca-cert

#Step 3

keytool -keystore server.keystore.jks -alias localhost -certreq -file cert-file

openssl x509 -req -CA ca-cert -CAkey ca-key -in cert-file -out cert-signed -days 365 -CAcreateserial -passin pass:test1234

keytool -keystore server.keystore.jks -alias CARoot -import -file ca-cert

keytool -keystore server.keystore.jks -alias localhost -import -file cert-signed

#### **[Configuring Kafka Brokers](http://kafka.apache.org/documentation.html" \l "security_configbroker)**

1. Kafka Brokers support listening for connections on multiple ports. We need to configure the following property in server.properties, which must have one or more comma-separated values:

listeners

1. If SSL is not enabled for inter-broker communication (see below for how to enable it), both PLAINTEXT and SSL ports will be necessary.

listeners=PLAINTEXT://host.name:port,SSL://host.name:port

1. Following SSL configs are needed on the broker side

ssl.keystore.location=/var/private/ssl/kafka.server.keystore.jks

ssl.keystore.password=test1234

ssl.key.password=test1234

ssl.truststore.location=/var/private/ssl/kafka.server.truststore.jks

ssl.truststore.password=test1234

1. Optional settings that are worth considering:
   1. ssl.client.auth=none ("required" => client authentication is required, "requested" => client authentication is requested and client without certs can still connect. The usage of "requested" is discouraged as it provides a false sense of security and misconfigured clients will still connect successfully.)
   2. ssl.cipher.suites (Optional). A cipher suite is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol. (Default is an empty list)
   3. ssl.enabled.protocols=TLSv1.2,TLSv1.1,TLSv1 (list out the SSL protocols that you are going to accept from clients. Do note that SSL is deprecated in favor of TLS and using SSL in production is not recommended)
   4. ssl.keystore.type=JKS
   5. ssl.truststore.type=JKS

If you want to enable SSL for inter-broker communication, add the following to the broker properties file (it defaults to PLAINTEXT)

security.inter.broker.protocol=SSL

Due to import regulations in some countries, the Oracle implementation limits the strength of cryptographic algorithms available by default. If stronger algorithms are needed (for example, AES with 256-bit keys), the**[JCE Unlimited Strength Jurisdiction Policy Files](http://www.oracle.com/technetwork/java/javase/downloads/index.html)** must be obtained and installed in the JDK/JRE. See the**[JCA Providers Documentation](https://docs.oracle.com/javase/8/docs/technotes/guides/security/SunProviders.html)** for more information.

Once you start the broker you should be able to see in the server.log

with addresses: PLAINTEXT -> EndPoint(192.168.64.1,9092,PLAINTEXT),SSL -> EndPoint(192.168.64.1,9093,SSL)

To check quickly if the server keystore and truststore are setup properly you can run the following command

openssl s\_client -debug -connect localhost:9093 -tls1

(Note: TLSv1 should be listed under ssl.enabled.protocols)  
In the output of this command you should see server's certificate:

-----BEGIN CERTIFICATE-----

{variable sized random bytes}

-----END CERTIFICATE-----

subject=/C=US/ST=CA/L=Santa Clara/O=org/OU=org/CN=Sriharsha Chintalapani

issuer=/C=US/ST=CA/L=Santa Clara/O=org/OU=org/CN=kafka/emailAddress=test@test.com

If the certificate does not show up or if there are any other error messages then your keystore is not setup properly.

#### **[Configuring Kafka Clients](http://kafka.apache.org/documentation.html" \l "security_configclients)**

1. SSL is supported only for the new Kafka Producer and Consumer, the older API is not supported. The configs for SSL will be the same for both producer and consumer.  
   If client authentication is not required in the broker, then the following is a minimal configuration example:

security.protocol=SSL

ssl.truststore.location=/var/private/ssl/kafka.client.truststore.jks

ssl.truststore.password=test1234

1. If client authentication is required, then a keystore must be created like in step 1 and the following must also be configured:

ssl.keystore.location=/var/private/ssl/kafka.client.keystore.jks

ssl.keystore.password=test1234

ssl.key.password=test1234

1. Other configuration settings that may also be needed depending on our requirements and the broker configuration:
   1. ssl.provider (Optional). The name of the security provider used for SSL connections. Default value is the default security provider of the JVM.
   2. ssl.cipher.suites (Optional). A cipher suite is a named combination of authentication, encryption, MAC and key exchange algorithm used to negotiate the security settings for a network connection using TLS or SSL network protocol.
   3. ssl.enabled.protocols=TLSv1.2,TLSv1.1,TLSv1. It should list at least one of the protocols configured on the broker side
   4. ssl.truststore.type=JKS
   5. ssl.keystore.type=JKS

Examples using console-producer and console-consumer:

kafka-console-producer.sh --broker-list localhost:9093 --topic test --producer.config client-ssl.properties

kafka-console-consumer.sh --bootstrap-server localhost:9093 --topic test --new-consumer --consumer.config client-ssl.properties

### **[7.3 Authentication using SASL](http://kafka.apache.org/documentation.html" \l "security_sasl)**

#### **[SASL configuration for Kafka brokers](http://kafka.apache.org/documentation.html" \l "security_sasl_brokerconfig)**

* 1. Select one or more supported mechanisms to enable in the broker. GSSAPI and PLAIN are the mechanisms currently supported in Kafka.
  2. Add a JAAS config file for the selected mechanisms as described in the examples for setting up **[GSSAPI (Kerberos)](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_brokerconfig)** or **[PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_brokerconfig)**.
  3. Pass the JAAS config file location as JVM parameter to each Kafka broker. For example:

-Djava.security.auth.login.config=/etc/kafka/kafka\_server\_jaas.conf

* 1. Configure a SASL port in server.properties, by adding at least one of SASL\_PLAINTEXT or SASL\_SSL to the *listeners* parameter, which contains one or more comma-separated values:

listeners=SASL\_PLAINTEXT://host.name:port

* 1. If SASL\_SSL is used, then **[SSL must also be configured](http://kafka.apache.org/documentation.html" \l "security_ssl)**. If you are only configuring a SASL port (or if you want the Kafka brokers to authenticate each other using SASL) then make sure you set the same SASL protocol for inter-broker communication:

security.inter.broker.protocol=SASL\_PLAINTEXT (or SASL\_SSL)

* 1. Enable one or more SASL mechanisms in server.properties:

sasl.enabled.mechanisms=GSSAPI (,PLAIN)

* 1. Configure the SASL mechanism for inter-broker communication in server.properties if using SASL for inter-broker communication:

sasl.mechanism.inter.broker.protocol=GSSAPI (or PLAIN)

* 1. Follow the steps in **[GSSAPI (Kerberos)](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_brokerconfig)** or **[PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_brokerconfig)** to configure SASL for the enabled mechanisms. To enable multiple mechanisms in the broker, follow the steps **[here](http://kafka.apache.org/documentation.html" \l "security_sasl_multimechanism)**.

**[Important notes:](http://kafka.apache.org/documentation.html" \l "security_sasl_brokernotes)**

* + 1. KafkaServer is the section name in the JAAS file used by each KafkaServer/Broker. This section provides SASL configuration options for the broker including any SASL client connections made by the broker for inter-broker communication.
    2. Client section is used to authenticate a SASL connection with zookeeper. It also allows the brokers to set SASL ACL on zookeeper nodes which locks these nodes down so that only the brokers can modify it. It is necessary to have the same principal name across all brokers. If you want to use a section name other than Client, set the system property zookeeper.sasl.clientto the appropriate name (*e.g.*, -Dzookeeper.sasl.client=ZkClient).
    3. ZooKeeper uses "zookeeper" as the service name by default. If you want to change this, set the system property zookeeper.sasl.client.username to the appropriate name (*e.g.*, -Dzookeeper.sasl.client.username=zk).

#### **[SASL configuration for Kafka clients](http://kafka.apache.org/documentation.html" \l "security_sasl_clientconfig)**

1. SASL authentication is only supported for the new Java Kafka producer and consumer, the older API is not supported. To configure SASL authentication on the clients:
   1. Select a SASL mechanism for authentication.
   2. Add a JAAS config file for the selected mechanism as described in the examples for setting up **[GSSAPI (Kerberos)](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_clientconfig)** or **[PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_clientconfig)**. KafkaClient is the section name in the JAAS file used by Kafka clients.
   3. Pass the JAAS config file location as JVM parameter to each client JVM. For example:

-Djava.security.auth.login.config=/etc/kafka/kafka\_client\_jaas.conf

* 1. Configure the following properties in producer.properties or consumer.properties:

security.protocol=SASL\_PLAINTEXT (or SASL\_SSL)

sasl.mechanism=GSSAPI (or PLAIN)

* 1. Follow the steps in **[GSSAPI (Kerberos)](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_clientconfig)** or **[PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_clientconfig)** to configure SASL for the selected mechanism.

#### **[Authentication using SASL/Kerberos](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos)**

##### **[Prerequisites](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_prereq)**

* + 1. **Kerberos**  
       If your organization is already using a Kerberos server (for example, by using Active Directory), there is no need to install a new server just for Kafka. Otherwise you will need to install one, your Linux vendor likely has packages for Kerberos and a short guide on how to install and configure it (**[Ubuntu](https://help.ubuntu.com/community/Kerberos)**, **[Redhat](https://access.redhat.com/documentation/en-US/Red_Hat_Enterprise_Linux/6/html/Managing_Smart_Cards/installing-kerberos.html)**). Note that if you are using Oracle Java, you will need to download JCE policy files for your Java version and copy them to $JAVA\_HOME/jre/lib/security.
    2. **Create Kerberos Principals**  
       If you are using the organization's Kerberos or Active Directory server, ask your Kerberos administrator for a principal for each Kafka broker in your cluster and for every operating system user that will access Kafka with Kerberos authentication (via clients and tools).  
       If you have installed your own Kerberos, you will need to create these principals yourself using the following commands:

sudo /usr/sbin/kadmin.local -q 'addprinc -randkey kafka/{hostname}@{REALM}'

sudo /usr/sbin/kadmin.local -q "ktadd -k /etc/security/keytabs/{keytabname}.keytab kafka/{hostname}@{REALM}"

* + 1. **Make sure all hosts can be reachable using hostnames** - it is a Kerberos requirement that all your hosts can be resolved with their FQDNs.

##### **[Configuring Kafka Brokers](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_brokerconfig)**

* + 1. Add a suitably modified JAAS file similar to the one below to each Kafka broker's config directory, let's call it kafka\_server\_jaas.conf for this example (note that each broker should have its own keytab):

KafkaServer {

com.sun.security.auth.module.Krb5LoginModule required

useKeyTab=true

storeKey=true

keyTab="/etc/security/keytabs/kafka\_server.keytab"

principal="kafka/kafka1.hostname.com@EXAMPLE.COM";

};

// Zookeeper client authentication

Client {

com.sun.security.auth.module.Krb5LoginModule required

useKeyTab=true

storeKey=true

keyTab="/etc/security/keytabs/kafka\_server.keytab"

principal="kafka/kafka1.hostname.com@EXAMPLE.COM";

};

KafkaServer section in the JAAS file tells the broker which principal to use and the location of the keytab where this principal is stored. It allows the broker to login using the keytab specified in this section. See **[notes](http://kafka.apache.org/documentation.html" \l "security_sasl_brokernotes)** for more details on Zookeeper SASL configuration.

* + 1. Pass the JAAS and optionally the krb5 file locations as JVM parameters to each Kafka broker (see**[here](https://docs.oracle.com/javase/8/docs/technotes/guides/security/jgss/tutorials/KerberosReq.html)** for more details):

-Djava.security.krb5.conf=/etc/kafka/krb5.conf

-Djava.security.auth.login.config=/etc/kafka/kafka\_server\_jaas.conf

* + 1. Make sure the keytabs configured in the JAAS file are readable by the operating system user who is starting kafka broker.
    2. Configure SASL port and SASL mechanisms in server.properties as described **[here](http://kafka.apache.org/documentation.html" \l "security_sasl_brokerconfig)**. For example:

listeners=SASL\_PLAINTEXT://host.name:port

security.inter.broker.protocol=SASL\_PLAINTEXT

sasl.mechanism.inter.broker.protocol=GSSAPI

sasl.enabled.mechanisms=GSSAPI

We must also configure the service name in server.properties, which should match the principal name of the kafka brokers. In the above example, principal is "kafka/kafka1.hostname.com@EXAMPLE.com", so:

sasl.kerberos.service.name=kafka

##### **[Configuring Kafka Clients](http://kafka.apache.org/documentation.html" \l "security_kerberos_sasl_clientconfig)**

* 1. To configure SASL authentication on the clients:
     1. Clients (producers, consumers, connect workers, etc) will authenticate to the cluster with their own principal (usually with the same name as the user running the client), so obtain or create these principals as needed. Then create a JAAS file for each principal. The KafkaClient section describes how the clients like producer and consumer can connect to the Kafka Broker. The following is an example configuration for a client using a keytab (recommended for long-running processes):

KafkaClient {

com.sun.security.auth.module.Krb5LoginModule required

useKeyTab=true

storeKey=true

keyTab="/etc/security/keytabs/kafka\_client.keytab"

principal="kafka-client-1@EXAMPLE.COM";

};

* + 1. For command-line utilities like kafka-console-consumer or kafka-console-producer, kinit can be used along with "useTicketCache=true" as in:

KafkaClient {

com.sun.security.auth.module.Krb5LoginModule required

useTicketCache=true;

};

* + 1. Pass the JAAS and optionally krb5 file locations as JVM parameters to each client JVM (see **[here](https://docs.oracle.com/javase/8/docs/technotes/guides/security/jgss/tutorials/KerberosReq.html)**for more details):

-Djava.security.krb5.conf=/etc/kafka/krb5.conf

-Djava.security.auth.login.config=/etc/kafka/kafka\_client\_jaas.conf

* + 1. Make sure the keytabs configured in the kafka\_client\_jaas.conf are readable by the operating system user who is starting kafka client.
    2. Configure the following properties in producer.properties or consumer.properties:

security.protocol=SASL\_PLAINTEXT (or SASL\_SSL)

sasl.mechanism=GSSAPI

sasl.kerberos.service.name=kafka

#### **[Authentication using SASL/PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain)**

SASL/PLAIN is a simple username/password authentication mechanism that is typically used with TLS for encryption to implement secure authentication. Kafka supports a default implementation for SASL/PLAIN which can be extended for production use as described **[here](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_production)**.

1. The username is used as the authenticated Principal for configuration of ACLs etc.

##### **[Configuring Kafka Brokers](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_brokerconfig)**

* + 1. Add a suitably modified JAAS file similar to the one below to each Kafka broker's config directory, let's call it kafka\_server\_jaas.conf for this example:

KafkaServer {

org.apache.kafka.common.security.plain.PlainLoginModule required

username="admin"

password="admin-secret"

user\_admin="admin-secret"

user\_alice="alice-secret";

};

* + 1. This configuration defines two users (*admin* and *alice*). The properties username and password in the KafkaServer section are used by the broker to initiate connections to other brokers. In this example, *admin* is the user for inter-broker communication. The set of properties user\_*userName*defines the passwords for all users that connect to the broker and the broker validates all client connections including those from other brokers using these properties.
    2. Pass the JAAS config file location as JVM parameter to each Kafka broker:

-Djava.security.auth.login.config=/etc/kafka/kafka\_server\_jaas.conf

* + 1. Configure SASL port and SASL mechanisms in server.properties as described **[here](http://kafka.apache.org/documentation.html" \l "security_sasl_brokerconfig)**. For example:

listeners=SASL\_SSL://host.name:port

security.inter.broker.protocol=SASL\_SSL

sasl.mechanism.inter.broker.protocol=PLAIN

sasl.enabled.mechanisms=PLAIN

##### **[Configuring Kafka Clients](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_clientconfig)**

* 1. To configure SASL authentication on the clients:
     1. The KafkaClient section describes how the clients like producer and consumer can connect to the Kafka Broker. The following is an example configuration for a client for the PLAIN mechanism:

KafkaClient {

org.apache.kafka.common.security.plain.PlainLoginModule required

username="alice"

password="alice-secret";

};

* + 1. The properties username and password in the KafkaClient section are used by clients to configure the user for client connections. In this example, clients connect to the broker as user*alice*.
    2. Pass the JAAS config file location as JVM parameter to each client JVM:

-Djava.security.auth.login.config=/etc/kafka/kafka\_client\_jaas.conf

* + 1. Configure the following properties in producer.properties or consumer.properties:

security.protocol=SASL\_SSL

sasl.mechanism=PLAIN

##### **[Use of SASL/PLAIN in production](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_production)**

* + - SASL/PLAIN should be used only with SSL as transport layer to ensure that clear passwords are not transmitted on the wire without encryption.
    - The default implementation of SASL/PLAIN in Kafka specifies usernames and passwords in the JAAS configuration file as shown **[here](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_brokerconfig)**. To avoid storing passwords on disk, you can plugin your own implementation of javax.security.auth.spi.LoginModule that provides usernames and passwords from an external source. The login module implementation should provide username as the public credential and password as the private credential of theSubject. The default implementationorg.apache.kafka.common.security.plain.PlainLoginModule can be used as an example.
    - In production systems, external authentication servers may implement password authentication. Kafka brokers can be integrated with these servers by adding your own implementation ofjavax.security.sasl.SaslServer. The default implementation included in Kafka in the package org.apache.kafka.common.security.plain can be used as an example to get started.
      * New providers must be installed and registered in the JVM. Providers can be installed by adding provider classes to the normal CLASSPATH or bundled as a jar file and added to*JAVA\_HOME*/lib/ext.
      * Providers can be registered statically by adding a provider to the security properties file*JAVA\_HOME*/lib/security/java.security.

security.provider.n=providerClassName

* + - * where *providerClassName* is the fully qualified name of the new provider and *n* is the preference order with lower numbers indicating higher preference.
      * Alternatively, you can register providers dynamically at runtime by invokingSecurity.addProvider at the beginning of the client application or in a static initializer in the login module. For example:

Security.addProvider(new PlainSaslServerProvider());

* + - * For more details, see **[JCA Reference](http://docs.oracle.com/javase/8/docs/technotes/guides/security/crypto/CryptoSpec.html)**.

#### **[Enabling multiple SASL mechanisms in a broker](http://kafka.apache.org/documentation.html" \l "security_sasl_multimechanism)**

* 1. Specify configuration for the login modules of all enabled mechanisms in the KafkaServer section of the JAAS config file. For example:

KafkaServer {

com.sun.security.auth.module.Krb5LoginModule required

useKeyTab=true

storeKey=true

keyTab="/etc/security/keytabs/kafka\_server.keytab"

principal="kafka/kafka1.hostname.com@EXAMPLE.COM";

org.apache.kafka.common.security.plain.PlainLoginModule required

username="admin"

password="admin-secret"

user\_admin="admin-secret"

user\_alice="alice-secret";

};

* 1. Enable the SASL mechanisms in server.properties:

sasl.enabled.mechanisms=GSSAPI,PLAIN

* 1. Specify the SASL security protocol and mechanism for inter-broker communication in server.properties if required:

security.inter.broker.protocol=SASL\_PLAINTEXT (or SASL\_SSL)

sasl.mechanism.inter.broker.protocol=GSSAPI (or PLAIN)

* 1. Follow the mechanism-specific steps in **[GSSAPI (Kerberos)](http://kafka.apache.org/documentation.html" \l "security_sasl_kerberos_brokerconfig)** and **[PLAIN](http://kafka.apache.org/documentation.html" \l "security_sasl_plain_brokerconfig)** to configure SASL for the enabled mechanisms.

#### **[Modifying SASL mechanism in a Running Cluster](http://kafka.apache.org/documentation.html" \l "saslmechanism_rolling_upgrade)**

SASL mechanism can be modified in a running cluster using the following sequence:

* 1. Enable new SASL mechanism by adding the mechanism to sasl.enabled.mechanisms in server.properties for each broker. Update JAAS config file to include both mechanisms as described**[here](http://kafka.apache.org/documentation.html" \l "security_sasl_multimechanism)**. Incrementally bounce the cluster nodes.
  2. Restart clients using the new mechanism.
  3. To change the mechanism of inter-broker communication (if this is required), setsasl.mechanism.inter.broker.protocol in server.properties to the new mechanism and incrementally bounce the cluster again.
  4. To remove old mechanism (if this is required), remove the old mechanism fromsasl.enabled.mechanisms in server.properties and remove the entries for the old mechanism from JAAS config file. Incrementally bounce the cluster again.

### **[7.4 Authorization and ACLs](http://kafka.apache.org/documentation.html" \l "security_authz)**

Kafka ships with a pluggable Authorizer and an out-of-box authorizer implementation that uses zookeeper to store all the acls. Kafka acls are defined in the general format of "Principal P is [Allowed/Denied] Operation O From Host H On Resource R". You can read more about the acl structure on KIP-11. In order to add, remove or list acls you can use the Kafka authorizer CLI. By default, if a Resource R has no associated acls, no one other than super users is allowed to access R. If you want to change that behavior, you can include the following in broker.properties.

allow.everyone.if.no.acl.found=true

One can also add super users in broker.properties like the following (note that the delimiter is semicolon since SSL user names may contain comma).

super.users=User:Bob;User:Alice

By default, the SSL user name will be of the form "CN=writeuser,OU=Unknown,O=Unknown,L=Unknown,ST=Unknown,C=Unknown". One can change that by setting a customized PrincipalBuilder in broker.properties like the following.

principal.builder.class=CustomizedPrincipalBuilderClass

By default, the SASL user name will be the primary part of the Kerberos principal. One can change that by settingsasl.kerberos.principal.to.local.rules to a customized rule in broker.properties. The format ofsasl.kerberos.principal.to.local.rules is a list where each rule works in the same way as the auth\_to\_local in **[Kerberos configuration file (krb5.conf)](http://web.mit.edu/Kerberos/krb5-latest/doc/admin/conf_files/krb5_conf.html)**. Each rules starts with RULE: and contains an expression in the format [n:string](regexp)s/pattern/replacement/g. See the kerberos documentation for more details. An example of adding a rule to properly translate user@MYDOMAIN.COM to user while also keeping the default rule in place is:

sasl.kerberos.principal.to.local.rules=RULE:[1:$1@$0](.\*@MYDOMAIN.COM)s/@.\*//,DEFAULT

#### **[Command Line Interface](http://kafka.apache.org/documentation.html" \l "security_authz_cli)**

Kafka Authorization management CLI can be found under bin directory with all the other CLIs. The CLI script is called **kafka-acls.sh**. Following lists all the options that the script supports:

|  |  |  |  |
| --- | --- | --- | --- |
| **Option** | **Description** | **Default** | **Option type** |
| --add | Indicates to the script that user is trying to add an acl. |  | Action |
| --remove | Indicates to the script that user is trying to remove an acl. |  | Action |
| --list | Indicates to the script that user is trying to list acls. |  | Action |
| --authorizer | Fully qualified class name of the authorizer. | kafka.security.auth.SimpleAclAuthorizer | Configuration |
| --authorizer-properties | key=val pairs that will be passed to authorizer for initialization. For the default authorizer the example values are: zookeeper.connect=localhost:2181 |  | Configuration |
| --cluster | Specifies cluster as resource. |  | Resource |
| --topic [topic-name] | Specifies the topic as resource. |  | Resource |
| --group [group-name] | Specifies the consumer-group as resource. |  | Resource |
| --allow-principal | Principal is in PrincipalType:name format that will be added to ACL with Allow permission.  You can specify multiple --allow-principal in a single command. |  | Principal |
| --deny-principal | Principal is in PrincipalType:name format that will be added to ACL with Deny permission.  You can specify multiple --deny-principal in a single command. |  | Principal |
| --allow-host | IP address from which principals listed in --allow-principal will have access. | if --allow-principal is specified defaults to \* which translates to "all hosts" | Host |
| --deny-host | IP address from which principals listed in --deny-principal will be denied access. | if --deny-principal is specified defaults to \* which translates to "all hosts" | Host |
| --operation | Operation that will be allowed or denied. Valid values are : Read, Write, Create, Delete, Alter, Describe, ClusterAction, All | All | Operation |
| --producer | Convenience option to add/remove acls for producer role. This will generate acls that allows WRITE, DESCRIBE on topic and CREATE on cluster. |  | Convenience |
| --consumer | Convenience option to add/remove acls for consumer role. This will generate acls that allows READ, DESCRIBE on topic and READ on consumer-group. |  | Convenience |

#### **[Examples](http://kafka.apache.org/documentation.html" \l "security_authz_examples)**

* **Adding Acls**  
  Suppose you want to add an acl "Principals User:Bob and User:Alice are allowed to perform Operation Read and Write on Topic Test-Topic from IP 198.51.100.0 and IP 198.51.100.1". You can do that by executing the CLI with following options:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --add --allow-principal User:Bob --allow-principal User:Alice --allow-host 198.51.100.0 --allow-host 198.51.100.1 --operation Read --operation Write --topic Test-topic

* By default all principals that don't have an explicit acl that allows access for an operation to a resource are denied. In rare cases where an allow acl is defined that allows access to all but some principal we will have to use the --deny-principal and --deny-host option. For example, if we want to allow all users to Read from Test-topic but only deny User:BadBob from IP 198.51.100.3 we can do so using following commands:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --add --allow-principal User:\* --allow-host \* --deny-principal User:BadBob --deny-host 198.51.100.3 --operation Read --topic Test-topic

* Note that ``--allow-host`` and ``deny-host`` only support IP addresses (hostnames are not supported). Above examples add acls to a topic by specifying --topic [topic-name] as the resource option. Similarly user can add acls to cluster by specifying --cluster and to a consumer group by specifying --group [group-name].
* **Removing Acls**  
  Removing acls is pretty much the same. The only difference is instead of --add option users will have to specify --remove option. To remove the acls added by the first example above we can execute the CLI with following options:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --remove --allow-principal User:Bob --allow-principal User:Alice --allow-host 198.51.100.0 --allow-host 198.51.100.1 --operation Read --operation Write --topic Test-topic

* **List Acls**  
  We can list acls for any resource by specifying the --list option with the resource. To list all acls for Test-topic we can execute the CLI with following options:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --list --topic Test-topic

* **Adding or removing a principal as producer or consumer**  
  The most common use case for acl management are adding/removing a principal as producer or consumer so we added convenience options to handle these cases. In order to add User:Bob as a producer of Test-topic we can execute the following command:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --add --allow-principal User:Bob --producer --topic Test-topic

* Similarly to add Alice as a consumer of Test-topic with consumer group Group-1 we just have to pass --consumer option:

bin/kafka-acls.sh --authorizer-properties zookeeper.connect=localhost:2181 --add --allow-principal User:Bob --consumer --topic test-topic --group Group-1

* Note that for consumer option we must also specify the consumer group. In order to remove a principal from producer or consumer role we just need to pass --remove option.

### **[7.5 Incorporating Security Features in a Running Cluster](http://kafka.apache.org/documentation.html" \l "security_rolling_upgrade)**

You can secure a running cluster via one or more of the supported protocols discussed previously. This is done in phases:

* Incrementally bounce the cluster nodes to open additional secured port(s).
* Restart clients using the secured rather than PLAINTEXT port (assuming you are securing the client-broker connection).
* Incrementally bounce the cluster again to enable broker-to-broker security (if this is required)
* A final incremental bounce to close the PLAINTEXT port.

The specific steps for configuring SSL and SASL are described in sections **[7.2](http://kafka.apache.org/documentation.html" \l "security_ssl)** and **[7.3](http://kafka.apache.org/documentation.html" \l "security_sasl)**. Follow these steps to enable security for your desired protocol(s).

The security implementation lets you configure different protocols for both broker-client and broker-broker communication. These must be enabled in separate bounces. A PLAINTEXT port must be left open throughout so brokers and/or clients can continue to communicate.

When performing an incremental bounce stop the brokers cleanly via a SIGTERM. It's also good practice to wait for restarted replicas to return to the ISR list before moving onto the next node.

As an example, say we wish to encrypt both broker-client and broker-broker communication with SSL. In the first incremental bounce, a SSL port is opened on each node:

listeners=PLAINTEXT://broker1:9091,SSL://broker1:9092

We then restart the clients, changing their config to point at the newly opened, secured port:

bootstrap.servers = [broker1:9092,...]

security.protocol = SSL

...etc

In the second incremental server bounce we instruct Kafka to use SSL as the broker-broker protocol (which will use the same SSL port):

listeners=PLAINTEXT://broker1:9091,SSL://broker1:9092

security.inter.broker.protocol=SSL

In the final bounce we secure the cluster by closing the PLAINTEXT port:

listeners=SSL://broker1:9092

security.inter.broker.protocol=SSL

Alternatively we might choose to open multiple ports so that different protocols can be used for broker-broker and broker-client communication. Say we wished to use SSL encryption throughout (i.e. for broker-broker and broker-client communication) but we'd like to add SASL authentication to the broker-client connection also. We would achieve this by opening two additional ports during the first bounce:

listeners=PLAINTEXT://broker1:9091,SSL://broker1:9092,SASL\_SSL://broker1:9093

We would then restart the clients, changing their config to point at the newly opened, SASL & SSL secured port:

bootstrap.servers = [broker1:9093,...]

security.protocol = SASL\_SSL

...etc

The second server bounce would switch the cluster to use encrypted broker-broker communication via the SSL port we previously opened on port 9092:

listeners=PLAINTEXT://broker1:9091,SSL://broker1:9092,SASL\_SSL://broker1:9093

security.inter.broker.protocol=SSL

The final bounce secures the cluster by closing the PLAINTEXT port.

listeners=SSL://broker1:9092,SASL\_SSL://broker1:9093

security.inter.broker.protocol=SSL

ZooKeeper can be secured independently of the Kafka cluster. The steps for doing this are covered in section **[7.6.2](http://kafka.apache.org/documentation.html" \l "zk_authz_migration)**.

### **[7.6 ZooKeeper Authentication](http://kafka.apache.org/documentation.html" \l "zk_authz)**

#### **[7.6.1 New clusters](http://kafka.apache.org/documentation.html" \l "zk_authz_new)**

To enable ZooKeeper authentication on brokers, there are two necessary steps:

1. Create a JAAS login file and set the appropriate system property to point to it as described above
2. Set the configuration property zookeeper.set.acl in each broker to true

The metadata stored in ZooKeeper is such that only brokers will be able to modify the corresponding znodes, but znodes are world readable. The rationale behind this decision is that the data stored in ZooKeeper is not sensitive, but inappropriate manipulation of znodes can cause cluster disruption. We also recommend limiting the access to ZooKeeper via network segmentation (only brokers and some admin tools need access to ZooKeeper if the new consumer and new producer are used).

#### **[7.6.2 Migrating clusters](http://kafka.apache.org/documentation.html" \l "zk_authz_migration)**

If you are running a version of Kafka that does not support security or simply with security disabled, and you want to make the cluster secure, then you need to execute the following steps to enable ZooKeeper authentication with minimal disruption to your operations:

1. Perform a rolling restart setting the JAAS login file, which enables brokers to authenticate. At the end of the rolling restart, brokers are able to manipulate znodes with strict ACLs, but they will not create znodes with those ACLs
2. Perform a second rolling restart of brokers, this time setting the configuration parameterzookeeper.set.acl to true, which enables the use of secure ACLs when creating znodes
3. Execute the ZkSecurityMigrator tool. To execute the tool, there is this script: ./bin/zookeeper-security-migration.sh with zookeeper.acl set to secure. This tool traverses the corresponding sub-trees changing the ACLs of the znodes

It is also possible to turn off authentication in a secure cluster. To do it, follow these steps:

1. Perform a rolling restart of brokers setting the JAAS login file, which enables brokers to authenticate, but setting zookeeper.set.acl to false. At the end of the rolling restart, brokers stop creating znodes with secure ACLs, but are still able to authenticate and manipulate all znodes
2. Execute the ZkSecurityMigrator tool. To execute the tool, run this script ./bin/zookeeper-security-migration.sh with zookeeper.acl set to unsecure. This tool traverses the corresponding sub-trees changing the ACLs of the znodes
3. Perform a second rolling restart of brokers, this time omitting the system property that sets the JAAS login file

Here is an example of how to run the migration tool:

./bin/zookeeper-security-migration --zookeeper.acl=secure --zookeeper.connection=localhost:2181

Run this to see the full list of parameters:

./bin/zookeeper-security-migration --help

#### **[7.6.3 Migrating the ZooKeeper ensemble](http://kafka.apache.org/documentation.html" \l "zk_authz_ensemble)**

It is also necessary to enable authentication on the ZooKeeper ensemble. To do it, we need to perform a rolling restart of the server and set a few properties. Please refer to the ZooKeeper documentation for more detail:

1. **[Apache ZooKeeper documentation](http://zookeeper.apache.org/doc/r3.4.6/zookeeperProgrammers.html" \l "sc_ZooKeeperAccessControl)**
2. **[Apache ZooKeeper wiki](https://cwiki.apache.org/confluence/display/ZOOKEEPER/Zookeeper+and+SASL)**

## **[8. Kafka Connect](http://kafka.apache.org/documentation.html" \l "connect)**

### **[8.1 Overview](http://kafka.apache.org/documentation.html" \l "connect_overview)**

Kafka Connect is a tool for scalably and reliably streaming data between Apache Kafka and other systems. It makes it simple to quickly define *connectors* that move large collections of data into and out of Kafka. Kafka Connect can ingest entire databases or collect metrics from all your application servers into Kafka topics, making the data available for stream processing with low latency. An export job can deliver data from Kafka topics into secondary storage and query systems or into batch systems for offline analysis. Kafka Connect features include:

* **A common framework for Kafka connectors** - Kafka Connect standardizes integration of other data systems with Kafka, simplifying connector development, deployment, and management
* **Distributed and standalone modes** - scale up to a large, centrally managed service supporting an entire organization or scale down to development, testing, and small production deployments
* **REST interface** - submit and manage connectors to your Kafka Connect cluster via an easy to use REST API
* **Automatic offset management** - with just a little information from connectors, Kafka Connect can manage the offset commit process automatically so connector developers do not need to worry about this error prone part of connector development
* **Distributed and scalable by default** - Kafka Connect builds on the existing group management protocol. More workers can be added to scale up a Kafka Connect cluster.
* **Streaming/batch integration** - leveraging Kafka's existing capabilities, Kafka Connect is an ideal solution for bridging streaming and batch data systems

### **[8.2 User Guide](http://kafka.apache.org/documentation.html" \l "connect_user)**

The quickstart provides a brief example of how to run a standalone version of Kafka Connect. This section describes how to configure, run, and manage Kafka Connect in more detail.

#### **[Running Kafka Connect](http://kafka.apache.org/documentation.html" \l "connect_running)**

Kafka Connect currently supports two modes of execution: standalone (single process) and distributed. In standalone mode all work is performed in a single process. This configuration is simpler to setup and get started with and may be useful in situations where only one worker makes sense (e.g. collecting log files), but it does not benefit from some of the features of Kafka Connect such as fault tolerance. You can start a standalone process with the following command:

> bin/connect-standalone.sh config/connect-standalone.properties connector1.properties [connector2.properties ...]

The first parameter is the configuration for the worker. This includes settings such as the Kafka connection parameters, serialization format, and how frequently to commit offsets. The provided example should work well with a local cluster running with the default configuration provided by config/server.properties. It will require tweaking to use with a different configuration or production deployment. The remaining parameters are connector configuration files. You may include as many as you want, but all will execute within the same process (on different threads). Distributed mode handles automatic balancing of work, allows you to scale up (or down) dynamically, and offers fault tolerance both in the active tasks and for configuration and offset commit data. Execution is very similar to standalone mode:

> bin/connect-distributed.sh config/connect-distributed.properties

The difference is in the class which is started and the configuration parameters which change how the Kafka Connect process decides where to store configurations, how to assign work, and where to store offsets and task statues. In the distributed mode, Kafka Connect stores the offsets, configs and task statuses in Kafka topics. It is recommended to manually create the topics for offset, configs and statuses in order to achieve the desired the number of partitions and replication factors. If the topics are not yet created when starting Kafka Connect, the topics will be auto created with default number of partitions and replication factor, which may not be best suited for its usage. In particular, the following configuration parameters are critical to set before starting your cluster:

* group.id (default connect-cluster) - unique name for the cluster, used in forming the Connect cluster group; note that this **must not conflict** with consumer group IDs
* config.storage.topic (default connect-configs) - topic to use for storing connector and task configurations; note that this should be a single partition, highly replicated topic. You may need to manually create the topic to ensure single partition for the config topic as auto created topics may have multiple partitions.
* offset.storage.topic (default connect-offsets) - topic to use for storing offsets; this topic should have many partitions and be replicated
* status.storage.topic (default connect-status) - topic to use for storing statuses; this topic can have multiple partitions and should be replicated

Note that in distributed mode the connector configurations are not passed on the command line. Instead, use the REST API described below to create, modify, and destroy connectors.

#### **[Configuring Connectors](http://kafka.apache.org/documentation.html" \l "connect_configuring)**

Connector configurations are simple key-value mappings. For standalone mode these are defined in a properties file and passed to the Connect process on the command line. In distributed mode, they will be included in the JSON payload for the request that creates (or modifies) the connector. Most configurations are connector dependent, so they can't be outlined here. However, there are a few common options:

* name - Unique name for the connector. Attempting to register again with the same name will fail.
* connector.class - The Java class for the connector
* tasks.max - The maximum number of tasks that should be created for this connector. The connector may create fewer tasks if it cannot achieve this level of parallelism.

The connector.class config supports several formats: the full name or alias of the class for this connector. If the connector is org.apache.kafka.connect.file.FileStreamSinkConnector, you can either specify this full name or use FileStreamSink or FileStreamSinkConnector to make the configuration a bit shorter. Sink connectors also have one additional option to control their input:

* topics - A list of topics to use as input for this connector

For any other options, you should consult the documentation for the connector.

#### **[REST API](http://kafka.apache.org/documentation.html" \l "connect_rest)**

Since Kafka Connect is intended to be run as a service, it also provides a REST API for managing connectors. By default this service runs on port 8083. The following are the currently supported endpoints:

* GET /connectors - return a list of active connectors
* POST /connectors - create a new connector; the request body should be a JSON object containing a string name field and a object config field with the connector configuration parameters
* GET /connectors/{name} - get information about a specific connector
* GET /connectors/{name}/config - get the configuration parameters for a specific connector
* PUT /connectors/{name}/config - update the configuration parameters for a specific connector
* GET /connectors/{name}/status - get current status of the connector, including if it is running, failed, paused, etc., which worker it is assigned to, error information if it has failed, and the state of all its tasks
* GET /connectors/{name}/tasks - get a list of tasks currently running for a connector
* GET /connectors/{name}/tasks/{taskid}/status - get current status of the task, including if it is running, failed, paused, etc., which worker it is assigned to, and error information if it has failed
* PUT /connectors/{name}/pause - pause the connector and its tasks, which stops message processing until the connector is resumed
* PUT /connectors/{name}/resume - resume a paused connector (or do nothing if the connector is not paused)
* POST /connectors/{name}/restart - restart a connector (typically because it has failed)
* POST /connectors/{name}/tasks/{taskId}/restart - restart an individual task (typically because it has failed)
* DELETE /connectors/{name} - delete a connector, halting all tasks and deleting its configuration

Kafka Connect also provides a REST API for getting information about connector plugins:

* GET /connector-plugins- return a list of connector plugins installed in the Kafka Connect cluster. Note that the API only checks for connectors on the worker that handles the request, which means you may see inconsistent results, especially during a rolling upgrade if you add new connector jars
* PUT /connector-plugins/{connector-type}/config/validate - validate the provided configuration values against the configuration definition. This API performs per config validation, returns suggested values and error messages during validation.

### **[8.3 Connector Development Guide](http://kafka.apache.org/documentation.html" \l "connect_development)**

This guide describes how developers can write new connectors for Kafka Connect to move data between Kafka and other systems. It briefly reviews a few key concepts and then describes how to create a simple connector.

#### **[Core Concepts and APIs](http://kafka.apache.org/documentation.html" \l "connect_concepts)**

##### **[Connectors and Tasks](http://kafka.apache.org/documentation.html" \l "connect_connectorsandtasks)**

To copy data between Kafka and another system, users create a Connector for the system they want to pull data from or push data to. Connectors come in two flavors: SourceConnectors import data from another system (e.g. JDBCSourceConnector would import a relational database into Kafka) and SinkConnectors export data (e.g. HDFSSinkConnector would export the contents of a Kafka topic to an HDFS file). Connectors do not perform any data copying themselves: their configuration describes the data to be copied, and theConnector is responsible for breaking that job into a set of Tasks that can be distributed to workers. TheseTasks also come in two corresponding flavors: SourceTask and SinkTask. With an assignment in hand, eachTask must copy its subset of the data to or from Kafka. In Kafka Connect, it should always be possible to frame these assignments as a set of input and output streams consisting of records with consistent schemas. Sometimes this mapping is obvious: each file in a set of log files can be considered a stream with each parsed line forming a record using the same schema and offsets stored as byte offsets in the file. In other cases it may require more effort to map to this model: a JDBC connector can map each table to a stream, but the offset is less clear. One possible mapping uses a timestamp column to generate queries incrementally returning new data, and the last queried timestamp can be used as the offset.

##### **[Streams and Records](http://kafka.apache.org/documentation.html" \l "connect_streamsandrecords)**

Each stream should be a sequence of key-value records. Both the keys and values can have complex structure -- many primitive types are provided, but arrays, objects, and nested data structures can be represented as well. The runtime data format does not assume any particular serialization format; this conversion is handled internally by the framework. In addition to the key and value, records (both those generated by sources and those delivered to sinks) have associated stream IDs and offsets. These are used by the framework to periodically commit the offsets of data that have been processed so that in the event of failures, processing can resume from the last committed offsets, avoiding unnecessary reprocessing and duplication of events.

##### **[Dynamic Connectors](http://kafka.apache.org/documentation.html" \l "connect_dynamicconnectors)**

Not all jobs are static, so Connector implementations are also responsible for monitoring the external system for any changes that might require reconfiguration. For example, in the JDBCSourceConnector example, theConnector might assign a set of tables to each Task. When a new table is created, it must discover this so it can assign the new table to one of the Tasks by updating its configuration. When it notices a change that requires reconfiguration (or a change in the number of Tasks), it notifies the framework and the framework updates any corresponding Tasks.

#### **[Developing a Simple Connector](http://kafka.apache.org/documentation.html" \l "connect_developing)**

Developing a connector only requires implementing two interfaces, the Connector and Task. A simple example is included with the source code for Kafka in the file package. This connector is meant for use in standalone mode and has implementations of a SourceConnector/SourceTask to read each line of a file and emit it as a record and a SinkConnector/SinkTask that writes each record to a file. The rest of this section will walk through some code to demonstrate the key steps in creating a connector, but developers should also refer to the full example source code as many details are omitted for brevity.

##### **[Connector Example](http://kafka.apache.org/documentation.html" \l "connect_connectorexample)**

We'll cover the SourceConnector as a simple example. SinkConnector implementations are very similar. Start by creating the class that inherits from SourceConnector and add a couple of fields that will store parsed configuration information (the filename to read from and the topic to send data to):

public class FileStreamSourceConnector extends SourceConnector {

private String filename;

private String topic;

The easiest method to fill in is getTaskClass(), which defines the class that should be instantiated in worker processes to actually read the data:

@Override

public Class<? extends Task> getTaskClass() {

return FileStreamSourceTask.class;

}

We will define the FileStreamSourceTask class below. Next, we add some standard lifecycle methods,start() and stop():

@Override

public void start(Map<String, String> props) {

// The complete version includes error handling as well.

filename = props.get(FILE\_CONFIG);

topic = props.get(TOPIC\_CONFIG);

}

@Override

public void stop() {

// Nothing to do since no background monitoring is required.

}

Finally, the real core of the implementation is in getTaskConfigs(). In this case we are only handling a single file, so even though we may be permitted to generate more tasks as per the maxTasks argument, we return a list with only one entry:

@Override

public List<Map<String, String>> getTaskConfigs(int maxTasks) {

ArrayList>Map<String, String>> configs = new ArrayList<>();

// Only one input stream makes sense.

Map<String, String> config = new Map<>();

if (filename != null)

config.put(FILE\_CONFIG, filename);

config.put(TOPIC\_CONFIG, topic);

configs.add(config);

return configs;

}

Although not used in the example, SourceTask also provides two APIs to commit offsets in the source system:commit and commitRecord. The APIs are provided for source systems which have an acknowledgement mechanism for messages. Overriding these methods allows the source connector to acknowledge messages in the source system, either in bulk or individually, once they have been written to Kafka. The commit API stores the offsets in the source system, up to the offsets that have been returned by poll. The implementation of this API should block until the commit is complete. The commitRecord API saves the offset in the source system for eachSourceRecord after it is written to Kafka. As Kafka Connect will record offsets automatically, SourceTasks are not required to implement them. In cases where a connector does need to acknowledge messages in the source system, only one of the APIs is typically required. Even with multiple tasks, this method implementation is usually pretty simple. It just has to determine the number of input tasks, which may require contacting the remote service it is pulling data from, and then divvy them up. Because some patterns for splitting work among tasks are so common, some utilities are provided in ConnectorUtils to simplify these cases. Note that this simple example does not include dynamic input. See the discussion in the next section for how to trigger updates to task configs.

##### **[Task Example - Source Task](http://kafka.apache.org/documentation.html" \l "connect_taskexample)**

Next we'll describe the implementation of the corresponding SourceTask. The implementation is short, but too long to cover completely in this guide. We'll use pseudo-code to describe most of the implementation, but you can refer to the source code for the full example. Just as with the connector, we need to create a class inheriting from the appropriate base Task class. It also has some standard lifecycle methods:

public class FileStreamSourceTask extends SourceTask<Object, Object> {

String filename;

InputStream stream;

String topic;

public void start(Map<String, String> props) {

filename = props.get(FileStreamSourceConnector.FILE\_CONFIG);

stream = openOrThrowError(filename);

topic = props.get(FileStreamSourceConnector.TOPIC\_CONFIG);

}

@Override

public synchronized void stop() {

stream.close();

}

These are slightly simplified versions, but show that that these methods should be relatively simple and the only work they should perform is allocating or freeing resources. There are two points to note about this implementation. First, the start() method does not yet handle resuming from a previous offset, which will be addressed in a later section. Second, the stop() method is synchronized. This will be necessary becauseSourceTasks are given a dedicated thread which they can block indefinitely, so they need to be stopped with a call from a different thread in the Worker. Next, we implement the main functionality of the task, the poll()method which gets events from the input system and returns a List<SourceRecord>:

@Override

public List<SourceRecord> poll() throws InterruptedException {

try {

ArrayList<SourceRecord> records = new ArrayList<>();

while (streamValid(stream) && records.isEmpty()) {

LineAndOffset line = readToNextLine(stream);

if (line != null) {

Map<String, Object> sourcePartition = Collections.singletonMap("filename", filename);

Map<String, Object> sourceOffset = Collections.singletonMap("position", streamOffset);

records.add(new SourceRecord(sourcePartition, sourceOffset, topic, Schema.STRING\_SCHEMA, line));

} else {

Thread.sleep(1);

}

}

return records;

} catch (IOException e) {

// Underlying stream was killed, probably as a result of calling stop. Allow to return

// null, and driving thread will handle any shutdown if necessary.

}

return null;

}

Again, we've omitted some details, but we can see the important steps: the poll() method is going to be called repeatedly, and for each call it will loop trying to read records from the file. For each line it reads, it also tracks the file offset. It uses this information to create an output SourceRecord with four pieces of information: the source partition (there is only one, the single file being read), source offset (byte offset in the file), output topic name, and output value (the line, and we include a schema indicating this value will always be a string). Other variants of theSourceRecord constructor can also include a specific output partition and a key. Note that this implementation uses the normal Java InputStream interface and may sleep if data is not available. This is acceptable because Kafka Connect provides each task with a dedicated thread. While task implementations have to conform to the basic poll() interface, they have a lot of flexibility in how they are implemented. In this case, an NIO-based implementation would be more efficient, but this simple approach works, is quick to implement, and is compatible with older versions of Java.

##### **[Sink Tasks](http://kafka.apache.org/documentation.html" \l "connect_sinktasks)**

The previous section described how to implement a simple SourceTask. Unlike SourceConnector andSinkConnector, SourceTask and SinkTask have very different interfaces because SourceTask uses a pull interface and SinkTask uses a push interface. Both share the common lifecycle methods, but the SinkTaskinterface is quite different:

public abstract class SinkTask implements Task {

public void initialize(SinkTaskContext context) {

this.context = context;

}

public abstract void put(Collection<SinkRecord> records);

public abstract void flush(Map<TopicPartition, Long> offsets);

The SinkTask documentation contains full details, but this interface is nearly as simple as the SourceTask. Theput() method should contain most of the implementation, accepting sets of SinkRecords, performing any required translation, and storing them in the destination system. This method does not need to ensure the data has been fully written to the destination system before returning. In fact, in many cases internal buffering will be useful so an entire batch of records can be sent at once, reducing the overhead of inserting events into the downstream data store. The SinkRecords contain essentially the same information as SourceRecords: Kafka topic, partition, offset and the event key and value. The flush() method is used during the offset commit process, which allows tasks to recover from failures and resume from a safe point such that no events will be missed. The method should push any outstanding data to the destination system and then block until the write has been acknowledged. The offsets parameter can often be ignored, but is useful in some cases where implementations want to store offset information in the destination store to provide exactly-once delivery. For example, an HDFS connector could do this and use atomic move operations to make sure the flush() operation atomically commits the data and offsets to a final location in HDFS.

##### **[Resuming from Previous Offsets](http://kafka.apache.org/documentation.html" \l "connect_resuming)**

The SourceTask implementation included a stream ID (the input filename) and offset (position in the file) with each record. The framework uses this to commit offsets periodically so that in the case of a failure, the task can recover and minimize the number of events that are reprocessed and possibly duplicated (or to resume from the most recent offset if Kafka Connect was stopped gracefully, e.g. in standalone mode or due to a job reconfiguration). This commit process is completely automated by the framework, but only the connector knows how to seek back to the right position in the input stream to resume from that location. To correctly resume upon startup, the task can use the SourceContext passed into its initialize() method to access the offset data. In initialize(), we would add a bit more code to read the offset (if it exists) and seek to that position:

stream = new FileInputStream(filename);

Map<String, Object> offset = context.offsetStorageReader().offset(Collections.singletonMap(FILENAME\_FIELD, filename));

if (offset != null) {

Long lastRecordedOffset = (Long) offset.get("position");

if (lastRecordedOffset != null)

seekToOffset(stream, lastRecordedOffset);

}

Of course, you might need to read many keys for each of the input streams. The OffsetStorageReaderinterface also allows you to issue bulk reads to efficiently load all offsets, then apply them by seeking each input stream to the appropriate position.

#### **[Dynamic Input/Output Streams](http://kafka.apache.org/documentation.html" \l "connect_dynamicio)**

Kafka Connect is intended to define bulk data copying jobs, such as copying an entire database rather than creating many jobs to copy each table individually. One consequence of this design is that the set of input or output streams for a connector can vary over time. Source connectors need to monitor the source system for changes, e.g. table additions/deletions in a database. When they pick up changes, they should notify the framework via theConnectorContext object that reconfiguration is necessary. For example, in a SourceConnector:

if (inputsChanged())

this.context.requestTaskReconfiguration();

The framework will promptly request new configuration information and update the tasks, allowing them to gracefully commit their progress before reconfiguring them. Note that in the SourceConnector this monitoring is currently left up to the connector implementation. If an extra thread is required to perform this monitoring, the connector must allocate it itself. Ideally this code for monitoring changes would be isolated to the Connector and tasks would not need to worry about them. However, changes can also affect tasks, most commonly when one of their input streams is destroyed in the input system, e.g. if a table is dropped from a database. If the Taskencounters the issue before the Connector, which will be common if the Connector needs to poll for changes, the Task will need to handle the subsequent error. Thankfully, this can usually be handled simply by catching and handling the appropriate exception. SinkConnectors usually only have to handle the addition of streams, which may translate to new entries in their outputs (e.g., a new database table). The framework manages any changes to the Kafka input, such as when the set of input topics changes because of a regex subscription. SinkTasks should expect new input streams, which may require creating new resources in the downstream system, such as a new table in a database. The trickiest situation to handle in these cases may be conflicts between multiple SinkTasksseeing a new input stream for the first time and simultaneously trying to create the new resource.SinkConnectors, on the other hand, will generally require no special code for handling a dynamic set of streams.

#### **[Connect Configuration Validation](http://kafka.apache.org/documentation.html" \l "connect_configs)**

Kafka Connect allows you to validate connector configurations before submitting a connector to be executed and can provide feedback about errors and recommended values. To take advantage of this, connector developers need to provide an implementation of config() to expose the configuration definition to the framework. The following code in FileStreamSourceConnector defines the configuration and exposes it to the framework.

private static final ConfigDef CONFIG\_DEF = new ConfigDef()

.define(FILE\_CONFIG, Type.STRING, Importance.HIGH, "Source filename.")

.define(TOPIC\_CONFIG, Type.STRING, Importance.HIGH, "The topic to publish data to");

public ConfigDef config() {

return CONFIG\_DEF;

}

ConfigDef class is used for specifying the set of expected configurations. For each configuration, you can specify the name, the type, the default value, the documentation, the group information, the order in the group, the width of the configuration value and the name suitable for display in the UI. Plus, you can provide special validation logic used for single configuration validation by overriding the Validator class. Moreover, as there may be dependencies between configurations, for example, the valid values and visibility of a configuration may change according to the values of other configurations. To handle this, ConfigDef allows you to specify the dependents of a configuration and to provide an implementation of Recommender to get valid values and set visibility of a configuration given the current configuration values. Also, the validate() method in Connector provides a default validation implementation which returns a list of allowed configurations together with configuration errors and recommended values for each configuration. However, it does not use the recommended values for configuration validation. You may provide an override of the default implementation for customized configuration validation, which may use the recommended values.

#### **[Working with Schemas](http://kafka.apache.org/documentation.html" \l "connect_schemas)**

The FileStream connectors are good examples because they are simple, but they also have trivially structured data -- each line is just a string. Almost all practical connectors will need schemas with more complex data formats. To create more complex data, you'll need to work with the Kafka Connect data API. Most structured records will need to interact with two classes in addition to primitive types: Schema and Struct. The API documentation provides a complete reference, but here is a simple example creating a Schema and Struct:

Schema schema = SchemaBuilder.struct().name(NAME)

.field("name", Schema.STRING\_SCHEMA)

.field("age", Schema.INT\_SCHEMA)

.field("admin", new SchemaBuilder.boolean().defaultValue(false).build())

.build();

Struct struct = new Struct(schema)

.put("name", "Barbara Liskov")

.put("age", 75)

.build();

If you are implementing a source connector, you'll need to decide when and how to create schemas. Where possible, you should avoid recomputing them as much as possible. For example, if your connector is guaranteed to have a fixed schema, create it statically and reuse a single instance. However, many connectors will have dynamic schemas. One simple example of this is a database connector. Considering even just a single table, the schema will not be predefined for the entire connector (as it varies from table to table). But it also may not be fixed for a single table over the lifetime of the connector since the user may execute an ALTER TABLE command. The connector must be able to detect these changes and react appropriately. Sink connectors are usually simpler because they are consuming data and therefore do not need to create schemas. However, they should take just as much care to validate that the schemas they receive have the expected format. When the schema does not match -- usually indicating the upstream producer is generating invalid data that cannot be correctly translated to the destination system -- sink connectors should throw an exception to indicate this error to the system.

#### **[Kafka Connect Administration](http://kafka.apache.org/documentation.html" \l "connect_administration)**

Kafka Connect's **[REST layer](http://kafka.apache.org/documentation.html" \l "connect_rest)** provides a set of APIs to enable administration of the cluster. This includes APIs to view the configuration of connectors and the status of their tasks, as well as to alter their current behavior (e.g. changing configuration and restarting tasks).

When a connector is first submitted to the cluster, the workers rebalance the full set of connectors in the cluster and their tasks so that each worker has approximately the same amount of work. This same rebalancing procedure is also used when connectors increase or decrease the number of tasks they require, or when a connector's configuration is changed. You can use the REST API to view the current status of a connector and its tasks, including the id of the worker to which each was assigned. For example, querying the status of a file source (usingGET /connectors/file-source/status) might produce output like the following:

{

"name": "file-source",

"connector": {

"state": "RUNNING",

"worker\_id": "192.168.1.208:8083"

},

"tasks": [

{

"id": 0,

"state": "RUNNING",

"worker\_id": "192.168.1.209:8083"

}

]

}

Connectors and their tasks publish status updates to a shared topic (configured with status.storage.topic) which all workers in the cluster monitor. Because the workers consume this topic asynchronously, there is typically a (short) delay before a state change is visible through the status API. The following states are possible for a connector or one of its tasks:

* **UNASSIGNED:** The connector/task has not yet been assigned to a worker.
* **RUNNING:** The connector/task is running.
* **PAUSED:** The connector/task has been administratively paused.
* **FAILED:** The connector/task has failed (usually by raising an exception, which is reported in the status output).

In most cases, connector and task states will match, though they may be different for short periods of time when changes are occurring or if tasks have failed. For example, when a connector is first started, there may be a noticeable delay before the connector and its tasks have all transitioned to the RUNNING state. States will also diverge when tasks fail since Connect does not automatically restart failed tasks. To restart a connector/task manually, you can use the restart APIs listed above. Note that if you try to restart a task while a rebalance is taking place, Connect will return a 409 (Conflict) status code. You can retry after the rebalance completes, but it might not be necessary since rebalances effectively restart all the connectors and tasks in the cluster.

It's sometimes useful to temporarily stop the message processing of a connector. For example, if the remote system is undergoing maintenance, it would be preferable for source connectors to stop polling it for new data instead of filling logs with exception spam. For this use case, Connect offers a pause/resume API. While a source connector is paused, Connect will stop polling it for additional records. While a sink connector is paused, Connect will stop pushing new messages to it. The pause state is persistent, so even if you restart the cluster, the connector will not begin message processing again until the task has been resumed. Note that there may be a delay before all of a connector's tasks have transitioned to the PAUSED state since it may take time for them to finish whatever processing they were in the middle of when being paused. Additionally, failed tasks will not transition to the PAUSED state until they have been restarted.

## **[9. Kafka Streams](http://kafka.apache.org/documentation.html" \l "streams)**

### **[9.1 Overview](http://kafka.apache.org/documentation.html" \l "streams_overview)**

Kafka Streams is a client library for processing and analyzing data stored in Kafka and either write the resulting data back to Kafka or send the final output to an external system. It builds upon important stream processing concepts such as properly distinguishing between event time and processing time, windowing support, and simple yet efficient management of application state. Kafka Streams has a **low barrier to entry**: You can quickly write and run a small-scale proof-of-concept on a single machine; and you only need to run additional instances of your application on multiple machines to scale up to high-volume production workloads. Kafka Streams transparently handles the load balancing of multiple instances of the same application by leveraging Kafka's parallelism model.

Some highlights of Kafka Streams:

* Designed as a **simple and lightweight client library**, which can be easily embedded in any Java application and integrated with any existing packaging, deployment and operational tools that users have for their streaming applications.
* Has **no external dependencies on systems other than Apache Kafka itself** as the internal messaging layer; notably, it uses Kafka's partitioning model to horizontally scale processing while maintaining strong ordering guarantees.
* Supports **fault-tolerant local state**, which enables very fast and efficient stateful operations like joins and windowed aggregations.
* Employs **one-record-at-a-time processing** to achieve low processing latency, and supports **event-time based windowing operations**.
* Offers necessary stream processing primitives, along with a **high-level Streams DSL** and a **low-level Processor API**.

### **[9.2 Developer Guide](http://kafka.apache.org/documentation.html" \l "streams_developer)**

There is a **[quickstart](http://kafka.apache.org/documentation.html" \l "quickstart_kafkastreams)** example that provides how to run a stream processing program coded in the Kafka Streams library. This section focuses on how to write, configure, and execute a Kafka Streams application.

#### **[Core Concepts](http://kafka.apache.org/documentation.html" \l "streams_concepts)**

We first summarize the key concepts of Kafka Streams.

##### **[Stream Processing Topology](http://kafka.apache.org/documentation.html" \l "streams_topology)**

* A **stream**is the most important abstraction provided by Kafka Streams: it represents an unbounded, continuously updating data set. A stream is an ordered, replayable, and fault-tolerant sequence of immutable data records, where a **data record** is defined as a key-value pair.
* A stream processing application written in Kafka Streams defines its computational logic through one or more **processor topologies**, where a processor topology is a graph of stream processors (nodes) that are connected by streams (edges).
* A **stream processor** is a node in the processor topology; it represents a processing step to transform data in streams by receiving one input record at a time from its upstream processors in the topology, applying its operation to it, and may subsequently producing one or more output records to its downstream processors.

Kafka Streams offers two ways to define the stream processing topology: the **[Kafka Streams DSL](http://kafka.apache.org/documentation.html" \l "streams_dsl)** provides the most common data transformation operations such as map and filter; the lower-level **[Processor API](http://kafka.apache.org/documentation.html" \l "streams_processor)** allows developers define and connect custom processors as well as to interact with **[state stores](http://kafka.apache.org/documentation.html" \l "streams_state)**.

##### **[Time](http://kafka.apache.org/documentation.html" \l "streams_time)**

A critical aspect in stream processing is the notion of **time**, and how it is modeled and integrated. For example, some operations such as **windowing** are defined based on time boundaries.

Common notions of time in streams are:

* **Event time** - The point in time when an event or data record occurred, i.e. was originally created "at the source".
* **Processing time** - The point in time when the event or data record happens to be processed by the stream processing application, i.e. when the record is being consumed. The processing time may be milliseconds, hours, or days etc. later than the original event time.

Kafka Streams assigns a **timestamp** to every data record via the TimestampExtractor interface. Concrete implementations of this interface may retrieve or compute timestamps based on the actual contents of data records such as an embedded timestamp field to provide event-time semantics, or use any other approach such as returning the current wall-clock time at the time of processing, thereby yielding processing-time semantics to stream processing applications. Developers can thus enforce different notions of time depending on their business needs. For example, per-record timestamps describe the progress of a stream with regards to time (although records may be out-of-order within the stream) and are leveraged by time-dependent operations such as joins.

##### **[States](http://kafka.apache.org/documentation.html" \l "streams_state)**

Some stream processing applications don't require state, which means the processing of a message is independent from the processing of all other messages. However, being able to maintain state opens up many possibilities for sophisticated stream processing applications: you can join input streams, or group and aggregate data records. Many such stateful operators are provided by the **[Kafka Streams DSL](http://kafka.apache.org/documentation.html" \l "streams_dsl)**.

Kafka Streams provides so-called **state stores**, which can be used by stream processing applications to store and query data. This is an important capability when implementing stateful operations. Every task in Kafka Streams embeds one or more state stores that can be accessed via APIs to store and query data required for processing. These state stores can either be a persistent key-value store, an in-memory hashmap, or another convenient data structure. Kafka Streams offers fault-tolerance and automatic recovery for local state stores.

As we have mentioned above, the computational logic of a Kafka Streams application is defined as a **[processor topology](http://kafka.apache.org/documentation.html" \l "streams_topology)**. Currently Kafka Streams provides two sets of APIs to define the processor topology, which will be described in the subsequent sections.

#### **[Low-Level Processor API](http://kafka.apache.org/documentation.html" \l "streams_processor)**

##### **[Processor](http://kafka.apache.org/documentation.html" \l "streams_processor_process)**

Developers can define their customized processing logic by implementing the Processor interface, which provides process and punctuate methods. The process method is performed on each of the received record; and the punctuate method is performed periodically based on elapsed time. In addition, the processor can maintain the current ProcessorContext instance variable initialized in the init method, and use the context to schedule the punctuation period (context().schedule), to forward the modified / new key-value pair to downstream processors (context().forward), to commit the current processing progress (context().commit), etc.

public class MyProcessor extends Processor<string, string=""> {

private ProcessorContext context;

private KeyValueStore<string, integer=""> kvStore;

@Override

@SuppressWarnings("unchecked")

public void init(ProcessorContext context) {

this.context = context;

this.context.schedule(1000);

this.kvStore = (KeyValueStore<string, integer="">) context.getStateStore("Counts");

}

@Override

public void process(String dummy, String line) {

String[] words = line.toLowerCase().split(" ");

for (String word : words) {

Integer oldValue = this.kvStore.get(word);

if (oldValue == null) {

this.kvStore.put(word, 1);

} else {

this.kvStore.put(word, oldValue + 1);

}

}

}

@Override

public void punctuate(long timestamp) {

KeyValueIterator<string, integer=""> iter = this.kvStore.all();

while (iter.hasNext()) {

KeyValue<string, integer=""> entry = iter.next();

context.forward(entry.key, entry.value.toString());

}

iter.close();

context.commit();

}

@Override

public void close() {

this.kvStore.close();

}

};

In the above implementation, the following actions are performed:

* In the init method, schedule the punctuation every 1 second and retrieve the local state store by its name "Counts".
* In the process method, upon each received record, split the value string into words, and update their counts into the state store (we will talk about this feature later in the section).
* In the punctuate method, iterate the local state store and send the aggregated counts to the downstream processor, and commit the current stream state.

##### **[Processor Topology](http://kafka.apache.org/documentation.html" \l "streams_processor_topology)**

With the customized processors defined in the Processor API, developers can use the TopologyBuilder to build a processor topology by connecting these processors together:

TopologyBuilder builder = new TopologyBuilder();

builder.addSource("SOURCE", "src-topic")

.addProcessor("PROCESS1", MyProcessor1::new /\* the ProcessorSupplier that can generate MyProcessor1 \*/, "SOURCE")

.addProcessor("PROCESS2", MyProcessor2::new /\* the ProcessorSupplier that can generate MyProcessor2 \*/, "PROCESS1")

.addProcessor("PROCESS3", MyProcessor3::new /\* the ProcessorSupplier that can generate MyProcessor3 \*/, "PROCESS1")

.addSink("SINK1", "sink-topic1", "PROCESS1")

.addSink("SINK2", "sink-topic2", "PROCESS2")

.addSink("SINK3", "sink-topic3", "PROCESS3");

There are several steps in the above code to build the topology, and here is a quick walk through:

* First of all a source node named "SOURCE" is added to the topology using the addSource method, with one Kafka topic "src-topic" fed to it.
* Three processor nodes are then added using the addProcessor method; here the first processor is a child of the "SOURCE" node, but is the parent of the other two processors.
* Finally three sink nodes are added to complete the topology using the addSink method, each piping from a different parent processor node and writing to a separate topic.

##### **[Local State Store](http://kafka.apache.org/documentation.html" \l "streams_processor_statestore)**

Note that the Processor API is not limited to only accessing the current records as they arrive, but can also maintain local state stores that keep recently arrived records to use in stateful processing operations such as aggregation or windowed joins. To take advantage of this local states, developers can use theTopologyBuilder.addStateStore method when building the processor topology to create the local state and associate it with the processor nodes that needs to access it; or they can connect a created local state store with the existing processor nodes through TopologyBuilder.connectProcessorAndStateStores.

TopologyBuilder builder = new TopologyBuilder();

builder.addSource("SOURCE", "src-topic")

.addProcessor("PROCESS1", MyProcessor1::new, "SOURCE")

// create the in-memory state store "COUNTS" associated with processor "PROCESS1"

.addStateStore(Stores.create("COUNTS").withStringKeys().withStringValues().inMemory().build(), "PROCESS1")

.addProcessor("PROCESS2", MyProcessor3::new /\* the ProcessorSupplier that can generate MyProcessor3 \*/, "PROCESS1")

.addProcessor("PROCESS3", MyProcessor3::new /\* the ProcessorSupplier that can generate MyProcessor3 \*/, "PROCESS1")

// connect the state store "COUNTS" with processor "PROCESS2"

.connectProcessorAndStateStores("PROCESS2", "COUNTS");

.addSink("SINK1", "sink-topic1", "PROCESS1")

.addSink("SINK2", "sink-topic2", "PROCESS2")

.addSink("SINK3", "sink-topic3", "PROCESS3");

In the next section we present another way to build the processor topology: the Kafka Streams DSL.

#### **[High-Level Streams DSL](http://kafka.apache.org/documentation.html" \l "streams_dsl)**

To build a processor topology using the Streams DSL, developers can apply the KStreamBuilder class, which is extended from the TopologyBuilder. A simple example is included with the source code for Kafka in thestreams/examples package. The rest of this section will walk through some code to demonstrate the key steps in creating a topology using the Streams DSL, but we recommend developers to read the full example source codes for details.

##### **[Create Source Streams from Kafka](http://kafka.apache.org/documentation.html" \l "streams_dsl_source)**

Either a **record stream** (defined as KStream) or a **changelog stream** (defined as KTable) can be created as a source stream from one or more Kafka topics (for KTable you can only create the source stream from a single topic).

KStreamBuilder builder = new KStreamBuilder();

KStream<string, genericrecord=""> source1 = builder.stream("topic1", "topic2");

KTable<string, genericrecord=""> source2 = builder.table("topic3");

##### **[Transform a stream](http://kafka.apache.org/documentation.html" \l "streams_dsl_transform)**

There is a list of transformation operations provided for KStream and KTable respectively. Each of these operations may generate either one or more KStream and KTable objects and can be translated into one or more connected processors into the underlying processor topology. All these transformation methods can be chained together to compose a complex processor topology. Since KStream and KTable are strongly typed, all these transformation operations are defined as generics functions where users could specify the input and output data types.

Among these transformations, filter, map, mapValues, etc, are stateless transformation operations and can be applied to both KStream and KTable, where users can usually pass a customized function to these functions as a parameter, such as Predicate for filter, KeyValueMapper for map, etc:

// written in Java 8+, using lambda expressions

KStream<string, genericrecord=""> mapped = source1.mapValue(record -> record.get("category"));

Stateless transformations, by definition, do not depend on any state for processing, and hence implementation-wise they do not require a state store associated with the stream processor; Stateful transformations, on the other hand, require accessing an associated state for processing and producing outputs. For example, in join andaggregate operations, a windowing state is usually used to store all the received records within the defined window boundary so far. The operators can then access these accumulated records in the store and compute based on them.

// written in Java 8+, using lambda expressions

KTable<windowed, Long> counts = source1.aggregateByKey(

() -> 0L, // initial value

(aggKey, value, aggregate) -> aggregate + 1L, // aggregating value

HoppingWindows.of("counts").with(5000L).every(1000L), // intervals in milliseconds

);

KStream<string, string=""> joined = source1.leftJoin(source2,

(record1, record2) -> record1.get("user") + "-" + record2.get("region");

);

##### **[Write streams back to Kafka](http://kafka.apache.org/documentation.html" \l "streams_dsl_sink)**

At the end of the processing, users can choose to (continuously) write the final resulted streams back to a Kafka topic through KStream.to and KTable.to.

joined.to("topic4");

If your application needs to continue reading and processing the records after they have been materialized to a topic via to above, one option is to construct a new stream that reads from the output topic; Kafka Streams provides a convenience method called through:

// equivalent to

//

// joined.to("topic4");

// materialized = builder.stream("topic4");

KStream<string, string=""> materialized = joined.through("topic4");

Besides defining the topology, developers will also need to configure their applications in StreamsConfig before running it. A complete list of Kafka Streams configs can be found **[here](http://kafka.apache.org/documentation.html" \l "streamsconfigs)**.