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Introduction

We recommend that you work through the tutorial with a copy of *MATLAB*, answering all Quick Review Questions.*MATLAB* is available from MathWorks, Inc. (http://www.mathworks.com/).

The prerequisite to this tutorial is "*MATLAB* Tutorial 1." Tutorial 2 prepares you to use *MATLAB* to complete projects for this and subsequent chapters*.* The tutorial introduces the following concepts: arrays, plotting points, and appending. Enter and execute all input cells to review the results of the examples.

Arrays

Many *MATLAB* applications involve **arrays**, or rectangular configurations of numbers, expressions, or other items. **Brackets**, **[ ]**, enclose the values in an array, and commas and/or blanks separate the values in a row, such as either of the following:

numList = **[****13, 36, 92]**

or

numList = **[13 36 92]**

Execution of this assignment results in the following output:

**numList =**

**13 36 92**

We also employ an array to store an ordered pair, such as the following representation of the point (-3, 46):

orderedPair = **[-3, 46]**

Quick Review Question 1 Start a new *M*-File. In opening comments, have "MATLAB Tutorial 2 Answers" and your name. Save the file under the name *MATLABTutorial2Ans.m.* In the file, preface this and all subsequent Quick Review Questions with a comment that has "%% QRQ" and the question number, such as follows:

%% QRQ 1

Thus, each comment starting with %% begins a new section, so that we can click *Run Section* to execute the answer to that part. Assign to *xLst* an array containing the numbers -3, 5, and 1.

Arrays, such as *numList* and *orderedPair*, consisting of one row (or of one column) are also called **vectors**. The elements of a vector have a numeric order starting with 1, and we can refer to a particular element by using the name of the list and parentheses, **( )**, surrounding that number. For example, the second element of *numList* above is as follows:

numList**(2)**

Besides using a number, such as 2, we can employ a variable, such as *i*, that has a value, so that *numList***(*i*)** refers to the *i*th element of the vector. Consequently, a *for* loop can process the elements of an array individually by having the varying loop index specify a list element.

Quick Review Question 2 Using *disp* and a *for* loop, print on separate lines the elements of *xLst* from Quick Review Question 1.

While commas and/or blanks separate elements in a row of an array, **semicolons** (**;**) separate rows. Thus, the following array of numbers represents a matrix with two rows and four columns of numbers:

mat = [45, 99, 203, -29**;** 775, 31, -582, 62]

or

mat = [45 99 203 -29; 775 31 -582 62]

Output from either of these statements is as follows:

**mat =**

**45 99 203 -29**

**775 31 -582 62**

To obtain the element in the first row and third column, 203, we employ the following notation that gives the row and column numbers and separates these indices with a comma:

mat**(1, 3)**

We can change the value of this element to, say, 54 by using an assignment statement, such as follows:

mat**(1, 3) = 54**

We reference the second row by giving 2 for the row index and the sequence of indices, 1:4, for the four columns, as follows:

mat(2, **1:4**)

*MATLAB* returns the following:

**ans =**

**775 31 -582 62**

The last row or column is represented by ***end***. Thus, another way to refer to the second row is to indicate the last row from its first to its last column, as follows:

mat(**end**, 1:**end**)

We reference columns, such as the third, in the same manner using a sequence in the row-index position, such as follows:

mat(**1:end**, 3)

An even easier way to reference an entire row or column is to use a **colon** (**:**) for the corresponding sequence such as follows for the last row and third column:

mat(end, **:** ) % last row

mat( **:** , 3) % column 3

Quick Review Question 3

a. Store in *ptLst* the following ordered pairs (points) with the first coordinates in the first column and the second coordinates in the second column: (-3, 6), (5, 2), and (1, 12)

Write commands to return the following parts of *ptLs*t:

b. The coordinates of the third point, (1, 12)

c. The first coordinate of the second point, 5

d. The second coordinate of the first point, 6

e. The first row

f. The second column

Plotting Points

To plot points in an array, we use ***plot*** with a string indicating the point style, such as **'o'** for a **circle marker**. The following segment assigns an array of *x* coordinates to the variable *xCoords*, an array of corresponding *y* coordinates to *yCoords*, and then displays the points as small circles with the appropriate axes labels:

xCoords = [-3 2 -1 4 0];

yCoords = [ 2 2 -1 3 0];

**plot**(xCoords, yCoords, **'o')**

xlabel('x')

ylabel('y')

Quick Review Question 4 Assign to *yLst* the array with numbers 6, 2, and 12. Graph the points with *x* coordinates in *xLst* from Quick Review Question 1 and corresponding *y* coordinates in *yLst*.

To have larger points, as in the command below, we employ the **property** name ***'MarkerSize'***, which is a character-string argument, with associated property value, which is a positive integer value (here 10). The default value is 6.

plot(xCoords, yCoords, 'o', **'MarkerSize', 10**)

Another property indicates ***'MarkerFaceColor'***, which is the interior color of the marker, such as the circle marker. The property value can be a string with a character representing a color. Table 1 lists several color alternatives. The following command plots the above points with filled red circles:

plot(xCoords, yCoords, 'o', 'MarkerSize', 10, **'MarkerFaceColor', 'r'**)

Table 1 Some defined colors

|  |  |
| --- | --- |
| **Color** | **String** |
| black | 'k' |
| blue | 'b' |
| cyan | 'c' |
| green | 'g' |
| magenta | 'm' |
| red | 'r' |
| white | 'w' |
| yellow | 'y' |

Quick Review Question 5 Using the up arrow, recall your answer for Quick Review Question 4 to plot the points with coordinates in *xLst* and *yLst.* Adjust the command to have the points appear as larger circles filled with black.

Lines Connecting Points

Sometimes, it is helpful to visualize the path of an entity, such as an animal or a molecule, whose movement we are simulating. To generate the path, in the same string for indicating the marker format, we specify the format of connecting line segments. A **dash** (**-**) in single quotes, such as **'-'** or **'-o'**, indicates solid line segments or solid line segments with circle points, respectively. The subsequent graph displays line segments joining pairs of adjacent points.

For example, suppose [-1, 0, -1, 0, 1, 2, 3, 2, 1, 0] is an array (*yValues*) of ten *y* values, where each element is randomly one more or less than the previous element. Considering each *y* value to occur at sequential ticks of the clock, we can draw a line graph to display the trend of the *y* values over time. Just plotting *yValues* causes the first coordinates of the points to be 1, 2, ..., 10 and the corresponding second coordinates to be from *yValues*. The segment to display the trend of *y* over time follows:

yValues= [-1, 0, -1, 0, 1, 2, 3, 2, 1, 0];

lp = plot(yValues, **'-o'**)

Quick Review Question 6 Plot the list of points with coordinates in *xLst* and *yLst* from Quick Review Question 4. Label the axes, have the points be filled blue circles, and connect the points with line segments.

Appending

In simulations with *MATLAB*, we frequently build an array one element at a time. To do so, we can assign a value to the element beyond the end of the array. The form of the assignment statement, where *expr* is an array and *elem* is an additional element, follows:

*expr*(**end + 1**) = *elem*

The following segment returns the value of the row array *lst* with a new element, 15, on the end:

lst = [11, 12, 13, 14];

**lst(5) = 15**

Output is as follows:

**lst =**

**11 12 13 14 15**

To avoid counting the number of elements in the array, we can refer to the element with index *end* + 1, such as follows:

lst(**end + 1**) = 16

We can append a row or column onto the end of an array by specifying an appropriate range of elements. For example, consider *mat*, an array of two rows and four columns:

mat = [45 99 203 -29; 775 31 -582 62]

After execution of the following assignment statement, *mat* contains a third row of all fives:

mat(**3**, :) = [5, 5, 5, 5]

To append a column with values 1, 2, and 3, we give the range of row elements (1:*end*), the index of the new column (*end* + 1), and indicate that each value is on a new row by using semicolon separators:

mat(**:**, **end + 1**) = [1**;** 2**;** 3]

The resulting array is as follows:

**mat =**

**45 99 203 -29 1**

**775 31 -582 62 2**

**5 5 5 5 3**

In a programming language, such as C, C++, or Java, when using a loop to count, we must initialize the counter to be zero before the loop. Similarly, we must initialize an array before building. When building an array from scratch, the initial value is usually an **empty list**, []. The segment below stores ![](data:image/x-emf;base64,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) for the integers *i* from 1 through 6 in the list *gLst*, which is originally empty. Finally, we have *MATLAB* return the value of *gLst*.

**gLst = [];**

for i = 1:6

**gLst(end + 1)** = 3 \* sqrt(i);

end

gLst

The resulting array is [3.0000 4.2426 5.1962 6.0000 6.7082 7.3485].

Alternatively, if we know the final size in advance, we should initialize the *gLst* as an array of zeros with that size. Such an initialization sets aside contiguous memory space and speeds computation. The designation for a **zero array** of *n* rows and *m* columns is ***zeros*(*n*, *m*)**. Thus, the following segment initializes a row of 6 zeros and changes the values of the elements appropriately:

**gLst = zeros(1, 6);**

for i = 1:6

**gLst(i)** = 3 \* sqrt(i);

end

gLst

Quick Review Question 7 Using the comments in the cell below as a guide, write a *MATLAB* segment to generate an array, *xValues*, of 30 *x-*coordinates and an array, *yValues*, of 30 *y-*coordinates. Initialize *xValues* and *yValues* to be 1-by-30 arrays of zeros. Initialize *y* to be 1. Inside the body of a *for* loop with an integer index *i* that goes from 1 through 30, make *x* be 0.25 times (*i* - 1); make *y* be 1.2 times its previous value; and insert *x* and *y* as the *i-*th elements in the arrays *xValues* and *yValues*, respectively. After creation of the arrays of coordinates, plot the corresponding points with line segments joining adjacent points. Have labeled axes.

% initialize array xValues to be a 1-by-30 array of zeros

% initialize array yValues to be a 1-by-30 array of zeros

% initialize y to be 1

% for i going from 1 through 30 in a loop do the following:

% assign to x the expression 0.25 times (i - 1)

% place x in the i-th column of xValues

% assign to y the expression 1.2 times previous value of y

% place y in the i-th column of yValues

%

% plot the points