\*\*: 제곱

//: 몫의 정수값

문자열

-따옴표 사용법:

“Python’s food”

‘”wow!” he says.’

“\”Python’s food\”” (\를 따옴표 옆에 사용)

줄 바꿈:

* “Life is too short\n You need Python”
* “”” 사용
* ‘’’ 사용

문자열 덧셈, 문자열 곱셈

문자열 길이 구하기: len()

문자열 인덱싱: a[0] … a[n-1] or a[-1] … a[-n]

문자열 슬라이싱:

* a[0:4] (수식: 0 <= a < 4)
* a[:4]
* a[5:]

문자열 포매팅

* “I have %s dogs” % 숫자, 문자열, 변수
* “I have %d dogs and %s cats” % (5, “three”)

Format 함수

* “I have {0} dogs and {1} cats.” .format(num1, num2)

문자열 관련 함수

Count (문자 개수 세기)

* a.count(‘b’)

find (위치 인덱스 알려주기, 단 없는 것 찾으면 -1 반환)

* a.find(‘b’)

index(위치 인덱스 알려주기, 단 없는 것 찾으면 오류)

* a.index(‘b’)

join(문자열 삽입)

* “,”.join(‘abcd’) -> a,b,c,d

upper(소문자->대문자)

* a.upper()

lower(대문자->소문자)

* a.lower()

capitalize(첫 번째 알파벳 capitalize)

* a.capitalize()

endswith(문자열이 “문자열”로 끝이 나는지 확인)

* a.endswith(“wow”) / it’s wow면 true
  + a.endswith((“wow”, “crazy”)) / [괄호 주의] it’s wow 또는 it’s crazy이면 true

startswith(문자열이 “문자열”로 시작하는지 확인)

* a.startswith(“wow”) / wow it’s면 true
  + a.startswith((“wow”, “crazy”)) / [괄호 주의] wow it’s 또는 crazy it’s이면 true

lstrip, rstrip, strip (왼쪽, 오른쪽, 양쪽 공백 지우기)

* a.rstrip() ‘ hi ‘ -> ‘hi ‘

replace (문자열 바꾸기)

* a.replace(“Life”, “Your leg”)

split(문자열 나누기, default: 스페이스바)

* a.split() -> [Life is too short] -> [‘Life’, ‘is’, ‘too’, ‘short’]
* b.split(‘:’) -> [a:b:c:d] -> [‘a’, ‘b’, ‘c’, ‘d’]

len(문자열, 리스트, 튜플 길이)

* len(a) -> 3

str(문자열로 바꾸기)

* str(a) -> 3 -> ‘3’

리스트

생성

A = list() (비어있는 리스트 생성)

A = [] (비어있는 리스트 생성)

인덱싱

A = [a, b, [1, 2, 3]]

* A[0], A[1]… or A[-1]…
* A[2][0]

슬라이싱

A = [a, b, [1, 2, 3]]

* A[:2] -> [a, b]
* A[2][:2] -> [1, 2]

리스트 연산

* +: [1, 2, 3] + [4, 5, 6] = [1,2,3,4,5,6]
* \*: [1, 2, 3] \* 3 = [1,2,3,1,2,3,1,2,3]

리스트 길이 (a = [1, 2, 3])

* len(a) = 3

리스트 수정과 삭제(a = [1, 2, 3])

* a[2] = 4 -> [1, 2, 4]
* del a[1] -> [1, 3]

리스트 관련 함수 (a = [1, 2, 3])

Append(요소 추가)

* a.append(4) -> [1, 2, 3, 4]

sort(정렬)

* a**.sort**() -> [1, 3, 2] -> [1, 2, 3]
  + 반환식: data = **sorted** (a)

reverse(뒤집기)

* a.reverse() -> [3, 2, 1]

index(위치 반환)

* a.index(2) -> 1

insert(삽입)

* a.insert(0, 4) -> [4, 1, 2, 3]

remove(첫 번째로 나오는 x 제거)

* a.remove(3) -> [1, 2]

pop(반환 후 삭제)

* a.pop() -> [1, 2] (맨 마지막 요소)
* a.pop(1) -> [1, 3] (1번째 요소)

count(요소 개수 세기)

* a.count(1) -> 1

extend(리스트 확장)

* a.extend([4, 5]) -> [1, 2, 3, 4, 5]

min(최솟값)

* min(list) / list에서 최솟값 반환

max(최댓값)

* min(list) / list에서 최댓값 반환

sum(합)

* sum(list) / list의 합을 반환

튜플

특징:

1. [ ]를 사용하는 리스트와는 달리 ( )를 사용 (사용하지 않아도 무방)
2. 리스트와는 달리 안에 값 생성, 수정, 삭제 불가

생성

* T1= ( )
* T1 = tuple(…) (…를 튜플로 만듦)
* T2 = (1, ) (하나 생성 시 콤마 붙여야 함)
* T3 = (1, 2, 3) or 1, 2 ,3

튜플 함수

* 리스트와 동일 (추가&삭제 함수 제외)

패킹/언패킹

* 패킹: 일반적인 리스트 & 튜플 생성 방식
  + Num = 1,2,3,4,5
  + Num = [1,2,3,4,5]
* 언패킹: list 혹은 tuple로부터 len(list or tuple)만큼을 풀어서 각 변수에 대입
  + Num = 1,2,3
  + A,B,C = Num -> (A=1, B=2, C=3)
  + A,\_,\_ = Num -> (A=1, B=undefined, C=undefined)
  + \*a= num -> (a=[1,2,3]) //리스트 형태로 나머지들 반환

딕셔너리

Dic = {key1:value1, key2:value2, key3:value3, …} (key: 변하지 않음, value: 변하거나 변하지 않음)

특징

* key:value
* 리스트, 튜플과 같은 인덱싱 슬라이싱 기법 사용불가
* Key에 리스트 사용불가, 튜플 사용가능

생성

* A = dict()

추가

* **A[‘name’] = ‘pey’** -> [‘name’:’pey’] A[2] = ‘010’ -> [‘name’:’pey’, 2:’010’]

삭제

* **del A[2]** -> [‘name’:’pey’]

딕셔너리 관련 함수

a.keys() (key 리스트 생성)

- dict\_keys([……]) 생성됨 (반환 x)

list(a.keys())

* 반환(o)

a.values() (value 리스트 생성)

- dict\_values([……]) 생성됨 (반환 x)

a.items() (key, value쌍을 튜플로 반환)

- dict\_items([(‘name’, ‘pey’), (‘phone’, ‘…’), (‘birth’, ‘…’)])

a.clear() (key:value 쌍 모두 지우기)

a.get(key) (key로 value 얻기)

- a[‘key’]와 같음 (단지, 없는 값 반환 시 오류와 None 반환 차이)

- a(‘foo’, ‘bar’) (foo가 없고 bar가 있으면 bar 반환)

Key in a (key가 딕셔너리에 있는지 조사)

* ‘name’ in a -> True or False

집합 자료형(set)

특징

* 집합을 쉽게 처리하기 위한 자료형
* 중복을 허용하지 않는다
* 순서가 없다 (인덱스로 값 얻기 불가능)

생성

* S = set()
* S = set(“Hello”)
* S = set([1, 2, 3])

Set 관련 함수 (교집합, 합집합, 차집합)

교집합

* S1 & S2
* S1.intersection(S2)

합집합

* S1 | S2
* S1.union(S2)

차집합

* S1 – S2 or S2 – S1
* S1.difference(S2)

S1.add (값 추가)

* S1.add(4) -> ([1,2,3]) -> ([1,2,3,4])

S1.update (값 여러 개 추가)

* S1.update([4, 5, 6]) -> ([1, 2, 3, 4, 5, 6])

S1.remove (특정 값 제거)

* S1.remove(2) -> ([1, 3])

불 자료형

특징

* True, False 두 값만을 가질 수 있음
* 비어 있지 않음, 1 = True, 비어 있음, 0, None = False

Bool 연산

* bool(‘python’) -> True

파이썬의 변수

파이썬의 변수는 복사하면 두 값의 주소 자체가 같다.

* A = B를 할 경우 A와 B의 주소는 같아진다. (즉, A값을 바꾸면 B값도 바뀐다)

주소가 다른 변수를 만들기

* 리스트의 [:] 이용
  + A = [1, 2, 3], B = A[:] -> 주소가 다른 변수 생성
* Copy 모듈 이용
  + From copy import copy 모듈 이용 후: a = [1, 2, 3], b = copy(a)

여러 변수 생성

* A, B = (‘python’, ‘life’)
* [A, B] = [‘python’, ‘life’]

SWAP

* A, B = B, A

If문 (조건문)

If ~ elif ~ else ~ (들여 쓰기)

비교연산자 (> < == != >= <=)

And, or, not

* If money or card
* X or y
* x in, x not in

조건부 표현식: 조건문이 참인 경우 if 조건문 else 조건문이 거짓인 경우

* message = “success” if score >= 60 else “failure”

While문

사용: while 조건문

강제로 빠져 나가기:

* break

while문으로 다시 돌아가기:

* continue

무한 루프:

* while True:

For문

사용: for 변수 in (문자열, 리스트, 튜플 등)

* for i in a: (i에 a의 요소가 대입되어 계속 수행)
* for (first, last) in a: (first와 last 튜플에 (a,b)의 a와 b가 대입되어 계속 수행)

range 함수:

* range(stop) / range(start, stop, step)
* range(10) == range(0, 10)
* range(0,99,2) == 0부터 99까지 2씩
  + 0부터 9까지의 범위
* Ex) for i in range(1, 11) print(i) -> 1, 2,…
* Ex) for I in range(len(a))

리스트 내포: (num = [1, 2, 3, 4])

* Result = [num \* 3 for I in a]
* Result = [num \* 3 for I in a if num > 5] (조건문 추가)
* Result = [x \* y for x in range(2, 10) for y in range(1, 10)]

함수

* Def 함수이름 (매개변수):

매개변수 지정:

* Def 함수이름 (b = 5, a = 4) == def 함수이름 (a = 4, b = 5)

인수 개수 무작위일 시:

* Def 함수이름 (\*args) (인수의 개수에 따름)
  + Ex) for i in args
* Def 함수이름 (choice, \*args) (첫 번째 인수, 그 후의 인수들)\

키워드 매개변수:

* Def 함수이름 (\*\*매개변수)
* Ex) def print\_name (\*\*kwargs)
  + Print\_name (name = ‘ben’)
    - {‘name’ : ‘ben’}
* 키워드 매개변수에 보낼 시 딕셔너리로 만들어 줌

함수의 결과값은 하나:

* Add\_and\_mul: Return a+b, a \* b

>>> (a + b, a \* b)인 튜플

* Result1, result2 = add\_and\_mul(a+b, a\*b)
  + Result1과 result2 각각에 값 줌

매개변수 초기값(기본값) 설정:

* Def function (a, b, man = True):
  + 인수: function(5, 4)
  + 인수: function(5, 4, True or False)
    - 주의: 초기값 설정할 매개변수는 맨 끝에 두기

함수 안에서 함수 밖 변수 변경하기:

* Return으로 값 받기
* Global a 사용하기
  + Global 함수 사용 시 전역 변수의 a를 사용하게 됨

함수의 특징:

* 키워드값
  + parameter와 argument의 키워드가 같으면 서로 순서가 달라도 알맞게 적용됨

Lambda:

* Def와 같은 “함수 생성” 함수, 그러나 간략한 함수를 만들 때 사용
* Lambda 매개변수1, 매개변수2: 표현식
* Ex) mul = lambda a, b: a \* b

Result = mul(a, b) 🡪 mul(9,4) == 36

사용자 입력과 출력

Input()

* Ex) a = input(“입력하시오: ”)
  + Input()은 모든 것을 문자열로 받아들임

Print()

* Print(“life” “is” “too”)
  + Lifeistoo
* Print(“life”,”is”,”too”)
  + Life is too

한 줄에 입력하기:

For I in range(10):

Print(I, end = ‘ ‘)

파일 읽고 쓰기

**파일 생성하기:** **open**

F = open(“new.txt, ‘포맷’) [포맷: r, w, a] r = 읽기, w = 쓰기, a = 추가

**파일 닫기:** **close**

f.close() (생략해도 되지만 쓰면 오류 방지)

**파일 쓰기:** **write**

f.write(data)

**파일 첫번째 줄 읽기: readline** (한 줄 읽고 다음 줄을 타겟으로 변경)

Line = f.readline()

**파일 모든 줄 읽기:** **readlines** (모든 줄을 읽고 한 줄 씩 나눠진 리스트로 반환)

Lines = f.readlines()

* Lines는 [“1번째 줄\n”, “2번째 줄\n”, ……]

**줄바꿈(\n) 없애기: strip**

Line = line.strip()

**파일 전체 읽기: read** (모든 줄을 문자열로 읽음)

Line = f.read()

**파일에 내용 추가하기: ‘a’**

f = open(“new.txt”, ‘a’)

f.write(data)

**with문: with ~ as ~** (with문 벗어나면 f.close가 자동으로 사용됨)

with open(“new.txt”, ‘w’) as f: ~~~

클래스

클래스는 마치 제품을 만들어내는 3D프린터와 같다

클래스 생성:

* Class cookie:

(method 함수들)~

* + 여기서 cookie는 클래스라고 불린다

객체 생성:

* A = cookie()
  + 여기서 A는 cookie의 인스턴스라고 불린다

메서드 호출:

* 도트 함수를 써야 함: a.setdata()처럼 “.”을 써야 함
* 클래스로 메서드 호출: foucal.setdata(a, …)
  + 객체를 매개변수에 써줘야 함

메서드의 첫 매개변수로 사용되는 self:

* ![](data:image/png;base64,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)
  + 객체 자신이 첫 매개변수로 전달됨

상속:

* class a(self, c, d):

class b(a):

a.\_\_init\_\_(self, c, d)

- b가 a의 기능을 상속 받음

다중 상속:

* class a:

def \_\_init\_\_(self, c, d)

class b:

def \_\_init\_\_(self, e, f)

* class c(a, b)

피클

* 피클은 text file로 저장하는 것이 아닌, list, tuple, dictionary의 형태로 binary 형식으로 저장하는 것
* 사용법:
  + import pickle (피클 모듈 불러오기)
  + 쓰기: (list, tuple, dictionary를 ltd라고 가정)
    - pickle\_file = **open(“**p\_file.pickle**”, “wb”)**

**pickle.dump(**ltd, pickle\_file**)**

* + 읽기:
    - pickle\_file = **open(“**p\_file.pickle**”,** **“rb”)**
    - variable = **pickle.load(**pickle\_file**)**

예외처리

* 에러가 발생했을 때 명시할 에러를 정하는 것
* try:

1. except 에러명:
   * + 해당 에러에 대해서 ~라고 처리
2. except 에러명 as 변수:
   * + ex) except as err
     + 에러명에 해당하는 에러의 코멘트를 변수에 넣음
3. except:
   * + 나머지에 대해서는 ~라고 처리
4. except **Exception** as 변수:
   * + Exception에 해당하는 에러명의 코멘트를 변수에 넣음

* 예외상황(에러) 발생시키기
* **raise 에러명**
  + 에러명에 해당하는 에러를 발생시킨다
  + **except 에러명**을 통해서 에러 처리를 해줘야 한다
* 사용자 정의 예외처리의 경우 class로 에러를 만들어 줘야 한다
* **finally:**
  + 에러의 발생 여부와 관계 없이 마지막에 원하는 코드를 실행시키는 명령어

모듈

import 모듈

* 모듈.함수 🡪 함수 실행됨

import 모듈 as 이름 🡪 새로운 이름으로 모듈 접근 가능

from 모듈 import \*

* 함수 🡪 함수 실행됨 (import 모듈과 다른점이 이것)

from 모듈 import 함수들

* 불러온 함수들만 사용 가능

패키지

* 모듈의 집합

import 패키지.모듈

* 패키지의 모듈을 불러옴
* 패키지.모듈.~ 로 접근

from 패키지 import 모듈

from 패키지.모듈 import 클래스

\_\_init\_\_.py

\_\_all\_\_ = [“”] 🡪 “”사용해도 되는 모듈을 적어 넣음 (from 패키지 import \*로 모든 모듈을 불러올 수 없음, 공개하지 않는 모듈도 존재할 수 있기 때문, 그래서 \_\_all\_\_에 넣어줘야 함)

\_\_name\_\_ == “\_\_main\_\_”이면 해당 모듈에서 직접 명령어를 실행

아니면 외부에서 모듈을 호출하여 명령어를 실행 (과 같이도 할 수 있음)

1. 모듈 위치 아는 법

import inspect

import 모듈

print(inspect.getfile(모듈))

내장 함수 몇 가지 (built-in functions):

Type(a)

* 자료형을 나타냄

isinstance(x, int)

* x가 int형인지 확인

Id(a)

* 주소 값을 나타냄

a is b

* A와 B의 객체가 같은지 True와 False로 나타냄

Pass

* 아무 일도 하지 않고 건너감 (임시로 코드를 만들 때 주로 사용)

Import <module\_name>

* module을 가져옴

From <module\_name> import func1, func2

* module에서 func1과 func2를 불러옴

From <module\_name> import \*

* module에서 모두 꺼냄

zip(a, b)

* 튜플 a와 튜플 b를 묶음

super().\_\_init\_\_(a, b, c)

* super()는 상속을 받은 class의 기능을 활성화시키는 것인데
  + ex) a.\_\_init\_\_(self, a, b, c)라고 하는 것을 super().\_\_init\_\_(a, b, c)

로 해서 self를 안 써도 되는 것

dir()

* 어떤 객체를 넘겼을 때 그 객체가 어떤 변수 혹은 함수를 갖고 있는지 보여줌

ex) dir(random) 🡪 random으로 사용할 수 있는 함수 나열

globals()

* 전역 namespace를 볼 수 있음

locals()

* 지역 namespace를 볼 수 있음
  + 함수 밖에서 사용 시 globals()와 같은 효과

외장 함수 몇 가지:

import random

import os

import time

표준 입력 함수

print(~~~, end = “ “)

* end = “ “는 다음 print에 대해서 줄 바꿈 없이 이어 나가도록 해줌

print(a, b, sep = “ vs “

* a vs b (콤마 사이를 sep으로 구분지음)

a.ljust(정수), b.rjust(정수)

* a를 정수만큼 왼쪽 정렬
* b를 정수만큼 오른쪽 정렬

str.zfill(정수)

* 정수만큼 공간을 확보하고 str이 빈공간을 갖고 있으면 그만큼 0을 붙임
  + ex) 3개의 공간 확보 시 🡪 1 🡪 001

정규표현식

import re

p = re.compile(‘ab\*’)

m = re.match(string)

* 축약형

m = re.match(‘ab\*’, string)

Raw string 규칙

* 백슬래시 문제

정규식에서 는 [\\가](file:///\\가) 아닌 \\\\로 써야 백슬래시로 인식함

* + 이를 쉽게 하기 위해 밑을 사용

re.compile(r’\\문자열’)

컴파일된 객체 p가 갖는 메서드:

* match() : 문자열의 처음부터 정규식과 매치되는지 조사 (불참 등장 시 끝)
  + match객체 반환, 없으면 None 반환
* search() : 문자열 전체를 검색하여 정규식과 매치되는지 조사 (계속됨)
  + match객체 반환, 없으면 None 반환
* findall() : 정규식과 매치되는 모든 문자열을 리스트로 반환
* finditer() : 정규식과 매치되는 모든 문자열을 반복 가능한 객체로 반환
  + match 객체

match 객체가 갖는 메서드

* group() : 매치된 문자열을 반환
* start() : 매치된 문자열의 시작 인덱스를 반환
* end() : 매치된 문자열의 끝 인덱스를 반환
* span() : 매치된 문자열의 (시작, 끝)에 해당하는 튜플을 반환

컴파일 옵션:

* DOTALL 또는 S: \n을 포함하여 모든 문자를 매칭하도록 만듦

ex) re.compile(‘a.b’, re.DOTALL)

* IGNORECASE 또는 I: 대소문자 구별없이 매칭하도록 만듦

ex) re.compile(‘[a-z]+’, re.IGNORECASE)

* MULTILINE 또는 M: 메타 문자를 문자열의 각 줄마다 적용

ex) re.compile(‘^python\s\w+’, re.MULTILINE)

* VERBOSE 또는 X: 정규식을 주석 또는 줄 단위로 구분할 수 있도록 해줌

ex) re.compile(‘’’

[a-z]+ #a to z

……

‘’’), re.VERBOSE)

[ ] : 문자클래스; []안에 들어가는 것과 매칭시켜 해당하는 것이 있는지 체크

[abc]

[a-f]

[0-5]

^를 사용하면 반대의 것을 매칭시킴

자주 쓰이는 표현:

\d: 숫자와 매칭

\D: 숫자 아닌 것과 매칭

\s: 공백문자와 매칭 == [ \t\n\r\f\v]와 같음

\S: 공백문자 아닌 것과 매칭

\w: 문자+숫자와 매칭

\W: 문자+숫자가 아닌 문자와 매칭

. : \n을 제외한 모든 문자와 매칭

ex) a.b 🡪 a0b, acb, a b 등 매치

* [.]하면 . 매치

\* : 반복; 앞 문자가 0부터 계속 반복되는 글자 매칭

ex) ca\*t 🡪 ct, caaat, cat, caat…

+ : 반복; \*과는 다르게 1부터 반복되는 것을 매칭

ex) ca\*t 🡪 cat, caaat, caaaat… ct(x)

{m,n} : 반복; m부터 n까지 반복된 문자와 매칭

* {m} : m번 반복
* {m,} : m부터 쭉
* {,n} : n까지 쭉

ex) ca{2}t, ca{1,4}t, ca{2,}t, ca{,2}t

? : {0, 1}과 같음 [있어도 되고 없어도 된다는 뜻]

메타문자

* | : A 또는 B

ex) p = re.compile(‘Ben|Zach’)

* ^ : 맨 처음과 일치하는 문자열 매칭

ex) p = re.search(‘^Life’, ‘Life is too short’) Yes

ex) p = re.search(‘^Life’, ‘My Life’) No

* $ : ^와 반대로, 끝과 일치하는 문자열 매칭

ex) p = re.search(‘short$’, ‘Life is too short’)

* \A : ^과 같지만, MULTILINE 컴파일 방식을 택하면 각 줄이 아닌 전체 줄의 첫 문자열과 일치하는 것을 매칭
* \Z : $과 같지만, MULTILINE 컴파일 방식을 택하면 각 줄이 아닌 전체 줄의 끝 문자열과 일치하는 것을 매칭
* \b : 단어 구분자; 같은 단어이더라도 공백으로 구분이 되어 있는 문자를 매칭시킬 때 사용

ex) re.search(r‘\bclass\b’, ‘no class at all’) Yes

ex) re.search(r‘\bclass\b’, ‘declassified’) No

* + 주의: raw string 규칙을 따라야 함 🡪 \b가 파이썬에서는 백스페이스이기 때문
* \B : \b와는 반대로, 공백으로 구분되지 않은 문자만 매칭시킴

ex) re.search(r‘\bclass\b’, ‘no class at all’) No

ex) re.search(r‘\bclass\b’, ‘declassified’) Yes

그루핑 : 특정 패턴의 문자열이 반복될 때 매칭을 위해 그루핑 필요

* 보통 정해진 패턴 안의 특정 문자열을 뽑고 싶을 때 사용
* ( ) : 괄호를 사용해서 그루핑
* group메서드 🡪 group()에 group(2)와 같이 괄호의 순서로 인덱스를 달으면 특정 문자열 얻을 수 있음
* 재참조 🡪 (r’(\b\w+)\s+\1’) 🡪 \1은 그룹1을 재참조하겠다는 뜻 (다시 말해 재활용)
* 정규식 이름 짓기: (?P<그룹명>…)

ex) (?P<name>\w+)

m.group(“name”)

* + \w+의 패턴에 name이라는 이름을 붙여준 것
  + 재참조 🡪 (?P=name)

전방 탐색 : 검색 과정에는 포함이 되지만, 검색 결과에는 나오지 않게 (소비되지 않게 하는 법)

긍정형 전방 탐색: 정규식이 매치되는 조건이 통과되고 문자열은 소비하지 않음

* (?=…)

ex) (“.+(?=:)”)

부정형 전방 탐색: 정규식의 매치되지 않는 조건이 통과되고 문자열은 소비하지 않음

* (?!...)

ex) .\*[.](?!bat$|exe$).\*$

문자열 바꾸기 (치환) : 특정 문자(들)을 다른 문자로 표현 가능

* sub

ex) p = re.compile(‘(blue|red|yellow)’)

p.sub(‘color’, ‘blue and red socks’) 🡪 color and color socks

p.sub(‘color, ‘blue and red socks’, count=1) 🡪 color and red socks

* subn : 바뀐 문자와 치환된 개수를 튜플로 반환

ex) 위의 결괏값 🡪 (‘color and red socks’, 1)

* \g : 특정 구문을 참조하여 그 구문으로 상호작용함

ex) p.sub(“\g<그룹명2> \g<그룹명1>”, “park 010-1234-1234”) 🡪 010~ park

* + 그룹명1과 2의 순서를 바꿈 (참조번호여도 됨)
* sub(함수, 문자열)도 가능 🡪 문자열을 함수를 이용하여 바꾸는 등…

Greedy vs. Non-greedy

ex) <html><head><title>

에서 <.\*>를 사용하면 첫 ‘<’ 부터 끝 ‘>’까지 모두 가져옴

이를 방지하기 위해 <.\*?> 과 같이 ‘?’를 뒤에 붙여주면 non-greedy하게 탐욕스럽지 않은 방식으로 하나만 가져옴

* \*?, +?, ??, {m,n}? 등 사용 가능

팁

1. Prompt = “””

Wow it’s

Incredible!!

“””

와 같이 엔터가 포함 된 긴 문장의 문자열을 저장할 수 있다

1. Print(string[start:end:step])

콜론 두 개를 사용, **start부터 end까지 step만큼** 더하면서 그 인덱스를 출력

* + string[::-1]의 경우 반대로 스텝을 밟음

1. Print(f”이름: {name} 나이: {age}”)

* 파이썬 3.6부터 지원하는 “f-string”
  + 문자열 앞에 f를 작성함으로써 변수를 문자열에 대입함으로써 사용 가능

1. 문장 뒤에 \(역슬래쉬)를 써서 같은 줄에 있는 다음 문장을 다음 줄에 써도 같은 문장으로 취급되도록 할 수 있음 (줄이 너무 길어서 한 눈에 안 들어와서 사용)
2. input().split()을 써서 다수의 입력을 한 줄에 받게 할 수 있다. (각 문자를 공백을 갖고 구분)
3. ord(a) 🡪 아스키코드 a를 해당하는 번호 값으로 변경시킴
4. chr(a) 🡪 번호 a를 해당하는 아스키코드 값으로 변경시킴
5. while 리스트:를 할 시에 리스트의 요소가 없을 때까지 진행
6. 16진수 치려면 print(“%X”, % 변수)
7. 16진수로 바꾸려면 int(변수, 16)
8. from random import \* 🡪 난수모듈, random(): 베이스는 0~9, randrange(start, end), randint(start, end): start end 모두 포함
9. 파이썬은 call by value, call by reference가 아닌 call by assignment
   * 파이썬에는 reference counter라는 것이 존재하는데, 이것은 각 객체에 할당 된 변수의 개수를 세는 용도
   * 즉, 같은 객체를 갖게 되는 변수는 모두 주소가 같음. 새로 대입식을 쓰지 않는 한 주소는 계속 동일.
10. 파이썬은 return 값이 여러 개 일 수 있음
11. import sys 🡪 sys.stdin.readline()을 쓰는 게 일반 input()보다 실행속도 측면에서 우월함
12. deque라이브러리에서 popleft()를 쓰는 게 일반 pop(0)보다 실행속도 측면에서 우월함
13. ==은 값을 비교, is는 객체를 비교
    * 객체의 경우 배열 등의 객체의 경우 주소가 매번 다름
14. [‘a’ for i in range(3)]과 같이 즉시 리스트 자동생성 가능

웹 크롤링

웹 스크래핑