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## INDIVIDUAL SPECIES

setup for all

library("unmarked")

## Loading required package: reshape

## Loading required package: lattice

## Loading required package: parallel

## Loading required package: Rcpp

library("AICcmodavg")  
library("VGAM")

## Loading required package: stats4

##   
## Attaching package: 'stats4'

## The following object is masked from 'package:unmarked':  
##   
## mle

## Loading required package: splines

##   
## Attaching package: 'VGAM'

## The following object is masked from 'package:AICcmodavg':  
##   
## AICc

library("ggplot2")  
setwd("C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds")

# bhnu

bhnu.abund<- csvToUMF("bhnu\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(bhnu.abund)  
#str(bhnu.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(bhnu.abund)= scale (obsCovs(bhnu.abund))  
#select particular site covariates to scale below  
#(note: NOT ALL - not year, treatment, herbicide, last years ones)  
sc <- siteCovs(bhnu.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(bhnu.abund) <- sc

#test for NB or Poisson - most should use Poisson  
testP.bhnu <- pcount(~1 ~1, bhnu.abund, mixture="P", K=4)  
testNB.bhnu <- pcount(~1 ~1, bhnu.abund, mixture="NB", K=4)  
fmsTEST <- fitList(testP.bhnu, testNB.bhnu)

## Warning in fitList(testP.bhnu, testNB.bhnu): Your list was unnamed, so  
## model names were added as object names

msTEST.bhnu <- modSel(fmsTEST)  
msTEST.bhnu

## nPars AIC delta AICwt cumltvWt  
## testP.bhnu 2 587.30 0.00 0.73 0.73  
## testNB.bhnu 3 589.31 2.01 0.27 1.00

#Poisson is best for bhnu.

#test for some possible quadratic terms  
testR.bhnu <- pcount(~1 ~BA, bhnu.abund, mixture="P", K=4)  
testQ.bhnu <- pcount(~1 ~BA + I(BA^2), bhnu.abund, mixture="P", K=4)  
testC.bhnu <- pcount(~1 ~BA + I(BA^2) + I(BA^3), bhnu.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.bhnu, testQ.bhnu, testC.bhnu)

## Warning in fitList(testR.bhnu, testQ.bhnu, testC.bhnu): Your list was  
## unnamed, so model names were added as object names

BAtest.bhnu <- modSel(msBAtest)  
BAtest.bhnu

## nPars AIC delta AICwt cumltvWt  
## testC.bhnu 5 586.46 0.00 0.37 0.37  
## testQ.bhnu 4 586.66 0.20 0.33 0.70  
## testR.bhnu 3 586.87 0.42 0.30 1.00

#  
testC.bhnu

##   
## Call:  
## pcount(formula = ~1 ~ BA + I(BA^2) + I(BA^3), data = bhnu.abund,   
## K = 4, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.5376 0.129 4.17 3.04e-05  
## BA -0.4072 0.176 -2.32 2.04e-02  
## I(BA^2) -0.1023 0.073 -1.40 1.61e-01  
## I(BA^3) 0.0714 0.044 1.62 1.05e-01  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -0.869 0.156 -5.59 2.32e-08  
##   
## AIC: 586.4569

plot(testC.bhnu)
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testC.bhnu <- pcount(~1 ~BA + I(BA^2) + I(BA^3), bhnu.abund, mixture="P", K=4)  
NewData.BA <-data.frame(BA=seq(min(sc$BA),max(sc$BA),length=100))  
bhnu.est.ba <- predict(testC.bhnu, type="state",  
 newdata=NewData.BA,appendData=TRUE)  
  
plot(Predicted~ BA, data=bhnu.est.ba, ylim=c(0,10), type="l", lwd=3,  
 xlab="BA", ylab="Est. bhnu Abundance")  
##95% confidence intervals  
lines(lower~ BA, data=bhnu.est.ba, type="l", lwd=3, col="darkgray")  
lines(upper~ BA, data=bhnu.est.ba, type="l", lwd=3, col="darkgray")
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testQ.bhnu <- pcount(~1 ~BA + I(BA^2), bhnu.abund, mixture="P", K=4)  
NewData.BA <-data.frame(BA=seq(min(sc$BA),max(sc$BA),length=100))  
bhnu.est.ba <- predict(testQ.bhnu, type="state",  
 newdata=NewData.BA,appendData=TRUE)  
  
plot(Predicted~ BA, data=bhnu.est.ba, ylim=c(0,10), type="l", lwd=3,  
 xlab="BA", ylab="Est. bhnu Abundance")  
##95% confidence intervals  
lines(lower~ BA, data=bhnu.est.ba, type="l", lwd=3, col="darkgray")  
lines(upper~ BA, data=bhnu.est.ba, type="l", lwd=3, col="darkgray")
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matplot(residuals(testR.bhnu))
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matplot(residuals(testQ.bhnu))
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matplot(residuals(testC.bhnu))
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#test for some possible quadratic terms  
testRhw.bhnu <- pcount(~1 ~HW\_dens\_1050, bhnu.abund, mixture="P", K=4)  
testQhw.bhnu <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), bhnu.abund, mixture="P", K=4)  
testChw.bhnu <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2) + I(HW\_dens\_1050^3), bhnu.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.bhnu, testQ.bhnu, testC.bhnu)

## Warning in fitList(testR.bhnu, testQ.bhnu, testC.bhnu): Your list was  
## unnamed, so model names were added as object names

HW1050test.bhnu <- modSel(msHW1050test)  
HW1050test.bhnu

## nPars AIC delta AICwt cumltvWt  
## testC.bhnu 5 586.46 0.00 0.37 0.37  
## testQ.bhnu 4 586.66 0.20 0.33 0.70  
## testR.bhnu 3 586.87 0.42 0.30 1.00

#

matplot(residuals(testRhw.bhnu))
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matplot(residuals(testQhw.bhnu))
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matplot(residuals(testChw.bhnu))
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det.date.bhnu <- pcount(~ Jdate ~1, bhnu.abund, mixture="P", K=15)  
det.date2.bhnu <- pcount(~ Jdate + I(Jdate^2) ~1, bhnu.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.bhnu, det.date2.bhnu)

## Warning in fitList(det.date.bhnu, det.date2.bhnu): Your list was unnamed,  
## so model names were added as object names

DATEtest.bhnu <- modSel(mstestDATE)  
DATEtest.bhnu

## nPars AIC delta AICwt cumltvWt  
## det.date.bhnu 3 575.44 0.00 0.53 0.53  
## det.date2.bhnu 4 575.69 0.25 0.47 1.00

det.time.bhnu <-pcount(~ Time ~1, bhnu.abund, mixture="P",K=15)  
det.time2.bhnu <-pcount(~ Time + I(Time^2) ~1, bhnu.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.bhnu, det.time2.bhnu)

## Warning in fitList(det.time.bhnu, det.time2.bhnu): Your list was unnamed,  
## so model names were added as object names

TIMEtest.bhnu <- modSel(mstestTIME)  
TIMEtest.bhnu

## nPars AIC delta AICwt cumltvWt  
## det.time.bhnu 3 573.84 0.00 0.69 0.69  
## det.time2.bhnu 4 575.43 1.59 0.31 1.00

#detection covariates first  
det.null.bhnu <- pcount(~1 ~1, bhnu.abund, mixture="P", K=15)  
det.weather.bhnu <- pcount(~ Wind + Sky ~1, bhnu.abund, mixture="P", K=15)  
det.global.bhnu <- pcount(~ Jdate + Wind + Sky + Noise +Time ~1, bhnu.abund, mixture="P", K=15)  
det.sound.bhnu <- pcount(~ Noise + Wind ~1, bhnu.abund, mixture="P", K=15)  
det.date.bhnu <- pcount(~ Jdate ~1, bhnu.abund, mixture="P", K=15)  
det.detect.bhnu <- pcount(~ Jdate + Noise + Time ~1, bhnu.abund, mixture="P", K=15)  
det.notdate.bhnu <-pcount(~ Wind + Sky + Noise ~1, bhnu.abund, mixture="P", K=15)  
det.time.bhnu <-pcount(~ Time ~1, bhnu.abund, mixture="P",K=15)  
  
fmsDC <- fitList(det.null.bhnu, det.weather.bhnu, det.global.bhnu,  
 det.sound.bhnu, det.date.bhnu, det.detect.bhnu, det.notdate.bhnu, det.time.bhnu)

## Warning in fitList(det.null.bhnu, det.weather.bhnu, det.global.bhnu,  
## det.sound.bhnu, : Your list was unnamed, so model names were added as  
## object names

msDC.bhnu <- modSel(fmsDC)  
msDC.bhnu

## nPars AIC delta AICwt cumltvWt  
## det.detect.bhnu 5 570.66 0.00 0.5571 0.56  
## det.global.bhnu 7 572.73 2.07 0.1980 0.76  
## det.time.bhnu 3 573.84 3.18 0.1138 0.87  
## det.date.bhnu 3 575.44 4.78 0.0511 0.92  
## det.weather.bhnu 4 576.10 5.44 0.0367 0.96  
## det.null.bhnu 2 577.38 6.72 0.0194 0.98  
## det.notdate.bhnu 5 578.00 7.34 0.0142 0.99  
## det.sound.bhnu 4 578.76 8.10 0.0097 1.00

#msDC.bhnu@Full  
#summary: changed with 2018 data   
#2017 old: 1st is Time, 2nd null, 3rd detect (Jdate,Noise,Time), 4th date (Jdate)  
#Both yrs: det.detect.bhnu is top model and only one <d2. (global is 2.07)

det.detect.bhnu #+ relationship with Date & Time

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ 1, data = bhnu.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.838 0.265 3.16 0.00157  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.3904 0.339 -4.103 4.08e-05  
## Jdate 0.2638 0.102 2.581 9.85e-03  
## Noise 0.0119 0.107 0.112 9.11e-01  
## Time 0.2995 0.105 2.866 4.16e-03  
##   
## AIC: 570.6627

confint(det.detect.bhnu, type="det",method="normal")

## 0.025 0.975  
## p(Int) -2.05454131 -0.7262112  
## p(Jdate) 0.06349451 0.4641280  
## p(Noise) -0.19764907 0.2215470  
## p(Time) 0.09467010 0.5044128

confint(det.detect.bhnu, type="state",method="normal") #significant

## 0.025 0.975  
## lam(Int) 0.3183654 1.356925

#date within detect model  
det.detect.bhnu <- pcount(~ Jdate + Noise + Time ~1, bhnu.abund, mixture="P", K=15)  
  
ND.bhnud <-data.frame(Jdate=seq(-1.75,2.25,length=100),Time=0,Noise=0)  
bhnu.est.date <- predict(det.detect.bhnu, type="det",  
 newdata=ND.bhnud,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=bhnu.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey date", ylab="BHNU Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=bhnu.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=bhnu.est.date, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

#time within detect model  
det.detect.bhnu <- pcount(~ Jdate + Noise + Time ~1, bhnu.abund, mixture="P", K=15)  
  
#summary(obsCovs(bhnu.abund))  
ND.bhnud2 <-data.frame(Time=seq(-1.5,2.5,length=100),Jdate=0,Noise=0)  
bhnu.est.time <- predict(det.detect.bhnu, type="det",  
 newdata=ND.bhnud2,appendData=TRUE)  
  
plot(Predicted~ Time, data=bhnu.est.time, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey start time", ylab="BHNU Detection Probability")  
##95% confidence intervals  
lines(lower~ Time, data=bhnu.est.time, type="l", lwd=3, col="darkgray")  
lines(upper~ Time, data=bhnu.est.time, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(msDC.bhnu@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/bhnu\_top\_models\_msDC.xls",sep="\t")

^bhnu: detection model best fit, + relationship with survey date & time

#run this when have CSV with both years  
null.bhnu <- pcount(~Jdate + Noise + Time ~1, bhnu.abund, mixture="P", K=40)  
year.bhnu <- pcount(~Jdate + Noise + Time ~ YearCat, bhnu.abund, mixture="P", K=40)  
fms.year.bhnu<- fitList(null.bhnu, year.bhnu)

## Warning in fitList(null.bhnu, year.bhnu): Your list was unnamed, so model  
## names were added as object names

year.ms.bhnu<-modSel(fms.year.bhnu)  
year.ms.bhnu

## nPars AIC delta AICwt cumltvWt  
## null.bhnu 5 570.66 0.00 0.65 0.65  
## year.bhnu 6 571.94 1.28 0.35 1.00

^ null better fit, but year model came in under d<2 (1.28) so… imp to include?

What you can & can’t use: \*as with before, just don’t use Water, or LowDev, or Impervious HWdens\_1050 & NHW\_saplings ok 500m: evergreen & ag ok, scrubs & ag ok 1km: scrubs & ag ok

500 # fine to use evergreen & ag # fine to use scrubs & ag 1 #### can’t use evergreen & ag at 1km # fine to use scrubs & ag 5 # - can’t use Evergreen&Ag, #+ can’t use HighDev&OpenDev together #### can’t use open & water #### can’t use evergreen & open #### can’t use Ag & scrubs 30 #### can’t use evergreen & protected together!! #### can’t use evergreen & scrubs together!! #### can’t use ag & water together!! #### can’t use open & scrubs together!! #+ can’t use Water&Protected together  
#+ can’t use Ag&OpenDev together #+ can’t use Grass&Ag together #- can’t use Protected&Ag together #- can’t use Ag&HighDev together #- can’t use HighDev&OpenDev together #- can’t use Evergreen&Ag together #- can’t use Schrubs&OpenDev together #+ fine to use Schrubs&HighDev together

updated detection covariates

#other detection covariates (Detection best model given msDC.bhnu)  
null.bhnu <- pcount(~ Jdate + Noise + Time ~1, bhnu.abund, mixture="P", K=40)  
global.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + Herbicide + BA + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + NP\_over\_20cm + Rel\_HW2P\_canopy   
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , bhnu.abund, mixture="P", K=40) #FPSiteIndex removed  
local.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , bhnu.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Ccover + Age + Nsnags + TreeHt  
 + NP\_over\_20cm + Rel\_HW2P\_canopy + YearCat  
 , bhnu.abund, mixture="P", K=40)  
landmetrics.bhnu <- pcount (~ Jdate + Noise + Time  
 ~ Parea + ShapeIndex + YearCat  
 , bhnu.abund, mixture="P",K=40)  
landscape500.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen500m + HighDev500m + OpenDev500m + YearCat  
 , bhnu.abund, mixture="P", K=40)  
landscape1.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen1km + HighDev1km + OpenDev1km + YearCat  
 , bhnu.abund, mixture="P", K=40)  
landscape5.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen5km + OpenDev5km + YearCat  
 , bhnu.abund, mixture="P", K=40)  
landscape30.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen30km + OpenDev30km + YearCat  
 , bhnu.abund, mixture="P", K=40) #rmoved Protected  
treatment.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + Nthins + YearCat  
 , bhnu.abund, mixture ="P", K=40)  
management.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + BA + TimeSinceB + TimeSinceT  
 + Herbicide + YearCat  
 , bhnu.abund, mixture="P", K=40)  
management2.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + BA + I(BA^2) + TimeSinceB + TimeSinceT  
 + Herbicide + YearCat  
 , bhnu.abund, mixture="P", K=40)  
#management3.bhnu <- pcount(~ Jdate + Noise + Time  
# ~ Treatment + BA + I(BA^2) + I(BA^3) + TimeSinceB + TimeSinceT  
# + Herbicide + YearCat  
# , bhnu.abund, mixture="P", K=40)  
disturbance.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , bhnu.abund, mixture="P", K=40)  
siteprod.bhnu <- pcount(~ Jdate + Noise + Time ~ PISoils + NSoilTypes + YearCat  
 , bhnu.abund, mixture="P", K=40) #FPSiteIndex removed  
upstate.bhnu <- pcount(~ Jdate + Noise + Time ~ Parea + HighDev5km + BA  
 + TreeHt + YearCat  
 , bhnu.abund, mixture="P", K=40)  
upstate2.bhnu <- pcount(~ Jdate + Noise + Time ~ Parea + HighDev5km + BA + I(BA^2)  
 + TreeHt + YearCat  
 , bhnu.abund, mixture="P", K=40)  
coord.bhnu <- pcount (~Jdate + Noise + Time ~ Latitude + Longitude + YearCat  
 , bhnu.abund, mixture="P", K=80)  
  
  
fms <- fitList(null.bhnu, global.bhnu, local.bhnu, lh.bhnu, landmetrics.bhnu,  
 landscape500.bhnu, landscape1.bhnu, landscape5.bhnu, landscape30.bhnu,treatment.bhnu, management.bhnu, management2.bhnu, disturbance.bhnu, siteprod.bhnu, upstate.bhnu, upstate2.bhnu, coord.bhnu)

## Warning in fitList(null.bhnu, global.bhnu, local.bhnu, lh.bhnu,  
## landmetrics.bhnu, : Your list was unnamed, so model names were added as  
## object names

ms.bhnu <- modSel(fms) #note this does not include some of site.prod, nor management3.bhnu,  
ms.bhnu

## nPars AIC delta AICwt cumltvWt  
## treatment.bhnu 10 565.16 0.00 3.5e-01 0.35  
## lh.bhnu 12 565.61 0.45 2.8e-01 0.63  
## landscape1.bhnu 9 566.82 1.66 1.5e-01 0.78  
## management2.bhnu 14 569.38 4.22 4.3e-02 0.83  
## disturbance.bhnu 8 570.42 5.26 2.5e-02 0.85  
## upstate2.bhnu 11 570.48 5.31 2.5e-02 0.88  
## local.bhnu 9 570.57 5.41 2.3e-02 0.90  
## null.bhnu 5 570.66 5.50 2.2e-02 0.92  
## management.bhnu 13 570.94 5.78 1.9e-02 0.94  
## coord.bhnu 8 571.25 6.08 1.7e-02 0.96  
## landscape500.bhnu 9 571.25 6.09 1.7e-02 0.98  
## upstate.bhnu 10 571.53 6.37 1.5e-02 0.99  
## siteprod.bhnu 8 574.25 9.08 3.7e-03 0.99  
## landmetrics.bhnu 8 574.94 9.78 2.6e-03 1.00  
## landscape5.bhnu 8 575.15 9.99 2.4e-03 1.00  
## landscape30.bhnu 8 575.87 10.70 1.7e-03 1.00  
## global.bhnu 25 582.95 17.79 4.8e-05 1.00

#ms.bhnu@Full

changed with 2018 data - now Tx is best and LH is second best, landscape 1 third best #changed AGAIN with cubing of BA - now cubic BA management model is 4th best, also under delta 2.0! but cubic doesn’t make sense - when ran with quadratic, that model 4th best but >2.0

matplot(residuals(management.bhnu))
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treatment.bhnu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ Treatment + Nthins +   
## YearCat, data = bhnu.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.4689 0.422 1.112 0.26605  
## Treatment1B 0.3055 0.337 0.907 0.36433  
## Treatment2B 0.3931 0.333 1.182 0.23732  
## Treatment3B 1.0828 0.340 3.184 0.00145  
## Nthins -0.1049 0.117 -0.894 0.37139  
## YearCatB 0.0886 0.189 0.468 0.64007  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.6975 0.4305 -3.943 8.06e-05  
## Jdate 0.2590 0.0993 2.609 9.08e-03  
## Noise 0.0499 0.1035 0.483 6.29e-01  
## Time 0.2929 0.1006 2.910 3.61e-03  
##   
## AIC: 565.1624

confint(treatment.bhnu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.3574214 1.2952507  
## lam(Treatment1B) -0.3545929 0.9656418  
## lam(Treatment2B) -0.2588832 1.0450492  
## lam(Treatment3B) 0.4163208 1.7492843  
## lam(Nthins) -0.3347948 0.1250666  
## lam(YearCatB) -0.2826156 0.4597194

lh.bhnu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ Ccover + Age + Nsnags +   
## TreeHt + NP\_over\_20cm + Rel\_HW2P\_canopy + YearCat, data = bhnu.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.9918 0.4159 2.385 0.01710  
## Ccover -0.0319 0.1037 -0.308 0.75846  
## Age 0.1297 0.1041 1.245 0.21299  
## Nsnags 0.0516 0.0871 0.593 0.55314  
## TreeHt 0.0491 0.1151 0.427 0.66965  
## NP\_over\_20cm -0.0777 0.1160 -0.670 0.50279  
## Rel\_HW2P\_canopy -0.3693 0.1166 -3.168 0.00153  
## YearCatB 0.2147 0.2132 1.007 0.31400  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.8148 0.4925 -3.685 0.000229  
## Jdate 0.2441 0.0983 2.484 0.012983  
## Noise -0.0116 0.1019 -0.114 0.909062  
## Time 0.3073 0.1015 3.029 0.002455  
##   
## AIC: 565.6129

confint(lh.bhnu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.17662367 1.8069652  
## lam(Ccover) -0.23521186 0.1714155  
## lam(Age) -0.07441479 0.3337987  
## lam(Nsnags) -0.11899473 0.2222509  
## lam(TreeHt) -0.17646267 0.2746573  
## lam(NP\_over\_20cm) -0.30502615 0.1495940  
## lam(Rel\_HW2P\_canopy) -0.59780365 -0.1408651  
## lam(YearCatB) -0.20319934 0.6325280

landscape1.bhnu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ Evergreen1km + HighDev1km +   
## OpenDev1km + YearCat, data = bhnu.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.850 0.3181 2.672 0.00755  
## Evergreen1km 0.215 0.0929 2.312 0.02079  
## HighDev1km 0.157 0.0629 2.489 0.01279  
## OpenDev1km 0.119 0.1039 1.143 0.25324  
## YearCatB 0.159 0.1894 0.839 0.40160  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.56004 0.385 -4.0473 5.18e-05  
## Jdate 0.26683 0.101 2.6289 8.57e-03  
## Noise -0.00899 0.109 -0.0828 9.34e-01  
## Time 0.31866 0.104 3.0603 2.21e-03  
##   
## AIC: 566.8243

confint(landscape1.bhnu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.22639205 1.4732153  
## lam(Evergreen1km) 0.03267600 0.3966979  
## lam(HighDev1km) 0.03333305 0.2800887  
## lam(OpenDev1km) -0.08497141 0.3224971  
## lam(YearCatB) -0.21237716 0.5301348

#management2.bhnu #just curious - this is no longer a top model  
#confint(management2.bhnu, type="state",method="normal")

bhnu treatment: only Treatment3B sig (+) bhnu life history: only Rel\_HW2P\_canopy is sig (-) bhnu landscape1: Evergreen1km(+), HighDev(+) — not top bhnu management2: BA^2(-) is close but not sig

#for figures: treatment model (Treatment), life history model (Rel\_HW2P\_canopy), landscape 1 model (evergreen1km, highdev1km)  
  
treatment.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + Nthins + YearCat  
 , bhnu.abund, mixture ="P", K=40)  
lh.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Ccover + Age + Nsnags + TreeHt  
 + NP\_over\_20cm + Rel\_HW2P\_canopy + YearCat  
 , bhnu.abund, mixture="P", K=40)  
landscape1.bhnu <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen1km + HighDev1km + OpenDev1km + YearCat  
 , bhnu.abund, mixture="P", K=40)

write.table(ms.bhnu@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/bhnu\_top\_models\_ms.xls",sep="\t")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 336.0727   
## Number of bootstrap samples = 25  
## P-value = 0.12  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 255 292 306 316 382   
##   
## Estimate of c-hat = 1.09

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 336.0727
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 327.9556   
## Number of bootstrap samples = 25  
## P-value = 0.12  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 264 288 302 318 378   
##   
## Estimate of c-hat = 1.07

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 327.9556

bhnu summary: P distribution DCs: detect best model (+ date, + time, non-sig with noise) SCs, using detect model: bhnu treatment: only Treatment3B sig (+) bhnu life history: only Rel\_HW2P\_canopy is sig (-) bhnu landscape1: Evergreen1km(+), HighDev(+)

# cawr

cawr.abund<- csvToUMF("cawr\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(cawr.abund)  
#str(cawr.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(cawr.abund)= scale (obsCovs(cawr.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(cawr.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(cawr.abund) <- sc

#run this when have CSV with both years  
null.cawr <- pcount(~Jdate + Noise + Time ~1, cawr.abund, mixture="P", K=40)  
year.cawr <- pcount(~Jdate + Noise + Time ~ YearCat, cawr.abund, mixture="P", K=40)  
fms.year.cawr<- fitList(null.cawr, year.cawr)

## Warning in fitList(null.cawr, year.cawr): Your list was unnamed, so model  
## names were added as object names

year.ms.cawr<-modSel(fms.year.cawr)  
year.ms.cawr

## nPars AIC delta AICwt cumltvWt  
## null.cawr 5 716.52 0.00 0.71 0.71  
## year.cawr 6 718.33 1.81 0.29 1.00

^null is best but year <d1.81

det.date.cawr <- pcount(~ Jdate ~1, cawr.abund, mixture="P", K=15)  
det.date2.cawr <- pcount(~ Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.cawr, det.date2.cawr)

## Warning in fitList(det.date.cawr, det.date2.cawr): Your list was unnamed,  
## so model names were added as object names

DATEtest.cawr <- modSel(mstestDATE)  
DATEtest.cawr

## nPars AIC delta AICwt cumltvWt  
## det.date2.cawr 4 710.53 0.00 0.91 0.91  
## det.date.cawr 3 715.17 4.64 0.09 1.00

#date quadratic  
  
det.time.cawr <-pcount(~ Time ~1, cawr.abund, mixture="P",K=15)  
det.time2.cawr <-pcount(~ Time + I(Time^2) ~1, cawr.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.cawr, det.time2.cawr)

## Warning in fitList(det.time.cawr, det.time2.cawr): Your list was unnamed,  
## so model names were added as object names

TIMEtest.cawr <- modSel(mstestTIME)  
TIMEtest.cawr

## nPars AIC delta AICwt cumltvWt  
## det.time.cawr 3 715.60 0.00 0.73 0.73  
## det.time2.cawr 4 717.58 1.99 0.27 1.00

#time not

#detection covariates first  
det.null.cawr <- pcount(~1 ~1, cawr.abund, mixture="P", K=15)  
det.weather.cawr <- pcount(~ Wind + Sky ~1, cawr.abund, mixture="P", K=15)  
det.global.cawr <- pcount(~ Jdate + Wind + Sky + Noise + Time ~1, cawr.abund, mixture="P", K=15)  
det.sound.cawr <- pcount(~ Noise + Wind ~1, cawr.abund, mixture="P", K=15)  
det.date.cawr <- pcount(~ Jdate ~1, cawr.abund, mixture="P", K=15)  
det.date2.cawr <- pcount(~ Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
det.detect.cawr <- pcount(~ Noise + Time + Jdate ~1, cawr.abund, mixture="P", K=15)  
det.detect2.cawr <- pcount(~ Noise + Time + Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
det.notdate.cawr <-pcount(~ Wind + Sky + Noise ~1, cawr.abund, mixture="P", K=15)  
det.time.cawr <-pcount(~ Time ~1, cawr.abund, mixture="P",K=15)  
det.timing.cawr <-pcount(~ Time + Jdate ~1, cawr.abund, mixture="P", K=15)  
det.timing2.cawr <-pcount(~ Time + Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.cawr, det.weather.cawr, det.global.cawr,  
 det.sound.cawr, det.date.cawr, det.date2.cawr,  
 det.detect.cawr, det.detect2.cawr, det.notdate.cawr,  
 det.time.cawr, det.timing.cawr, det.timing2.cawr)

## Warning in fitList(det.null.cawr, det.weather.cawr, det.global.cawr,  
## det.sound.cawr, : Your list was unnamed, so model names were added as  
## object names

msDC.cawr <- modSel(fmsDC)  
msDC.cawr

## nPars AIC delta AICwt cumltvWt  
## det.date2.cawr 4 710.53 0.00 0.3836 0.38  
## det.detect2.cawr 6 711.83 1.30 0.2002 0.58  
## det.timing2.cawr 5 711.91 1.38 0.1924 0.78  
## det.null.cawr 2 713.85 3.33 0.0727 0.85  
## det.date.cawr 3 715.17 4.64 0.0377 0.89  
## det.time.cawr 3 715.60 5.07 0.0304 0.92  
## det.sound.cawr 4 716.21 5.68 0.0224 0.94  
## det.detect.cawr 5 716.52 5.99 0.0191 0.96  
## det.timing.cawr 4 716.62 6.09 0.0183 0.98  
## det.weather.cawr 4 717.65 7.13 0.0109 0.99  
## det.notdate.cawr 5 718.13 7.60 0.0086 1.00  
## det.global.cawr 7 719.81 9.29 0.0037 1.00

#msDC.cawr@Full  
#summary: null best, date second best 0.21, detect (Jdate+Noise+Time) 1.57, then sound, time  
#new summary w quadratic - date now best, detect second, timing third! all with jdate^2

date2 model (+), then detect2 (date^2 +, rest nonsig), then timing2 (date^2 +, rest nonsig) (all under 2.0)

det.date2.cawr

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ 1, data = cawr.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.01 0.258 3.91 9.34e-05  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9770 0.3636 -2.69 0.00721  
## Jdate -0.0974 0.0752 -1.29 0.19555  
## I(Jdate^2) 0.1889 0.0758 2.49 0.01266  
##   
## AIC: 710.5267

confint(det.date2.cawr, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.68969212 -0.26435274  
## p(Jdate) -0.24485808 0.05008316  
## p(I(Jdate^2)) 0.04040828 0.33745442

confint(det.date2.cawr, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.5020027 1.512584

det.detect2.cawr

##   
## Call:  
## pcount(formula = ~Noise + Time + Jdate + I(Jdate^2) ~ 1, data = cawr.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.976 0.243 4.02 5.81e-05  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9373 0.3464 -2.706 0.00681  
## Noise 0.1313 0.0931 1.410 0.15853  
## Time -0.0737 0.0807 -0.913 0.36112  
## Jdate -0.1290 0.0801 -1.609 0.10752  
## I(Jdate^2) 0.1918 0.0769 2.496 0.01258  
##   
## AIC: 711.8277

confint(det.detect2.cawr, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.61616289 -0.25845145  
## p(Noise) -0.05122533 0.31390604  
## p(Time) -0.23185527 0.08446727  
## p(Jdate) -0.28607659 0.02809386  
## p(I(Jdate^2)) 0.04117337 0.34250850

confint(det.detect2.cawr, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.4999808 1.451118

det.timing2.cawr

##   
## Call:  
## pcount(formula = ~Time + Jdate + I(Jdate^2) ~ 1, data = cawr.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.01 0.256 3.92 8.72e-05  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9771 0.3619 -2.700 0.00693  
## Time -0.0623 0.0792 -0.787 0.43154  
## Jdate -0.1131 0.0781 -1.448 0.14775  
## I(Jdate^2) 0.1899 0.0758 2.506 0.01220  
##   
## AIC: 711.9072

confint(det.timing2.cawr, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.68632422 -0.26781018  
## p(Time) -0.21745096 0.09290179  
## p(Jdate) -0.26626026 0.04004288  
## p(I(Jdate^2)) 0.04138973 0.33836960

confint(det.timing2.cawr, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.5034384 1.508402

#date first - model-averaged  
det.date2.cawr <- pcount(~ Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
det.detect2.cawr <- pcount(~ Noise + Time + Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
det.timing2.cawr <-pcount(~ Time + Jdate + I(Jdate^2) ~1, cawr.abund, mixture="P", K=15)  
  
dms\_top.cawrd <- fitList(det.date2.cawr,det.detect2.cawr,det.timing2.cawr)

## Warning in fitList(det.date2.cawr, det.detect2.cawr, det.timing2.cawr):  
## Your list was unnamed, so model names were added as object names

ND.cawrd <-data.frame(Jdate=seq(-1.75,2.25,length=100),Noise=0,Time=0)  
cawr.est.date <- predict(dms\_top.cawrd, type="det",  
 newdata=ND.cawrd,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=cawr.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Date", ylab="CAWR Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=cawr.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=cawr.est.date, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(msDC.cawr@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/cawr\_top\_models\_msDC.xls",sep="\t")

#test for some possible quadratic terms - for BA, definitely NON quadratic  
testR.cawr <- pcount(~1 ~BA, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~BA + I(BA^2), cawr.abund, mixture="P", K=4)  
testC.cawr <- pcount(~1 ~BA + I(BA^2) + I(BA^3), cawr.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.cawr, testQ.cawr, testC.cawr)

## Warning in fitList(testR.cawr, testQ.cawr, testC.cawr): Your list was  
## unnamed, so model names were added as object names

BAtest.cawr <- modSel(msBAtest)  
BAtest.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 722.58 0.00 0.52 0.52  
## testQ.cawr 4 723.57 0.99 0.31 0.83  
## testC.cawr 5 724.80 2.22 0.17 1.00

#

# quadratic not better for cawr: BA, HW\_dens\_1050, FG\_herb, FG\_shrub, NHW\_saplings

testR.cawr <- pcount(~1 ~BA, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~BA + I(BA^2), cawr.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.cawr, testQ.cawr)

## Warning in fitList(testR.cawr, testQ.cawr): Your list was unnamed, so model  
## names were added as object names

BAtest.cawr <- modSel(msBAtest)  
BAtest.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 722.58 0.00 0.62 0.62  
## testQ.cawr 4 723.57 0.99 0.38 1.00

testR.cawr <- pcount(~1 ~HW\_dens\_1050, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), cawr.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.cawr, testQ.cawr)

## Warning in fitList(testR.cawr, testQ.cawr): Your list was unnamed, so model  
## names were added as object names

HW1050test.cawr <- modSel(msHW1050test)  
HW1050test.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 722.46 0.00 0.72 0.72  
## testQ.cawr 4 724.32 1.87 0.28 1.00

testR.cawr <- pcount(~1 ~FG\_herb, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~FG\_herb + I(FG\_herb^2), cawr.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.cawr, testQ.cawr)

## Warning in fitList(testR.cawr, testQ.cawr): Your list was unnamed, so model  
## names were added as object names

FGHtest.cawr <- modSel(msFGHtest)  
FGHtest.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 721.65 0.00 0.73 0.73  
## testQ.cawr 4 723.65 2.00 0.27 1.00

testR.cawr <- pcount(~1 ~FG\_shrub, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), cawr.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.cawr, testQ.cawr)

## Warning in fitList(testR.cawr, testQ.cawr): Your list was unnamed, so model  
## names were added as object names

FGStest.cawr <- modSel(msFGStest)  
FGStest.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 722.48 0.00 0.69 0.69  
## testQ.cawr 4 724.04 1.55 0.31 1.00

testR.cawr <- pcount(~1 ~NHW\_saplings, cawr.abund, mixture="P", K=4)  
testQ.cawr <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), cawr.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.cawr, testQ.cawr)

## Warning in fitList(testR.cawr, testQ.cawr): Your list was unnamed, so model  
## names were added as object names

HWStest.cawr <- modSel(msHWStest)  
HWStest.cawr

## nPars AIC delta AICwt cumltvWt  
## testR.cawr 3 720.32 0.00 0.73 0.73  
## testQ.cawr 4 722.30 1.98 0.27 1.00

matplot(residuals(testR.cawr))
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matplot(residuals(testQ.cawr))
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matplot(residuals(testC.cawr))
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##site covariates next  
#null detection covariates (this was the best model...run)  
#cawr (open woodlands, insects, cavity, foliage gleaner - brushy thickets, shrubby)   
# covariates: density (BA not Ccover), Nsnags, midstory (NHW\_saplings, midstory), OpenDev  
  
null.cawr <- pcount(~Jdate + I(Jdate^2) ~1  
 ,cawr.abund, mixture="P", K=40)  
global.cawr <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + Herbicide + BA + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + FG\_herb + FG\_shrub + NHW\_saplings  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , cawr.abund, mixture="P", K=40) #FPSiteIndex removed + Rel\_HW2P\_canopy + NP\_over\_20cm   
local.cawr <- pcount(~ Jdate + I(Jdate^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , cawr.abund, mixture="P", K=40)  
lh.cawr <- pcount(~ Jdate + I(Jdate^2)  
 ~ BA + Nsnags + HW\_dens\_1050 + FG\_herb + FG\_shrub + NHW\_saplings + YearCat  
 , cawr.abund, mixture="P", K=40)  
landmetrics.cawr <- pcount (~ Jdate + I(Jdate^2) ~ Parea + ShapeIndex + YearCat  
 , cawr.abund, mixture="P",K=40)  
landscape500.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Evergreen500m + OpenDev500m + HighDev500m + Schrubs500m + YearCat  
 , cawr.abund, mixture="P", K=40)  
landscape1.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Evergreen1km + OpenDev1km + HighDev1km + Schrubs1km + YearCat  
 , cawr.abund, mixture="P", K=40)  
landscape5.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Evergreen5km + HighDev5km + Schrubs5km + YearCat  
 , cawr.abund, mixture="P", K=40)  
landscape30.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Evergreen30km + OpenDev30km + YearCat  
 , cawr.abund, mixture="P", K=40)  
treatment.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Treatment + Nthins + YearCat  
 , cawr.abund, mixture ="P", K=40)  
management.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , cawr.abund, mixture="P", K=40)  
disturbance.cawr <- pcount(~ Jdate + I(Jdate^2) ~ TimeSinceB + TimeSinceT + YearCat  
 , cawr.abund, mixture="P", K=40)  
siteprod.cawr <- pcount(~ Jdate + I(Jdate^2) ~ PISoils + NSoilTypes + YearCat  
 , cawr.abund, mixture="P", K=40) #FPSiteIndex removed  
upstate.cawr <- pcount(~ Jdate + I(Jdate^2) ~ Ag5km + Parea + YearCat, cawr.abund, mixture="P", K=40)  
coord.cawr <- pcount (~Jdate + I(Jdate^2) ~ Latitude + Longitude + YearCat  
 , cawr.abund, mixture="P", K=40)  
  
fms <- fitList(null.cawr, global.cawr, local.cawr, lh.cawr, landmetrics.cawr, landscape500.cawr, landscape1.cawr, landscape5.cawr, landscape30.cawr,  
 treatment.cawr, management.cawr, disturbance.cawr,  
 siteprod.cawr, upstate.cawr, coord.cawr)

## Warning in fitList(null.cawr, global.cawr, local.cawr, lh.cawr,  
## landmetrics.cawr, : Your list was unnamed, so model names were added as  
## object names

ms.cawr <- modSel(fms)  
#ms.cawr@Full  
ms.cawr

## nPars AIC delta AICwt cumltvWt  
## null.cawr 4 710.53 0.00 3.7e-01 0.37  
## upstate.cawr 7 711.15 0.63 2.7e-01 0.64  
## landscape5.cawr 8 713.41 2.88 8.7e-02 0.72  
## landscape30.cawr 7 713.92 3.39 6.8e-02 0.79  
## landscape1.cawr 9 714.06 3.53 6.3e-02 0.85  
## landmetrics.cawr 7 715.07 4.54 3.8e-02 0.89  
## siteprod.cawr 7 715.74 5.22 2.7e-02 0.92  
## disturbance.cawr 7 716.08 5.56 2.3e-02 0.94  
## coord.cawr 7 716.36 5.83 2.0e-02 0.96  
## landscape500.cawr 9 716.94 6.41 1.5e-02 0.98  
## treatment.cawr 9 718.33 7.80 7.4e-03 0.99  
## local.cawr 8 718.34 7.81 7.4e-03 0.99  
## lh.cawr 11 718.48 7.95 6.9e-03 1.00  
## management.cawr 12 723.63 13.10 5.3e-04 1.00  
## global.cawr 26 742.36 31.83 4.5e-08 1.00

# summary: null is best model but upstate second best model (+ with Ag5km)  
upstate.cawr

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ Ag5km + Parea + YearCat,   
## data = cawr.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.065071 0.3143 3.388572 0.000703  
## Ag5km 0.151264 0.0724 2.090262 0.036594  
## Parea -0.072025 0.0832 -0.865395 0.386822  
## YearCatB 0.000154 0.1576 0.000979 0.999219  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.0684 0.4260 -2.51 0.0121  
## Jdate -0.0883 0.0740 -1.19 0.2331  
## I(Jdate^2) 0.1740 0.0758 2.29 0.0218  
##   
## AIC: 711.1528

confint(upstate.cawr, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.449029631 1.68111282  
## lam(Ag5km) 0.009429148 0.29309823  
## lam(Parea) -0.235148993 0.09109877  
## lam(YearCatB) -0.308733417 0.30904207

write.table(ms.cawr@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/cawr\_top\_models\_ms.xls",sep="\t")

## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced

![](data:image/png;base64,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)

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 180.3074   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 283 299 313 324 369   
##   
## Estimate of c-hat = 0.57

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 180.3074

cawr summary: P distribution DCs: DATE2 model, then DETECT2, then TIMING2 (all under 2.0) - + quad with date Using date^2 model for detection covariates: null model best upstate model second best (+ with ag5km)

# CACH

cach.abund<- csvToUMF("cach\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(cach.abund)  
#str(cach.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(cach.abund)= scale (obsCovs(cach.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(cach.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(cach.abund) <- sc

#run this when have CSV with both years  
null.cach <- pcount(~Jdate + Noise + Time ~1, cach.abund, mixture="P", K=40)  
year.cach <- pcount(~Jdate + Noise + Time ~ YearCat, cach.abund, mixture="P", K=40)  
fms.year.cach<- fitList(null.cach, year.cach)

## Warning in fitList(null.cach, year.cach): Your list was unnamed, so model  
## names were added as object names

year.ms.cach<-modSel(fms.year.cach)  
year.ms.cach

## nPars AIC delta AICwt cumltvWt  
## year.cach 6 786.85 0.00 0.939 0.94  
## null.cach 5 792.33 5.48 0.061 1.00

^year is definitely best! null far above d2

#test for NB or Poisson - most should use Poisson ...   
testP.cach <- pcount(~1 ~1, cach.abund, mixture="P", K=12)  
testNB.cach <- pcount(~1 ~1, cach.abund, mixture="NB", K=12)  
fmsTEST <- fitList(testP.cach, testNB.cach)

## Warning in fitList(testP.cach, testNB.cach): Your list was unnamed, so  
## model names were added as object names

msTEST.cach <- modSel(fmsTEST)  
msTEST.cach

## nPars AIC delta AICwt cumltvWt  
## testP.cach 2 787.53 0.00 0.73 0.73  
## testNB.cach 3 789.53 2.00 0.27 1.00

## P is best for this species.

#date2 is better but time quadratic is not  
det.date.cach <- pcount(~ Jdate ~1, cach.abund, mixture="P", K=15)  
det.date2.cach <- pcount(~ Jdate + I(Jdate^2) ~1, cach.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.cach, det.date2.cach)

## Warning in fitList(det.date.cach, det.date2.cach): Your list was unnamed,  
## so model names were added as object names

DATEtest.cach <- modSel(mstestDATE)  
DATEtest.cach

## nPars AIC delta AICwt cumltvWt  
## det.date2.cach 4 788.52 0.00 0.62 0.62  
## det.date.cach 3 789.47 0.95 0.38 1.00

det.time.cach <-pcount(~ Time ~1, cach.abund, mixture="P",K=15)  
det.time2.cach <-pcount(~ Time + I(Time^2) ~1, cach.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.cach, det.time2.cach)

## Warning in fitList(det.time.cach, det.time2.cach): Your list was unnamed,  
## so model names were added as object names

TIMEtest.cach <- modSel(mstestTIME)  
TIMEtest.cach

## nPars AIC delta AICwt cumltvWt  
## det.time.cach 3 788.80 0.00 0.72 0.72  
## det.time2.cach 4 790.71 1.92 0.28 1.00

#detection covariates first  
det.null.cach <- pcount(~1 ~1, cach.abund, mixture="P", K=15)  
det.weather.cach <- pcount(~ Wind + Sky ~1, cach.abund, mixture="P", K=15)  
det.global2.cach <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise + Time ~1, cach.abund, mixture="P", K=15)  
det.sound.cach <- pcount(~ Noise + Wind ~1, cach.abund, mixture="P", K=15)  
det.date2.cach <- pcount(~ Jdate + I(Jdate^2) ~1, cach.abund, mixture="P", K=15)  
det.detect2.cach <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~1, cach.abund, mixture="P", K=15)  
det.notdate.cach <-pcount(~ Wind + Sky + Noise ~1, cach.abund, mixture="P", K=15)  
det.time.cach <-pcount(~ Time ~1, cach.abund, mixture="P",K=15)  
det.timing2.cach <-pcount(~ Time + Jdate + I(Jdate^2) ~1, cach.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.cach, det.weather.cach, det.global2.cach,  
 det.sound.cach, det.date2.cach, det.detect2.cach, det.notdate.cach,  
 det.time.cach, det.timing2.cach)

## Warning in fitList(det.null.cach, det.weather.cach, det.global2.cach,  
## det.sound.cach, : Your list was unnamed, so model names were added as  
## object names

msDC.cach <- modSel(fmsDC)  
msDC.cach

## nPars AIC delta AICwt cumltvWt  
## det.null.cach 2 787.52 0.00 0.277 0.28  
## det.date2.cach 4 788.52 1.00 0.168 0.45  
## det.time.cach 3 788.80 1.27 0.147 0.59  
## det.weather.cach 4 789.41 1.88 0.108 0.70  
## det.sound.cach 4 789.58 2.06 0.099 0.80  
## det.timing2.cach 5 789.76 2.24 0.091 0.89  
## det.notdate.cach 5 790.77 3.24 0.055 0.95  
## det.detect2.cach 6 791.62 4.10 0.036 0.98  
## det.global2.cach 8 792.88 5.35 0.019 1.00

#msDC.cach@Full  
#summary: null best, time second best, then weather, then date  
#summary NOW with quad: null, date2, time, weather

^ null best, date2, time, then weather

det.date2.cach #second best model - Jdate^2 is sig -

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ 1, data = cach.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.26 0.252 5.01 5.4e-07  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.76977 0.3743 -2.0565 0.0397  
## Jdate 0.00129 0.0689 0.0187 0.9851  
## I(Jdate^2) -0.11848 0.0707 -1.6760 0.0937  
##   
## AIC: 788.5212

confint(det.date2.cach, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.5034155 -0.03612154  
## p(Jdate) -0.1337251 0.13630190  
## p(I(Jdate^2)) -0.2570292 0.02007641

confint(det.date2.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.767614 1.753683

det.date2.cach <- pcount(~ Jdate + I(Jdate^2) ~1, cach.abund, mixture="P", K=15)  
  
#summary(obsCovs(cach.abund))  
NewData.cach <-data.frame(Jdate=seq(-1.75,2.25,length=100))  
cach.est.date2 <- predict(det.date2.cach, type="det", newdata=NewData.cach,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=cach.est.date2, ylim=c(0,1), type="l", lwd=3,  
xlab="Survey date", ylab="Est. Chickadee Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=cach.est.date2, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=cach.est.date2, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

det.time.cach #third best model - time not sig

##   
## Call:  
## pcount(formula = ~Time ~ 1, data = cach.abund, K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.31 0.266 4.92 8.68e-07  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9498 0.3671 -2.588 0.00966  
## Time -0.0572 0.0674 -0.849 0.39607  
##   
## AIC: 788.7962

confint(det.time.cach, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.6692645 -0.23041008  
## p(Time) -0.1892945 0.07489847

confint(det.time.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.7863213 1.827832

det.weather.cach #4th best - non-sig variables

##   
## Call:  
## pcount(formula = ~Wind + Sky ~ 1, data = cach.abund, K = 15,   
## mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.34 0.277 4.84 1.29e-06  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9959 0.3781 -2.63 0.00845  
## Wind 0.0893 0.0708 1.26 0.20699  
## Sky -0.0597 0.0720 -0.83 0.40639  
##   
## AIC: 789.4061

confint(det.weather.cach, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.73707549 -0.25477124  
## p(Wind) -0.04941671 0.22807805  
## p(Sky) -0.20079207 0.08129623

confint(det.weather.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.7967447 1.880969

write.table(msDC.cach@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/cach\_top\_models\_msDC.xls",sep="\t")

# not BA, HWdens, FG\_herb, FG\_shrub, HW\_saplings  
testR.cach <- pcount(~1 ~BA, cach.abund, mixture="P", K=15)  
testQ.cach <- pcount(~1 ~BA + I(BA^2), cach.abund, mixture="P", K=15)  
msBAtest <- fitList(testR.cach, testQ.cach)

## Warning in fitList(testR.cach, testQ.cach): Your list was unnamed, so model  
## names were added as object names

BAtest.cach <- modSel(msBAtest)  
BAtest.cach

## nPars AIC delta AICwt cumltvWt  
## testR.cach 3 789.33 0.00 0.58 0.58  
## testQ.cach 4 789.97 0.64 0.42 1.00

testR.cach <- pcount(~1 ~HW\_dens\_1050, cach.abund, mixture="P", K=15)  
testQ.cach <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), cach.abund, mixture="P", K=15)  
msHW1050test <- fitList(testR.cach, testQ.cach)

## Warning in fitList(testR.cach, testQ.cach): Your list was unnamed, so model  
## names were added as object names

HW1050test.cach <- modSel(msHW1050test)  
HW1050test.cach

## nPars AIC delta AICwt cumltvWt  
## testR.cach 3 788.34 0.00 0.73 0.73  
## testQ.cach 4 790.33 1.99 0.27 1.00

testR.cach <- pcount(~1 ~FG\_herb, cach.abund, mixture="P", K=15)  
testQ.cach <- pcount(~1 ~FG\_herb + I(FG\_herb^2), cach.abund, mixture="P", K=15)  
msFGHtest <- fitList(testR.cach, testQ.cach)

## Warning in fitList(testR.cach, testQ.cach): Your list was unnamed, so model  
## names were added as object names

FGHtest.cach <- modSel(msFGHtest)  
FGHtest.cach

## nPars AIC delta AICwt cumltvWt  
## testR.cach 3 789.52 0.00 0.60 0.60  
## testQ.cach 4 790.34 0.82 0.40 1.00

testR.cach <- pcount(~1 ~FG\_shrub, cach.abund, mixture="P", K=15)  
testQ.cach <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), cach.abund, mixture="P", K=15)  
msFGStest <- fitList(testR.cach, testQ.cach)

## Warning in fitList(testR.cach, testQ.cach): Your list was unnamed, so model  
## names were added as object names

FGStest.cach <- modSel(msFGStest)  
FGStest.cach

## nPars AIC delta AICwt cumltvWt  
## testR.cach 3 789.52 0.00 0.69 0.69  
## testQ.cach 4 791.14 1.62 0.31 1.00

testR.cach <- pcount(~1 ~NHW\_saplings, cach.abund, mixture="P", K=15)  
testQ.cach <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), cach.abund, mixture="P", K=15)  
msHWStest <- fitList(testR.cach, testQ.cach)

## Warning in fitList(testR.cach, testQ.cach): Your list was unnamed, so model  
## names were added as object names

HWStest.cach <- modSel(msHWStest)  
HWStest.cach

## nPars AIC delta AICwt cumltvWt  
## testR.cach 3 787.30 0.00 0.71 0.71  
## testQ.cach 4 789.08 1.78 0.29 1.00

##site covariates next  
#null detection covariates (this was the best model)  
Nnull.cach <- pcount(~1 ~1  
 ,cach.abund, mixture="P", K=40)  
Nglobal.cach <- pcount(~ 1  
 ~ Treatment + Herbicide + BA + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + Rel\_HW2P\_canopy  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , cach.abund, mixture="P", K=40) #FPSiteIndex removed + HW\_dens\_1050 + FG\_herb + FG\_shrub + NHW\_saplings + NP\_over\_20cm   
Nlocal.cach <- pcount(~ 1  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , cach.abund, mixture="P", K=40)  
Nlh.cach <- pcount(~ 1  
 ~ TreeHt + Ccover + Nsnags + Rel\_HW2P\_canopy + YearCat  
 , cach.abund, mixture="P", K=40)  
Nlandmetrics.cach <- pcount (~ 1  
 ~ Parea + ShapeIndex + YearCat  
 , cach.abund, mixture="P",K=40)  
Nlandscape500.cach <- pcount(~ 1  
 ~ Evergreen500m + OpenDev500m + Schrubs500m + Ag500m + YearCat  
 , cach.abund, mixture="P", K=40)  
Nlandscape1.cach <- pcount(~ 1  
 ~ Evergreen1km + OpenDev1km + Schrubs1km + YearCat  
 , cach.abund, mixture="P", K=40)  
Nlandscape5.cach <- pcount(~ 1  
 ~ Evergreen5km + OpenDev5km + Schrubs1km + YearCat  
 , cach.abund, mixture="P", K=40)  
Nlandscape30.cach <- pcount(~ 1  
 ~ Evergreen30km + OpenDev30km + YearCat  
 , cach.abund, mixture="P", K=40)  
Ntreatment.cach <- pcount(~ 1 ~ Treatment + Nthins + YearCat  
 , cach.abund, mixture ="P", K=40)  
Nmanagement.cach <- pcount(~ 1 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , cach.abund, mixture="P", K=40)  
Ndisturbance.cach <- pcount(~ 1 ~ TimeSinceB + TimeSinceT + YearCat  
 , cach.abund, mixture="P", K=40)  
Nsiteprod.cach <- pcount(~ 1 ~ PISoils + NSoilTypes + YearCat  
 , cach.abund, mixture="P", K=40) #FPSiteIndex removed  
Nupstate.cach <- pcount(~ 1 ~ TreeHt + Ccover + Parea + YearCat, cach.abund, mixture="P", K=40)  
Ncoord.cach <- pcount (~1 ~ Latitude + Longitude + YearCat  
 , cach.abund, mixture="P", K=40)  
  
fmsN <- fitList(Nnull.cach, Nglobal.cach, Nlocal.cach, Nlh.cach,  
 Nlandmetrics.cach,  
 Nlandscape500.cach, Nlandscape1.cach, Nlandscape5.cach, Nlandscape30.cach,  
 Ntreatment.cach, Nmanagement.cach, Ndisturbance.cach,  
 Nsiteprod.cach, Nupstate.cach, Ncoord.cach)

## Warning in fitList(Nnull.cach, Nglobal.cach, Nlocal.cach, Nlh.cach,  
## Nlandmetrics.cach, : Your list was unnamed, so model names were added as  
## object names

msN.cach <- modSel(fmsN)  
#msN.cach@Full  
msN.cach

## nPars AIC delta AICwt cumltvWt  
## Nsiteprod.cach 5 783.45 0.00 2.0e-01 0.20  
## Nlandmetrics.cach 5 783.63 0.18 1.8e-01 0.38  
## Ndisturbance.cach 5 784.90 1.45 9.7e-02 0.48  
## Nupstate.cach 6 785.18 1.73 8.4e-02 0.56  
## Nlandscape1.cach 6 785.37 1.92 7.6e-02 0.64  
## Nlandscape500.cach 7 785.60 2.15 6.8e-02 0.71  
## Nlandscape30.cach 5 785.87 2.42 6.0e-02 0.77  
## Ncoord.cach 5 785.96 2.51 5.7e-02 0.82  
## Nlocal.cach 6 786.31 2.85 4.8e-02 0.87  
## Nlh.cach 7 786.99 3.54 3.4e-02 0.91  
## Ntreatment.cach 7 787.04 3.59 3.3e-02 0.94  
## Nlandscape5.cach 6 787.44 3.98 2.7e-02 0.97  
## Nnull.cach 2 787.52 4.07 2.6e-02 0.99  
## Nmanagement.cach 10 790.19 6.74 6.9e-03 1.00  
## Nglobal.cach 21 806.92 23.46 1.6e-06 1.00

#summary: siteprod best model, landmetrics next, then disturbance, upstate, & landscape1

# only significant variable is year in the next 5 models - no figures

Nsiteprod.cach

##   
## Call:  
## pcount(formula = ~1 ~ PISoils + NSoilTypes + YearCat, data = cach.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.6073 0.3472 4.629 3.67e-06  
## PISoils 0.0357 0.0660 0.541 5.88e-01  
## NSoilTypes -0.1015 0.0697 -1.456 1.45e-01  
## YearCatB -0.3856 0.1400 -2.755 5.87e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -1.13 0.461 -2.46 0.0138  
##   
## AIC: 783.4526

confint(Nsiteprod.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.92683086 2.28781473  
## lam(PISoils) -0.09360798 0.16502335  
## lam(NSoilTypes) -0.23818005 0.03511073  
## lam(YearCatB) -0.65988232 -0.11126884

Nlandmetrics.cach

##   
## Call:  
## pcount(formula = ~1 ~ Parea + ShapeIndex + YearCat, data = cach.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.6132 0.3486 4.627 3.71e-06  
## Parea -0.0867 0.0767 -1.130 2.58e-01  
## ShapeIndex -0.0505 0.0705 -0.716 4.74e-01  
## YearCatB -0.3811 0.1399 -2.724 6.45e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -1.15 0.463 -2.48 0.0133  
##   
## AIC: 783.629

confint(Nlandmetrics.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9298729 2.29655145  
## lam(Parea) -0.2370203 0.06362522  
## lam(ShapeIndex) -0.1887761 0.08770690  
## lam(YearCatB) -0.6552254 -0.10688742

Ndisturbance.cach

##   
## Call:  
## pcount(formula = ~1 ~ TimeSinceB + TimeSinceT + YearCat, data = cach.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.5433 0.3082 5.008 5.49e-07  
## TimeSinceB -0.0483 0.0729 -0.663 5.07e-01  
## TimeSinceT -0.0524 0.0829 -0.632 5.27e-01  
## YearCatB -0.3877 0.1418 -2.735 6.24e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -1.04 0.416 -2.51 0.0121  
##   
## AIC: 784.9019

confint(Ndisturbance.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9393671 2.14730452  
## lam(TimeSinceB) -0.1911890 0.09455542  
## lam(TimeSinceT) -0.2149768 0.11012687  
## lam(YearCatB) -0.6655524 -0.10982780

Nupstate.cach

##   
## Call:  
## pcount(formula = ~1 ~ TreeHt + Ccover + Parea + YearCat, data = cach.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.6416 0.3543 4.633 3.61e-06  
## TreeHt -0.0460 0.0783 -0.587 5.57e-01  
## Ccover -0.0490 0.0675 -0.726 4.68e-01  
## Parea -0.0903 0.0759 -1.190 2.34e-01  
## YearCatB -0.4382 0.1556 -2.817 4.85e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -1.15 0.471 -2.44 0.0148  
##   
## AIC: 785.1841

confint(Nupstate.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9470823 2.33606235  
## lam(TreeHt) -0.1993560 0.10740931  
## lam(Ccover) -0.1812217 0.08329256  
## lam(Parea) -0.2390670 0.05845091  
## lam(YearCatB) -0.7430506 -0.13329440

Nlandscape1.cach

##   
## Call:  
## pcount(formula = ~1 ~ Evergreen1km + OpenDev1km + Schrubs1km +   
## YearCat, data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.58837 0.3337 4.7602 1.93e-06  
## Evergreen1km 0.00105 0.0707 0.0149 9.88e-01  
## OpenDev1km 0.10140 0.0682 1.4861 1.37e-01  
## Schrubs1km 0.04277 0.0658 0.6497 5.16e-01  
## YearCatB -0.39092 0.1405 -2.7817 5.41e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## -1.11 0.445 -2.48 0.013  
##   
## AIC: 785.3727

confint(Nlandscape1.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.93437775 2.2423565  
## lam(Evergreen1km) -0.13760327 0.1397122  
## lam(OpenDev1km) -0.03233517 0.2351272  
## lam(Schrubs1km) -0.08625353 0.1717990  
## lam(YearCatB) -0.66635591 -0.1154809

write.table(msN.cach@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/cach\_top\_models\_msN.xls",sep="\t")

![](data:image/png;base64,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)

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 208.2609   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 279 311 320 337 397   
##   
## Estimate of c-hat = 0.64

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 208.2609

# using second best DC model (DATE^2 but not better than null)  
null.cach <- pcount(~ Jdate + I(Jdate^2) ~1, cach.abund, mixture="P", K=40)  
global.cach <- pcount(~ Jdate + I(Jdate^2)   
 ~ Treatment + Herbicide + BA + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + FG\_herb + FG\_shrub + NHW\_saplings  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , cach.abund, mixture="P", K=40)  
local.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , cach.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ TreeHt + Ccover + Nsnags + Rel\_HW2P\_canopy + YearCat  
 , cach.abund, mixture="P", K=40)  
landmetrics.cach <- pcount (~ Jdate + I(Jdate^2)  
 ~ Parea + ShapeIndex + YearCat  
 , cach.abund, mixture="P",K=40)  
landscape500.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Evergreen500m + OpenDev500m + Schrubs500m + Ag500m + YearCat  
 , cach.abund, mixture="P", K=40)  
landscape1.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Evergreen1km + OpenDev1km + Schrubs1km + YearCat  
 , cach.abund, mixture="P", K=40)  
landscape5.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Evergreen5km + OpenDev5km + Schrubs1km + YearCat  
 , cach.abund, mixture="P", K=40)  
landscape30.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Evergreen30km + OpenDev30km + YearCat  
 , cach.abund, mixture="P", K=40)  
treatment.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + Nthins + YearCat  
 , cach.abund, mixture ="P", K=40)  
management.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , cach.abund, mixture="P", K=40)  
disturbance.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , cach.abund, mixture="P", K=40)  
siteprod.cach <- pcount(~ Jdate + I(Jdate^2) ~ PISoils + NSoilTypes + YearCat  
 , cach.abund, mixture="P", K=40) #FPSiteIndex removed  
upstate.cach <- pcount(~ Jdate + I(Jdate^2)  
 ~ TreeHt + Ccover + Parea + YearCat, cach.abund, mixture="P", K=40)  
coord.cach <- pcount (~Jdate + I(Jdate^2) ~ Latitude + Longitude + YearCat  
 , cach.abund, mixture="P", K=40)  
  
  
fmsCACH <- fitList(null.cach, global.cach, local.cach, lh.cach, landmetrics.cach,  
 landscape500.cach, landscape1.cach, landscape5.cach, landscape30.cach,  
 treatment.cach, management.cach, disturbance.cach,  
 siteprod.cach, upstate.cach, coord.cach)

## Warning in fitList(null.cach, global.cach, local.cach, lh.cach,  
## landmetrics.cach, : Your list was unnamed, so model names were added as  
## object names

ms.cach <- modSel(fmsCACH)  
ms.cach

## nPars AIC delta AICwt cumltvWt  
## landmetrics.cach 7 782.78 0.00 2.1e-01 0.21  
## siteprod.cach 7 783.03 0.25 1.8e-01 0.39  
## disturbance.cach 7 784.22 1.45 1.0e-01 0.49  
## upstate.cach 8 784.49 1.72 8.8e-02 0.58  
## landscape1.cach 8 784.68 1.91 8.0e-02 0.66  
## landscape500.cach 9 785.10 2.32 6.5e-02 0.72  
## landscape30.cach 7 785.21 2.44 6.1e-02 0.78  
## coord.cach 7 785.27 2.50 5.9e-02 0.84  
## local.cach 8 785.85 3.07 4.5e-02 0.89  
## treatment.cach 9 786.32 3.54 3.5e-02 0.92  
## lh.cach 9 786.53 3.76 3.2e-02 0.95  
## landscape5.cach 8 786.82 4.04 2.7e-02 0.98  
## null.cach 4 788.52 5.75 1.2e-02 0.99  
## management.cach 12 789.73 6.95 6.4e-03 1.00  
## global.cach 26 809.17 26.39 3.9e-07 1.00

#ms.cach@Full

^# diff results as with null - landmetrics best, siteprod next, disturbance 3rd, upstate 4th, landscape1 5th. But still, no variables significant except year, so no figures.

landmetrics.cach

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ Parea + ShapeIndex + YearCat,   
## data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.5982 0.3445 4.639 3.50e-06  
## Parea -0.0928 0.0772 -1.202 2.30e-01  
## ShapeIndex -0.0508 0.0710 -0.716 4.74e-01  
## YearCatB -0.4309 0.1420 -3.034 2.41e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.95986 0.4766 -2.0142 0.0440  
## Jdate 0.00399 0.0668 0.0597 0.9524  
## I(Jdate^2) -0.14468 0.0678 -2.1342 0.0328  
##   
## AIC: 782.7751

confint(landmetrics.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9229475 2.27347305  
## lam(Parea) -0.2441961 0.05857894  
## lam(ShapeIndex) -0.1898579 0.08827017  
## lam(YearCatB) -0.7093106 -0.15258855

siteprod.cach

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ PISoils + NSoilTypes +   
## YearCat, data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.5714 0.3289 4.778 1.77e-06  
## PISoils 0.0324 0.0668 0.486 6.27e-01  
## NSoilTypes -0.0986 0.0703 -1.403 1.61e-01  
## YearCatB -0.4330 0.1425 -3.037 2.39e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.92432 0.4595 -2.0116 0.0443  
## Jdate 0.00633 0.0672 0.0943 0.9249  
## I(Jdate^2) -0.13977 0.0685 -2.0410 0.0412  
##   
## AIC: 783.0278

confint(Nsiteprod.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.92683086 2.28781473  
## lam(PISoils) -0.09360798 0.16502335  
## lam(NSoilTypes) -0.23818005 0.03511073  
## lam(YearCatB) -0.65988232 -0.11126884

disturbance.cach

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ TimeSinceB + TimeSinceT +   
## YearCat, data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.5242 0.2998 5.085 3.69e-07  
## TimeSinceB -0.0549 0.0735 -0.747 4.55e-01  
## TimeSinceT -0.0465 0.0829 -0.560 5.75e-01  
## YearCatB -0.4363 0.1440 -3.029 2.45e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.84988 0.4246 -2.001 0.0453  
## Jdate 0.00643 0.0677 0.095 0.9243  
## I(Jdate^2) -0.14470 0.0688 -2.103 0.0355  
##   
## AIC: 784.2245

confint(disturbance.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9366650 2.11176879  
## lam(TimeSinceB) -0.1990312 0.08922465  
## lam(TimeSinceT) -0.2090260 0.11606948  
## lam(YearCatB) -0.7186410 -0.15397791

upstate.cach

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ TreeHt + Ccover + Parea +   
## YearCat, data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.6182 0.3455 4.684 2.81e-06  
## TreeHt -0.0411 0.0788 -0.521 6.02e-01  
## Ccover -0.0457 0.0677 -0.674 5.00e-01  
## Parea -0.0975 0.0765 -1.274 2.03e-01  
## YearCatB -0.4822 0.1572 -3.066 2.17e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.95519 0.4801 -1.9895 0.0466  
## Jdate 0.00338 0.0669 0.0505 0.9597  
## I(Jdate^2) -0.14280 0.0681 -2.0967 0.0360  
##   
## AIC: 784.4905

confint(upstate.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.9410848 2.29533348  
## lam(TreeHt) -0.1955881 0.11338874  
## lam(Ccover) -0.1783277 0.08702546  
## lam(Parea) -0.2473630 0.05244355  
## lam(YearCatB) -0.7903338 -0.17396650

landscape1.cach

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ Evergreen1km + OpenDev1km +   
## Schrubs1km + YearCat, data = cach.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.56369 0.3235 4.8336 1.34e-06  
## Evergreen1km 0.00357 0.0713 0.0501 9.60e-01  
## OpenDev1km 0.10407 0.0689 1.5096 1.31e-01  
## Schrubs1km 0.04267 0.0662 0.6444 5.19e-01  
## YearCatB -0.43925 0.1429 -3.0747 2.11e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9066 0.4528 -2.002 0.0452  
## Jdate 0.0085 0.0672 0.127 0.8993  
## I(Jdate^2) -0.1440 0.0684 -2.106 0.0352  
##   
## AIC: 784.6826

confint(landscape1.cach, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.92964149 2.1977480  
## lam(Evergreen1km) -0.13609510 0.1432319  
## lam(OpenDev1km) -0.03105073 0.2391904  
## lam(Schrubs1km) -0.08710855 0.1724408  
## lam(YearCatB) -0.71924817 -0.1592459

#write.table(ms.cch@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/cach\_top\_models\_ms.xls",sep="\t")

CACH summary: P distribution DCs: null best, date2 second best (Jdate^2 is - sig), time third best, then weather SCs, using null: Site prod best (- with YearB,) landmetrics next (- with YearB) then disturbance (- with YearB) then upstate (- with YearB) then landscape1 (- with YearB)

SCs, using Date^2: all same.

# EABL

eabl.abund<- csvToUMF("eabl\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(eabl.abund)  
#str(eabl.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(eabl.abund)= scale (obsCovs(eabl.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(eabl.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(eabl.abund) <- sc

#run this when have CSV with both years  
null.eabl <- pcount(~Jdate + Noise + Time ~1, eabl.abund, mixture="P", K=40)  
year.eabl <- pcount(~Jdate + Noise + Time ~ YearCat, eabl.abund, mixture="P", K=40)  
fms.year.eabl<- fitList(null.eabl, year.eabl)

## Warning in fitList(null.eabl, year.eabl): Your list was unnamed, so model  
## names were added as object names

year.ms.eabl<-modSel(fms.year.eabl)  
year.ms.eabl

## nPars AIC delta AICwt cumltvWt  
## null.eabl 5 513.47 0.00 0.69 0.69  
## year.eabl 6 515.05 1.58 0.31 1.00

^null best but year <d.2

#date is quad but not time  
det.date.eabl <- pcount(~ Jdate ~1, eabl.abund, mixture="P", K=15)  
det.date2.eabl <- pcount(~ Jdate + I(Jdate^2) ~1, eabl.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.eabl, det.date2.eabl)

## Warning in fitList(det.date.eabl, det.date2.eabl): Your list was unnamed,  
## so model names were added as object names

DATEtest.eabl <- modSel(mstestDATE)  
DATEtest.eabl

## nPars AIC delta AICwt cumltvWt  
## det.date2.eabl 4 509.53 0.00 0.54 0.54  
## det.date.eabl 3 509.83 0.29 0.46 1.00

det.time.eabl <-pcount(~ Time ~1, eabl.abund, mixture="P",K=15)  
det.time2.eabl <-pcount(~ Time + I(Time^2) ~1, eabl.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.eabl, det.time2.eabl)

## Warning in fitList(det.time.eabl, det.time2.eabl): Your list was unnamed,  
## so model names were added as object names

TIMEtest.eabl <- modSel(mstestTIME)  
TIMEtest.eabl

## nPars AIC delta AICwt cumltvWt  
## det.time.eabl 3 511.91 0.00 0.69 0.69  
## det.time2.eabl 4 513.53 1.62 0.31 1.00

#detection covariates first  
det.null.eabl <- pcount(~1 ~1, eabl.abund, mixture="P", K=15)  
det.weather.eabl <- pcount(~ Wind + Sky ~1, eabl.abund, mixture="P", K=15)  
det.global2.eabl <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time ~1, eabl.abund, mixture="P", K=15)  
det.sound.eabl <- pcount(~ Noise + Wind ~1, eabl.abund, mixture="P", K=15)  
det.date2.eabl <- pcount(~ Jdate + I(Jdate^2) ~1, eabl.abund, mixture="P", K=15)  
det.detect2.eabl <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~1, eabl.abund, mixture="P", K=15)  
det.notdate.eabl <-pcount(~ Wind + Sky + Noise ~1, eabl.abund, mixture="P", K=15)  
det.time.eabl <-pcount(~ Time ~1, eabl.abund, mixture="P",K=15)  
det.timing2.eabl <-pcount(~ Time + Jdate + I(Jdate^2) ~1, eabl.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.eabl, det.weather.eabl, det.global2.eabl,  
 det.sound.eabl, det.date2.eabl, det.detect2.eabl, det.notdate.eabl,  
 det.time.eabl, det.timing2.eabl)

## Warning in fitList(det.null.eabl, det.weather.eabl, det.global2.eabl,  
## det.sound.eabl, : Your list was unnamed, so model names were added as  
## object names

msDC.eabl <- modSel(fmsDC)  
msDC.eabl

## nPars AIC delta AICwt cumltvWt  
## det.date2.eabl 4 509.53 0.00 0.3315 0.33  
## det.null.eabl 2 509.92 0.39 0.2734 0.60  
## det.timing2.eabl 5 511.26 1.72 0.1401 0.74  
## det.time.eabl 3 511.91 2.38 0.1007 0.85  
## det.detect2.eabl 6 513.17 3.63 0.0539 0.90  
## det.sound.eabl 4 513.80 4.27 0.0392 0.94  
## det.weather.eabl 4 513.82 4.29 0.0388 0.98  
## det.notdate.eabl 5 515.76 6.23 0.0147 0.99  
## det.global2.eabl 8 517.03 7.50 0.0078 1.00

#msDC.eabl@Full  
#summary: date is best, closely followed by null, timing is also <2 (didn't change)

det.date2.eabl #non-sig with Jdate

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ 1, data = eabl.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.194 0.175 1.11 0.267  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.414 0.293 -1.41 0.1578  
## Jdate 0.194 0.114 1.70 0.0892  
## I(Jdate^2) -0.170 0.114 -1.50 0.1339  
##   
## AIC: 509.5325

confint(det.date2.eabl, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.98729677 0.16029111  
## p(Jdate) -0.02975594 0.41853649  
## p(I(Jdate^2)) -0.39344106 0.05245958

confint(det.date2.eabl, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.1483556 0.5365231

det.timing2.eabl #non-sig with either

##   
## Call:  
## pcount(formula = ~Time + Jdate + I(Jdate^2) ~ 1, data = eabl.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.189 0.173 1.09 0.275  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.3991 0.292 -1.366 0.1719  
## Time 0.0617 0.118 0.525 0.5995  
## Jdate 0.2103 0.119 1.772 0.0764  
## I(Jdate^2) -0.1746 0.114 -1.527 0.1267  
##   
## AIC: 511.2554

confint(det.timing2.eabl, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.97155941 0.17345557  
## p(Time) -0.16874380 0.29223816  
## p(Jdate) -0.02233637 0.44299882  
## p(I(Jdate^2)) -0.39874637 0.04946605

confint(det.timing2.eabl, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.1504421 0.5283466

write.table(msDC.eabl@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/eabl\_top\_models\_msDC.xls",sep="\t")

#BA IS quad! also HW\_dens, FG\_herb  
#not FG\_shrub, NHW\_saplings  
testR.eabl <- pcount(~1 ~BA, eabl.abund, mixture="P", K=4)  
testQ.eabl <- pcount(~1 ~BA + I(BA^2), eabl.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.eabl, testQ.eabl)

## Warning in fitList(testR.eabl, testQ.eabl): Your list was unnamed, so model  
## names were added as object names

BAtest.eabl <- modSel(msBAtest)  
BAtest.eabl

## nPars AIC delta AICwt cumltvWt  
## testQ.eabl 4 503.57 0.00 0.65 0.65  
## testR.eabl 3 504.77 1.21 0.35 1.00

testR.eabl <- pcount(~1 ~HW\_dens\_1050, eabl.abund, mixture="P", K=4)  
testQ.eabl <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), eabl.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.eabl, testQ.eabl)

## Warning in fitList(testR.eabl, testQ.eabl): Your list was unnamed, so model  
## names were added as object names

HW1050test.eabl <- modSel(msHW1050test)  
HW1050test.eabl

## nPars AIC delta AICwt cumltvWt  
## testQ.eabl 4 508.20 0.00 0.72 0.72  
## testR.eabl 3 510.09 1.89 0.28 1.00

testR.eabl <- pcount(~1 ~FG\_herb, eabl.abund, mixture="P", K=4)  
testQ.eabl <- pcount(~1 ~FG\_herb + I(FG\_herb^2), eabl.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.eabl, testQ.eabl)

## Warning in fitList(testR.eabl, testQ.eabl): Your list was unnamed, so model  
## names were added as object names

FGHtest.eabl <- modSel(msFGHtest)  
FGHtest.eabl

## nPars AIC delta AICwt cumltvWt  
## testQ.eabl 4 511.78 0.00 0.53 0.53  
## testR.eabl 3 511.98 0.20 0.47 1.00

#not  
testR.eabl <- pcount(~1 ~FG\_shrub, eabl.abund, mixture="P", K=4)  
testQ.eabl <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), eabl.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.eabl, testQ.eabl)

## Warning in fitList(testR.eabl, testQ.eabl): Your list was unnamed, so model  
## names were added as object names

FGStest.eabl <- modSel(msFGStest)  
FGStest.eabl

## nPars AIC delta AICwt cumltvWt  
## testR.eabl 3 511.29 0.00 0.72 0.72  
## testQ.eabl 4 513.21 1.92 0.28 1.00

#not  
testR.eabl <- pcount(~1 ~NHW\_saplings, eabl.abund, mixture="P", K=4)  
testQ.eabl <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), eabl.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.eabl, testQ.eabl)

## Warning in fitList(testR.eabl, testQ.eabl): Your list was unnamed, so model  
## names were added as object names

HWStest.eabl <- modSel(msHWStest)  
HWStest.eabl

## nPars AIC delta AICwt cumltvWt  
## testR.eabl 3 512.53 0.00 0.63 0.63  
## testQ.eabl 4 513.58 1.05 0.37 1.00

#site covariates using detection covariates (date)  
null.eabl <- pcount(~ Jdate + I(Jdate^2) ~1, eabl.abund, mixture="P", K=80)  
global.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + Herbicide + BA + I(BA^2) + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + I(HW\_dens\_1050^2) + FG\_herb + I(FG\_herb^2)  
 + NHW\_saplings  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , eabl.abund, mixture="P", K=80)  
local.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , eabl.abund, mixture="P", K=80) #can only include BA OR CCover  
lh.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ BA + I(BA^2) + FG\_herb + I(FG\_herb^2)   
 + HW\_dens\_1050 + I(HW\_dens\_1050^2) + NHW\_saplings + Nsnags + YearCat  
 , eabl.abund, mixture="P", K=80)  
# covariates: BA, canopy cover, low height and mid-height veg (lack thereof), cavities  
landmetrics.eabl <- pcount (~ Jdate + I(Jdate^2)  
 ~ Parea + ShapeIndex + YearCat  
 , eabl.abund, mixture="P",K=80)  
landscape500.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass500m + OpenDev500m + Schrubs500m + Ag500m + YearCat  
 , eabl.abund, mixture="P", K=80)  
landscape1.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass1km + OpenDev1km + Schrubs1km + Ag1km + YearCat  
 , eabl.abund, mixture="P", K=80)  
landscape5.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass5km + OpenDev5km + Schrubs5km + YearCat  
 , eabl.abund, mixture="P", K=80)  
landscape30.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass30km + OpenDev30km + YearCat  
 , eabl.abund, mixture="P", K=80)  
treatment.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + Nthins + YearCat  
 , eabl.abund, mixture ="P", K=80)  
management.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + BA + I(BA^2) + TimeSinceB + TimeSinceT  
 + Herbicide + YearCat  
 , eabl.abund, mixture="P", K=80)  
disturbance.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , eabl.abund, mixture="P", K=80)  
siteprod.eabl <- pcount(~ Jdate + I(Jdate^2) ~ PISoils + NSoilTypes + YearCat  
 , eabl.abund, mixture="P", K=80) # + FPSiteIndex  
#upstate.eabl <- pcount(~ Jdate + I(Jdate^2) ~ X + Y + Z, eabl.abund, mixture="P", K=80)  
coord.eabl <- pcount (~Jdate + I(Jdate^2) ~ Latitude + Longitude + YearCat  
 , eabl.abund, mixture="P", K=80)  
  
fmsEABL <- fitList(null.eabl, global.eabl, local.eabl, lh.eabl, landmetrics.eabl,  
 landscape500.eabl, landscape1.eabl, landscape5.eabl, landscape30.eabl,  
 treatment.eabl, management.eabl, disturbance.eabl,  
 siteprod.eabl, coord.eabl)

## Warning in fitList(null.eabl, global.eabl, local.eabl, lh.eabl,  
## landmetrics.eabl, : Your list was unnamed, so model names were added as  
## object names

ms.eabl <- modSel(fmsEABL) #note this does not include upstate  
ms.eabl

## nPars AIC delta AICwt cumltvWt  
## lh.eabl 13 502.95 0.00 7.4e-01 0.74  
## landmetrics.eabl 7 505.68 2.73 1.9e-01 0.92  
## null.eabl 4 509.53 6.58 2.7e-02 0.95  
## local.eabl 8 510.29 7.34 1.9e-02 0.97  
## management.eabl 13 511.42 8.47 1.1e-02 0.98  
## landscape1.eabl 9 512.79 9.84 5.4e-03 0.99  
## coord.eabl 7 513.23 10.28 4.3e-03 0.99  
## landscape30.eabl 7 514.13 11.18 2.7e-03 0.99  
## landscape5.eabl 8 514.28 11.33 2.6e-03 0.99  
## disturbance.eabl 7 514.62 11.67 2.1e-03 1.00  
## siteprod.eabl 7 514.74 11.79 2.0e-03 1.00  
## landscape500.eabl 9 517.01 14.06 6.5e-04 1.00  
## treatment.eabl 9 518.91 15.96 2.5e-04 1.00  
## global.eabl 28 524.57 21.62 1.5e-05 1.00

#ms.eabl@Full  
#LH best and only under 2.0 (land metrics pushed out) (didnt change with quads)

lh.eabl

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ BA + I(BA^2) + FG\_herb +   
## I(FG\_herb^2) + HW\_dens\_1050 + I(HW\_dens\_1050^2) + NHW\_saplings +   
## Nsnags + YearCat, data = eabl.abund, K = 80, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.4046 0.3125 1.295 0.1954  
## BA -0.4078 0.1575 -2.590 0.0096  
## I(BA^2) -0.1350 0.0968 -1.394 0.1634  
## FG\_herb -0.0567 0.1436 -0.395 0.6929  
## I(FG\_herb^2) -0.1596 0.1234 -1.293 0.1959  
## HW\_dens\_1050 0.0438 0.1730 0.253 0.8003  
## I(HW\_dens\_1050^2) 0.1374 0.0880 1.561 0.1185  
## NHW\_saplings -0.1422 0.1207 -1.178 0.2388  
## Nsnags 0.2082 0.0977 2.131 0.0331  
## YearCatB 0.0285 0.2342 0.122 0.9031  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.774 0.382 -2.02 0.043  
## Jdate 0.163 0.110 1.48 0.138  
## I(Jdate^2) -0.149 0.109 -1.37 0.171  
##   
## AIC: 502.9501

confint(lh.eabl, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.20789209 1.01712936  
## lam(BA) -0.71636862 -0.09917512  
## lam(I(BA^2)) -0.32477061 0.05482305  
## lam(FG\_herb) -0.33814745 0.22471983  
## lam(I(FG\_herb^2)) -0.40155500 0.08228460  
## lam(HW\_dens\_1050) -0.29534098 0.38287591  
## lam(I(HW\_dens\_1050^2)) -0.03507451 0.30978944  
## lam(NHW\_saplings) -0.37876827 0.09436985  
## lam(Nsnags) 0.01671552 0.39970761  
## lam(YearCatB) -0.43051173 0.48755944

LH (- with BA, + with Nsnags)

#life history (-BA)  
lh.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ BA + I(BA^2) + FG\_herb + I(FG\_herb^2)   
 + HW\_dens\_1050 + I(HW\_dens\_1050^2) + NHW\_saplings + Nsnags + YearCat  
 , eabl.abund, mixture="P", K=80)  
  
ND.eabl <-data.frame(BA=seq(min(sc$BA),max(sc$BA),length=100),FG\_herb=0, HW\_dens\_1050=0,NHW\_saplings=0,Nsnags=0,YearCat=0)  
eabl.est.ba <- predict(lh.eabl, type="state",  
newdata=ND.eabl,appendData=TRUE)  
  
plot(Predicted~ BA, data=eabl.est.ba, ylim=c(0,20), type="l", lwd=3,  
xlab="Basal area", ylab="Est. EABL Abundance")  
##95% confidence intervals  
lines(lower~ BA, data=eabl.est.ba, type="l", lwd=3, col="darkgray")  
lines(upper~ BA, data=eabl.est.ba, type="l", lwd=3, col="darkgray")
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#life history (+Nsnags)  
lh.eabl <- pcount(~ Jdate + I(Jdate^2)  
 ~ BA + I(BA^2) + FG\_herb + I(FG\_herb^2)   
 + HW\_dens\_1050 + I(HW\_dens\_1050^2) + NHW\_saplings + Nsnags + YearCat  
 , eabl.abund, mixture="P", K=80)  
  
ND2.eabl <-data.frame(Nsnags=seq(min(sc$Nsnags),max(sc$Nsnags),length=100),FG\_herb=0, HW\_dens\_1050=0,NHW\_saplings=0,BA=0,YearCat=0)  
eabl.est.snags <- predict(lh.eabl, type="state",  
newdata=ND2.eabl,appendData=TRUE)  
  
plot(Predicted~ Nsnags, data=eabl.est.snags, ylim=c(0,20), type="l", lwd=3,  
xlab="Number of snags", ylab="Est. EABL Abundance")  
##95% confidence intervals  
lines(lower~ Nsnags, data=eabl.est.snags, type="l", lwd=3, col="darkgray")  
lines(upper~ Nsnags, data=eabl.est.snags, type="l", lwd=3, col="darkgray")
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write.table(ms.eabl@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/XXX\_top\_models\_msX.xls",sep="\t")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 244.856   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 274 295 307 314 354   
##   
## Estimate of c-hat = 0.8

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 244.856

EABL summary P distribution SCs: date2, null, timing all under 2.0 (non sig with any) DCs using date2 model: LH only top model (- with BA, + with Nsnags)

# EAWP

# EAWP (forests (prefer deciduious or more edgy?), tree-nester, flycatching, insectivore)

# covariates: less canopy cover? less dense stand? hardwoody?

eawp.abund<- csvToUMF("eawp\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(eawp.abund)  
#str(eawp.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(eawp.abund)= scale (obsCovs(eawp.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(eawp.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(eawp.abund) <- sc

#run this when have CSV with both years  
null.eawp <- pcount(~Jdate + Noise + Time ~1, eawp.abund, mixture="P", K=40)  
year.eawp <- pcount(~Jdate + Noise + Time ~ YearCat, eawp.abund, mixture="P", K=40)  
fms.year.eawp<- fitList(null.eawp, year.eawp)

## Warning in fitList(null.eawp, year.eawp): Your list was unnamed, so model  
## names were added as object names

year.ms.eawp<-modSel(fms.year.eawp)  
year.ms.eawp

## nPars AIC delta AICwt cumltvWt  
## null.eawp 5 596.87 0.00 0.68 0.68  
## year.eawp 6 598.34 1.47 0.32 1.00

^ null ranked higher but year 1.47 <2

#neither of these better quadratic  
det.date.eawp <- pcount(~ Jdate ~1, eawp.abund, mixture="P", K=15)  
det.date2.eawp <- pcount(~ Jdate + I(Jdate^2) ~1, eawp.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.eawp, det.date2.eawp)

## Warning in fitList(det.date.eawp, det.date2.eawp): Your list was unnamed,  
## so model names were added as object names

DATEtest.eawp <- modSel(mstestDATE)  
DATEtest.eawp

## nPars AIC delta AICwt cumltvWt  
## det.date.eawp 3 594.28 0.00 0.63 0.63  
## det.date2.eawp 4 595.38 1.10 0.37 1.00

det.time.eawp <-pcount(~ Time ~1, eawp.abund, mixture="P",K=15)  
det.time2.eawp <-pcount(~ Time + I(Time^2) ~1, eawp.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.eawp, det.time2.eawp)

## Warning in fitList(det.time.eawp, det.time2.eawp): Your list was unnamed,  
## so model names were added as object names

TIMEtest.eawp <- modSel(mstestTIME)  
TIMEtest.eawp

## nPars AIC delta AICwt cumltvWt  
## det.time.eawp 3 593.84 0.00 0.62 0.62  
## det.time2.eawp 4 594.82 0.98 0.38 1.00

#detection covariates first  
det.null.eawp <- pcount(~1 ~1, eawp.abund, mixture="P", K=15)  
det.weather.eawp <- pcount(~ Wind + Sky ~1, eawp.abund, mixture="P", K=15)  
det.global.eawp <- pcount(~ Jdate + Wind + Sky + Noise +Time ~1, eawp.abund, mixture="P", K=15)  
det.sound.eawp <- pcount(~ Noise + Wind ~1, eawp.abund, mixture="P", K=15)  
det.date.eawp <- pcount(~ Jdate ~1, eawp.abund, mixture="P", K=15)  
det.detect.eawp <- pcount(~ Jdate + Noise + Time ~1, eawp.abund, mixture="P", K=15)  
det.notdate.eawp <-pcount(~ Wind + Sky + Noise ~1, eawp.abund, mixture="P", K=15)  
det.time.eawp <-pcount(~ Time ~1, eawp.abund, mixture="P",K=15)  
det.timing.eawp <-pcount(~ Time + Jdate ~1, eawp.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.eawp, det.weather.eawp, det.global.eawp,  
 det.sound.eawp, det.date.eawp, det.detect.eawp, det.notdate.eawp,  
 det.time.eawp, det.timing.eawp)

## Warning in fitList(det.null.eawp, det.weather.eawp, det.global.eawp,  
## det.sound.eawp, : Your list was unnamed, so model names were added as  
## object names

msDC.eawp <- modSel(fmsDC)  
msDC.eawp

## nPars AIC delta AICwt cumltvWt  
## det.weather.eawp 4 592.28 0.00 0.242 0.24  
## det.null.eawp 2 592.46 0.18 0.221 0.46  
## det.time.eawp 3 593.84 1.56 0.111 0.57  
## det.notdate.eawp 5 594.01 1.73 0.102 0.68  
## det.date.eawp 3 594.28 2.00 0.089 0.76  
## det.global.eawp 7 594.42 2.15 0.083 0.85  
## det.sound.eawp 4 594.56 2.28 0.077 0.93  
## det.timing.eawp 4 595.41 3.13 0.051 0.98  
## det.detect.eawp 5 596.87 4.59 0.024 1.00

#msDC.ybch@Full  
#summary: weather best model (wind, sky) then null then time then notdate <2

det.weather.eawp

##   
## Call:  
## pcount(formula = ~Wind + Sky ~ 1, data = eawp.abund, K = 15,   
## mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.275 0.123 2.23 0.0255  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.0222 0.199 -0.112 0.911  
## Wind -0.1493 0.111 -1.341 0.180  
## Sky 0.1771 0.109 1.619 0.105  
##   
## AIC: 592.2759

confint(det.weather.eawp, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.41248214 0.36806052  
## p(Wind) -0.36752496 0.06886577  
## p(Sky) -0.03723459 0.39145868

confint(det.weather.eawp, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.03375248 0.5164475

write.table(msDC.eawp@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/eawp\_top\_models\_msDC.xls",sep="\t")

#none of these better quadratic  
testR.eawp <- pcount(~1 ~BA, eawp.abund, mixture="P", K=4)  
testQ.eawp <- pcount(~1 ~BA + I(BA^2), eawp.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.eawp, testQ.eawp)

## Warning in fitList(testR.eawp, testQ.eawp): Your list was unnamed, so model  
## names were added as object names

BAtest.eawp <- modSel(msBAtest)  
BAtest.eawp

## nPars AIC delta AICwt cumltvWt  
## testR.eawp 3 588.26 0.00 0.73 0.73  
## testQ.eawp 4 590.25 1.98 0.27 1.00

testR.eawp <- pcount(~1 ~HW\_dens\_1050, eawp.abund, mixture="P", K=4)  
testQ.eawp <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), eawp.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.eawp, testQ.eawp)

## Warning in fitList(testR.eawp, testQ.eawp): Your list was unnamed, so model  
## names were added as object names

HW1050test.eawp <- modSel(msHW1050test)  
HW1050test.eawp

## nPars AIC delta AICwt cumltvWt  
## testR.eawp 3 590.80 0.00 0.65 0.65  
## testQ.eawp 4 592.01 1.21 0.35 1.00

testR.eawp <- pcount(~1 ~FG\_herb, eawp.abund, mixture="P", K=4)  
testQ.eawp <- pcount(~1 ~FG\_herb + I(FG\_herb^2), eawp.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.eawp, testQ.eawp)

## Warning in fitList(testR.eawp, testQ.eawp): Your list was unnamed, so model  
## names were added as object names

FGHtest.eawp <- modSel(msFGHtest)  
FGHtest.eawp

## nPars AIC delta AICwt cumltvWt  
## testR.eawp 3 592.76 0.00 0.71 0.71  
## testQ.eawp 4 594.54 1.78 0.29 1.00

testR.eawp <- pcount(~1 ~FG\_shrub, eawp.abund, mixture="P", K=4)  
testQ.eawp <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), eawp.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.eawp, testQ.eawp)

## Warning in fitList(testR.eawp, testQ.eawp): Your list was unnamed, so model  
## names were added as object names

FGStest.eawp <- modSel(msFGStest)  
FGStest.eawp

## nPars AIC delta AICwt cumltvWt  
## testR.eawp 3 594.64 0.00 0.58 0.58  
## testQ.eawp 4 595.32 0.68 0.42 1.00

testR.eawp <- pcount(~1 ~NHW\_saplings, eawp.abund, mixture="P", K=4)  
testQ.eawp <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), eawp.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.eawp, testQ.eawp)

## Warning in fitList(testR.eawp, testQ.eawp): Your list was unnamed, so model  
## names were added as object names

HWStest.eawp <- modSel(msHWStest)  
HWStest.eawp

## nPars AIC delta AICwt cumltvWt  
## testR.eawp 3 594.48 0.00 0.66 0.66  
## testQ.eawp 4 595.84 1.36 0.34 1.00

#more appropriate detection covariates (weather - wind + sky)  
null.eawp <- pcount(~ Wind + Sky ~1, eawp.abund, mixture="P", K=40)  
global.eawp <- pcount(~ Wind + Sky  
 ~ Treatment + Herbicide + BA +Ccover  
 + Ldepth + TreeHt + TimeSinceB + TimeSinceT + Nthins  
 + NHW\_saplings + Rel\_HW2P\_canopy  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , eawp.abund, mixture="P", K=40)  
#took out: Nsnags, Age, FPSiteIndex + HW\_dens\_1050 + FG\_herb + FG\_shrub + NP\_over\_20cm  
local.eawp <- pcount(~ Wind + Sky  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , eawp.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.eawp <- pcount(~ Wind + Sky  
 ~ Rel\_HW2P\_canopy + Ccover + NHW\_saplings + YearCat  
 , eawp.abund, mixture="P", K=40)  
landmetrics.eawp <- pcount (~ Wind + Sky  
 ~ Parea + ShapeIndex + YearCat  
 , eawp.abund, mixture="P",K=40)  
landscape500.eawp <- pcount(~ Wind + Sky  
 ~ Evergreen500m + Ag500m + HighDev500m + YearCat  
 , eawp.abund, mixture="P", K=40)  
landscape1.eawp <- pcount(~ Wind + Sky  
 ~ Evergreen1km + HighDev1km + YearCat  
 , eawp.abund, mixture="P", K=40)  
landscape5.eawp <- pcount(~ Wind + Sky  
 ~ Evergreen5km + HighDev5km + YearCat  
 , eawp.abund, mixture="P", K=40)  
landscape30.eawp <- pcount(~ Wind + Sky  
 ~ Evergreen30km + HighDev30km + YearCat  
 , eawp.abund, mixture="P", K=40) #protected removed  
treatment.eawp <- pcount(~ Wind + Sky  
 ~ Treatment + Nthins + YearCat  
 , eawp.abund, mixture ="P", K=40)  
management.eawp <- pcount(~ Wind + Sky  
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , eawp.abund, mixture="P", K=40)  
disturbance.eawp <- pcount(~ Wind + Sky  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , eawp.abund, mixture="P", K=40)  
siteprod.eawp <- pcount(~ Wind + Sky ~ PISoils + NSoilTypes + YearCat  
 , eawp.abund, mixture="P", K=40) #FPSiteIndex out  
#upstate.eawp <- pcount(~ Wind + Sky ~ X + Y + Z, eawp.abund, mixture="P", K=40)  
coord.eawp <- pcount (~ Wind + Sky ~ Latitude + Longitude + YearCat  
 , eawp.abund, mixture="P", K=40)  
  
fms <- fitList(null.eawp, global.eawp, local.eawp, lh.eawp, landmetrics.eawp,  
 landscape500.eawp, landscape1.eawp, landscape5.eawp, landscape30.eawp,  
 treatment.eawp, management.eawp, disturbance.eawp,  
 siteprod.eawp, coord.eawp)

## Warning in fitList(null.eawp, global.eawp, local.eawp, lh.eawp,  
## landmetrics.eawp, : Your list was unnamed, so model names were added as  
## object names

ms.eawp <- modSel(fms) #note this does not include upstate or FPSiteIndex  
ms.eawp

## nPars AIC delta AICwt cumltvWt  
## treatment.eawp 9 586.81 0.00 0.42450 0.42  
## disturbance.eawp 7 588.48 1.67 0.18448 0.61  
## landscape500.eawp 8 588.87 2.06 0.15180 0.76  
## management.eawp 12 589.58 2.77 0.10641 0.87  
## landscape5.eawp 7 591.90 5.09 0.03333 0.90  
## local.eawp 8 592.23 5.42 0.02827 0.93  
## null.eawp 4 592.28 5.47 0.02759 0.96  
## lh.eawp 8 593.04 6.23 0.01884 0.98  
## landscape1.eawp 7 593.98 7.17 0.01178 0.99  
## coord.eawp 7 595.70 8.89 0.00498 0.99  
## landscape30.eawp 7 596.65 9.84 0.00310 1.00  
## siteprod.eawp 7 596.94 10.13 0.00268 1.00  
## landmetrics.eawp 7 597.49 10.69 0.00203 1.00  
## global.eawp 22 601.88 15.07 0.00023 1.00

#ms.eawp@Full  
#summary: treatment, disturbance

treatment.eawp

##   
## Call:  
## pcount(formula = ~Wind + Sky ~ Treatment + Nthins + YearCat,   
## data = eawp.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.33761 0.319 -1.0588 0.2897  
## Treatment1B 0.47063 0.372 1.2636 0.2064  
## Treatment2B 0.74097 0.351 2.1091 0.0349  
## Treatment3B 0.95130 0.370 2.5725 0.0101  
## Nthins 0.08504 0.107 0.7936 0.4274  
## YearCatB 0.00397 0.198 0.0201 0.9840  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.127 0.227 -0.559 0.576  
## Wind -0.147 0.111 -1.321 0.186  
## Sky 0.169 0.107 1.582 0.114  
##   
## AIC: 586.8088

confint(treatment.eawp, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.9626065 0.2873787  
## lam(Treatment1B) -0.2593672 1.2006292  
## lam(Treatment2B) 0.0523871 1.4295497  
## lam(Treatment3B) 0.2265158 1.6760856  
## lam(Nthins) -0.1249862 0.2950739  
## lam(YearCatB) -0.3833404 0.3912847

#treatment model (treatment variable)  
treatment.eawp <- pcount(~ Wind + Sky  
 ~ Treatment + Nthins + YearCat  
 , eawp.abund, mixture ="P", K=40)  
  
##  
error.bar <- function(x, y, upper, lower=upper, length=0.1,...){  
 if(length(x) != length(y) | length(y) !=length(lower) | length(lower) != length(upper))  
 stop("vectors must be same length")  
 arrows(x,y+upper, x, y-lower, angle=90, code=3, length=length, ...)  
}  
##  
  
ND.eawp <- data.frame(Treatment=factor(c("0B","1B","2B","3B")),  
 Nthins=0, YearCat=0)  
eawp.est.tx <- predict(treatment.eawp, type="state",  
 newdata=ND.eawp,appendData=TRUE)  
  
data.mean<-eawp.est.tx$Predicted  
data.sd<-eawp.est.tx$SE  
  
bar.p <-barplot(data.mean,  
 names.arg=c("0B","1B","2B","3B"),  
 ylim = c(0, 8), ylab="Est. EAWP Abundance", xlab="Treatment",  
 #cex.names = 1.5, cex.axis=1.5, cex.lab=1.5,   
 col="darkblue")  
error.bar(bar.p,data.mean,data.sd) #sd
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disturbance.eawp

##   
## Call:  
## pcount(formula = ~Wind + Sky ~ TimeSinceB + TimeSinceT + YearCat,   
## data = eawp.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.2379 0.169 1.406 0.15978  
## TimeSinceB -0.3667 0.131 -2.790 0.00527  
## TimeSinceT 0.0946 0.104 0.914 0.36084  
## YearCatB 0.0400 0.196 0.203 0.83878  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.0953 0.220 -0.434 0.664  
## Wind -0.1477 0.112 -1.324 0.185  
## Sky 0.1609 0.107 1.501 0.133  
##   
## AIC: 588.4756

confint(disturbance.eawp, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.09375929 0.5694852  
## lam(TimeSinceB) -0.62426313 -0.1090747  
## lam(TimeSinceT) -0.10830305 0.2974900  
## lam(YearCatB) -0.34514116 0.4250940

#disturbance model with timesinceburn  
disturbance.eawp <- pcount(~ Wind + Sky  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , eawp.abund, mixture="P", K=40)  
  
ND2.eawp <-data.frame(TimeSinceB=seq(min(sc$TimeSinceB),max(sc$TimeSinceB),length=100),TimeSinceT=0,YearCat=0)  
eawp.est.timeb <- predict(disturbance.eawp, type="state",  
newdata=ND2.eawp,appendData=TRUE)  
  
plot(Predicted~ TimeSinceB, data=eawp.est.timeb, ylim=c(0,8), type="l", lwd=3,  
xlab="Time since last burn", ylab="Est.EAWP Abundance")  
##95% confidence intervals  
lines(lower~ TimeSinceB, data=eawp.est.timeb, type="l", lwd=3, col="darkgray")  
lines(upper~ TimeSinceB, data=eawp.est.timeb, type="l", lwd=3, col="darkgray")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 178.6298   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 265 278 296 324 385   
##   
## Estimate of c-hat = 0.59

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 178.6298
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 182.3636   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 258 291 315 325 403   
##   
## Estimate of c-hat = 0.58

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 182.3636

EAWP Summary P distribution nothing quadratic DCs: weather (none actually sig), null, time, notdate SCs using weather: Treatment (+ with 2B, + with 3B) Disturbance (- with TimeSinceB)

# INBU

# (foliage gleaner, shrub-nesting, insects, open woodland habitat & EDGES)

# covariates: grasses, shrub density, within a meter above ground, low branches, tree age

inbu.abund<- csvToUMF("inbu\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(inbu.abund)  
#str(inbu.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(inbu.abund)= scale (obsCovs(inbu.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(inbu.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)]) #from 26 to 74 +landscape+soils  
siteCovs(inbu.abund) <- sc

#run this when have CSV with both years  
null.inbu <- pcount(~Jdate + Noise + Time ~1, inbu.abund, mixture="P", K=40)  
year.inbu <- pcount(~Jdate + Noise + Time ~ YearCat, inbu.abund, mixture="P", K=40)  
fms.year.inbu<- fitList(null.inbu, year.inbu)

## Warning in fitList(null.inbu, year.inbu): Your list was unnamed, so model  
## names were added as object names

year.ms.inbu<-modSel(fms.year.inbu)  
year.ms.inbu

## nPars AIC delta AICwt cumltvWt  
## year.inbu 6 621.62 0.00 0.968 0.97  
## null.inbu 5 628.43 6.81 0.032 1.00

^ definite year effect - null model is way above 2.0

det.date.inbu <- pcount(~ Jdate ~1, inbu.abund, mixture="P", K=15)  
det.date2.inbu <- pcount(~ Jdate + I(Jdate^2) ~1, inbu.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.inbu, det.date2.inbu)

## Warning in fitList(det.date.inbu, det.date2.inbu): Your list was unnamed,  
## so model names were added as object names

DATEtest.inbu <- modSel(mstestDATE)  
DATEtest.inbu

## nPars AIC delta AICwt cumltvWt  
## det.date.inbu 3 630.60 0.00 0.66 0.66  
## det.date2.inbu 4 631.89 1.29 0.34 1.00

det.time.inbu <-pcount(~ Time ~1, inbu.abund, mixture="P",K=15)  
det.time2.inbu <-pcount(~ Time + I(Time^2) ~1, inbu.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.inbu, det.time2.inbu)

## Warning in fitList(det.time.inbu, det.time2.inbu): Your list was unnamed,  
## so model names were added as object names

TIMEtest.inbu <- modSel(mstestTIME)  
TIMEtest.inbu

## nPars AIC delta AICwt cumltvWt  
## det.time2.inbu 4 645.74 0.00 0.59 0.59  
## det.time.inbu 3 646.49 0.75 0.41 1.00

#detection covariates first  
det.null.inbu <- pcount(~1 ~1, inbu.abund, mixture="P", K=15)  
det.weather.inbu <- pcount(~ Wind + Sky ~1, inbu.abund, mixture="P", K=15)  
det.global2.inbu <- pcount(~ Jdate + Wind + Sky + Noise +Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
det.sound.inbu <- pcount(~ Noise + Wind ~1, inbu.abund, mixture="P", K=15)  
det.date.inbu <- pcount(~ Jdate ~1, inbu.abund, mixture="P", K=15)  
det.detect2.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
det.notdate.inbu <-pcount(~ Wind + Sky + Noise ~1, inbu.abund, mixture="P", K=15)  
det.time2.inbu <-pcount(~ Time + I(Time^2) ~1, inbu.abund, mixture="P",K=15)  
det.timing2.inbu <-pcount(~ Time + I(Time^2) + Jdate ~1, inbu.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.inbu, det.weather.inbu, det.global2.inbu,  
 det.sound.inbu, det.date.inbu, det.detect2.inbu, det.notdate.inbu,  
 det.time2.inbu, det.timing2.inbu)

## Warning in fitList(det.null.inbu, det.weather.inbu, det.global2.inbu,  
## det.sound.inbu, : Your list was unnamed, so model names were added as  
## object names

msDC.inbu <- modSel(fmsDC)  
msDC.inbu

## nPars AIC delta AICwt cumltvWt  
## det.detect2.inbu 6 626.45 0.00 5.1e-01 0.51  
## det.global2.inbu 8 627.47 1.02 3.1e-01 0.82  
## det.timing2.inbu 5 629.36 2.91 1.2e-01 0.94  
## det.date.inbu 3 630.60 4.15 6.4e-02 1.00  
## det.time2.inbu 4 645.74 19.29 3.3e-05 1.00  
## det.sound.inbu 4 645.98 19.53 2.9e-05 1.00  
## det.null.inbu 2 646.59 20.14 2.2e-05 1.00  
## det.notdate.inbu 5 647.78 21.33 1.2e-05 1.00  
## det.weather.inbu 4 649.98 23.54 4.0e-06 1.00

#msDC.inbu@Full  
#summary: detect (Date+Noise+Time) first, then global (same)

det.detect2.inbu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time + I(Time^2) ~ 1, data = inbu.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.425 0.124 3.43 0.000609  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.476 0.213 -2.235 2.54e-02  
## Jdate 0.455 0.108 4.228 2.36e-05  
## Noise -0.248 0.112 -2.207 2.73e-02  
## Time -0.108 0.118 -0.919 3.58e-01  
## I(Time^2) 0.224 0.114 1.967 4.91e-02  
##   
## AIC: 626.4477

confint(det.detect2.inbu, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.8939064378 -0.05862764  
## p(Jdate) 0.2441711042 0.66623734  
## p(Noise) -0.4684869591 -0.02780233  
## p(Time) -0.3399173910 0.12297867  
## p(I(Time^2)) 0.0008475647 0.44668437

confint(det.detect2.inbu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.1820665 0.6684174

^ Detect best model (+Date, +Time2, -Noise), global next best model

#detect2 model - jdate variable - averaged with global model too  
det.global2.inbu <- pcount(~ Jdate + Wind + Sky + Noise +Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
det.detect2.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
  
#summary(inbu.abund)  
dms\_top.inbu <- fitList(det.detect2.inbu,det.global2.inbu)

## Warning in fitList(det.detect2.inbu, det.global2.inbu): Your list was  
## unnamed, so model names were added as object names

ND.inbud <-data.frame(Jdate=seq(-1.75,2.25,length=100),Noise=0,Time=0, Wind=0, Sky=0)  
inbu.est.date <- predict(dms\_top.inbu, type="det",  
 newdata=ND.inbud,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=inbu.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Date", ylab="INBU Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=inbu.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=inbu.est.date, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

#detect2 model - TIME variable - averaged with global model too  
det.global2.inbu <- pcount(~ Jdate + Wind + Sky + Noise +Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
det.detect2.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
  
#summary(obsCovs(inbu.abund))  
dms\_top.inbu <- fitList(det.detect2.inbu,det.global2.inbu)

## Warning in fitList(det.detect2.inbu, det.global2.inbu): Your list was  
## unnamed, so model names were added as object names

ND.inbud2 <-data.frame(Time=seq(-1.5,2.5,length=100),Noise=0,Jdate=0, Wind=0, Sky=0)  
inbu.est.time <- predict(dms\_top.inbu, type="det",  
 newdata=ND.inbud2,appendData=TRUE)  
  
plot(Predicted~ Time, data=inbu.est.time, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey start time", ylab="INBU Detection Probability")  
##95% confidence intervals  
lines(lower~ Time, data=inbu.est.time, type="l", lwd=3, col="darkgray")  
lines(upper~ Time, data=inbu.est.time, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

#detect2 model - NOISE variable - averaged with global model too  
det.global2.inbu <- pcount(~ Jdate + Wind + Sky + Noise +Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
det.detect2.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, inbu.abund, mixture="P", K=15)  
  
#summary(obsCovs(inbu.abund))  
dms\_top.inbu <- fitList(det.detect2.inbu,det.global2.inbu)

## Warning in fitList(det.detect2.inbu, det.global2.inbu): Your list was  
## unnamed, so model names were added as object names

ND.inbud3 <-data.frame(Noise=seq(-1.75,2.25,length=100),Time=0,Jdate=0, Wind=0, Sky=0)  
inbu.est.noise <- predict(dms\_top.inbu, type="det",  
 newdata=ND.inbud3,appendData=TRUE)  
  
plot(Predicted~ Noise, data=inbu.est.noise, ylim=c(0,1), type="l", lwd=3,  
 xlab="Ambient noise", ylab="INBU Detection Probability")  
##95% confidence intervals  
lines(lower~ Noise, data=inbu.est.noise, type="l", lwd=3, col="darkgray")  
lines(upper~ Noise, data=inbu.est.noise, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(msDC.inbu@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/inbu\_top\_models\_msDC.xls",sep="\t")

#not using for now  
#predict(det.detect.inbu, type="det") #gave me 204 rows...  
#backTransform(det.detect.inbu, "psi", method=normal)

#none of these better quadratic  
testR.inbu <- pcount(~1 ~BA, inbu.abund, mixture="P", K=4)  
testQ.inbu <- pcount(~1 ~BA + I(BA^2), inbu.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.inbu, testQ.inbu)

## Warning in fitList(testR.inbu, testQ.inbu): Your list was unnamed, so model  
## names were added as object names

BAtest.inbu <- modSel(msBAtest)  
BAtest.inbu

## nPars AIC delta AICwt cumltvWt  
## testR.inbu 3 649.68 0.00 0.68 0.68  
## testQ.inbu 4 651.14 1.46 0.32 1.00

testR.inbu <- pcount(~1 ~HW\_dens\_1050, inbu.abund, mixture="P", K=4)  
testQ.inbu <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), inbu.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.inbu, testQ.inbu)

## Warning in fitList(testR.inbu, testQ.inbu): Your list was unnamed, so model  
## names were added as object names

HW1050test.inbu <- modSel(msHW1050test)  
HW1050test.inbu

## nPars AIC delta AICwt cumltvWt  
## testR.inbu 3 648.65 0.00 0.73 0.73  
## testQ.inbu 4 650.65 2.00 0.27 1.00

testR.inbu <- pcount(~1 ~FG\_herb, inbu.abund, mixture="P", K=4)  
testQ.inbu <- pcount(~1 ~FG\_herb + I(FG\_herb^2), inbu.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.inbu, testQ.inbu)

## Warning in fitList(testR.inbu, testQ.inbu): Your list was unnamed, so model  
## names were added as object names

FGHtest.inbu <- modSel(msFGHtest)  
FGHtest.inbu

## nPars AIC delta AICwt cumltvWt  
## testR.inbu 3 648.45 0.00 0.55 0.55  
## testQ.inbu 4 648.84 0.39 0.45 1.00

testR.inbu <- pcount(~1 ~FG\_shrub, inbu.abund, mixture="P", K=4)  
testQ.inbu <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), inbu.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.inbu, testQ.inbu)

## Warning in fitList(testR.inbu, testQ.inbu): Your list was unnamed, so model  
## names were added as object names

FGStest.inbu <- modSel(msFGStest)  
FGStest.inbu

## nPars AIC delta AICwt cumltvWt  
## testR.inbu 3 651.05 0.00 0.72 0.72  
## testQ.inbu 4 652.95 1.90 0.28 1.00

testR.inbu <- pcount(~1 ~NHW\_saplings, inbu.abund, mixture="P", K=4)  
testQ.inbu <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), inbu.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.inbu, testQ.inbu)

## Warning in fitList(testR.inbu, testQ.inbu): Your list was unnamed, so model  
## names were added as object names

HWStest.inbu <- modSel(msHWStest)  
HWStest.inbu

## nPars AIC delta AICwt cumltvWt  
## testR.inbu 3 649.78 0.00 0.70 0.70  
## testQ.inbu 4 651.53 1.74 0.30 1.00

#more appropriate detection covariates (detect best model)  
null.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, inbu.abund, mixture="P", K=40)  
global.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Treatment + Herbicide + BA +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + FG\_herb + FG\_shrub + NHW\_saplings  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , inbu.abund, mixture="P", K=40)  
#doesn't include FPSiteIndex + NP\_over\_20cm + Rel\_HW2P\_canopy + Nsnags  
local.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , inbu.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ HW\_dens\_1050 + FG\_herb + FG\_shrub + Age + NHW\_saplings + YearCat  
 , inbu.abund, mixture="P", K=40)  
landmetrics.inbu <- pcount (~ Jdate + Noise + Time + I(Time^2)  
 ~ Parea + ShapeIndex + YearCat  
 , inbu.abund, mixture="P",K=40)  
landscape500.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Evergreen500m + Grass500m + Ag500m + HighDev500m  
 + Schrubs500m + YearCat  
 , inbu.abund, mixture="P", K=40)  
landscape1.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Grass1km + Ag1km + HighDev1km + Schrubs1km + YearCat  
 , inbu.abund, mixture="P", K=40)  
landscape5.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Evergreen5km + Grass5km + HighDev5km + Schrubs5km + YearCat  
 , inbu.abund, mixture="P", K=40)  
landscape30.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Evergreen30km + Grass30km + HighDev30km + YearCat  
 , inbu.abund, mixture="P", K=40) #removed Protected  
treatment.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Treatment + Nthins + YearCat  
 , inbu.abund, mixture ="P", K=40)  
management.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , inbu.abund, mixture="P", K=40)  
disturbance.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , inbu.abund, mixture="P", K=40)  
siteprod.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ PISoils + NSoilTypes + YearCat  
 , inbu.abund, mixture="P", K=40)  
#upstate n/a no data  
coord.inbu <- pcount (~Jdate + Noise + Time + I(Time^2)  
 ~ Latitude + Longitude + YearCat  
 , inbu.abund, mixture="P", K=80)  
  
  
fms <- fitList(null.inbu, global.inbu, local.inbu, lh.inbu, landmetrics.inbu,  
 landscape500.inbu, landscape1.inbu, landscape5.inbu, landscape30.inbu,  
 treatment.inbu, management.inbu, disturbance.inbu,  
 siteprod.inbu, coord.inbu)

## Warning in fitList(null.inbu, global.inbu, local.inbu, lh.inbu,  
## landmetrics.inbu, : Your list was unnamed, so model names were added as  
## object names

ms.inbu <- modSel(fms) #note this does not include upstate or some of site.prod  
ms.inbu

## nPars AIC delta AICwt cumltvWt  
## local.inbu 10 617.91 0.00 2.8e-01 0.28  
## lh.inbu 12 618.82 0.91 1.8e-01 0.45  
## disturbance.inbu 9 618.83 0.92 1.7e-01 0.63  
## treatment.inbu 11 618.90 0.99 1.7e-01 0.79  
## siteprod.inbu 9 620.34 2.43 8.2e-02 0.87  
## coord.inbu 9 622.31 4.40 3.1e-02 0.91  
## landscape500.inbu 12 622.48 4.57 2.8e-02 0.93  
## landmetrics.inbu 9 623.26 5.36 1.9e-02 0.95  
## management.inbu 14 623.56 5.65 1.6e-02 0.97  
## landscape30.inbu 10 624.05 6.15 1.3e-02 0.98  
## landscape1.inbu 11 624.38 6.47 1.1e-02 0.99  
## null.inbu 6 626.45 8.54 3.9e-03 1.00  
## landscape5.inbu 11 626.59 8.69 3.6e-03 1.00  
## global.inbu 27 636.59 18.69 2.4e-05 1.00

#ms.inbu@Full  
#summary: local best, treatment second, disturbance third, life history 4th, siteprod also d<2

^local best (), treatment second, disturbance third, life history 4th, siteprod also d<2 ^^with updated quad time: local, life history, disturbance, treatment…

write.table(ms.inbu@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/inbu\_top\_models\_ms.xls",sep="\t")

local.inbu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time + I(Time^2) ~ Ccover +   
## TreeHt + Ldepth + YearCat, data = inbu.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.7934 0.1658 4.786 1.70e-06  
## Ccover -0.0471 0.0915 -0.514 6.07e-01  
## TreeHt -0.0529 0.1043 -0.507 6.12e-01  
## Ldepth -0.2486 0.1100 -2.260 2.38e-02  
## YearCatB -0.7619 0.2180 -3.494 4.76e-04  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.606 0.235 -2.584 9.78e-03  
## Jdate 0.434 0.106 4.092 4.28e-05  
## Noise -0.191 0.113 -1.699 8.93e-02  
## Time -0.100 0.115 -0.875 3.81e-01  
## I(Time^2) 0.234 0.112 2.097 3.60e-02  
##   
## AIC: 617.9083

confint(local.inbu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.4684679 1.11827800  
## lam(Ccover) -0.2264210 0.13231243  
## lam(TreeHt) -0.2572418 0.15143142  
## lam(Ldepth) -0.4641136 -0.03304592  
## lam(YearCatB) -1.1892219 -0.33448382

lh.inbu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time + I(Time^2) ~ HW\_dens\_1050 +   
## FG\_herb + FG\_shrub + Age + NHW\_saplings + YearCat, data = inbu.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.775586 0.1690 4.58921 4.45e-06  
## HW\_dens\_1050 0.124597 0.1077 1.15690 2.47e-01  
## FG\_herb 0.156687 0.1118 1.40204 1.61e-01  
## FG\_shrub 0.125676 0.0977 1.28572 1.99e-01  
## Age -0.000481 0.0918 -0.00524 9.96e-01  
## NHW\_saplings -0.149686 0.1098 -1.36292 1.73e-01  
## YearCatB -0.718517 0.2127 -3.37742 7.32e-04  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.637 0.244 -2.609 9.07e-03  
## Jdate 0.423 0.106 3.995 6.47e-05  
## Noise -0.174 0.113 -1.543 1.23e-01  
## Time -0.108 0.113 -0.949 3.42e-01  
## I(Time^2) 0.230 0.110 2.078 3.77e-02  
##   
## AIC: 618.8164

confint(lh.inbu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.44434843 1.10682424  
## lam(HW\_dens\_1050) -0.08648947 0.33568301  
## lam(FG\_herb) -0.06235185 0.37572505  
## lam(FG\_shrub) -0.06590591 0.31725801  
## lam(Age) -0.18043865 0.17947611  
## lam(NHW\_saplings) -0.36494450 0.06557202  
## lam(YearCatB) -1.13548242 -0.30155091

disturbance.inbu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time + I(Time^2) ~ TimeSinceB +   
## TimeSinceT + YearCat, data = inbu.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.688 0.154 4.474 7.69e-06  
## TimeSinceB -0.206 0.111 -1.863 6.25e-02  
## TimeSinceT -0.055 0.118 -0.466 6.41e-01  
## YearCatB -0.582 0.192 -3.038 2.38e-03  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.538 0.223 -2.407 1.61e-02  
## Jdate 0.437 0.107 4.066 4.78e-05  
## Noise -0.225 0.112 -2.011 4.43e-02  
## Time -0.100 0.116 -0.859 3.90e-01  
## I(Time^2) 0.216 0.113 1.911 5.60e-02  
##   
## AIC: 618.8289

confint(disturbance.inbu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.3863932 0.98896789  
## lam(TimeSinceB) -0.4231875 0.01073046  
## lam(TimeSinceT) -0.2860410 0.17606195  
## lam(YearCatB) -0.9571494 -0.20647574

treatment.inbu

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time + I(Time^2) ~ Treatment +   
## Nthins + YearCat, data = inbu.abund, K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 0.2412 0.279 0.864 0.38764  
## Treatment1B 0.4724 0.308 1.532 0.12561  
## Treatment2B 0.3159 0.322 0.982 0.32619  
## Treatment3B 0.8575 0.334 2.564 0.01035  
## Nthins -0.0862 0.117 -0.736 0.46153  
## YearCatB -0.6136 0.194 -3.170 0.00153  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.5464 0.226 -2.413 0.015816  
## Jdate 0.4384 0.107 4.085 0.000044  
## Noise -0.2102 0.113 -1.864 0.062277  
## Time -0.0979 0.116 -0.843 0.399034  
## I(Time^2) 0.2112 0.113 1.861 0.062716  
##   
## AIC: 618.9033

confint(treatment.inbu, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.3060400 0.7884792  
## lam(Treatment1B) -0.1321080 1.0769641  
## lam(Treatment2B) -0.3147167 0.9465072  
## lam(Treatment3B) 0.2020152 1.5129242  
## lam(Nthins) -0.3157495 0.1432931  
## lam(YearCatB) -0.9931088 -0.2341802

#site productivity with # soil types  
local.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , inbu.abund, mixture="P", K=40)  
  
ND.inbu2 <-data.frame(Ldepth=seq(min(sc$Ldepth),max(sc$Ldepth),length=100),Ccover=0,TreeHt=0,YearCat=0)  
inbu.est.litter <- predict(local.inbu, type="state",  
newdata=ND.inbu2,appendData=TRUE)  
  
plot(Predicted~ Ldepth, data=inbu.est.litter, ylim=c(0,10), type="l", lwd=3,  
xlab="Litter depth", ylab="Est. INBU Abundance")  
##95% confidence intervals  
lines(lower~ Ldepth, data=inbu.est.litter, type="l", lwd=3, col="darkgray")  
lines(upper~ Ldepth, data=inbu.est.litter, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

#treatment model (treatment variable)  
treatment.inbu <- pcount(~ Jdate + Noise + Time + I(Time^2)  
 ~ Treatment + Nthins + YearCat  
 , inbu.abund, mixture ="P", K=40)  
  
##  
error.bar <- function(x, y, upper, lower=upper, length=0.1,...){  
 if(length(x) != length(y) | length(y) !=length(lower) | length(lower) != length(upper))  
 stop("vectors must be same length")  
 arrows(x,y+upper, x, y-lower, angle=90, code=3, length=length, ...)  
}  
##  
  
ND.inbu <- data.frame(Treatment=factor(c("0B","1B","2B","3B")),  
 Nthins=0, YearCat=0)  
inbu.est.tx <- predict(treatment.inbu, type="state",  
 newdata=ND.inbu,appendData=TRUE)  
  
data.mean<-inbu.est.tx$Predicted  
data.sd<-inbu.est.tx$SE  
  
bar.p <-barplot(data.mean,  
 names.arg=c("0B","1B","2B","3B"),  
 ylim = c(0, 8), ylab="Est. INBU Abundance", xlab="Treatment",  
 #cex.names = 1.5, cex.axis=1.5, cex.lab=1.5,   
 col="darkblue")  
error.bar(bar.p,data.mean,data.sd) #sd
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 266.995   
## Number of bootstrap samples = 25  
## P-value = 0.92  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 258 283 293 336 358   
##   
## Estimate of c-hat = 0.88

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 266.995

### not using yet  
#backTransform(linearComb(disturbance.inbu, coefficients = c(1,0), type= "det"))  
##YAY!  
#backTransform(linearComb(disturbance.inbu, coefficients = c(1,0,0), type= "state"))  
  
#or:  
#newData.inbu<-data.frame(TimeSinceT=0, TimeSinceB=0:20)  
#round(predict(disturbance.inbu, type="state", newdata=newData.inbu, appendData=TRUE, 2))  
##or "det"  
##confint(disturbance.inbu,type="det")

INBU Summary: P distribution DCs: detect2 best (- noise, + date, +-+ time2), global second SCs using detect2 model: with updated quad time: local, life history, disturbance, treatment… local best (- with Ldepth, - with YearB) life history 4th (- with YearB), disturbance third (- with YearB), treatment second (+ with Treatment 3B, - with YearB)

# NOBO

# (grasslands - open woodlands, ground nester, ground forager, plants)

# covariates: low BA, fires/disturbance, litter, low-medium HW cover?

nobo.abund<- csvToUMF("nobo\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(nobo.abund)  
#str(nobo.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(nobo.abund)= scale (obsCovs(nobo.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(nobo.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(nobo.abund) <- sc

#test for NB or Poisson - most should use Poisson ...   
testP.nobo <- pcount(~1 ~1, nobo.abund, mixture="P", K=4)  
testNB.nobo <- pcount(~1 ~1, nobo.abund, mixture="NB", K=4)  
fmsTEST <- fitList(testP.nobo, testNB.nobo)

## Warning in fitList(testP.nobo, testNB.nobo): Your list was unnamed, so  
## model names were added as object names

msTEST.nobo <- modSel(fmsTEST)  
msTEST.nobo

## nPars AIC delta AICwt cumltvWt  
## testNB.nobo 3 479.98 0.00 0.927 0.93  
## testP.nobo 2 485.06 5.08 0.073 1.00

## NB is best for this species. Change below to correspond!

#run this when have CSV with both years  
null.nobo <- pcount(~Jdate + Noise + Time ~1, nobo.abund, mixture="NB", K=40)  
year.nobo <- pcount(~Jdate + Noise + Time ~ YearCat, nobo.abund, mixture="NB", K=40)  
fms.year.nobo<- fitList(null.nobo, year.nobo)

## Warning in fitList(null.nobo, year.nobo): Your list was unnamed, so model  
## names were added as object names

year.ms.nobo<-modSel(fms.year.nobo)  
year.ms.nobo

## nPars AIC delta AICwt cumltvWt  
## year.nobo 7 433.60 0.00 0.85 0.85  
## null.nobo 6 437.08 3.48 0.15 1.00

^ year definite effect, null is much over d2

#date definite effect, not time  
det.date.nobo <- pcount(~ Jdate ~1, nobo.abund, mixture="P", K=15)  
det.date2.nobo <- pcount(~ Jdate + I(Jdate^2) ~1, nobo.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.nobo, det.date2.nobo)

## Warning in fitList(det.date.nobo, det.date2.nobo): Your list was unnamed,  
## so model names were added as object names

DATEtest.nobo <- modSel(mstestDATE)  
DATEtest.nobo

## nPars AIC delta AICwt cumltvWt  
## det.date2.nobo 4 437.47 0.00 0.988 0.99  
## det.date.nobo 3 446.24 8.76 0.012 1.00

det.time.nobo <-pcount(~ Time ~1, nobo.abund, mixture="P",K=15)  
det.time2.nobo <-pcount(~ Time + I(Time^2) ~1, nobo.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.nobo, det.time2.nobo)

## Warning in fitList(det.time.nobo, det.time2.nobo): Your list was unnamed,  
## so model names were added as object names

TIMEtest.nobo <- modSel(mstestTIME)  
TIMEtest.nobo

## nPars AIC delta AICwt cumltvWt  
## det.time.nobo 3 484.53 0.00 0.73 0.73  
## det.time2.nobo 4 486.49 1.96 0.27 1.00

#detection covariates first  
det.null.nobo <- pcount(~1 ~1, nobo.abund, mixture="NB", K=15)  
det.weather.nobo <- pcount(~ Wind + Sky ~1, nobo.abund, mixture="NB", K=15)  
det.global2.nobo <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time ~1, nobo.abund, mixture="NB", K=15)  
det.sound.nobo <- pcount(~ Noise + Wind ~1, nobo.abund, mixture="NB", K=15)  
det.date2.nobo <- pcount(~ Jdate + I(Jdate^2) ~1, nobo.abund, mixture="NB", K=15)  
det.detect2.nobo <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~1, nobo.abund, mixture="NB", K=15)  
det.notdate.nobo <-pcount(~ Wind + Sky + Noise ~1, nobo.abund, mixture="NB", K=15)  
det.time.nobo <-pcount(~ Time ~1, nobo.abund, mixture="NB",K=15)  
det.timing2.nobo <-pcount(~ Time + Jdate + I(Jdate^2) ~1, nobo.abund, mixture="NB", K=15)  
  
fmsDC <- fitList(det.null.nobo, det.weather.nobo, det.global2.nobo,  
 det.sound.nobo, det.date2.nobo, det.detect2.nobo, det.notdate.nobo,  
 det.time.nobo, det.timing2.nobo)

## Warning in fitList(det.null.nobo, det.weather.nobo, det.global2.nobo,  
## det.sound.nobo, : Your list was unnamed, so model names were added as  
## object names

msDC.nobo <- modSel(fmsDC)  
msDC.nobo

## nPars AIC delta AICwt cumltvWt  
## det.date2.nobo 5 426.91 0.00 5.8e-01 0.58  
## det.timing2.nobo 6 428.80 1.89 2.3e-01 0.81  
## det.global2.nobo 9 430.52 3.61 9.6e-02 0.91  
## det.detect2.nobo 7 430.56 3.66 9.4e-02 1.00  
## det.weather.nobo 5 448.76 21.85 1.0e-05 1.00  
## det.notdate.nobo 6 450.64 23.74 4.1e-06 1.00  
## det.null.nobo 3 463.47 36.56 6.7e-09 1.00  
## det.time.nobo 4 465.24 38.33 2.8e-09 1.00  
## det.sound.nobo 5 467.33 40.43 9.7e-10 1.00

#msDC.nobo@Full  
#summary: NB is better fit than Poisson.  
#Global is no longer best detection model.  
## date2 best model, timing2 second model.

det.date2.nobo # positive w date, - with date^2

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ 1, data = nobo.abund,   
## K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.401 0.378 1.06 0.289  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.986 0.522 -1.89 5.87e-02  
## Jdate 0.920 0.184 5.00 5.72e-07  
## I(Jdate^2) -0.428 0.146 -2.93 3.43e-03  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## -0.235 0.419 -0.561 0.575  
##   
## AIC: 426.9056

confint(det.date2.nobo, type="det",method="normal")

## 0.025 0.975  
## p(Int) -2.0079440 0.03642716  
## p(Jdate) 0.5596966 1.28126488  
## p(I(Jdate^2)) -0.7141012 -0.14117942

confint(det.date2.nobo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.3406653 1.14235

det.timing2.nobo # positive w date, - with date^2

##   
## Call:  
## pcount(formula = ~Time + Jdate + I(Jdate^2) ~ 1, data = nobo.abund,   
## K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.404 0.381 1.06 0.289  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.9908 0.525 -1.886 5.92e-02  
## Time 0.0445 0.135 0.331 7.41e-01  
## Jdate 0.9247 0.185 5.002 5.67e-07  
## I(Jdate^2) -0.4293 0.146 -2.937 3.32e-03  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## -0.23 0.421 -0.545 0.586  
##   
## AIC: 428.7954

confint(det.timing2.nobo, type="det",method="normal")

## 0.025 0.975  
## p(Int) -2.0201259 0.03859031  
## p(Time) -0.2191537 0.30823218  
## p(Jdate) 0.5623470 1.28697849  
## p(I(Jdate^2)) -0.7158106 -0.14277119

confint(det.timing2.nobo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.3427265 1.151386

# jdate variable - date2, averaged with timing2 model too  
det.date2.nobo <- pcount(~ Jdate + I(Jdate^2) ~1, nobo.abund, mixture="NB", K=15)  
det.timing2.nobo <-pcount(~ Time + Jdate + I(Jdate^2) ~1, nobo.abund, mixture="NB", K=15)  
  
#summary(inbu.abund)  
dms\_top.nobo <- fitList(det.date2.nobo,det.timing2.nobo)

## Warning in fitList(det.date2.nobo, det.timing2.nobo): Your list was  
## unnamed, so model names were added as object names

ND.nobod <-data.frame(Jdate=seq(-1.75,2.25,length=100),Time=0)  
nobo.est.date <- predict(dms\_top.nobo, type="det",  
 newdata=ND.nobod,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=nobo.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Date", ylab="NOBO Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=nobo.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=nobo.est.date, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(msDC.nobo@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/nobo\_top\_models\_msDC.xls",sep="\t")

#yes: HW\_dens\_1050, FG\_shrub, NHW\_saplings  
#no: BA, FG\_herb  
testR.nobo <- pcount(~1 ~BA, nobo.abund, mixture="P", K=4)  
testQ.nobo <- pcount(~1 ~BA + I(BA^2), nobo.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.nobo, testQ.nobo)

## Warning in fitList(testR.nobo, testQ.nobo): Your list was unnamed, so model  
## names were added as object names

BAtest.nobo <- modSel(msBAtest)  
BAtest.nobo

## nPars AIC delta AICwt cumltvWt  
## testR.nobo 3 475.57 0.00 0.68 0.68  
## testQ.nobo 4 477.12 1.55 0.32 1.00

#yes  
testR.nobo <- pcount(~1 ~HW\_dens\_1050, nobo.abund, mixture="P", K=4)  
testQ.nobo <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), nobo.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.nobo, testQ.nobo)

## Warning in fitList(testR.nobo, testQ.nobo): Your list was unnamed, so model  
## names were added as object names

HW1050test.nobo <- modSel(msHW1050test)  
HW1050test.nobo

## nPars AIC delta AICwt cumltvWt  
## testQ.nobo 4 471.51 0.00 0.9977 1.00  
## testR.nobo 3 483.64 12.13 0.0023 1.00

testR.nobo <- pcount(~1 ~FG\_herb, nobo.abund, mixture="P", K=4)  
testQ.nobo <- pcount(~1 ~FG\_herb + I(FG\_herb^2), nobo.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.nobo, testQ.nobo)

## Warning in fitList(testR.nobo, testQ.nobo): Your list was unnamed, so model  
## names were added as object names

FGHtest.nobo <- modSel(msFGHtest)  
FGHtest.nobo

## nPars AIC delta AICwt cumltvWt  
## testQ.nobo 4 454.57 0.00 0.936 0.94  
## testR.nobo 3 459.92 5.35 0.064 1.00

testR.nobo <- pcount(~1 ~FG\_shrub, nobo.abund, mixture="P", K=4)  
testQ.nobo <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), nobo.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.nobo, testQ.nobo)

## Warning in fitList(testR.nobo, testQ.nobo): Your list was unnamed, so model  
## names were added as object names

FGStest.nobo <- modSel(msFGStest)  
FGStest.nobo

## nPars AIC delta AICwt cumltvWt  
## testR.nobo 3 479.50 0.00 0.55 0.55  
## testQ.nobo 4 479.91 0.41 0.45 1.00

testR.nobo <- pcount(~1 ~NHW\_saplings, nobo.abund, mixture="P", K=4)  
testQ.nobo <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), nobo.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.nobo, testQ.nobo)

## Warning in fitList(testR.nobo, testQ.nobo): Your list was unnamed, so model  
## names were added as object names

HWStest.nobo <- modSel(msHWStest)  
HWStest.nobo

## nPars AIC delta AICwt cumltvWt  
## testR.nobo 3 486.18 0.00 0.73 0.73  
## testQ.nobo 4 488.18 2.00 0.27 1.00

#more appropriate detection covariates (now, date2 not global)  
null.nobo <- pcount(~ Jdate + I(Jdate^2) ~1, nobo.abund, mixture="NB", K=80)  
global.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + Herbicide + BA +Ccover + TreeHt  
 + Ldepth + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + I(HW\_dens\_1050^2)  
 + FG\_herb+ I(FG\_herb^2) + FG\_shrub  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , nobo.abund, mixture="NB", K=80)  
#FPSiteIndex taken out, TreeHt, NHW\_saplings, NP\_over\_20cm, FG\_herb, Rel\_HW2P\_canopy, Nsnags  
local.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , nobo.abund, mixture="NB", K=80) #can only include BA OR CCover  
lh.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ BA + Ldepth + HW\_dens\_1050 + I(HW\_dens\_1050^2) + FG\_shrub + Age + YearCat  
 , nobo.abund, mixture="NB", K=80)  
landmetrics.nobo <- pcount (~ Jdate + I(Jdate^2)  
 ~ Parea + ShapeIndex + YearCat  
 , nobo.abund, mixture="NB",K=80)  
landscape500.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass500m + HighDev500m + Schrubs500m + Evergreen500m  
 + Ag500m + YearCat  
 , nobo.abund, mixture="NB", K=80)  
landscape1.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass1km + HighDev1km + Schrubs1km + Evergreen1km + YearCat  
 , nobo.abund, mixture="NB", K=80)  
landscape5.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass5km + HighDev5km + Schrubs5km + Evergreen5km + YearCat  
 , nobo.abund, mixture="NB", K=80)  
landscape30.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass30km + HighDev30km + Evergreen30km + YearCat  
 , nobo.abund, mixture="NB", K=80) #removed Protected  
treatment.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Nburns + Nthins + YearCat  
 , nobo.abund, mixture ="NB", K=80) #this one I made Nburns instead of treatment for ones with many many burns  
management.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , nobo.abund, mixture="NB", K=80)  
disturbance.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , nobo.abund, mixture="NB", K=80)  
siteprod.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ PISoils + NSoilTypes + YearCat  
 , nobo.abund, mixture="NB", K=80) #no FPSiteIndex  
#upstate.nobo <- pcount(~ Jdate + Wind + Sky + Noise +Time ~ X + Y + Z, nobo.abund, mixture="NB", K=40)  
coord.nobo <- pcount (~Jdate + I(Jdate^2)  
 ~ Latitude + Longitude + YearCat  
 ,nobo.abund, mixture="P", K=80)  
  
fms <- fitList(null.nobo, local.nobo, lh.nobo, landmetrics.nobo,  
 landscape500.nobo, landscape1.nobo, landscape5.nobo, landscape30.nobo,  
 treatment.nobo, management.nobo, disturbance.nobo,  
 siteprod.nobo, coord.nobo)

## Warning in fitList(null.nobo, local.nobo, lh.nobo, landmetrics.nobo,  
## landscape500.nobo, : Your list was unnamed, so model names were added as  
## object names

ms.nobo <- modSel(fms) #note this does not include FPSiteIndex or upstate OR GLOBAL  
ms.nobo

## nPars AIC delta AICwt cumltvWt  
## landscape1.nobo 10 388.67 0.00 1.0e+00 1.00  
## landscape30.nobo 9 404.16 15.49 4.3e-04 1.00  
## landscape5.nobo 10 405.29 16.62 2.5e-04 1.00  
## landscape500.nobo 11 409.43 20.76 3.1e-05 1.00  
## lh.nobo 12 412.89 24.23 5.5e-06 1.00  
## treatment.nobo 8 414.88 26.22 2.0e-06 1.00  
## disturbance.nobo 8 415.45 26.78 1.5e-06 1.00  
## coord.nobo 7 416.54 27.88 8.8e-07 1.00  
## local.nobo 9 417.81 29.14 4.7e-07 1.00  
## management.nobo 13 418.46 29.79 3.4e-07 1.00  
## landmetrics.nobo 8 424.43 35.77 1.7e-08 1.00  
## null.nobo 5 426.90 38.24 5.0e-09 1.00  
## siteprod.nobo 8 428.78 40.11 1.9e-09 1.00

#ms.nobo@Full

landscape1.nobo

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) ~ Grass1km + HighDev1km +   
## Schrubs1km + Evergreen1km + YearCat, data = nobo.abund, K = 80,   
## mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) -28.2084 91.596 -0.308 0.758109  
## Grass1km 0.1058 0.155 0.683 0.494882  
## HighDev1km -125.7050 409.087 -0.307 0.758629  
## Schrubs1km 0.0642 0.136 0.473 0.636123  
## Evergreen1km 0.7429 0.208 3.573 0.000352  
## YearCatB 0.6312 0.275 2.297 0.021608  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.080 0.595 -1.82 6.95e-02  
## Jdate 0.897 0.186 4.82 1.40e-06  
## I(Jdate^2) -0.412 0.148 -2.79 5.31e-03  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## 1.33 0.981 1.35 0.177  
##   
## AIC: 388.6659

confint(landscape1.nobo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -207.73381989 151.3169582  
## lam(Grass1km) -0.19791209 0.4094165  
## lam(HighDev1km) -927.50104284 676.0910122  
## lam(Schrubs1km) -0.20184572 0.3303043  
## lam(Evergreen1km) 0.33544028 1.1504016  
## lam(YearCatB) 0.09266283 1.1697856

write.table(ms.nobo@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/nobo\_top\_models\_ms.xls",sep="\t")

#landscape 1 model - evergreen1km is + but this figure isn't working....  
landscape1.nobo <- pcount(~ Jdate + I(Jdate^2)  
 ~ Grass1km + HighDev1km + Schrubs1km + Evergreen1km + YearCat  
 , nobo.abund, mixture="NB", K=80)  
  
ND.nobo <-data.frame(Evergreen1km=seq(min(sc$Evergreen1km),max(sc$Evergreen1km),length=100),Schrubs1km=0,Grass1km=0,HighDev1km=0,YearCat=0)  
nobo.est.evergreen <- predict(landscape1.nobo, type="state",  
newdata=ND.nobo,appendData=TRUE, mixture="NB")  
  
plot(Predicted~ Evergreen1km, data=nobo.est.evergreen, ylim=c(0,20), type="l", lwd=3,  
xlab="Evergreen habitat within 1km of site", ylab="Est. NOBO Abundance")  
##95% confidence intervals  
lines(lower~ Evergreen1km, data=nobo.est.evergreen, type="l", lwd=3, col="darkgray")  
lines(upper~ Evergreen1km, data=nobo.est.evergreen, type="l", lwd=3, col="darkgray")
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![](data:image/png;base64,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)

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 263.3544   
## Number of bootstrap samples = 25  
## P-value = 0.84  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 223 273 293 305 339   
##   
## Estimate of c-hat = 0.91

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 263.3544

NOBO summary: NB distribution DCs: date2 () best, timing2 second model () date2 best & timing2 second best (date + both) SCs using global: Landscape1km only best model (+ Evergreen1km, +YearB)

# PIWA

# (forest, insects, tree nesting, bark forager, nest high in pines)

# covariates: HW2P ratio, canopy, tree ht, BA,

piwa.abund<- csvToUMF("piwa\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
##type may need to change for occupancy (occuRN, pcountOpen, or whichever used) ##  
#summary(piwa.abund)  
#str(piwa.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(piwa.abund)= scale (obsCovs(piwa.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(piwa.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(piwa.abund) <- sc

#run this when have CSV with both years  
null.piwa <- pcount(~Jdate + Noise + Time ~1, piwa.abund, mixture="P", K=40)  
year.piwa <- pcount(~Jdate + Noise + Time ~ YearCat, piwa.abund, mixture="P", K=40)  
fms.year.piwa<- fitList(null.piwa, year.piwa)

## Warning in fitList(null.piwa, year.piwa): Your list was unnamed, so model  
## names were added as object names

year.ms.piwa<-modSel(fms.year.piwa)  
year.ms.piwa

## nPars AIC delta AICwt cumltvWt  
## null.piwa 5 808.32 0.00 0.72 0.72  
## year.piwa 6 810.20 1.87 0.28 1.00

^ null best model but year <2

det.date.piwa <- pcount(~ Jdate ~1, piwa.abund, mixture="P", K=15)  
det.date2.piwa <- pcount(~ Jdate + I(Jdate^2) ~1, piwa.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.piwa, det.date2.piwa)

## Warning in fitList(det.date.piwa, det.date2.piwa): Your list was unnamed,  
## so model names were added as object names

DATEtest.piwa <- modSel(mstestDATE)  
DATEtest.piwa

## nPars AIC delta AICwt cumltvWt  
## det.date2.piwa 4 802.62 0.00 0.80 0.80  
## det.date.piwa 3 805.40 2.78 0.20 1.00

det.time.piwa <-pcount(~ Time ~1, piwa.abund, mixture="P",K=15)  
det.time2.piwa <-pcount(~ Time + I(Time^2) ~1, piwa.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.piwa, det.time2.piwa)

## Warning in fitList(det.time.piwa, det.time2.piwa): Your list was unnamed,  
## so model names were added as object names

TIMEtest.piwa <- modSel(mstestTIME)  
TIMEtest.piwa

## nPars AIC delta AICwt cumltvWt  
## det.time2.piwa 4 812.69 0.00 0.85 0.85  
## det.time.piwa 3 816.22 3.53 0.15 1.00

#detection covariates first  
det.null.piwa <- pcount(~1 ~1, piwa.abund, mixture="P", K=15)  
det.weather.piwa <- pcount(~ Wind + Sky ~1, piwa.abund, mixture="P", K=15)  
det.global2.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.sound.piwa <- pcount(~ Noise + Wind ~1, piwa.abund, mixture="P", K=15)  
det.date2.piwa <- pcount(~ Jdate + I(Jdate^2) ~1, piwa.abund, mixture="P", K=15)  
det.detect2.piwa <- pcount(~ Jdate+ I(Jdate^2) + Noise + Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.notdate.piwa <-pcount(~ Wind + Sky + Noise ~1, piwa.abund, mixture="P", K=15)  
det.time2.piwa <-pcount(~ Time + I(Time^2) ~1, piwa.abund, mixture="P",K=15)  
det.timing2.piwa <-pcount(~ Time + I(Time^2) + Jdate+ I(Jdate^2) ~1, piwa.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.piwa, det.weather.piwa, det.global2.piwa,  
 det.sound.piwa, det.date2.piwa, det.detect2.piwa, det.notdate.piwa,  
 det.time2.piwa, det.timing2.piwa)

## Warning in fitList(det.null.piwa, det.weather.piwa, det.global2.piwa,  
## det.sound.piwa, : Your list was unnamed, so model names were added as  
## object names

msDC.piwa <- modSel(fmsDC)  
msDC.piwa

## nPars AIC delta AICwt cumltvWt  
## det.global2.piwa 9 800.48 0.000 0.36721 0.37  
## det.timing2.piwa 6 800.49 0.014 0.36458 0.73  
## det.detect2.piwa 7 802.41 1.938 0.13932 0.87  
## det.date2.piwa 4 802.62 2.143 0.12574 1.00  
## det.weather.piwa 4 812.44 11.962 0.00093 1.00  
## det.time2.piwa 4 812.69 12.209 0.00082 1.00  
## det.sound.piwa 4 813.30 12.819 0.00060 1.00  
## det.notdate.piwa 5 813.99 13.514 0.00043 1.00  
## det.null.piwa 2 814.28 13.804 0.00037 1.00

#msDC.piwa@Full  
#summary: global best, date second, timing is third  
#changed with quadratics: global, timing2, then detect2

det.global2.piwa

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Wind + Sky + Noise + Time +   
## I(Time^2) ~ 1, data = piwa.abund, K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.964 0.133 7.25 4.02e-13  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.1919 0.2584 -0.743 0.45771  
## Jdate -0.2922 0.0893 -3.274 0.00106  
## I(Jdate^2) -0.1932 0.0850 -2.275 0.02292  
## Wind 0.0677 0.0966 0.701 0.48350  
## Sky -0.2002 0.0867 -2.310 0.02090  
## Noise 0.0117 0.0910 0.128 0.89812  
## Time -0.1973 0.0855 -2.307 0.02104  
## I(Time^2) 0.1845 0.0893 2.066 0.03879  
##   
## AIC: 800.4762

confint(det.global2.piwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.698378870 0.31457529  
## p(Jdate) -0.467154549 -0.11725265  
## p(I(Jdate^2)) -0.359735824 -0.02673581  
## p(Wind) -0.121660236 0.25704590  
## p(Sky) -0.370052146 -0.03031416  
## p(Noise) -0.166757358 0.19006734  
## p(Time) -0.364831525 -0.02969039  
## p(I(Time^2)) 0.009501195 0.35948646

confint(det.global2.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.7034497 1.224217

global (- with Date & date^2, - with Sky, -time+time^2)

det.timing2.piwa

##   
## Call:  
## pcount(formula = ~Time + I(Time^2) + Jdate + I(Jdate^2) ~ 1,   
## data = piwa.abund, K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.993 0.137 7.24 4.4e-13  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.245 0.2605 -0.939 0.34797  
## Time -0.138 0.0795 -1.738 0.08215  
## I(Time^2) 0.187 0.0859 2.174 0.02974  
## Jdate -0.232 0.0781 -2.972 0.00296  
## I(Jdate^2) -0.191 0.0796 -2.401 0.01636  
##   
## AIC: 800.4906

confint(det.timing2.piwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.75519291 0.26612745  
## p(Time) -0.29411968 0.01762457  
## p(I(Time^2)) 0.01834475 0.35499157  
## p(Jdate) -0.38504041 -0.07902006  
## p(I(Jdate^2)) -0.34699037 -0.03508031

confint(det.timing2.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.7243919 1.26192

^ timing model: +time^2, -date & date^2

det.detect2.piwa

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Noise + Time + I(Time^2) ~   
## 1, data = piwa.abund, K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.993 0.138 7.22 5.39e-13  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.2469 0.2615 -0.944 0.34500  
## Jdate -0.2351 0.0789 -2.981 0.00288  
## I(Jdate^2) -0.1921 0.0797 -2.408 0.01602  
## Noise 0.0245 0.0887 0.277 0.78193  
## Time -0.1405 0.0800 -1.755 0.07927  
## I(Time^2) 0.1897 0.0866 2.190 0.02851  
##   
## AIC: 802.4145

confint(det.detect2.piwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.7594043 0.26556233  
## p(Jdate) -0.3897562 -0.08051585  
## p(I(Jdate^2)) -0.3483504 -0.03576502  
## p(Noise) -0.1492296 0.19831299  
## p(Time) -0.2973570 0.01640976  
## p(I(Time^2)) 0.0199477 0.35948391

confint(det.detect2.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.7233663 1.262944

^ detect2 model: –date&date^2, +time^2

write.table(msDC.piwa@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/PIWA\_top\_models\_msDC.xls",sep="\t")

# jdate variable - averaged with global2, timing2, detect2 model  
det.global2.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.detect2.piwa <- pcount(~ Jdate+ I(Jdate^2) + Noise + Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.timing2.piwa <-pcount(~ Time + I(Time^2) + Jdate+ I(Jdate^2) ~1, piwa.abund, mixture="P", K=15)  
  
#summary(inbu.abund)  
dms\_top.piwa <- fitList(det.global2.piwa,det.timing2.piwa, det.detect2.piwa)

## Warning in fitList(det.global2.piwa, det.timing2.piwa, det.detect2.piwa):  
## Your list was unnamed, so model names were added as object names

ND.piwad <-data.frame(Jdate=seq(-1.75,2.25,length=100),Time=0, Wind=0,Sky=0,Noise=0)  
piwa.est.date <- predict(dms\_top.piwa, type="det",  
 newdata=ND.piwad,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=piwa.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Date", ylab="PIWA Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=piwa.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=piwa.est.date, type="l", lwd=3, col="darkgray")
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# time variable - averaged with global2, timing2, detect2 model  
det.global2.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.detect2.piwa <- pcount(~ Jdate+ I(Jdate^2) + Noise + Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
det.timing2.piwa <-pcount(~ Time + I(Time^2) + Jdate+ I(Jdate^2) ~1, piwa.abund, mixture="P", K=15)  
  
summary(obsCovs(piwa.abund))

## Noise Wind Sky Jdate   
## Min. :-1.0298 Min. :-1.0690 Min. :-1.17271 Min. :-1.61739   
## 1st Qu.:-1.0298 1st Qu.:-1.0690 1st Qu.:-1.17271 1st Qu.:-0.95863   
## Median : 0.1654 Median : 0.2385 Median : 0.02255 Median :-0.05061   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 1.0618 3rd Qu.: 0.2385 3rd Qu.: 1.21782 3rd Qu.: 0.80399   
## Max. : 2.5558 Max. : 2.8535 Max. : 4.80361 Max. : 2.22834   
## NA's :86 NA's :86 NA's :86 NA's :86   
## Time   
## Min. :-1.4515   
## 1st Qu.:-0.9236   
## Median :-0.1419   
## Mean : 0.0000   
## 3rd Qu.: 0.7543   
## Max. : 2.4936   
## NA's :86

dms\_top.piwa <- fitList(det.global2.piwa,det.timing2.piwa, det.detect2.piwa)

## Warning in fitList(det.global2.piwa, det.timing2.piwa, det.detect2.piwa):  
## Your list was unnamed, so model names were added as object names

ND.piwad2 <-data.frame(Time=seq(-1.5,2.5,length=100),Jdate=0, Wind=0,Sky=0,Noise=0)  
piwa.est.time <- predict(dms\_top.piwa, type="det",  
 newdata=ND.piwad2,appendData=TRUE)  
  
plot(Predicted~ Time, data=piwa.est.time, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey start time", ylab="PIWA Detection Probability")  
##95% confidence intervals  
lines(lower~ Time, data=piwa.est.time, type="l", lwd=3, col="darkgray")  
lines(upper~ Time, data=piwa.est.time, type="l", lwd=3, col="darkgray")
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# sky variable - only global  
det.global2.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2) ~1, piwa.abund, mixture="P", K=15)  
  
#summary(obsCovs(piwa.abund))  
  
ND.piwad3 <-data.frame(Sky=seq(-1.25,5,length=100),Jdate=0, Wind=0,Time=0,Noise=0)  
piwa.est.sky <- predict(det.global2.piwa, type="det",  
 newdata=ND.piwad3,appendData=TRUE)  
  
plot(Predicted~ Sky, data=piwa.est.sky, ylim=c(0,1), type="l", lwd=3,  
 xlab="Sky (cloud cover)", ylab="PIWA Detection Probability")  
##95% confidence intervals  
lines(lower~ Sky, data=piwa.est.sky, type="l", lwd=3, col="darkgray")  
lines(upper~ Sky, data=piwa.est.sky, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

#yes: BA, FG\_shrub -- no to others  
testR.piwa <- pcount(~1 ~BA, piwa.abund, mixture="P", K=20)  
testQ.piwa <- pcount(~1 ~BA + I(BA^2), piwa.abund, mixture="P", K=20)  
msBAtest <- fitList(testR.piwa, testQ.piwa)

## Warning in fitList(testR.piwa, testQ.piwa): Your list was unnamed, so model  
## names were added as object names

BAtest.piwa <- modSel(msBAtest)  
BAtest.piwa

## nPars AIC delta AICwt cumltvWt  
## testQ.piwa 4 808.37 0.00 0.87 0.87  
## testR.piwa 3 812.10 3.72 0.13 1.00

testR.piwa <- pcount(~1 ~HW\_dens\_1050, piwa.abund, mixture="P", K=20)  
testQ.piwa <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), piwa.abund, mixture="P", K=20)  
msHW1050test <- fitList(testR.piwa, testQ.piwa)

## Warning in fitList(testR.piwa, testQ.piwa): Your list was unnamed, so model  
## names were added as object names

HW1050test.piwa <- modSel(msHW1050test)  
HW1050test.piwa

## nPars AIC delta AICwt cumltvWt  
## testR.piwa 3 814.61 0.00 0.71 0.71  
## testQ.piwa 4 816.39 1.78 0.29 1.00

testR.piwa <- pcount(~1 ~FG\_herb, piwa.abund, mixture="P", K=20)  
testQ.piwa <- pcount(~1 ~FG\_herb + I(FG\_herb^2), piwa.abund, mixture="P", K=20)  
msFGHtest <- fitList(testR.piwa, testQ.piwa)

## Warning in fitList(testR.piwa, testQ.piwa): Your list was unnamed, so model  
## names were added as object names

FGHtest.piwa <- modSel(msFGHtest)  
FGHtest.piwa

## nPars AIC delta AICwt cumltvWt  
## testR.piwa 3 813.67 0.00 0.72 0.72  
## testQ.piwa 4 815.56 1.89 0.28 1.00

testR.piwa <- pcount(~1 ~FG\_shrub, piwa.abund, mixture="P", K=20)  
testQ.piwa <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), piwa.abund, mixture="P", K=20)  
msFGStest <- fitList(testR.piwa, testQ.piwa)

## Warning in fitList(testR.piwa, testQ.piwa): Your list was unnamed, so model  
## names were added as object names

FGStest.piwa <- modSel(msFGStest)  
FGStest.piwa

## nPars AIC delta AICwt cumltvWt  
## testQ.piwa 4 813.43 0.00 0.68 0.68  
## testR.piwa 3 814.90 1.47 0.32 1.00

testR.piwa <- pcount(~1 ~NHW\_saplings, piwa.abund, mixture="P", K=20)  
testQ.piwa <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), piwa.abund, mixture="P", K=20)  
msHWStest <- fitList(testR.piwa, testQ.piwa)

## Warning in fitList(testR.piwa, testQ.piwa): Your list was unnamed, so model  
## names were added as object names

HWStest.piwa <- modSel(msHWStest)  
HWStest.piwa

## nPars AIC delta AICwt cumltvWt  
## testR.piwa 3 815.37 0.00 0.71 0.71  
## testQ.piwa 4 817.15 1.78 0.29 1.00

#more appropriate detection covariates (global2 now)  
null.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~1, piwa.abund, mixture="P", K=40)  
global.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Treatment + Herbicide + BA + I(BA^2) + Ccover  
 + Ldepth + TreeHt + TimeSinceB + TimeSinceT + Nthins  
 + NP\_over\_20cm  
 + Rel\_HW2P\_canopy + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , piwa.abund, mixture="P", K=40) #FPSiteIndex taken out, Age, HWs, snags  
local.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , piwa.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Ccover + TreeHt + Rel\_HW2P\_canopy + NP\_over\_20cm + YearCat  
 , piwa.abund, mixture="P", K=40)  
landmetrics.piwa <- pcount (~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2) ~ Parea + ShapeIndex + YearCat  
 , piwa.abund, mixture="P",K=40)  
landscape500.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen500m + HighDev500m + YearCat  
 , piwa.abund, mixture="P", K=40)  
landscape1.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen1km + HighDev1km + YearCat  
 , piwa.abund, mixture="P", K=40)  
landscape5.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen5km + HighDev5km + YearCat  
 , piwa.abund, mixture="P", K=40)  
landscape30.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen30km + HighDev30km + YearCat  
 , piwa.abund, mixture="P", K=40) #removed Protected  
treatment.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Treatment + Nthins + YearCat  
 , piwa.abund, mixture ="P", K=40)  
management.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Treatment + BA + I(BA^2) + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , piwa.abund, mixture="P", K=40)  
disturbance.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , piwa.abund, mixture="P", K=40)  
siteprod.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ PISoils + NSoilTypes + YearCat  
 , piwa.abund, mixture="P", K=40) #Site Index out  
#upstate.piwa <- pcount(~ Jdate + Time ~ X + Y + Z, piwa.abund, mixture="P", K=40)  
coord.piwa<- pcount (~Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)~ Latitude + Longitude + YearCat  
 , piwa.abund, mixture="P", K=40)  
  
  
fms <- fitList(null.piwa, global.piwa, local.piwa, lh.piwa, landmetrics.piwa,  
 landscape500.piwa, landscape1.piwa, landscape5.piwa, landscape30.piwa,  
 treatment.piwa, management.piwa, disturbance.piwa,  
 siteprod.piwa, coord.piwa)

## Warning in fitList(null.piwa, global.piwa, local.piwa, lh.piwa,  
## landmetrics.piwa, : Your list was unnamed, so model names were added as  
## object names

ms.piwa <- modSel(fms) #note this does not include upstate  
ms.piwa

## nPars AIC delta AICwt cumltvWt  
## coord.piwa 12 798.10 0.00 3.7e-01 0.37  
## landscape30.piwa 12 799.23 1.13 2.1e-01 0.57  
## landscape5.piwa 12 799.99 1.88 1.4e-01 0.72  
## null.piwa 9 800.48 2.38 1.1e-01 0.83  
## siteprod.piwa 12 801.61 3.51 6.3e-02 0.89  
## lh.piwa 14 803.13 5.03 3.0e-02 0.92  
## local.piwa 13 804.28 6.18 1.7e-02 0.94  
## landscape500.piwa 12 804.42 6.32 1.6e-02 0.95  
## management.piwa 18 804.59 6.49 1.4e-02 0.97  
## landmetrics.piwa 12 804.70 6.60 1.4e-02 0.98  
## landscape1.piwa 12 805.32 7.22 9.9e-03 0.99  
## disturbance.piwa 12 806.15 8.05 6.5e-03 1.00  
## treatment.piwa 14 807.60 9.50 3.2e-03 1.00  
## global.piwa 28 819.17 21.07 9.7e-06 1.00

#ms.piwa@Full  
#changed order!  
#summary: coord model, then landscape30, landscape5

coord.piwa #+ with latitude

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Wind + Sky + Noise + Time +   
## I(Time^2) ~ Latitude + Longitude + YearCat, data = piwa.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.0371 0.1888 5.493 3.95e-08  
## Latitude 0.2074 0.0751 2.760 5.78e-03  
## Longitude -0.0255 0.0691 -0.369 7.12e-01  
## YearCatB 0.0526 0.1459 0.361 7.18e-01  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.3951 0.3174 -1.245 0.21319  
## Jdate -0.2524 0.0871 -2.897 0.00377  
## I(Jdate^2) -0.1805 0.0837 -2.157 0.03098  
## Wind 0.0716 0.0943 0.759 0.44785  
## Sky -0.1791 0.0836 -2.143 0.03214  
## Noise -0.0257 0.0866 -0.297 0.76619  
## Time -0.1728 0.0817 -2.115 0.03447  
## I(Time^2) 0.1611 0.0837 1.925 0.05426  
##   
## AIC: 798.1011

confint(coord.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.66705962 1.4071478  
## lam(Latitude) 0.06011466 0.3545984  
## lam(Longitude) -0.16092531 0.1099576  
## lam(YearCatB) -0.23324773 0.3385274

#coords with latitude variable  
coord.piwa<- pcount (~Jdate + I(Jdate^2) + Wind + Sky + Noise  
 +Time + I(Time^2)~ Latitude + Longitude + YearCat  
 , piwa.abund, mixture="P", K=40)  
  
  
ND.piwa <-data.frame(Latitude=seq(min(sc$Latitude),max(sc$Latitude),length=100),Longitude=0,YearCat=0)  
piwa.est.lat <- predict(coord.piwa, type="state",  
newdata=ND.piwa,appendData=TRUE)  
  
plot(Predicted~ Latitude, data=piwa.est.lat, ylim=c(0,10), type="l", lwd=3,  
xlab="Latitude", ylab="Est. PIWA Abundance")  
##95% confidence intervals  
lines(lower~ Latitude, data=piwa.est.lat, type="l", lwd=3, col="darkgray")  
lines(upper~ Latitude, data=piwa.est.lat, type="l", lwd=3, col="darkgray")
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landscape30.piwa #- with highdev30

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Wind + Sky + Noise + Time +   
## I(Time^2) ~ Evergreen30km + HighDev30km + YearCat, data = piwa.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.0208 0.1781 5.731 9.98e-09  
## Evergreen30km 0.0227 0.0728 0.312 7.55e-01  
## HighDev30km -0.2095 0.0830 -2.523 1.16e-02  
## YearCatB 0.0358 0.1472 0.243 8.08e-01  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.355 0.3045 -1.165 0.24395  
## Jdate -0.254 0.0879 -2.892 0.00382  
## I(Jdate^2) -0.177 0.0842 -2.098 0.03593  
## Wind 0.084 0.0952 0.882 0.37751  
## Sky -0.175 0.0845 -2.071 0.03835  
## Noise -0.016 0.0875 -0.183 0.85459  
## Time -0.177 0.0826 -2.139 0.03241  
## I(Time^2) 0.164 0.0850 1.929 0.05371  
##   
## AIC: 799.2342

confint(landscape30.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.6716943 1.36990863  
## lam(Evergreen30km) -0.1200793 0.16548058  
## lam(HighDev30km) -0.3722989 -0.04678644  
## lam(YearCatB) -0.2527320 0.32443123

# high dev variable with landscape 30km  
landscape30.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen30km + HighDev30km + YearCat  
 , piwa.abund, mixture="P", K=40) #removed Protected  
  
  
ND2.piwa <-data.frame(HighDev30km=seq(min(sc$HighDev30km),max(sc$HighDev30km),length=100),Evergreen30km=0,YearCat=0)  
piwa.est.hdev30 <- predict(landscape30.piwa, type="state", newdata=ND2.piwa,appendData=TRUE)  
  
plot(Predicted~ HighDev30km, data=piwa.est.hdev30, ylim=c(0,10), type="l", lwd=3,  
xlab="Med/High Developed Cover within 30km of site", ylab="Est. PIWA Abundance")  
##95% confidence intervals  
lines(lower~ HighDev30km, data=piwa.est.hdev30, type="l", lwd=3, col="darkgray")  
lines(upper~ HighDev30km, data=piwa.est.hdev30, type="l", lwd=3, col="darkgray")
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landscape5.piwa #- with evergreen

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Wind + Sky + Noise + Time +   
## I(Time^2) ~ Evergreen5km + HighDev5km + YearCat, data = piwa.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 1.00903 0.1748 5.7712 7.87e-09  
## Evergreen5km -0.19134 0.0801 -2.3895 1.69e-02  
## HighDev5km -0.00648 0.0739 -0.0877 9.30e-01  
## YearCatB 0.04518 0.1466 0.3081 7.58e-01  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.3346 0.2979 -1.123 0.26128  
## Jdate -0.2598 0.0879 -2.957 0.00311  
## I(Jdate^2) -0.1784 0.0843 -2.117 0.03428  
## Wind 0.0769 0.0958 0.802 0.42247  
## Sky -0.1799 0.0849 -2.118 0.03414  
## Noise -0.0157 0.0888 -0.177 0.85924  
## Time -0.1758 0.0831 -2.114 0.03449  
## I(Time^2) 0.1612 0.0853 1.890 0.05876  
##   
## AIC: 799.9853

confint(landscape5.piwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.6663537 1.3517064  
## lam(Evergreen5km) -0.3482816 -0.0343948  
## lam(HighDev5km) -0.1512426 0.1382835  
## lam(YearCatB) -0.2422251 0.3325907

# evergreen variable with landscape 5km  
landscape5.piwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise +Time + I(Time^2)  
 ~ Evergreen5km + HighDev5km + YearCat  
 , piwa.abund, mixture="P", K=40)  
  
ND3.piwa <-data.frame(Evergreen5km=seq(min(sc$Evergreen5km),max(sc$Evergreen5km),length=100),HighDev5km=0,YearCat=0)  
piwa.est.evergreen5 <- predict(landscape5.piwa, type="state", newdata=ND3.piwa,appendData=TRUE)  
  
plot(Predicted~ Evergreen5km, data=piwa.est.evergreen5, ylim=c(0,10), type="l", lwd=3,  
xlab="Evergreen Cover within 5km of site", ylab="Est. PIWA Abundance")  
##95% confidence intervals  
lines(lower~ Evergreen5km, data=piwa.est.evergreen5, type="l", lwd=3, col="darkgray")  
lines(upper~ Evergreen5km, data=piwa.est.evergreen5, type="l", lwd=3, col="darkgray")
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write.table(ms.piwa@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/piwa\_top\_models\_ms.xls",sep="\t")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 186.2876   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 225 298 306 318 361   
##   
## Estimate of c-hat = 0.61

##   
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##   
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 189.2808   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 264 289 311 336 375   
##   
## Estimate of c-hat = 0.61

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 189.2808
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 192.0159   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 249 296 304 316 378   
##   
## Estimate of c-hat = 0.63

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 192.0159

PIWA Summary P distribution DCs: -now global (–date&date^2, - time+time^2, - with sky), then timing2 (+time^2, -date & date^2), then detect2 (same as timing) SCs with global: Coordinates (+ with latitude) Landscape30 (- with HighDev 30) Landscape5 (- with Evergreen5km)

# PRWA

# (foliage gleaner, insects, shrub/tree nester 1-45’, open wood warbler, ESS/second growth brushy/bushy habitat)

# covariates: grasses, understory growth, midstory shrub density,

prwa.abund<- csvToUMF("prwa\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(prwa.abund)  
#str(prwa.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(prwa.abund)= scale (obsCovs(prwa.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(prwa.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(prwa.abund) <- sc

#run this when have CSV with both years  
null.prwa <- pcount(~Jdate + Noise + Time ~1, prwa.abund, mixture="P", K=40)  
year.prwa <- pcount(~Jdate + Noise + Time ~ YearCat, prwa.abund, mixture="P", K=40)  
fms.year.prwa<- fitList(null.prwa, year.prwa)

## Warning in fitList(null.prwa, year.prwa): Your list was unnamed, so model  
## names were added as object names

year.ms.prwa<-modSel(fms.year.prwa)  
year.ms.prwa

## nPars AIC delta AICwt cumltvWt  
## null.prwa 5 355.75 0.00 0.68 0.68  
## year.prwa 6 357.26 1.52 0.32 1.00

^ null ranked higher but year d1.52

#test for NB or Poisson - most should use Poisson  
testP.prwa <- pcount(~1 ~1, prwa.abund, mixture="P", K=4)  
testNB.prwa <- pcount(~1 ~1, prwa.abund, mixture="NB", K=4)  
fmsTEST <- fitList(testP.prwa, testNB.prwa)

## Warning in fitList(testP.prwa, testNB.prwa): Your list was unnamed, so  
## model names were added as object names

msTEST.prwa <- modSel(fmsTEST)  
msTEST.prwa

## nPars AIC delta AICwt cumltvWt  
## testNB.prwa 3 359.20 0.00 0.78 0.78  
## testP.prwa 2 361.75 2.55 0.22 1.00

#NB is best for prwa. Changed below to correspond!

det.date.prwa <- pcount(~ Jdate ~1, prwa.abund, mixture="NB", K=15)  
det.date2.prwa <- pcount(~ Jdate + I(Jdate^2) ~1, prwa.abund, mixture="NB", K=15)  
mstestDATE <- fitList(det.date.prwa, det.date2.prwa)

## Warning in fitList(det.date.prwa, det.date2.prwa): Your list was unnamed,  
## so model names were added as object names

DATEtest.prwa <- modSel(mstestDATE)  
DATEtest.prwa

## nPars AIC delta AICwt cumltvWt  
## det.date2.prwa 5 356.39 0.00 0.72 0.72  
## det.date.prwa 4 358.31 1.91 0.28 1.00

det.time.prwa <-pcount(~ Time ~1, prwa.abund, mixture="NB",K=15)  
det.time2.prwa <-pcount(~ Time + I(Time^2) ~1, prwa.abund, mixture="NB",K=15)  
mstestTIME <- fitList(det.time.prwa, det.time2.prwa)

## Warning in fitList(det.time.prwa, det.time2.prwa): Your list was unnamed,  
## so model names were added as object names

TIMEtest.prwa <- modSel(mstestTIME)  
TIMEtest.prwa

## nPars AIC delta AICwt cumltvWt  
## det.time.prwa 4 351.65 0.00 0.61 0.61  
## det.time2.prwa 5 352.56 0.92 0.39 1.00

#detection covariates first  
det.null.prwa <- pcount(~1 ~1, prwa.abund, mixture="NB", K=15)  
det.weather.prwa <- pcount(~ Wind + Sky ~1, prwa.abund, mixture="NB", K=15)  
det.global2.prwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise + Time ~1, prwa.abund, mixture="NB", K=15)  
det.sound.prwa <- pcount(~ Noise + Wind ~1, prwa.abund, mixture="NB", K=15)  
det.date2.prwa <- pcount(~ Jdate + I(Jdate^2) ~1, prwa.abund, mixture="NB", K=15)  
det.detect2.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~1, prwa.abund, mixture="NB", K=15)  
det.notdate.prwa <-pcount(~ Wind + Sky + Noise ~1, prwa.abund, mixture="NB", K=15)  
det.time.prwa <-pcount(~ Time ~1, prwa.abund, mixture="NB", K=15)  
det.timing2.prwa <-pcount(~ Time + Jdate + I(Jdate^2) ~1, prwa.abund, mixture="NB", K=15)  
  
fmsDC <- fitList(det.null.prwa, det.weather.prwa, det.global2.prwa,  
 det.sound.prwa, det.date2.prwa, det.detect2.prwa, det.notdate.prwa,  
 det.time.prwa, det.timing2.prwa)

## Warning in fitList(det.null.prwa, det.weather.prwa, det.global2.prwa,  
## det.sound.prwa, : Your list was unnamed, so model names were added as  
## object names

msDC.prwa <- modSel(fmsDC)  
msDC.prwa

## nPars AIC delta AICwt cumltvWt  
## det.detect2.prwa 7 350.56 0.00 0.3237 0.32  
## det.global2.prwa 9 351.27 0.71 0.2268 0.55  
## det.timing2.prwa 6 351.46 0.90 0.2063 0.76  
## det.time.prwa 4 351.65 1.09 0.1879 0.94  
## det.null.prwa 3 356.36 5.80 0.0178 0.96  
## det.date2.prwa 5 356.39 5.84 0.0175 0.98  
## det.sound.prwa 5 357.46 6.91 0.0102 0.99  
## det.notdate.prwa 6 358.78 8.22 0.0053 1.00  
## det.weather.prwa 5 359.13 8.57 0.0045 1.00

#msDC.prwa@Full  
#summary: first time, then detect, then timing  
# def changed: detect2, global2, timing2, then time.

det.detect2.prwa #positive with time

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Noise + Time ~ 1, data = prwa.abund,   
## K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## -0.194 0.295 -0.657 0.511  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.655 0.446 -1.469 0.1419  
## Jdate 0.107 0.158 0.676 0.4990  
## I(Jdate^2) -0.339 0.176 -1.925 0.0543  
## Noise -0.321 0.189 -1.701 0.0890  
## Time 0.445 0.175 2.539 0.0111  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## 0.0814 0.638 0.128 0.898  
##   
## AIC: 350.5576

confint(det.detect2.prwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.5294394 0.219123304  
## p(Jdate) -0.2031479 0.417099318  
## p(I(Jdate^2)) -0.6842275 0.006205038  
## p(Noise) -0.6901649 0.048902666  
## p(Time) 0.1014164 0.788450161

confint(det.detect2.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.7733761 0.3848602

det.global2.prwa #positive with time, - with jdate^2

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Wind + Sky + Noise + Time ~   
## 1, data = prwa.abund, K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## -0.234 0.277 -0.845 0.398  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.47982 0.444 -1.0803 0.28002  
## Jdate -0.00233 0.182 -0.0128 0.98981  
## I(Jdate^2) -0.46330 0.199 -2.3268 0.01998  
## Wind -0.37047 0.222 -1.6722 0.09449  
## Sky -0.08517 0.149 -0.5699 0.56873  
## Noise -0.25883 0.198 -1.3091 0.19050  
## Time 0.48526 0.185 2.6207 0.00878  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## 0.0491 0.626 0.0786 0.937  
##   
## AIC: 351.2692

confint(det.global2.prwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.3503789 0.39073142  
## p(Jdate) -0.3598113 0.35515253  
## p(I(Jdate^2)) -0.8535636 -0.07303791  
## p(Wind) -0.8046901 0.06375404  
## p(Sky) -0.3780867 0.20774064  
## p(Noise) -0.6463372 0.12868397  
## p(Time) 0.1223419 0.84817149

confint(det.global2.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.7769654 0.308886

det.timing2.prwa #positiv with time ... NOT date here

##   
## Call:  
## pcount(formula = ~Time + Jdate + I(Jdate^2) ~ 1, data = prwa.abund,   
## K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## -0.233 0.295 -0.791 0.429  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.5460 0.448 -1.218 0.2233  
## Time 0.4297 0.174 2.472 0.0134  
## Jdate 0.0823 0.157 0.525 0.5998  
## I(Jdate^2) -0.3427 0.176 -1.946 0.0517  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## -0.0145 0.61 -0.0237 0.981  
##   
## AIC: 351.459

confint(det.timing2.prwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.42475249 0.332776818  
## p(Time) 0.08900415 0.770484723  
## p(Jdate) -0.22526333 0.389933935  
## p(I(Jdate^2)) -0.68789262 0.002499076

confint(det.timing2.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.810731 0.3446671

det.time.prwa #positive with time

##   
## Call:  
## pcount(formula = ~Time ~ 1, data = prwa.abund, K = 15, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## -0.189 0.313 -0.605 0.545  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.909 0.414 -2.19 0.0282  
## Time 0.420 0.173 2.43 0.0151  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## -0.0938 0.587 -0.16 0.873  
##   
## AIC: 351.6459

confint(det.time.prwa, type="det",method="normal")

## 0.025 0.975  
## p(Int) -1.72059998 -0.09713502  
## p(Time) 0.08116042 0.75797750

confint(det.time.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.8024857 0.4239003

# time variable - averaged with detect2, global2, timing2, time model  
det.global2.prwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise + Time ~1, prwa.abund, mixture="NB", K=15)  
det.detect2.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~1, prwa.abund, mixture="NB", K=15)  
det.time.prwa <-pcount(~ Time ~1, prwa.abund, mixture="NB", K=15)  
det.timing2.prwa <-pcount(~ Time + Jdate + I(Jdate^2) ~1, prwa.abund, mixture="NB", K=15)  
  
summary(obsCovs(prwa.abund))

## Noise Wind Sky Jdate   
## Min. :-1.0298 Min. :-1.0690 Min. :-1.17271 Min. :-1.61739   
## 1st Qu.:-1.0298 1st Qu.:-1.0690 1st Qu.:-1.17271 1st Qu.:-0.95863   
## Median : 0.1654 Median : 0.2385 Median : 0.02255 Median :-0.05061   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 1.0618 3rd Qu.: 0.2385 3rd Qu.: 1.21782 3rd Qu.: 0.80399   
## Max. : 2.5558 Max. : 2.8535 Max. : 4.80361 Max. : 2.22834   
## NA's :86 NA's :86 NA's :86 NA's :86   
## Time   
## Min. :-1.4515   
## 1st Qu.:-0.9236   
## Median :-0.1419   
## Mean : 0.0000   
## 3rd Qu.: 0.7543   
## Max. : 2.4936   
## NA's :86

dms\_top.prwad <- fitList(det.global2.prwa,det.timing2.prwa, det.detect2.prwa, det.time.prwa)

## Warning in fitList(det.global2.prwa, det.timing2.prwa, det.detect2.prwa, :  
## Your list was unnamed, so model names were added as object names

ND.prwad <-data.frame(Time=seq(-1.5,2.5,length=100),Jdate=0, Wind=0,Sky=0,Noise=0)  
prwa.est.time <- predict(dms\_top.prwad, type="det",  
 newdata=ND.prwad,appendData=TRUE)  
  
plot(Predicted~ Time, data=prwa.est.time, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey start time", ylab="PRWA Detection Probability")  
##95% confidence intervals  
lines(lower~ Time, data=prwa.est.time, type="l", lwd=3, col="darkgray")  
lines(upper~ Time, data=prwa.est.time, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAb1BMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6Ojo6OpA6kNtmAABmADpmZmZmtrZmtv+QOgCQOmaQkGaQ27aQ2/+pqam2ZgC2Zma225C2/7a2///bkDrbkJDb/7bb////tmb/25D//7b//9v///+SIzZcAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAOmElEQVR4nO2dC3vbthWGlcxx29lZ7W0Ot5WrKQn//zeWAElRisQLLgfE+fi9z9NEtWmA4etDXAgcHgyB5rD1CRBZKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgbHT/D5/eD4+ofQ6ZDUeAmuDy/dh2b4QErHR/D5/aK1fvp8XBzJhITg0+vb8LGZuEmzSc+EiOA1EexRHIlARHDbBvchPNkGU3AmZAS3N+muAZiIXwrOhr/g1t23jPWSOEIiuG5DM3b0Q8GZCLxFr3Zcsxe9LcFtsFXsP0/lPzwjcYQJblpDb+1oaLIPla5eEkeAYNtD7sxOzWKkrJfEEdKL/vKRsV4SR4Dg753fiPD1qZfEES54qn9sxmmOw3RHjIIz4Su4GtXNDJPO70vhTcGZCI/gWc7vC7NdFJwJobnodiD1Nvt9Cs6ElODMxZEpPAWfXl8uPSj2ojXACAaHgsGhYHC82+DFKYzE9ZI4GMHgUDA4FAwOx8HgMILBoWBwQgS7m3T4ciy/ekkcAYK7B0V13MIdCs6Ev+BhZ1kVFcMUnImQRXfdk16uyVJBSAR3izWmNoYmrpfEEdQG23t0wza4PH50XH+JDxtg+DFy9VWhcXB1OHxzmXamVmZRcDp+/Mz1N4V2+Lftc2W3EZ9eucNflmm1HYF7k+Zv0W4k1TXSzNEhyZJdEyS4HQDX38zxeXpdrBtJdcMoZtkRYYXZnpBx8Itp2ricGSYxgiWZaXAfEDbRcfz1D/ffFJc2+CqhUmC95AY/uyZ0qtJuX5kTzF50crzN9gS0wXZbYfXCmayMBMq1hAyTqm+2Jx2XSJaCVxNh18g/8GeWnSgizPZkXtHBLDsexNs1XNFRJKEdqkdwRUdpJJRrEVrRsZjSn4IfkTJ0e2RWdCyn9KfgOxKb7RFZ0cGE4N7I2DVCKzqY0t8LMbkWkRUdjOD1iNo1Yg/8mdJ/Dak7VI8QmuhgSv9FMsi1hAg+PrfqIjOS7lxwJrsmopNVL2Q6S1UvHvnkWsInOvi4MIS8dg23rmQlu13DCM7GFnItbINzsJVdw160PDkGuzMwhYMo28q1hLfBmepVzPZ2TUwvOlO9SilCriWkkxW3ntKzXo0UY9eERTD3B89Rkl3DTlZaCpNroeBkFGjXBAiuZzYcSdSrg40HuzP4CrarZee2BievVwHFyrV4Cu4GwXHT0H71lk7Rdk3AmiwbvAkGShiCC5droeAIirdrxARX7RH2mcTkIwn9gjXYNVKCnd9fPmbmNZULVmLXCAl22bEqtwECcF106d2qW0QWvttfg/6hE9rOBl12jdRMlo3eGi6Cy53NmEFG8On16x9XybJiiysBjXItUnPRTXcbn3wPuC7BWuw+SI/Bhw1LaJF7lf/k+uJS8Cwa7eaNYM1plLTYnVDbf3N1KZdPi/k3Vp2L/89mRYvcebsmSHAFvyZLhd3DLZOHrS5v+DCZxN2LYgXrGOyuk+uOXF3k8GHVslmlaZQUyl26kOFZduZQmUZJm92VP7C65MunZnFNlr4kLCrk+ts1QuuilaVRKt+u1035px9NfqDRFcHQdo3URIeSNEra5IZcNKH9wQrSKKmyG1GI/4EAO/zLH+xGxu1VQd4Hqs/RUbzcNKE7lOV9oO4sO2XbjW9y74v0PlBvBJctN7K3PFmq/4E62+Bd2jViveh09aag8D6VjNmh8OQHblLcDGXLlbVr4AWXbVfornxbR/IDNynuESXLFWty72vyO/D0+qIjCUvBdgXGQnO1JT9wk+JuUWM3R4XeB9p3B1sKnegoWK54h+phnd4HDoKnFsQmrnc1P25JXn4kW8h19XoeWI3nGbX2LvG/knYnq/Y+cIjgTPWuoGC5eTtUD88g+YF5iyvVrGVzue4kAg607x2dXKqRut45Cra7fegOJ+J/YPde2dPr8urZFPU+hE3u+nPxPtDjefBMSryIf3nZcouya6KeB88tmx3/kWmXzTJ0fQm4RXdPgo/PM41w30KnjGA1ZkuyawRXVdqGOpVgPXFbmF0jOEyq5tPSri+ubLlljIVmkBsH14eXOMGFx60pssm9I0Rw24d6+qwWx8HH57+FCy5ergq7JmzR3ZeP+ulzxT7w8/v0wrzJen/csfYMc1F0k3tH2DDJLplN/TSpfLMWVXItYRMdVvC658Ers+yosKsrdHvCI7gKWfg+cXkKN2tRZ7YnuA1OufC9aLMWrXZNcC868cL3Yu1qvCnfIjQOVppl5xb9do3UojuVWXZuUNmheoTIojtNOToeAWG2R2TRnbIsOyMwcTsisuhOZwTjybXIdLKUZNkZAQzdHqGHDQqy7Ixgmu2RfNiQpF5JcON2pJyHDbnZgVyL9MOG6HpF2EPo9mR+2OBfb2L2Y7aniIcNmdhR3I6U8bAhA3uUa9G++WxFTXtV2wEueN9yLSG96NkZjNT1RlRBuyZAcNV1ruoSto9OFk6zF3wFX94XO7OoPWm93gXv1u7jZW2egq/eqVNtuD/4YYl3JK+iRO7Xo94a9hR8NQNd1FTlntQ+VDq55Nhb8OKjfJ/i0rALuctaHy9cVC0Y3OwKp8urjfUKRrUbrfQWhYIhe1OJtY54Cx4v6xaCscwKOb1BaKqybq9+NyGSalUlTtzm0DoitOjuy0efSCteMIjZvFpHRAR3y2bP7zMLe1YWp13uRlavEBE8dMWqp89QwarjdnutI4IRbOx0ZohgpWZL0joSLvj8z5nNZ73WttPtJVhh3JapdSRUcD0/TBpWbJ3f1wnWZrZ0rSNBgptD4jVZeuQq0ToSuqIj7nH/T/UWr1ad1pGQ7aPfzPp9K+s6WfrMbn1iqwmbiw7emFR8rDoUB+wd3kt2PCM4ut6swGgdCehkVcnb4I1BCtg7gnrRtp8134vWkWUHV+tI6Di4mR0Hl55lZw9meyKmKv+jLcvOjrSO+D/wX7EcurQsO7s02xO2omNh40o5Ebxjsz0ht+i+BzUTyhtn2aHWkfA2uJp72LBRlh2avSNMcDMfwCnrXceeW9l5AgTXCeY50gim1mVCHjZE2/Wp9yE0u5rwzWeZ6r2FZn3xjeDaPWzIWK+FWsMJaIObFI5X1kuzsYT1ou3rKeOydCzVS7OJEBoHB9ZLrckJn8mKW3X3U71sZaUIm4uO72bd1kuzYngLjlwu+7BeapUj4nnw/9O1wTQrhrfgYUvD5J6FxPWSOLxXVba3aJspuomcsaTgTHgKdonQTq9vtbp0wnslZC76/P5bdD+agjMRtLOhKuRxIVkmTHBsMmEKzkaY4NQTHUQMIcE6djbsARnBpe9s2BFhc9Hz0VnQumgimkbJFLKzYc/IplFiBG9OyFz08pJode8PxsV70d2XjzXv41D1/mBovOeibURO3Xcl6iVxBA2T4nKB+9VL4pAWnCxfNAkjcwTrSKOEBG/R4FAwOCJTlXzYUA4iM1l82FAOnKoEhw8bwGEEgyPVBi8+bCCZEBG8/LAhEInAFyhTyWlmLX8dSq6cktPMWv46lFw5JaeZtfx1KLlySk4za/nrUHLllJxm1vLXoeTKKTnNrOWvQ8mVU3KaWctfh5Irp+Q0s5a/DiVXTslpZi2fbAwFg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDE4pgo+/Rm98u6aJffnEIxKfY7/VK9EryaYoRPDpNX5n4xU2/XWT2nDic7R+21Osk7yQbJoyBDfzmxp96bZgJEi9eU3iczSmz3ozlSwhEUUIbg4vCfYmj0hcudTnOBacvi25pgjBJsnm85HjLx+pizQSBTri3kS2CKTgLiiSh4aI4MltXomgYI9iBQQ3wn0sTMF6btHS8bu54Mt75YvvZBkJwbW4360FX0h68USGSQKC6+X8r9FACpaZ6Egu+PgsHr+ogu2tP/3wMrXguttNv49xMBGCgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHCQBLtXZwbtH2rudvkNX2n/vnptskKABDduM2YVsJfrXuHwFd1yLUCCu/3A53f/bcEUrIErs05L+8fp+7/am7ZV1LiUYy6bgPs9qLtjj8/2+/bPp09Tdcd2P9S9I9l958+2tOPz7+39/8X+v0seIJ+hLhU4gq/ymVwEvz59dt6rp8+6dWy3XNtdvud3F5gu1UN7Z3fHW/H2GPtDNxF8coLdb0j7ozYxxFCUBoAEu3hzfaxR8EuXqqP94D5bu86Xy9Jy2dHtNH7/6Iy7A+8Fv5jhj7dLURv9O71AEmxcek8XhIPg7m97h+4yOliDbajW3Tvqh+yTg87G3oAvPzR8pxP8Zi5/jEUpAEywcZnjbgRboe0duunyJbQG29Cr+turS/faO23b1a//fV4l+FKUAnAEDxHVxtet4Obr/7og7g88ff/396uhVNUdf1G4NoKVgCN46EW7ZnZoLK2m0+s/XDP8djnwt+4O3dH/IrgmtVl1i1Y1dsIR3Nqx3mzuuPO77T0fBhOV617brm83DXJJP+ZC0UX8Sx+87Xd6wd0h9u87wVdFlQ+Q4G6q0l12++n34RbdT3G5wavrVPV9aPed7geq9nfDZV7q79fdV0z39593gseiygdJ8FqOf/9cPgiFPQqudUxRpGF/go/PTzsK4B0K3hkUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4fwHXY7pkn2H45AAAAABJRU5ErkJggg==)

#date^2 within global model  
det.global2.prwa <- pcount(~ Jdate + I(Jdate^2) + Wind + Sky + Noise + Time ~1, prwa.abund, mixture="NB", K=15)  
  
summary(obsCovs(prwa.abund))

## Noise Wind Sky Jdate   
## Min. :-1.0298 Min. :-1.0690 Min. :-1.17271 Min. :-1.61739   
## 1st Qu.:-1.0298 1st Qu.:-1.0690 1st Qu.:-1.17271 1st Qu.:-0.95863   
## Median : 0.1654 Median : 0.2385 Median : 0.02255 Median :-0.05061   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 1.0618 3rd Qu.: 0.2385 3rd Qu.: 1.21782 3rd Qu.: 0.80399   
## Max. : 2.5558 Max. : 2.8535 Max. : 4.80361 Max. : 2.22834   
## NA's :86 NA's :86 NA's :86 NA's :86   
## Time   
## Min. :-1.4515   
## 1st Qu.:-0.9236   
## Median :-0.1419   
## Mean : 0.0000   
## 3rd Qu.: 0.7543   
## Max. : 2.4936   
## NA's :86

ND.prwad2 <-data.frame(Jdate=seq(-1.75,2.25,length=100),Time=0, Wind=0,Sky=0,Noise=0)  
prwa.est.date <- predict(det.global2.prwa, type="det",  
 newdata=ND.prwad2,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=prwa.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey date", ylab="PRWA Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=prwa.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=prwa.est.date, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(msDC.prwa@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/prwa\_top\_models\_msDC.xls",sep="\t")

#HW\_dens\_1050 is better quadratic; others not  
testR.prwa <- pcount(~1 ~BA, prwa.abund, mixture="NB", K=4)  
testQ.prwa <- pcount(~1 ~BA + I(BA^2), prwa.abund, mixture="NB", K=4)  
msBAtest <- fitList(testR.prwa, testQ.prwa)

## Warning in fitList(testR.prwa, testQ.prwa): Your list was unnamed, so model  
## names were added as object names

BAtest.prwa <- modSel(msBAtest)  
BAtest.prwa

## nPars AIC delta AICwt cumltvWt  
## testR.prwa 4 349.60 0.00 0.62 0.62  
## testQ.prwa 5 350.61 1.01 0.38 1.00

testR.prwa <- pcount(~1 ~HW\_dens\_1050, prwa.abund, mixture="NB", K=4)  
testQ.prwa <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), prwa.abund, mixture="NB", K=4)  
msHW1050test <- fitList(testR.prwa, testQ.prwa)

## Warning in fitList(testR.prwa, testQ.prwa): Your list was unnamed, so model  
## names were added as object names

HW1050test.prwa <- modSel(msHW1050test)  
HW1050test.prwa

## nPars AIC delta AICwt cumltvWt  
## testQ.prwa 5 350.37 0.00 0.73 0.73  
## testR.prwa 4 352.33 1.96 0.27 1.00

testR.prwa <- pcount(~1 ~FG\_herb, prwa.abund, mixture="NB", K=4)  
testQ.prwa <- pcount(~1 ~FG\_herb + I(FG\_herb^2), prwa.abund, mixture="NB", K=4)  
msFGHtest <- fitList(testR.prwa, testQ.prwa)

## Warning in fitList(testR.prwa, testQ.prwa): Your list was unnamed, so model  
## names were added as object names

FGHtest.prwa <- modSel(msFGHtest)  
FGHtest.prwa

## nPars AIC delta AICwt cumltvWt  
## testR.prwa 4 335.63 0.00 0.57 0.57  
## testQ.prwa 5 336.19 0.55 0.43 1.00

testR.prwa <- pcount(~1 ~FG\_shrub, prwa.abund, mixture="NB", K=4)  
testQ.prwa <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), prwa.abund, mixture="NB", K=4)  
msFGStest <- fitList(testR.prwa, testQ.prwa)

## Warning in fitList(testR.prwa, testQ.prwa): Your list was unnamed, so model  
## names were added as object names

FGStest.prwa <- modSel(msFGStest)  
FGStest.prwa

## nPars AIC delta AICwt cumltvWt  
## testR.prwa 4 359.27 0.00 0.67 0.67  
## testQ.prwa 5 360.66 1.39 0.33 1.00

testR.prwa <- pcount(~1 ~NHW\_saplings, prwa.abund, mixture="NB", K=4)  
testQ.prwa <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), prwa.abund, mixture="NB", K=4)  
msHWStest <- fitList(testR.prwa, testQ.prwa)

## Warning in fitList(testR.prwa, testQ.prwa): Your list was unnamed, so model  
## names were added as object names

HWStest.prwa <- modSel(msHWStest)  
HWStest.prwa

## nPars AIC delta AICwt cumltvWt  
## testR.prwa 4 360.13 0.00 0.73 0.73  
## testQ.prwa 5 362.12 1.99 0.27 1.00

#more appropriate detection covariates (Detect2) #NB  
null.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~1, prwa.abund, mixture="NB", K=60)  
global.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Treatment + Herbicide + BA +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + I(HW\_dens\_1050^2)  
 + FG\_herb + NHW\_saplings + NP\_over\_20cm  
 + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , prwa.abund, mixture="NB", K=60) # FPSiteIndex, Nsnags, Rel\_HW2P\_canopy   
local.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , prwa.abund, mixture="NB", K=60) #can only include BA OR CCover  
lh.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Age + FG\_herb + HW\_dens\_1050 + I(HW\_dens\_1050^2)  
 + NHW\_saplings + NP\_over\_20cm + YearCat  
 , prwa.abund, mixture="NB", K=60)  
landmetrics.prwa <- pcount (~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Parea + ShapeIndex + YearCat  
 , prwa.abund, mixture="NB",K=60)  
landscape500.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen500m + Grass500m + HighDev500m + Schrubs500m + YearCat  
 , prwa.abund, mixture="NB", K=60)  
landscape1.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km + Schrubs1km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
landscape5.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen5km + Grass5km + HighDev5km + Schrubs5km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
landscape30.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen30km + Grass30km + HighDev30km + YearCat  
 , prwa.abund, mixture="NB", K=60) #rmoved Protected  
treatment.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Treatment + Nthins + YearCat  
 , prwa.abund, mixture ="NB", K=60)  
management.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , prwa.abund, mixture="NB", K=60)  
disturbance.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , prwa.abund, mixture="NB", K=60)  
siteprod.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ PISoils + NSoilTypes + YearCat  
 , prwa.abund, mixture="NB", K=60)  
#upstate.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time ~ X + Y + Z, prwa.abund, mixture="NB", K=40)  
coord.prwa <- pcount (~Jdate + I(Jdate^2) + Noise + Time ~ Latitude + Longitude + YearCat  
 , prwa.abund, mixture="P", K=60)  
  
  
fms <- fitList(null.prwa, global.prwa, local.prwa, lh.prwa, landmetrics.prwa,  
 landscape500.prwa, landscape1.prwa, landscape5.prwa, landscape30.prwa,  
 treatment.prwa, management.prwa, disturbance.prwa,  
 siteprod.prwa, coord.prwa)

## Warning in fitList(null.prwa, global.prwa, local.prwa, lh.prwa,  
## landmetrics.prwa, : Your list was unnamed, so model names were added as  
## object names

ms.prwa <- modSel(fms) #note this does not include UPSTATE

## Warning in sqrt(diag(vcov(x, altNames = TRUE))): NaNs produced

## Warning in sqrt(diag(vcov(x, altNames = TRUE))): NaNs produced

ms.prwa

## nPars AIC delta AICwt cumltvWt  
## landscape1.prwa 12 328.54 0.00 4.7e-01 0.47  
## landscape5.prwa 12 328.79 0.25 4.2e-01 0.89  
## lh.prwa 14 331.48 2.94 1.1e-01 1.00  
## landscape30.prwa 11 340.84 12.30 1.0e-03 1.00  
## landscape500.prwa 12 341.82 13.28 6.2e-04 1.00  
## management.prwa 15 348.63 20.09 2.1e-05 1.00  
## global.prwa 29 350.41 21.87 8.4e-06 1.00  
## null.prwa 7 350.56 22.02 7.8e-06 1.00  
## local.prwa 11 351.23 22.69 5.6e-06 1.00  
## treatment.prwa 12 351.44 22.90 5.0e-06 1.00  
## disturbance.prwa 10 353.33 24.79 2.0e-06 1.00  
## landmetrics.prwa 10 355.39 26.85 7.0e-07 1.00  
## siteprod.prwa 10 355.72 27.18 5.9e-07 1.00  
## coord.prwa 9 357.32 28.78 2.7e-07 1.00

#ms.prwa@Full  
#now landscape 1km, then 5km

landscape1.prwa #+evergreen, - highdev

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Noise + Time ~ Evergreen1km +   
## Grass1km + HighDev1km + Schrubs1km + YearCat, data = prwa.abund,   
## K = 60, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) -39.0460 0.298 -131.095 0.00000  
## Evergreen1km 0.4634 0.152 3.052 0.00227  
## Grass1km -0.2981 0.184 -1.624 0.10446  
## HighDev1km -172.3387 0.000 -Inf 0.00000  
## Schrubs1km 0.0406 0.157 0.259 0.79562  
## YearCatB 0.2191 0.287 0.763 0.44575  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.609 0.379 -1.608 0.10778  
## Jdate 0.108 0.159 0.678 0.49778  
## I(Jdate^2) -0.347 0.174 -1.999 0.04562  
## Noise -0.289 0.184 -1.567 0.11722  
## Time 0.498 0.174 2.859 0.00425

## Warning in sqrt(diag(vcov(obj))): NaNs produced

## Dispersion:  
## Estimate SE z P(>|z|)  
## 40.6 NaN NaN NaN  
##   
## AIC: 328.5413

confint(landscape1.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -39.6297666 -38.46223649  
## lam(Evergreen1km) 0.1658139 0.76094020  
## lam(Grass1km) -0.6580506 0.06176724  
## lam(HighDev1km) -172.3387489 -172.33874892  
## lam(Schrubs1km) -0.2666321 0.34783712  
## lam(YearCatB) -0.3441001 0.78234481

#landscape1km - evergreen  
landscape1.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km  
 + Schrubs1km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
  
ND.prwa <-data.frame(Evergreen1km=seq(min(sc$Evergreen1km),max(sc$Evergreen1km),length=100),Grass1km=0,HighDev1km=0,Schrubs1km=0,YearCat=0)  
prwa.est.evergreen1 <- predict(landscape1.prwa, type="state",  
newdata=ND.prwa,appendData=TRUE)  
  
plot(Predicted~ Evergreen1km, data=prwa.est.evergreen1, ylim=c(0,10), type="l", lwd=3,  
xlab="Evergreen habitat within 1km of site", ylab="Est. PRWA Abundance")  
##95% confidence intervals  
lines(lower~ Evergreen1km, data=prwa.est.evergreen1, type="l", lwd=3, col="darkgray")  
lines(upper~ Evergreen1km, data=prwa.est.evergreen1, type="l", lwd=3, col="darkgray")
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#landscape1km - highdev  
landscape1.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km  
 + Schrubs1km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
  
ND.prwa2 <-data.frame(HighDev1km=seq(min(sc$HighDev1km),max(sc$HighDev1km),length=100),Grass1km=0,Evergreen1km=0,Schrubs1km=0,YearCat=0)  
prwa.est.hdev1 <- predict(landscape1.prwa, type="state",  
newdata=ND.prwa2,appendData=TRUE)  
  
plot(Predicted~ HighDev1km, data=prwa.est.hdev1, ylim=c(0,10), type="l", lwd=3,  
xlab="Med/High developed cover within 1km of site", ylab="Est. PRWA Abundance")  
##95% confidence intervals  
lines(lower~ HighDev1km, data=prwa.est.hdev1, type="l", lwd=3, col="darkgray")  
lines(upper~ HighDev1km, data=prwa.est.hdev1, type="l", lwd=3, col="darkgray")
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landscape5.prwa #+evergreen, - grass,

##   
## Call:  
## pcount(formula = ~Jdate + I(Jdate^2) + Noise + Time ~ Evergreen5km +   
## Grass5km + HighDev5km + Schrubs5km + YearCat, data = prwa.abund,   
## K = 60, mixture = "NB")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.863 0.315 -2.737 0.00620  
## Evergreen5km 0.456 0.188 2.428 0.01519  
## Grass5km -0.517 0.199 -2.592 0.00953  
## HighDev5km -0.299 0.272 -1.101 0.27107  
## Schrubs5km -0.142 0.149 -0.954 0.34019  
## YearCatB 0.437 0.296 1.473 0.14075  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.5513 0.366 -1.507 0.13191  
## Jdate 0.0808 0.159 0.507 0.61231  
## I(Jdate^2) -0.3669 0.175 -2.092 0.03645  
## Noise -0.2287 0.188 -1.214 0.22463  
## Time 0.4861 0.175 2.778 0.00547  
##   
## Dispersion:  
## Estimate SE z P(>|z|)  
## 8.12 26.3 0.308 0.758  
##   
## AIC: 328.7945

confint(landscape5.prwa, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -1.48119439 -0.2450229  
## lam(Evergreen5km) 0.08782368 0.8238262  
## lam(Grass5km) -0.90731856 -0.1260336  
## lam(HighDev5km) -0.83125459 0.2334080  
## lam(Schrubs5km) -0.43408854 0.1498979  
## lam(YearCatB) -0.14436434 1.0177667

#landscape5km - evergreen  
landscape5.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen5km + Grass5km + HighDev5km  
 + Schrubs5km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
  
ND.prwa3 <-data.frame(Evergreen5km=seq(min(sc$Evergreen5km),max(sc$Evergreen5km),length=100),Grass5km=0,HighDev5km=0,Schrubs5km=0,YearCat=0)  
prwa.est.evergreen5 <- predict(landscape5.prwa, type="state",  
newdata=ND.prwa3,appendData=TRUE)  
  
plot(Predicted~ Evergreen5km, data=prwa.est.evergreen5, ylim=c(0,10), type="l", lwd=3,  
xlab="Evergreen habitat within 5km of site", ylab="Est. PRWA Abundance")  
##95% confidence intervals  
lines(lower~ Evergreen5km, data=prwa.est.evergreen5, type="l", lwd=3, col="darkgray")  
lines(upper~ Evergreen5km, data=prwa.est.evergreen5, type="l", lwd=3, col="darkgray")
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#landscape5km - grass  
landscape5.prwa <- pcount(~ Jdate + I(Jdate^2) + Noise + Time  
 ~ Evergreen5km + Grass5km + HighDev5km  
 + Schrubs5km + YearCat  
 , prwa.abund, mixture="NB", K=60)  
  
ND.prwa4 <-data.frame(Grass5km=seq(min(sc$Grass5km),max(sc$Grass5km),length=100),Evergreen5km=0,HighDev5km=0,Schrubs5km=0,YearCat=0)  
prwa.est.grass5 <- predict(landscape5.prwa, type="state",  
newdata=ND.prwa4,appendData=TRUE)  
  
plot(Predicted~ Grass5km, data=prwa.est.grass5, ylim=c(0,10), type="l", lwd=3,  
xlab="Grassland habitat within 5km of site", ylab="Est. PRWA Abundance")  
##95% confidence intervals  
lines(lower~ Grass5km, data=prwa.est.grass5, type="l", lwd=3, col="darkgray")  
lines(upper~ Grass5km, data=prwa.est.grass5, type="l", lwd=3, col="darkgray")
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write.table(ms.prwa@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/PRWA\_top\_models\_ms.xls",sep="\t")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 276.9889   
## Number of bootstrap samples = 25  
## P-value = 0.36  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 211 238 260 279 304   
##   
## Estimate of c-hat = 1.08

##   
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 321.1819   
## Number of bootstrap samples = 25  
## P-value = 0.16  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 245 274 294 313 374   
##   
## Estimate of c-hat = 1.09

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 321.1819

PRWA summary: NB distribution DCs: detect2 (+time), global2 (+time,-date2), timing(+time), time(+time) SCs using time: landscape1 (+ evergreen, - highdev) landcsape5 (+ evergreen, - grass)

# RBWO

# (forest-dwelling, insectivore, cavity-nester, bark-forager)

# covariates: tree age, treeht, canopy cover, big trees, understory doesn’t matter

rbwo.abund<- csvToUMF("rbwo\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(rbwo.abund) #det at 45 sites!  
#str(rbwo.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(rbwo.abund)= scale (obsCovs(rbwo.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(rbwo.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(rbwo.abund) <- sc

#run this when have CSV with both years  
null.rbwo <- pcount(~Jdate + Noise + Time ~1, rbwo.abund, mixture="P", K=40)  
year.rbwo <- pcount(~Jdate + Noise + Time ~ YearCat, rbwo.abund, mixture="P", K=40)  
fms.year.rbwo<- fitList(null.rbwo, year.rbwo)

## Warning in fitList(null.rbwo, year.rbwo): Your list was unnamed, so model  
## names were added as object names

year.ms.rbwo<-modSel(fms.year.rbwo)  
year.ms.rbwo

## nPars AIC delta AICwt cumltvWt  
## null.rbwo 5 642.49 0.00 0.71 0.71  
## year.rbwo 6 644.25 1.76 0.29 1.00

^ null model ranked higher but year is d1.76

#time but not date  
det.date.rbwo <- pcount(~ Jdate ~1, rbwo.abund, mixture="P", K=15)  
det.date2.rbwo <- pcount(~ Jdate + I(Jdate^2) ~1, rbwo.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.rbwo, det.date2.rbwo)

## Warning in fitList(det.date.rbwo, det.date2.rbwo): Your list was unnamed,  
## so model names were added as object names

DATEtest.rbwo <- modSel(mstestDATE)  
DATEtest.rbwo

## nPars AIC delta AICwt cumltvWt  
## det.date.rbwo 3 647.12 0.00 0.58 0.58  
## det.date2.rbwo 4 647.77 0.65 0.42 1.00

det.time.rbwo <-pcount(~ Time ~1, rbwo.abund, mixture="P",K=15)  
det.time2.rbwo <-pcount(~ Time + I(Time^2) ~1, rbwo.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.rbwo, det.time2.rbwo)

## Warning in fitList(det.time.rbwo, det.time2.rbwo): Your list was unnamed,  
## so model names were added as object names

TIMEtest.rbwo <- modSel(mstestTIME)  
TIMEtest.rbwo

## nPars AIC delta AICwt cumltvWt  
## det.time2.rbwo 4 630.81 0.00 0.987 0.99  
## det.time.rbwo 3 639.43 8.62 0.013 1.00

#detection covariates first  
det.null.rbwo <- pcount(~1 ~1, rbwo.abund, mixture="P", K=15)  
det.weather.rbwo <- pcount(~ Wind + Sky ~1, rbwo.abund, mixture="P", K=15)  
det.global2.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2) ~1, rbwo.abund, mixture="P", K=15)  
det.sound.rbwo <- pcount(~ Noise + Wind ~1, rbwo.abund, mixture="P", K=15)  
det.date.rbwo <- pcount(~ Jdate ~1, rbwo.abund, mixture="P", K=15)  
det.detect2.rbwo <- pcount(~ Jdate + Noise + Time + I(Time^2) ~1, rbwo.abund, mixture="P", K=15)  
det.notdate.rbwo <-pcount(~ Wind + Sky + Noise ~1, rbwo.abund, mixture="P", K=15)  
det.time2.rbwo <-pcount(~ Time + I(Time^2) ~1, rbwo.abund, mixture="P",K=15)  
det.timing2.rbwo <-pcount(~ Time + I(Time^2) + Jdate ~1, rbwo.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.rbwo, det.weather.rbwo, det.global2.rbwo,  
 det.sound.rbwo, det.date.rbwo, det.detect2.rbwo, det.notdate.rbwo,  
 det.time2.rbwo, det.timing2.rbwo)

## Warning in fitList(det.null.rbwo, det.weather.rbwo, det.global2.rbwo,  
## det.sound.rbwo, : Your list was unnamed, so model names were added as  
## object names

msDC.rbwo <- modSel(fmsDC)  
msDC.rbwo

## nPars AIC delta AICwt cumltvWt  
## det.global2.rbwo 8 629.91 0.00 4.5e-01 0.45  
## det.time2.rbwo 4 630.81 0.90 2.9e-01 0.74  
## det.timing2.rbwo 5 632.27 2.36 1.4e-01 0.88  
## det.detect2.rbwo 6 632.67 2.76 1.1e-01 1.00  
## det.weather.rbwo 4 642.47 12.57 8.5e-04 1.00  
## det.notdate.rbwo 5 643.43 13.53 5.3e-04 1.00  
## det.null.rbwo 2 646.08 16.17 1.4e-04 1.00  
## det.date.rbwo 3 647.12 17.21 8.3e-05 1.00  
## det.sound.rbwo 4 647.48 17.58 6.9e-05 1.00

#msDC.rbwo@Full  
#summary: global best, time one shortly after (didnt change with quadratic)

det.global2.rbwo #- with Sky, + with time-time2

##   
## Call:  
## pcount(formula = ~Jdate + Wind + Sky + Noise + Time + I(Time^2) ~   
## 1, data = rbwo.abund, K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.64 0.533 3.08 0.00209  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.7963 0.6249 -2.87 0.00404  
## Jdate -0.1368 0.0891 -1.53 0.12498  
## Wind -0.1295 0.0898 -1.44 0.14923  
## Sky -0.1745 0.0853 -2.05 0.04070  
## Noise -0.0976 0.0880 -1.11 0.26771  
## Time 0.3314 0.1033 3.21 0.00133  
## I(Time^2) -0.2782 0.0914 -3.04 0.00234  
##   
## AIC: 629.905

confint(det.global2.rbwo, type="det",method="normal")

## 0.025 0.975  
## p(Int) -3.0210601 -0.571608695  
## p(Jdate) -0.3114981 0.037957111  
## p(Wind) -0.3055468 0.046492482  
## p(Sky) -0.3416228 -0.007388506  
## p(Noise) -0.2701520 0.074980006  
## p(Time) 0.1289938 0.533868333  
## p(I(Time^2)) -0.4573244 -0.099043503

confint(det.global2.rbwo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.5958483 2.686815

det.time2.rbwo #+ with time-time2

##   
## Call:  
## pcount(formula = ~Time + I(Time^2) ~ 1, data = rbwo.abund, K = 15,   
## mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 1.69 0.507 3.34 0.000849  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -1.828 0.5890 -3.10 0.001907  
## Time 0.367 0.0975 3.77 0.000166  
## I(Time^2) -0.279 0.0895 -3.11 0.001840  
##   
## AIC: 630.8072

confint(det.time2.rbwo, type="det",method="normal")

## 0.025 0.975  
## p(Int) -2.9826816 -0.6740311  
## p(Time) 0.1761535 0.5585338  
## p(I(Time^2)) -0.4544468 -0.1034282

confint(det.time2.rbwo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) 0.6972271 2.683166

# time variable - averaged with global2, time2 model  
det.global2.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2) ~1, rbwo.abund, mixture="P", K=15)  
det.time2.rbwo <-pcount(~ Time + I(Time^2) ~1, rbwo.abund, mixture="P",K=15)  
  
#summary(obsCovs(rbwo.abund))  
dms\_top.rbwod <- fitList(det.global2.rbwo,det.time2.rbwo)

## Warning in fitList(det.global2.rbwo, det.time2.rbwo): Your list was  
## unnamed, so model names were added as object names

ND.rbwod <-data.frame(Time=seq(-1.5,2.5,length=100),Jdate=0, Wind=0,Sky=0,Noise=0)  
rbwo.est.time <- predict(dms\_top.rbwod, type="det",  
 newdata=ND.rbwod,appendData=TRUE)  
  
plot(Predicted~ Time, data=rbwo.est.time, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey start time", ylab="RBWO Detection Probability")  
##95% confidence intervals  
lines(lower~ Time, data=rbwo.est.time, type="l", lwd=3, col="darkgray")  
lines(upper~ Time, data=rbwo.est.time, type="l", lwd=3, col="darkgray")
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# sky variable - only global  
det.global2.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2) ~1, rbwo.abund, mixture="P", K=15)  
  
#summary(obsCovs(rbwo.abund))  
  
ND.rbwod2 <-data.frame(Sky=seq(-1.25,5,length=100),Jdate=0, Wind=0,Time=0,Noise=0)  
rbwo.est.sky <- predict(det.global2.rbwo, type="det",  
 newdata=ND.rbwod2,appendData=TRUE)  
  
plot(Predicted~ Sky, data=rbwo.est.sky, ylim=c(0,1), type="l", lwd=3,  
 xlab="Sky (cloud cover)", ylab="RBWO Detection Probability")  
##95% confidence intervals  
lines(lower~ Sky, data=rbwo.est.sky, type="l", lwd=3, col="darkgray")  
lines(upper~ Sky, data=rbwo.est.sky, type="l", lwd=3, col="darkgray")
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write.table(msDC.rbwo@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/rbwo\_top\_models\_msDC.xls",sep="\t")

#only FG\_shrub better quadratic  
testR.rbwo <- pcount(~1 ~BA, rbwo.abund, mixture="P", K=4)  
testQ.rbwo <- pcount(~1 ~BA + I(BA^2), rbwo.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.rbwo, testQ.rbwo)

## Warning in fitList(testR.rbwo, testQ.rbwo): Your list was unnamed, so model  
## names were added as object names

BAtest.rbwo <- modSel(msBAtest)  
BAtest.rbwo

## nPars AIC delta AICwt cumltvWt  
## testR.rbwo 3 665.32 0.00 0.73 0.73  
## testQ.rbwo 4 667.26 1.94 0.27 1.00

testR.rbwo <- pcount(~1 ~HW\_dens\_1050, rbwo.abund, mixture="P", K=4)  
testQ.rbwo <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), rbwo.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.rbwo, testQ.rbwo)

## Warning in fitList(testR.rbwo, testQ.rbwo): Your list was unnamed, so model  
## names were added as object names

HW1050test.rbwo <- modSel(msHW1050test)  
HW1050test.rbwo

## nPars AIC delta AICwt cumltvWt  
## testR.rbwo 3 666.50 0.00 0.53 0.53  
## testQ.rbwo 4 666.77 0.27 0.47 1.00

testR.rbwo <- pcount(~1 ~FG\_herb, rbwo.abund, mixture="P", K=4)  
testQ.rbwo <- pcount(~1 ~FG\_herb + I(FG\_herb^2), rbwo.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.rbwo, testQ.rbwo)

## Warning in fitList(testR.rbwo, testQ.rbwo): Your list was unnamed, so model  
## names were added as object names

FGHtest.rbwo <- modSel(msFGHtest)  
FGHtest.rbwo

## nPars AIC delta AICwt cumltvWt  
## testR.rbwo 3 666.39 0.00 0.73 0.73  
## testQ.rbwo 4 668.38 1.99 0.27 1.00

#yes  
testR.rbwo <- pcount(~1 ~FG\_shrub, rbwo.abund, mixture="P", K=4)  
testQ.rbwo <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), rbwo.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.rbwo, testQ.rbwo)

## Warning in fitList(testR.rbwo, testQ.rbwo): Your list was unnamed, so model  
## names were added as object names

FGStest.rbwo <- modSel(msFGStest)  
FGStest.rbwo

## nPars AIC delta AICwt cumltvWt  
## testQ.rbwo 4 665.78 0.00 0.57 0.57  
## testR.rbwo 3 666.30 0.53 0.43 1.00

testR.rbwo <- pcount(~1 ~NHW\_saplings, rbwo.abund, mixture="P", K=4)  
testQ.rbwo <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), rbwo.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.rbwo, testQ.rbwo)

## Warning in fitList(testR.rbwo, testQ.rbwo): Your list was unnamed, so model  
## names were added as object names

HWStest.rbwo <- modSel(msHWStest)  
HWStest.rbwo

## nPars AIC delta AICwt cumltvWt  
## testR.rbwo 3 666.41 0.00 0.73 0.73  
## testQ.rbwo 4 668.39 1.99 0.27 1.00

#now site covs using detection covariates (global2 DC)  
null.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2) ~1  
 , rbwo.abund, mixture="P", K=120)  
global.rbwo <- pcount(~ Jdate + Wind + Sky + Noise+ Time + I(Time^2)  
 ~ Treatment + Herbicide + BA + Nsnags +Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + FG\_herb + FG\_shrub + I(FG\_shrub^2) + NHW\_saplings + NP\_over\_20cm  
 + Rel\_HW2P\_canopy + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , rbwo.abund, mixture="P", K=120) #FPSiteIndex removed  
local.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , rbwo.abund, mixture="P", K=120) #can only include BA OR CCover  
lh.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ TreeHt + Ccover + NP\_over\_20cm + Rel\_HW2P\_canopy + YearCat  
 , rbwo.abund, mixture="P", K=120)  
landmetrics.rbwo <- pcount (~ Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Parea + ShapeIndex + YearCat  
 , rbwo.abund, mixture="P", K=120)  
landscape500.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Evergreen500m + HighDev500m + Schrubs500m + Ag500m + YearCat  
 , rbwo.abund, mixture="P", K=120)  
landscape1.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Evergreen1km + HighDev1km + Schrubs1km + YearCat  
 , rbwo.abund, mixture="P", K=120)  
landscape5.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Evergreen5km + HighDev5km + Schrubs5km + YearCat  
 , rbwo.abund, mixture="P", K=120)  
landscape30.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ Evergreen30km + HighDev30km + YearCat  
 , rbwo.abund, mixture="P", K=120) #removed Protected30  
treatment.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ Treatment + Nthins + YearCat  
 , rbwo.abund, mixture ="P", K=120)  
management.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ Treatment + BA + TimeSinceB + TimeSinceT + Herbicide + YearCat  
 , rbwo.abund, mixture="P", K=120)  
disturbance.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ TimeSinceB + TimeSinceT + YearCat  
 , rbwo.abund, mixture="P", K=120)  
siteprod.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)   
 ~ PISoils + NSoilTypes + YearCat  
 , rbwo.abund, mixture="P", K=120) #FPSiteIndex removed  
upstate.rbwo <- pcount(~ Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Parea + HighDev5km + YearCat  
 , rbwo.abund, mixture="P", K=120) #5km was pretty arbitrary  
coord.rbwo <- pcount (~Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Latitude + Longitude + YearCat  
 , rbwo.abund, mixture="P", K=80)  
  
fms <- fitList(null.rbwo, global.rbwo, local.rbwo, lh.rbwo, landmetrics.rbwo,  
 landscape500.rbwo, landscape1.rbwo, landscape5.rbwo, landscape30.rbwo,  
 treatment.rbwo, management.rbwo, disturbance.rbwo,  
 siteprod.rbwo, upstate.rbwo, coord.rbwo)

## Warning in fitList(null.rbwo, global.rbwo, local.rbwo, lh.rbwo,  
## landmetrics.rbwo, : Your list was unnamed, so model names were added as  
## object names

ms.rbwo <- modSel(fms) #remember FPSiteIndex removed from global & siteprod  
ms.rbwo

## nPars AIC delta AICwt cumltvWt  
## coord.rbwo 11 626.40 0.00 6.9e-01 0.69  
## null.rbwo 8 629.90 3.50 1.2e-01 0.81  
## local.rbwo 12 632.45 6.06 3.3e-02 0.84  
## landscape30.rbwo 11 633.19 6.79 2.3e-02 0.87  
## landscape5.rbwo 12 633.32 6.92 2.2e-02 0.89  
## landmetrics.rbwo 11 633.44 7.04 2.0e-02 0.91  
## siteprod.rbwo 11 633.60 7.20 1.9e-02 0.93  
## landscape500.rbwo 13 633.86 7.46 1.7e-02 0.94  
## treatment.rbwo 13 633.91 7.51 1.6e-02 0.96  
## landscape1.rbwo 12 634.45 8.05 1.2e-02 0.97  
## upstate.rbwo 11 634.59 8.19 1.1e-02 0.98  
## disturbance.rbwo 11 634.72 8.32 1.1e-02 0.99  
## lh.rbwo 13 636.27 9.87 5.0e-03 1.00  
## management.rbwo 16 639.27 12.87 1.1e-03 1.00  
## global.rbwo 33 659.33 32.94 4.9e-08 1.00

#ms.rbwo@Full  
#summary: coord is only top model (still)

coord.rbwo

##   
## Call:  
## pcount(formula = ~Jdate + Wind + Sky + Noise + Time + I(Time^2) ~   
## Latitude + Longitude + YearCat, data = rbwo.abund, K = 80,   
## mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) 2.985 2.6621 1.121 0.26221  
## Latitude -0.249 0.0843 -2.954 0.00314  
## Longitude -0.101 0.0813 -1.242 0.21416  
## YearCatB -0.150 0.1598 -0.936 0.34922  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -3.2352 2.7718 -1.167 0.24313  
## Jdate -0.1664 0.0850 -1.957 0.05029  
## Wind -0.1426 0.0890 -1.602 0.10908  
## Sky -0.1601 0.0806 -1.987 0.04697  
## Noise -0.0341 0.0815 -0.419 0.67511  
## Time 0.2996 0.1002 2.990 0.00279  
## I(Time^2) -0.2406 0.0855 -2.813 0.00491  
##   
## AIC: 626.3976

confint(coord.rbwo, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -2.2329257 8.20241163  
## lam(Latitude) -0.4140770 -0.08376536  
## lam(Longitude) -0.2604488 0.05837803  
## lam(YearCatB) -0.4626677 0.16356962

summary(sc$Latitude)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -1.5810 -1.0801 0.1550 0.0000 0.8171 1.8999

#coords with latitude variable  
coord.rbwo <- pcount (~Jdate + Wind + Sky + Noise + Time + I(Time^2)  
 ~ Latitude + Longitude + YearCat  
 , rbwo.abund, mixture="P", K=80)  
  
  
ND.rbwo <-data.frame(Latitude=seq(min(sc$Latitude),max(sc$Latitude),length=100),Longitude=0,YearCat=0)  
rbwo.est.lat <- predict(coord.rbwo, type="state",  
newdata=ND.rbwo,appendData=TRUE)  
  
plot(Predicted~ Latitude, data=rbwo.est.lat, ylim=c(0,10), type="l", lwd=3,  
xlab="Latitude", ylab="Est. RBWO Abundance")  
##95% confidence intervals  
lines(lower~ Latitude, data=rbwo.est.lat, type="l", lwd=3, col="darkgray")  
lines(upper~ Latitude, data=rbwo.est.lat, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

write.table(ms.rbwo@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/rbwo\_top\_models\_ms.xls",sep="\t")

## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced  
  
## Warning in rbinom(M \* J, size = rep(N, each = J), prob = pvec): NAs  
## produced

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA4VBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmZgBmZmZmZpBmZrZmkJBmkLZmkNtmtrZmtttmtv+QOgCQOjqQZgCQZjqQZmaQZpCQkGaQkNuQttuQ29uQ2/+2ZgC2Zjq2kDq2kGa2tra2ttu2tv+225C22/+2/7a2/9u2///bkDrbkGbbtmbbtpDb25Db27bb29vb2//b/7bb/9vb////AAD/tmb/tpD/25D/27b/29v//7b//9v///9pOrORAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAToElEQVR4nO2dC5vbRhmFtZvsugSasE4KlLSxaaGUVWiBtFFTSulWOLX1/38Qc9foZmvGmhnp8znPk6xs6Zszmleai+wZZxVEWlnqDEBhBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDEBcDERRnwbpVlm9SZSC3CgPfrTVVe3afORmIRBlzePFSH7aXfwoQBc/G7+LJFHHDB7uLLFm3AxfXb1FlILdKAi4vvYoUEXGZCj14eqSR/OfrSRbvVbee9xv27f5Flr7a8xu5z6WbksG3W7j1vqYSf31fV+4+y7OqZ2FvI8/Zr+/stuPI7rwTDA86ybslrffert0deOqkH8O6De+tVzgj8jRdfn0tPRlpF3fOWTvhWjriZHr+VRiEAN89mvEICFuf4/sVwPZk3m8j8jBazB3BuF/RhqxPvczmdkcG88ZH2YZu9Yme6ze6OIRqjI9H58I1yTMEBs7+DlUtYwA3VJTcxYF7u+7UwF3/UtqeOAPZ8ZhMDMP/7/nNWiz19U1mb7Lrn9ffhNXv5a/3ysL0tsus31bsnrErlzXd+/e1rsb+xyRJR+2X79+zfxwGL9oIlfvPTtm40ms6V9tQZ4c9JWnnjpf+eNea/eaMT3q3quliw3a2a17NOoqqsc7r56fPs6pPqwE7iWeMclYU5OSva88qJUEXza181Uo1NVa6yJr2614X4aJXdPKieyh0/+d/J/Y1NlQg/Zbn5yAAusqf8CdZtKzM9gJvOund0Z9Fs5429Je3M/Wx31EVdVWYvP9KXsm1iel/8nG4+41uvtp1ztCxELuto3woufCfrinPO+ZV6eM0zbW+yLO/X/Jp9J8+Td2T41n7NbuJqtxZlfPWlibQ2fysS2fAAtvn9SlPbffxQbEz1YSRvSAFNl1PL2fa8lj2qTt5uHkT+Dn83yVulvlvxoxVGzb1OonFON294ltn/77LGOarLSp+clQHfQV+EXjTjKTMqejrWpirXq6df/ygiZCGqEvvP139+Ik5enJY83GyqFpffp2qz1ID/d1/tPuk2Zb2AG862pwHcyht/67aTrNRuJbKn6dx2TFrnJM9UZsmcGH9pnVwjunPRjlLwKppd7XemYWIXobUpy1Vc8qq5NUMRVUvVPMzhKhF18fDiEOnZBX/4y7tOWfQAbjm3PMWx3by1mtgacJE9fmO/r13qJFrnJEPtLBW8LeAW5uSs6NkCbhRLH+Dqh8/b5cpwZR++/McP65OA+c3cAVy9ftLpi/YBbjq3PGVGOnkbAMxq7qZl7aKTaJ/TacD8XZOBOQNu1MvtKlrol+9fKIDytGWsOHSgijbF3K6iuYpuUfQCbjjbntfWU41m3vqraNlzqHR8e7gjkmil3wDcqqKb/XCZgdkCZlX07WAni2WcAfqRPyTghai7kRzXAx+PiB4Hq/p0pN48bK8+4b2Ple5v1Z0srrw7mLQA675Ky9n2VBnpyZt8pvG96bPLyyWvy16c3nsDvE7CTr8N2DoxbmFOzsrAjDtZ1rCmtVnUwyTOpzBjTVad6Uoqv3qiqytrs5Peh9Y4uO+hRw24aA2TtLPlWTSHSY28STtT1oV1SiJWJWMuMZOEfU6dO1ifmD1MEiNDk4Hey3aEggO+elo/mHj2Y3Nzz6/nw1fsfB69Ui9/knUbf5rw6FUu6sZv2fFP+ZvWpkgkq5NuPOjIr/9w5A4WpvK9hvND7Wky0pc3fthj60HHnXUtc3Dy9EwG6iTsc2q3wfrE6gcd8uTqaHaBeH3cMPuPC60mc+RIn5X5d/fB8tOW333VSmPMic3uUeVEcgfMDis31f6v4fJka4qv9Y06sdl92DCRnAHzSnP/8cP+nwEzZcuz4BtJjDix+X1cOJGcAcunJ1cvY31ZR3zgf57GnNj8PvCHZiEAJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJq7LA6w/23v05cABtOYUXx7gwv4iQo/2L0gt7HFxgA9bxe+7/llx3xNbueXiAO/X6qOb3qkghz9lj78A4CVLzj+o5EQT/T0pMxVl//zlg9+3F+eqiwOsJjv+8hWfiNABLI8A4AUr132sQYwAvGSJeYJ8kPT0zdAhALxkqZkH5hWqaGJqfikegMnpyIIS9SEAvFzlp7/GDMALVj1vd1gAvGA1+1j9AmBoQQJg4gJg4gJg4gJg4goK+OeQiUOjBMDEBcDEBcDEBcBnKTtDkXIYx4aqzig+AF6CAJi4LhzwBbTBSUJnYwPAYUJnYwPAYUJnYwPAYUJnYwPAYUJnaENVAExcAExcFw4YbXCY0NnYAHCY0NnYAHCY0NnYAHCY0NnYAHCY0BnaUBU1wLn4eagjyx9cmogBLsSPgd16/0gTPdECfNje6d8JKkb9HBTa4DChoWzEIo6lmGBbNqfZDnyTbBmAz/niHC3AI+7gRQJOEztDwHUbLFCfTg6AA9kGsznZiwbgKLbpbJY4rAbgdMlFEQCnSy6KANg7ObTBgWzT2QBwFNt0NgAcxTadDQBHsU1nA8BRbNPZoBcdxTadDQBHsU1nA8BRbNPZoA2OYpvOBoCj2KazAeAotulsADiKbTobAI5im84GvegotulsADiKbTobAI5im84GbXAU23Q2ABzFNp0NAEexTWcDwFFs09kAcBTbdDboRUexTWcDwFFs09kAcBTbdDZog6PYprMB4Ci26WwAOIptOhsAjmKbzgaAo9ims0EvOoptOhsAjmLrY7Nf88U3JktuQboQwFVVZFl27vpmaIOj2HrbnGKcX7+tdqssE0spnU4OgAPZnmHDETcXObMk+H5wr5ZEO50cAAey9bUpxQJJh+3AKmdihcpctNRYCO3s2OiAWS8rk9jKgVuY37dqCTRSSxmmiY3fix5sWI343Vs43MHL0IUAHqP9+vqttWDlucnNRBcDOGd3ZXlioFTKinhwxAzAUWy9bHJR6+7XZz3uQBscxdbHRo98hnpYjskJAXAgWx8bvUJwAcBxYqNX0YVYI3i3OutpJQBHsfWz4c8ghx9COidXAXAw23Q26EVHsU1nA8BRbL1sxFL9xz5qcEtuOboUwPlZZDvJcaENDmTrYzPNj5kBcBRbH5vBj3j9khMC4EC2PjaH7QRfyQLgOLZeNuUUPykKwFFsfWz45/3oRUeMxTg4lgA4XXJRdDGAWSV985CfN1hCGxzF1sumvLovbh7OHA6nApzoN4CXBJh/Hsy/SrfMz4MTQVoSYP6ggwNe5jc6APikjb6D84EvxDomJwTAgWy9bGQbXJz3uCNVLxqAR9iIRx2TfqMjngA4kg0AR7FNZ4M2OIqtj02IZ9EAHMj2DJvzRkkAHMf2HJt8kVNXAHi0DR50RIpNBXjKR5XxBMBjbSadXRhPAHzSRveiz3pSCcBxbNPZoA2OYpvOBoCj2PrYmAcdZz3rAOAotl428muzk36aBMCBbH1sDltJdmiBJEu71eBFAMBRbH1s9s/vxd8jDzpG1OLoRUex9bHRd/Cxb3SoRZZG38HxBMCnbeTiZsXRT/z3a46/C3iSbyieIwAeYSNq4FMtcM4uALTBU8TOdRxcZHcAPEXsXAGz+/cRAE8Qm6SKHjV15bAdHisDcBRbL5tlT11ZXmz8YdL0U1fiCYBP2oSYuhJPAHzSJsTUlXgC4NM2AaauoA0OZOtnM/3UFQAOZJvOBoCj2PrY6AXBJ0pOCIAD2frYLHulOwA+bXPmpJV2cnEFwCdtlr0QGgBHsgHgKLbpbNAGR7F1tpmmh1UBcCRbZxsBeIqBEgBHsXW2AeD4sQDs77uIWAqA4wmAj9sAcPxYAI7lexmAp5haWKENjmSbzgaAo9imswHgKLbpbAA4im06GwCOYpvOBr3oKLbpbAA4im06GwCOYpvOBm1wFNt0NgAcxTadDQBHsU1nA8BRbNPZAHAU23Q26EVHsQ1mU2SZnH04NE0cgKPYhrLhi2jJFcMB+OzYGQKW3wg4bI8s9IA2OIptIBv97en85qEFeGClO0fAy/sNYGKAzXd68tsgd3Ci0gJgI411vx632iwAB7INZqNX8DhsAfjc2FkCDpscAAcQAANwtOQAOIDm9CwagAMIgAHYPzkADmSbzgaAo9imswHgKLbpbNCLjmKbzgaAo9imswHgKLbpbNAGR7FNZwPAUWzT2QBwFNt0NgAcxTadDQBHsU1ng150FNt0NgAcxTadDQCPD43zJVK0wUu8gwF4AbEAHCkUgP2dATi9LQADcCDnSYMBOITN1MnNv7SmjAXgWL4A7O2MNji9LQADsL8zAKe3BWAA9ncG4PS26EUDcCDnSYMBOITN1MnNv7SmjKUAGG1wels3m8NWfqFg8MezAHhutk42RaYWyiqzgV/BA+C52brYWD9uWNw8jEgOgNPbuthYPwRfzm0pwwuTQ6E6ABhxB0Nzk2MbrG7hwTYYmpvcWgL9M7S4fxejicfBTcVbLxoaEgATFwATFwAT19SAG6O1nxOMEC9DCQGnicWTrBA2U6c3/9KaMhaAF2C7gCwDMPEsAzDxLAMw8SwDMPEsAzDxLAMw8SwHfVQJpRcAExcAExcAExcAExcAExcAExcAExcAExcAExcAExcAExcAE9cEgMW0fz0ZLRfTlsosu7p3i92tsuy2coitQwu2sXEJFSHyyLKzMTq2zsDo2MI60LGk6li3kjof8GHLXAppyTx5tkv2Tjkm33VsyeL269vxsXVowSM44dG2VXH9Vh5pQtxjrbyPjTW2lXNJWVl2K6nzAe9WG+UvZh8yezmPOL91iJUhZmNErBV6KyPG2+7Xd/wKsUI8Ylt5HxFrQiv3kmplebztVG2wvJSKm89Ytm3kI2N3H9zLbcdYFmoAO4Y2IHnE1nl3ilWhXiUlsuxYUlMBzrkRM+cti8xDORowiy2vv1mLBs0xltvqKtoxlIeZEI9YkwG3WBnqV1LiTB1LaiLAYso/rzR4tuXdPK5pUbEFX5mJX6BusXKlAdXZcAotRSGZEI9YkwGXWBXqVVIy1rWkpgFcij4WX7jDHXCpO0ricnQ8ZVE7szPerdwKuuKFfPPgB1jGmgy4xYpQv5ISsa4lNQlgeSOJOsO54pGxsilhzYpLrLI17ahjy2CafvcqWpOpz3t8rLb1acxYrGtJTQG4qIejXBuXroOKlflkeXaI1aH6Snbt2/FC8uxkyauq0CN4p1h2uFdJqVjXkpoAsFl7hyt36vybWLkEV+kw5jCh8kSdQrshHrEmA44jO33PuZWUiXUtqSnGwfaSSrnT8L2OLfTpjo2tQ3Ub7PDUIO+4ucfWGRgdWzOtXEuqjnUsqfMBq/pGOckHcMXIB3BWbGk9eBz1VKgOzR1DKxmyaYQ4x1oZGB1rbCvXkrJi3UoKHzYQFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATFwATV1rA4ifj+Ww7OWeu9whrR9k5qD35qnEEe9EO7/octvU7cgqfo3rnf/UsLWVv6N2lnke6f96TyCRKClgsflTlx2ZQ2UR6roJW6TaOaB/efxEV1vzLyQD3LC1lbzR2qzWRNPuplRSwnNxaL1nTo9CAG29OBri7tJS90ZoyLv7aFcmkSgnYIsvLebf6lK8fwxdyU3Up+0/8lTMn+Q6+voU9e/ILVbp8H58wL46wDv8vD7d2itciCWUtp2OrGZm71R9XmVoXQk3WVG7751+oN0px8/VkoSt7aSl7o7FbzzMuAt3CiatoTVgCFmXH586riewKcK5WaRHvidWPeJnwed+lWd1vIyp8eTlYh8t0650mCbGwWKUqkVJcUbcyBzxxHWLc9uubB7Ugl1wHpScL9jRpmba1tJS10dht/oxeicVRaTtZvFRUPbaRZab+21iARQeEF7kkJBZO0qtqqPZbL4sgjmgevmnuNElU6r07vQaDWOVDLQhThyg3scHrUrbRn4WuGktL1RuN3ZXJjVfzMELJh0msQ6nuNnGK+r9GFS3qUEVLriOmFyNR1/1+LYnoFtUcLv/VO42P0n6tPes1WViaOsS46ezUSy61s9BRc2mpeqOxuw63L7splRxwJSqpo4BZS3f9L3VLmoFF0ShdMe7QNbB1uHjD2il89GKAVWV58l1yD/9fhdTDGHHlsPqcMRrIQkt9S0tZgMvMXqqjoglY30rilhkGbN6v7+DK9I6s0s1byRjA1s6Rd7AOMcnrtW2+GcxCqw1uLy1lNhq7La4UAetedNl7B5u2WJRjmbWIqaGGBVjd7/2Hq52j2mBzT23scPH/70UzPJgFo87SUs2Nere52ki2wWrN5Oyu2wbzVftYPanvYDaGvJM0RHnyjo1cg1R1stRKSPyIxuHmplc7TS9aX1zdXjR/YVZW0m4Kai7b1b4sNNSztJS9Ye2uqwOSvWjxqJKfWQew2PWpaYOv7nmB5nocLOpGexBamhWV2CjGOlyMe62dY8bBGys97Wb6enrtpW4WbPUtLVXpta5uGysw6ZXqSI6DZ6DBh+CRFSwflw648Sw6oWg+i56Dgj0EdhLRT5Og8AJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4vo/Ehu5RFXee64AAAAASUVORK5CYII=)

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 244.2665   
## Number of bootstrap samples = 25  
## P-value = 1  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 261 296 311 327 356   
##   
## Estimate of c-hat = 0.79

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 244.2665

RBWO Summary: P distribution DCs: global (sky -, +time&time2-, then time (+time&time2-) SCs using global2: Coord is only top model (- with Latitude)

# YBCH

# (foliage gleaner, shrub nester 1-8’ max, scrub habitat, insects)

# covariates: shrub/midstory density, forbs,

ybch.abund<- csvToUMF("ybch\_abund.csv", long = FALSE, type = "unmarkedFramePCount")  
#summary(ybch.abund)  
#str(ybch.abund)  
#scale all observation covariates (covs of detection)  
obsCovs(ybch.abund)= scale (obsCovs(ybch.abund))  
#select particular site covariates to scale below  
sc <- siteCovs(ybch.abund)  
sc[,c(6:77)] <- scale(sc[, c(6:77)])  
siteCovs(ybch.abund) <- sc

#run this when have CSV with both years  
null.ybch <- pcount(~Jdate + Noise + Time ~1, ybch.abund, mixture="P", K=40)  
year.ybch <- pcount(~Jdate + Noise + Time ~ YearCat, ybch.abund, mixture="P", K=40)  
fms.year.ybch<- fitList(null.ybch, year.ybch)

## Warning in fitList(null.ybch, year.ybch): Your list was unnamed, so model  
## names were added as object names

year.ms.ybch<-modSel(fms.year.ybch)  
year.ms.ybch

## nPars AIC delta AICwt cumltvWt  
## null.ybch 5 546.27 0.00 0.73 0.73  
## year.ybch 6 548.23 1.96 0.27 1.00

^ null ranked first but year is 1.96

#neither sig  
det.date.ybch <- pcount(~ Jdate ~1, ybch.abund, mixture="P", K=15)  
det.date2.ybch <- pcount(~ Jdate + I(Jdate^2) ~1, ybch.abund, mixture="P", K=15)  
mstestDATE <- fitList(det.date.ybch, det.date2.ybch)

## Warning in fitList(det.date.ybch, det.date2.ybch): Your list was unnamed,  
## so model names were added as object names

DATEtest.ybch <- modSel(mstestDATE)  
DATEtest.ybch

## nPars AIC delta AICwt cumltvWt  
## det.date.ybch 3 552.75 0.00 0.65 0.65  
## det.date2.ybch 4 554.01 1.26 0.35 1.00

det.time.ybch <-pcount(~ Time ~1, ybch.abund, mixture="P",K=15)  
det.time2.ybch <-pcount(~ Time + I(Time^2) ~1, ybch.abund, mixture="P",K=15)  
mstestTIME <- fitList(det.time.ybch, det.time2.ybch)

## Warning in fitList(det.time.ybch, det.time2.ybch): Your list was unnamed,  
## so model names were added as object names

TIMEtest.ybch <- modSel(mstestTIME)  
TIMEtest.ybch

## nPars AIC delta AICwt cumltvWt  
## det.time.ybch 3 565.43 0.00 0.73 0.73  
## det.time2.ybch 4 567.39 1.96 0.27 1.00

#detection covariates first  
det.null.ybch <- pcount(~1 ~1, ybch.abund, mixture="P", K=15)  
det.weather.ybch <- pcount(~ Wind + Sky ~1, ybch.abund, mixture="P", K=15)  
det.global.ybch <- pcount(~ Jdate + Wind + Sky + Noise +Time ~1, ybch.abund, mixture="P", K=15)  
det.sound.ybch <- pcount(~ Noise + Wind ~1, ybch.abund, mixture="P", K=15)  
det.date.ybch <- pcount(~ Jdate ~1, ybch.abund, mixture="P", K=15)  
det.detect.ybch <- pcount(~ Jdate + Noise + Time ~1, ybch.abund, mixture="P", K=15)  
det.notdate.ybch <-pcount(~ Wind + Sky + Noise ~1, ybch.abund, mixture="P", K=15)  
det.time.ybch <-pcount(~ Time ~1, ybch.abund, mixture="P",K=15)  
det.timing.ybch <-pcount(~ Time + Jdate ~1, ybch.abund, mixture="P", K=15)  
  
fmsDC <- fitList(det.null.ybch, det.weather.ybch, det.global.ybch,  
 det.sound.ybch, det.date.ybch, det.detect.ybch, det.notdate.ybch,  
 det.time.ybch, det.timing.ybch)

## Warning in fitList(det.null.ybch, det.weather.ybch, det.global.ybch,  
## det.sound.ybch, : Your list was unnamed, so model names were added as  
## object names

msDC.ybch <- modSel(fmsDC)  
msDC.ybch

## nPars AIC delta AICwt cumltvWt  
## det.detect.ybch 5 546.27 0.00 6.8e-01 0.68  
## det.global.ybch 7 548.12 1.85 2.7e-01 0.95  
## det.date.ybch 3 552.75 6.48 2.6e-02 0.97  
## det.timing.ybch 4 553.64 7.37 1.7e-02 0.99  
## det.sound.ybch 4 555.35 9.07 7.2e-03 1.00  
## det.notdate.ybch 5 557.30 11.03 2.7e-03 1.00  
## det.weather.ybch 4 562.09 15.81 2.5e-04 1.00  
## det.time.ybch 3 565.43 19.16 4.7e-05 1.00  
## det.null.ybch 2 566.29 20.02 3.0e-05 1.00

#msDC.ybch@Full  
#summary: 1st detect (Jdate + Noise +Time), 2nd is global (1.85)

det.detect.ybch #+ w date and - with noise

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ 1, data = ybch.abund,   
## K = 15, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## 0.287 0.151 1.9 0.0577  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.5315 0.238 -2.229 0.02579  
## Jdate 0.4221 0.116 3.652 0.00026  
## Noise -0.4455 0.141 -3.150 0.00163  
## Time -0.0779 0.114 -0.686 0.49298  
##   
## AIC: 546.271

confint(det.detect.ybch, type="det",method="normal")

## 0.025 0.975  
## p(Int) -0.9988673 -0.0642185  
## p(Jdate) 0.1955544 0.6486050  
## p(Noise) -0.7226457 -0.1683451  
## p(Time) -0.3004380 0.1447231

confint(det.detect.ybch, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -0.009334575 0.5826065

#+ with date - model-averaged with detect & global  
det.detect.ybch <- pcount(~ Jdate + Noise + Time ~1, ybch.abund, mixture="P", K=15)  
det.global.ybch <- pcount(~ Jdate + Wind + Sky + Noise +Time ~1, ybch.abund, mixture="P", K=15)  
  
#summary(ybch.abund)  
dms\_top.ybchd <- fitList(det.global.ybch, det.detect.ybch)

## Warning in fitList(det.global.ybch, det.detect.ybch): Your list was  
## unnamed, so model names were added as object names

ND.ybchd <-data.frame(Jdate=seq(-1.75,2.25,length=100),Time=0, Wind=0,Sky=0,Noise=0)  
ybch.est.date <- predict(dms\_top.ybchd, type="det",  
 newdata=ND.ybchd,appendData=TRUE)  
  
plot(Predicted~ Jdate, data=ybch.est.date, ylim=c(0,1), type="l", lwd=3,  
 xlab="Survey date", ylab="YBCH Detection Probability")  
##95% confidence intervals  
lines(lower~ Jdate, data=ybch.est.date, type="l", lwd=3, col="darkgray")  
lines(upper~ Jdate, data=ybch.est.date, type="l", lwd=3, col="darkgray")
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#- with noise - model-averaged with detect & global  
det.detect.ybch <- pcount(~ Jdate + Noise + Time ~1, ybch.abund, mixture="P", K=15)  
det.global.ybch <- pcount(~ Jdate + Wind + Sky + Noise +Time ~1, ybch.abund, mixture="P", K=15)  
  
#summary(obsCovs(ybch.abund))  
dms\_top.ybchd <- fitList(det.detect.ybch,det.global.ybch)

## Warning in fitList(det.detect.ybch, det.global.ybch): Your list was  
## unnamed, so model names were added as object names

ND.ybchd2 <-data.frame(Noise=seq(-1.75,2.25,length=100),Time=0,Jdate=0, Wind=0, Sky=0)  
ybch.est.noise <- predict(dms\_top.ybchd, type="det",  
 newdata=ND.ybchd2,appendData=TRUE)  
  
plot(Predicted~ Noise, data=ybch.est.noise, ylim=c(0,1), type="l", lwd=3,  
 xlab="Ambient noise", ylab="YBCH Detection Probability")  
##95% confidence intervals  
lines(lower~ Noise, data=ybch.est.noise, type="l", lwd=3, col="darkgray")  
lines(upper~ Noise, data=ybch.est.noise, type="l", lwd=3, col="darkgray")
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write.table(msDC.ybch@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/ybch\_top\_models\_msDC.xls",sep="\t")

#FG herb better quadratic, only one  
testR.ybch <- pcount(~1 ~BA, ybch.abund, mixture="P", K=4)  
testQ.ybch <- pcount(~1 ~BA + I(BA^2), ybch.abund, mixture="P", K=4)  
msBAtest <- fitList(testR.ybch, testQ.ybch)

## Warning in fitList(testR.ybch, testQ.ybch): Your list was unnamed, so model  
## names were added as object names

BAtest.ybch <- modSel(msBAtest)  
BAtest.ybch

## nPars AIC delta AICwt cumltvWt  
## testR.ybch 3 554.05 0.00 0.72 0.72  
## testQ.ybch 4 555.94 1.89 0.28 1.00

testR.ybch <- pcount(~1 ~HW\_dens\_1050, ybch.abund, mixture="P", K=4)  
testQ.ybch <- pcount(~1 ~HW\_dens\_1050 + I(HW\_dens\_1050^2), ybch.abund, mixture="P", K=4)  
msHW1050test <- fitList(testR.ybch, testQ.ybch)

## Warning in fitList(testR.ybch, testQ.ybch): Your list was unnamed, so model  
## names were added as object names

HW1050test.ybch <- modSel(msHW1050test)  
HW1050test.ybch

## nPars AIC delta AICwt cumltvWt  
## testR.ybch 3 548.90 0.00 0.71 0.71  
## testQ.ybch 4 550.71 1.81 0.29 1.00

testR.ybch <- pcount(~1 ~FG\_herb, ybch.abund, mixture="P", K=4)  
testQ.ybch <- pcount(~1 ~FG\_herb + I(FG\_herb^2), ybch.abund, mixture="P", K=4)  
msFGHtest <- fitList(testR.ybch, testQ.ybch)

## Warning in fitList(testR.ybch, testQ.ybch): Your list was unnamed, so model  
## names were added as object names

FGHtest.ybch <- modSel(msFGHtest)  
FGHtest.ybch

## nPars AIC delta AICwt cumltvWt  
## testQ.ybch 4 549.89 0.00 0.71 0.71  
## testR.ybch 3 551.68 1.79 0.29 1.00

testR.ybch <- pcount(~1 ~FG\_shrub, ybch.abund, mixture="P", K=4)  
testQ.ybch <- pcount(~1 ~FG\_shrub + I(FG\_shrub^2), ybch.abund, mixture="P", K=4)  
msFGStest <- fitList(testR.ybch, testQ.ybch)

## Warning in fitList(testR.ybch, testQ.ybch): Your list was unnamed, so model  
## names were added as object names

FGStest.ybch <- modSel(msFGStest)  
FGStest.ybch

## nPars AIC delta AICwt cumltvWt  
## testR.ybch 3 567.65 0.00 0.73 0.73  
## testQ.ybch 4 569.62 1.97 0.27 1.00

testR.ybch <- pcount(~1 ~NHW\_saplings, ybch.abund, mixture="P", K=4)  
testQ.ybch <- pcount(~1 ~NHW\_saplings + I(NHW\_saplings^2), ybch.abund, mixture="P", K=4)  
msHWStest <- fitList(testR.ybch, testQ.ybch)

## Warning in fitList(testR.ybch, testQ.ybch): Your list was unnamed, so model  
## names were added as object names

HWStest.ybch <- modSel(msHWStest)  
HWStest.ybch

## nPars AIC delta AICwt cumltvWt  
## testR.ybch 3 567.46 0.00 0.52 0.52  
## testQ.ybch 4 567.59 0.13 0.48 1.00

# SCs with appropriate detection covariates (Jdate + Noise + Time )  
null.ybch <- pcount(~ Jdate + Noise + Time ~1, ybch.abund, mixture="P", K=40)  
global.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + Herbicide + BA + Ccover  
 + Ldepth + TreeHt + Age + TimeSinceB + TimeSinceT + Nthins  
 + HW\_dens\_1050 + FG\_herb + I(FG\_herb^2)  
 + FG\_shrub + NHW\_saplings  
 + Rel\_HW2P\_canopy + PISoils + NSoilTypes  
 + Parea + ShapeIndex + YearCat  
 , ybch.abund, mixture="P", K=40) #FPSiteIndex, snags,   
local.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Ccover + TreeHt + Ldepth + YearCat  
 , ybch.abund, mixture="P", K=40) #can only include BA OR CCover  
lh.ybch <- pcount(~ Jdate + Noise + Time  
 ~ BA + FG\_herb + I(FG\_herb^2) + FG\_shrub   
 + HW\_dens\_1050 + NHW\_saplings  
 + Rel\_HW2P\_canopy + YearCat  
 , ybch.abund, mixture="P", K=40)  
landmetrics.ybch <- pcount (~ Jdate + Noise + Time  
 ~ Parea + ShapeIndex + YearCat  
 , ybch.abund, mixture="P",K=40)  
landscape500.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen500m + Grass500m + HighDev500m + Schrubs500m  
 + Ag500m + OpenDev500m + YearCat  
 , ybch.abund, mixture="P", K=40)  
landscape1.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km + Schrubs1km  
 + OpenDev1km + YearCat  
 , ybch.abund, mixture="P", K=40)  
landscape5.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen5km + Grass5km + HighDev5km + Schrubs5km + YearCat  
 , ybch.abund, mixture="P", K=40)  
landscape30.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen30km + Grass30km + YearCat  
 , ybch.abund, mixture="P", K=40)  
treatment.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + Nthins + YearCat  
 , ybch.abund, mixture ="P", K=40)  
management.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Treatment + BA + TimeSinceB + TimeSinceT   
 + Herbicide + YearCat  
 , ybch.abund, mixture="P", K=40)  
disturbance.ybch <- pcount(~ Jdate + Noise + Time  
 ~ TimeSinceB + TimeSinceT + YearCat  
 , ybch.abund, mixture="P", K=40)  
siteprod.ybch <- pcount(~ Jdate + Noise + Time ~ PISoils + NSoilTypes + YearCat  
 , ybch.abund, mixture="P", K=40) #FPSiteIndex  
#upstate.ybch <- pcount(~ Jdate + Noise + Time ~ X + Y + Z, ybch.abund, mixture="P", K=40)  
coord.ybch <- pcount (~Jdate + Noise + Time ~ Latitude + Longitude + YearCat  
 , ybch.abund, mixture="P", K=40)  
  
  
fmsYBCH <- fitList(null.ybch, global.ybch, local.ybch, lh.ybch, landmetrics.ybch,  
 landscape500.ybch, landscape1.ybch, landscape5.ybch, landscape30.ybch,  
 treatment.ybch, management.ybch, disturbance.ybch,  
 siteprod.ybch, coord.ybch)

## Warning in fitList(null.ybch, global.ybch, local.ybch, lh.ybch,  
## landmetrics.ybch, : Your list was unnamed, so model names were added as  
## object names

ms.ybch <- modSel(fmsYBCH) #note this does not include upstate  
ms.ybch

## nPars AIC delta AICwt cumltvWt  
## landscape1.ybch 11 515.62 0.00 9.8e-01 0.98  
## landscape5.ybch 10 524.07 8.46 1.4e-02 0.99  
## lh.ybch 13 526.04 10.43 5.3e-03 1.00  
## landscape30.ybch 8 528.33 12.72 1.7e-03 1.00  
## landscape500.ybch 12 532.62 17.00 2.0e-04 1.00  
## local.ybch 9 534.77 19.16 6.8e-05 1.00  
## management.ybch 13 538.25 22.63 1.2e-05 1.00  
## disturbance.ybch 8 541.55 25.93 2.3e-06 1.00  
## coord.ybch 8 543.51 27.89 8.6e-07 1.00  
## global.ybch 28 544.26 28.65 5.9e-07 1.00  
## null.ybch 5 546.27 30.66 2.2e-07 1.00  
## landmetrics.ybch 8 549.59 33.98 4.1e-08 1.00  
## treatment.ybch 10 549.76 34.14 3.8e-08 1.00  
## siteprod.ybch 8 552.15 36.53 1.1e-08 1.00

#ms.ybch@Full  
#Summary: Landscape1 is only top model (same still)

landscape1.ybch #pos with schrubs, - with opendev

##   
## Call:  
## pcount(formula = ~Jdate + Noise + Time ~ Evergreen1km + Grass1km +   
## HighDev1km + Schrubs1km + OpenDev1km + YearCat, data = ybch.abund,   
## K = 40, mixture = "P")  
##   
## Abundance:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.8901 0.9702 -0.9175 0.358906  
## Evergreen1km 0.2022 0.1370 1.4758 0.139997  
## Grass1km 0.0847 0.1161 0.7292 0.465859  
## HighDev1km -5.6553 4.3506 -1.2999 0.193638  
## Schrubs1km 0.3117 0.0863 3.6131 0.000303  
## OpenDev1km -0.3606 0.1240 -2.9084 0.003632  
## YearCatB 0.0133 0.2006 0.0664 0.947072  
##   
## Detection:  
## Estimate SE z P(>|z|)  
## (Intercept) -0.7941 0.315 -2.523 0.01162  
## Jdate 0.3327 0.112 2.982 0.00286  
## Noise -0.3184 0.131 -2.424 0.01533  
## Time -0.0999 0.107 -0.937 0.34854  
##   
## AIC: 515.616

confint(landscape1.ybch, type="state",method="normal")

## 0.025 0.975  
## lam(Int) -2.79172168 1.0114654  
## lam(Evergreen1km) -0.06634202 0.4707828  
## lam(Grass1km) -0.14287696 0.3121923  
## lam(HighDev1km) -14.18234805 2.8717159  
## lam(Schrubs1km) 0.14262504 0.4808229  
## lam(OpenDev1km) -0.60366280 -0.1176076  
## lam(YearCatB) -0.37982908 0.4064606

# landscape 1: schrubs1km+  
landscape1.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km + Schrubs1km  
 + OpenDev1km + YearCat  
 , ybch.abund, mixture="P", K=40)  
  
ND.ybch <-data.frame(Schrubs1km=seq(min(sc$Schrubs1km),max(sc$Schrubs1km),length=100),OpenDev1km=0,Evergreen1km=0, Grass1km=0,HighDev1km=0,YearCat=0)  
ybch.est.schrubs1 <- predict(landscape1.ybch, type="state",  
newdata=ND.ybch,appendData=TRUE)  
  
plot(Predicted~ Schrubs1km, data=ybch.est.schrubs1, ylim=c(0,10), type="l", lwd=3,  
xlab="Shrub/scrub habitat within 1km of site", ylab="Est. YBCH Abundance")  
##95% confidence intervals  
lines(lower~ Schrubs1km, data=ybch.est.schrubs1, type="l", lwd=3, col="darkgray")  
lines(upper~ Schrubs1km, data=ybch.est.schrubs1, type="l", lwd=3, col="darkgray")

![](data:image/png;base64,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)

# landscape 1: opendev1km+  
landscape1.ybch <- pcount(~ Jdate + Noise + Time  
 ~ Evergreen1km + Grass1km + HighDev1km + Schrubs1km  
 + OpenDev1km + YearCat  
 , ybch.abund, mixture="P", K=40)  
  
ND.ybch2 <-data.frame(OpenDev1km=seq(min(sc$OpenDev1km),max(sc$OpenDev1km),length=100),Schrubs1km=0,Evergreen1km=0, Grass1km=0,HighDev1km=0,YearCat=0)  
ybch.est.odev1 <- predict(landscape1.ybch, type="state",  
newdata=ND.ybch2,appendData=TRUE)  
  
plot(Predicted~ OpenDev1km, data=ybch.est.odev1, ylim=c(0,10), type="l", lwd=3,  
xlab="Low-level/open development within 1km of site", ylab="Est. YBCH Abundance")  
##95% confidence intervals  
lines(lower~ OpenDev1km, data=ybch.est.odev1, type="l", lwd=3, col="darkgray")  
lines(upper~ OpenDev1km, data=ybch.est.odev1, type="l", lwd=3, col="darkgray")
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write.table(ms.ybch@Full, file="C:/Users/woodj/Documents/GRAD SCHOOL - CLEMSON/Project-Specific/R work/USDA-songbirds/USDA-songbirds/ybch\_top\_models\_ms.xls",sep="\t")
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##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 266.7951   
## Number of bootstrap samples = 25  
## P-value = 0.64  
##   
## Quantiles of bootstrapped statistics:  
## 0% 25% 50% 75% 100%   
## 218 260 277 289 342   
##   
## Estimate of c-hat = 0.97

##   
## Chi-square goodness-of-fit for N-mixture model of 'unmarkedFitPCount' class  
##   
## Observed chi-square statistic = 266.7951

YBCH Summary P distribution DCs: detect first (+ date, then - noise), then global SCs using detect model: Landscape1km only top model (+Scrubs, -OpenDev)