**1 InetAddress类**

Java提供了InetAddress代表IP地址，InetAddress还有两个子类：Inet4Address与Inet6Address

InetAddress没有提供构造类，而是提供了两个静态方法获取InetAddress实例：

GetByName(String host):根据主机名获取InetAddress对象

GetByAddredd(byte[] addr):根据原始的IP地址获取InetAddress对象

**public** **class** nettest {

**public** **static** **void** main(String[] args){

**try**{

InetAddress ip = InetAddress.*getByName*("www.baidu.com");

System.*out*.println("www.baidu.com 是否可达：" + ip.isReachable(10000));

System.*out*.println(ip.getHostAddress());

InetAddress localIp = InetAddress.*getByAddress*(**new** **byte**[]{127,0,0,1});

System.*out*.println(localIp.isReachable(5000));

System.*out*.println(localIp.getCanonicalHostName());

}**catch**(Exception e){

e.printStackTrace();

}

}

}

![](data:image/png;base64,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)

**2 使用URLDecoder和URLEncoder**

URLDecoder与URLEncoder用于完成普通字符串与application/x-www.form-urlencoded MIME字符串之间的相互转换

http://www.baidu.com/s?wd=**%E7%96%AF%E7%8B%82java%E8%AE%B2%E4%B9%89**&rsv\_bp=0&ch=&tn=baidu&bar=&rsv\_spt=3&ie=utf-8&rsv\_sug3=6&rsv\_sug=0&rsv\_sug4=153&rsv\_sug1=5&inputT=7446

上面的黑体就是application/x-www.form-urlencoded MIME字符串

**try**{

String mimeString = "%B7%E8%BF%F1java%BD%B2%D2%E5";

String keyWord = URLDecoder.*decode*(mimeString, "GBK");

System.*out*.println(keyWord);

String srcString = "疯狂java讲义";

keyWord = URLEncoder.~~encode~~(srcString);

System.*out*.println(keyWord);

}**catch**(Exception e){ }
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**3 使用URL和URLConnection**

比较重要的方法：

URLConnection openConnection():返回一个URLConnection对象，它代表了与URL所引用的远程对象的连接

InputStream openStream():打开与此URL的连接，并返回一个用于读取该URL资源的InputStream

下面采用URLConnection做一个http多线程下载：

**下载分配类：**

**public** **class** DownUtil {

**private** **int** threadNum;//线程数

**private** **int** fileSize;//文件大小

**private** String path;//资源下载位置

**private** String filePath;//文件保存位置

**private** DownLoadThread[] downLoadThread;//下载线程

**public** DownUtil(String path, String filePath, **int** threadNum){

**this**.path = path;

**this**.filePath = filePath;

**this**.threadNum = threadNum;

downLoadThread = **new** DownLoadThread[threadNum];

}

**public** **void** DownLoad() **throws** Exception{

URL url = **new** URL(path);

HttpURLConnection httpUrlConnection = (HttpURLConnection)url.openConnection();

httpUrlConnection.setConnectTimeout(5 \* 1000);//设置连接超时

httpUrlConnection.setRequestMethod("GET");//设置请求方式

httpUrlConnection.setRequestProperty("Accept-Language", "zh-CN");

httpUrlConnection.setRequestProperty("Charset", "UTF-8");

httpUrlConnection.setRequestProperty("Connection", "Leep-Alive");

httpUrlConnection.setRequestProperty("Accept", "\*/\*");

fileSize = httpUrlConnection.getContentLength();//获取文件大小

httpUrlConnection.disconnect();//释放连接

**int** currentPartSize = fileSize / threadNum + 1;

RandomAccessFile file = **new** RandomAccessFile(filePath, "rw");//产生一个随机访问的文件

file.setLength(fileSize);

file.close();

**for**(**int** i = 0; i < threadNum; i++){

**int** startPos = i \* currentPartSize;

RandomAccessFile currentPart = **new** RandomAccessFile(filePath, "rw");

currentPart.seek(startPos);//定位到了该文件的起始位置

downLoadThread[i] = **new** DownLoadThread(path, startPos, currentPartSize, currentPart);

downLoadThread[i].start();

}

}

**public** **float** GetCompleteRate(){

**int** sumSize = 0;

**for**(**int** i = 0; i < threadNum; i++){

sumSize += downLoadThread[i].length;

}

**return** (**float**)sumSize / fileSize;

}

}

**下载线程类：**

**public** **class** DownLoadThread **extends** Thread{

**private** String path;

**private** **int** startPos;

**private** **int** currentPartSize;

**private** RandomAccessFile currentPart;

**public** **int** length;//该线程已经下载字节数

**public** DownLoadThread(String path, **int** startPos, **int** currentPartSize, RandomAccessFile currentPart){

**this**.path = path;

**this**.startPos = startPos;

**this**.currentPartSize = currentPartSize;

**this**.currentPart = currentPart;

}

@Override

**public** **void** run() {

**try**{

URL url = **new** URL(path);

HttpURLConnection httpUrlConnection = (HttpURLConnection)url.openConnection();

httpUrlConnection.setConnectTimeout(5 \* 1000);

httpUrlConnection.setRequestMethod("GET");

httpUrlConnection.setRequestProperty("Accept\_language", "zh\_CN");

httpUrlConnection.setRequestProperty("Charset", "UTF-8");

httpUrlConnection.setRequestProperty("Accept", "\*/\*");

InputStream inputStream = httpUrlConnection.getInputStream();

inputStream.skip(**this**.startPos);//跳过startPos个字节，表明该线程只下载自己负责的部分文件

**byte**[] buffer = **new** **byte**[1024];

**int** hasRead = 0;

**while**(length < currentPartSize && (hasRead = inputStream.read(buffer)) != -1){

currentPart.write(buffer, 0, hasRead);

length += hasRead;

}

currentPart.close();

inputStream.close();

}**catch**(Exception e){

e.printStackTrace();

}

}

}

**主函数调用类：**

**public** **class** multithreaddownload {

**public** **static** **void** main(String[] args){

**final** DownUtil downUtil = **new** DownUtil("http://www.youku.com", "E:\\load\\download.txt", 5);

**try**{

downUtil.DownLoad();

**new** Thread(){

@Override

**public** **void** run(){

**while**(downUtil.GetCompleteRate() <= 1.0f){

System.*out*.println("已完成：" + (**int**)(downUtil.GetCompleteRate() \* 100) + " % 100");

**try**{

Thread.*sleep*(1);

}**catch**(Exception e){

e.printStackTrace();

}

}

}

}.start();

}**catch**(Exception e){

e.printStackTrace();

}

}

}

如果要实现多线程的断点下载，则需要增加一个额外的配置文件，其实所有的断点下载工具都会在下载开始时生成两个文件：一个是与网络资源具有相同大小的空文件，一个是配置文件，该配置文件分别为记录每个线程已经下载到哪个字节，当网络断开后再次开始下载时，每个线程根据配置文件里的记录位置向后下载即可。

**4 基于TCP的网络编程**

服务器端：

Java中能接受其他通信实体连接请求的是ServerSocket， 该方法将返回一个与客户端Socket对应的Socket：

Socket accept：如果接受到一个客户端Socket的连接请求，该方法返回一个与客户端Socket对应的Socket

创建Socket：

ServerSocket(int port)：用指定的端口port来创建一个ServerSocket，该端口为一个有效端口，0-65535

ServerSocket(int port, int backlog):增加一个用来改变连接队列长度的参数

ServerSocket(int port, int backlog, InetAddress localAddr):在机器存在多个IP地址情况下，允许通过localAddr参数来指定将ServerSocket绑定到指定的IP地址

当客户端与服务器端产生了对应的Socket后，就可以通过这两个Socket进行通信了，Socket提供了如下方法来获取输入流和输出流：

InputStream getInputStream():返回该Socket对象对应的输入流，让程序通过该输入流从Socket中取出数据

OutputStream getOutputStream():返回该Socket对应对应的输出流，让程序通过该输出流向Socket中输出数据

**一个简单的服务器与客户端的通信范例：**

**public** **class** netServer {

**public** **static** **void** main(String[] args){

**try**{

ServerSocket serverSocket = **new** ServerSocket(3000);

**while**(**true**){

Socket socket = serverSocket.accept();

PrintStream ps = **new** PrintStream(socket.getOutputStream());

ps.println("您收到了来自服务器的祝福");

ps.close();

socket.close();

}

}**catch**(Exception e){

}

}

}

**public** **class** netClient {

**public** **static** **void** main(String[] args){

**try**{

Socket socket = **new** Socket("127.0.0.1", 3000);

BufferedReader bufferedReader = **new** BufferedReader(**new** InputStreamReader(socket.getInputStream()));

String line = bufferedReader.readLine();

System.*out*.println("来自服务器的数据：" + line);

bufferedReader.close();

socket.close();

}**catch**(Exception e){

e.printStackTrace();

}

}

}

运行结果：
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