**opengl的显示列表**

几何图形或其他opengl数据在帧的变化过程中常常保持不变。例如，一个旋转的圆环面总是由同一组三角形带组成，具有相同的顶点数据，每一帧都要通过昂贵的三角函数重新进行计算，而帧与帧之间唯一发生的变换就是模型视图矩阵。解决这种不必要的重复渲染问题的一种方法是从命令缓冲区取出一块预先计算好的数据，他们负责执行一些重复的任务，例如绘制圆环面，这块数据随时可以复制回命令缓冲区，从而节省创建这块数据所需要的大量函数调用和编译开销。这就是显示列表，可以通过glNewList和glEndList定义一个显示列表

glNewList(<unsigned integer name>, GL\_COMPILE);

// 一些opengl代码

glEndList()

GL\_COMPILE告诉opengl编译这个列表但不要执行它，我们也可能执行GL\_COMPILE\_AND\_EXECUTE，创建这个显示列表并执行其中的渲染命令，但是一般而言，显示列表是在程序的初始化阶段创建的（只使用GL\_COMPILE），以后在渲染期间再执行

**显示列表的名称可以是任何无符号整数，但是，如果两次使用了相同的值，第二个显示列表将会覆盖前一个显示列表，opengl对分配唯一的显示列表提供了内置的支持，**

Gluint glGenLists(GLsizei range)

对应的用于释放显示列表名称以及这些显示列表所分配的内存的函数是：

glDeleteLists(GLuint list, GLsizei range)

然后，我们可以用glCallList(GLuint list)命令执行一个包含了任意数量的预编译OpenGL命令的显示列表，我们也可以使用glCallLists(GLsizei n, GLenum type, const GLvoid \*lists)

第一个参数指定了lists数组列表所包含的显示列表的数量，第二个参数表示这个数组的类型，在一般情况下，它是GL\_UNSIGNED\_BYTE。它可以非常方便地用做字体显示列表的地址偏移量

注意：一旦建立了显示列表就不能修改它，因为如果显示列表可以被修改，则显示列表的搜索、内存管理的执行等开销会降低性能

采用显示列表方式绘图一般要比立即模式快，尤其是显示列表方式可以大量地提高网络性鞥，即当通过王阔发出绘图命令时，由于显示列表驻留在服务器中，因而使网络的负担减轻到最小。另外，在单用户的机器上，显示列表同样可以提高效率，因为一旦显示列表被处理成适合于图形硬件的格式，则不同的opengl实现对命令的优化程序也不同。比如glRotate，若将它置于显示列表中，则可大大提高性能，在显示列表中，它值被存储为最终的渲染矩阵。一般来说，显示列表能将许多相邻的矩阵变换结合成单个的矩阵乘法，从而加快速度。

可以在glNewList与glEndList中调用glCallList，但是不允许在两者中间再次嗲用glNewList和glEndList

**普通方式与显示列表性能比较：**

groundList = glGenLists(3);

sphereList = groundList + 1;

torusList = groundList + 2;

glNewList(sphereList, GL\_COMPILE);

gltDrawSphere(10.0f, 40, 20);

glEndList();

glNewList(torusList, GL\_COMPILE);

gltDrawTorus(35, 0.15, 61, 37);

glEndList();

调用方法：

glColor4f(1.0f, 0.0f, 0.0f, 1.0f);

int method = 0;

auto start = chrono::system\_clock::now();

for(int i = 0, size = 10000; i < size; i++)

{

if(method == 0)

{

glCallList(torusList);

}

else

{

gltDrawTorus(35, 0.15, 61, 37);

}

}

auto end = chrono::system\_clock::now();

cout << "elapse time = " << chrono::duration\_cast<chrono::milliseconds>(end - start).count() << endl;

method==0时：![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAATCAIAAADwABOZAAAAAXNSR0IArs4c6QAAAbFJREFUaEPtl+1pAzEMhu8yVwM3QbpBoRmhK3SPdIZmgoN0r9ZBoAjJ+jCYIgfnV7jI0qNXH74sx9fzMj/jKHAYB3WS3hWYBRusD2bBZsEGU2Aw3LW8dNy+Lxr1vu/407ZtyZMD2iScKB3l0fSkz+0UDsuvVYUSLEn+SMlyy9lD2DqyWigpJkKNwd7IcbA7zK5WkvbSBj2C57bjejydb9eLvfokQdUezeQ2iKwCd5RlMnjE4KEjaNsbw2qElqcim5naSN2MrXgv2OfHG1pUgxkE7CeDgw67/d0VTiutBlOelyNMF8nQa7vaF5LWzUBIOas8j5VYrN15pBdJ3J5Jw+SO++klKPhpigvG9OPCyLsKjmjPg+I/CgaO4ns2YknfMKF3JFY8rqtRk0FTXGrclHgrkmvPXzqa+s71znqZjho72xq31V5D7eUnIoUdy73CIcT6cnr/uX7RxqcnqwMB+wQHHL5Xi4GuIv6DxDQ0XdFMMnkZaJzBuJGSVHk0PQ2dLaRSsCYU2/g/G7Yj9kCuev4Pw94P3p8DyZQIte+EJUrsSVF6TtiTSpQrrVmwXPVwaf4AAB5Jb7zeFTkAAAAASUVORK5CYII=)

method==1时：![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAARCAIAAABFKEllAAAAAXNSR0IArs4c6QAAAh5JREFUWEftWAtOwzAMdSLutTJgf5g4DhICoUkIEJ9zICHO0OsgIa4Q3AUZL0nz2dpt7ZpNU5e6if3ei51GXF3fAsB0PLyYX/58f+F11xqNgJRSYAPAb9fagIAEpBM/HaFtYLOIoVihuE47SttCKIibu4VSMB6ezc7nnjqa5znFnGXZnsevvd25nxw0A70yPFP7bSJwdUohw2UU0dk5QIb3Trz2UGoaOo4eCU53UiCp/c5gMetiGZXFT6Oan8491N/W0D3CMgpCEaGp2dVpT1qju6TQzbOKLWqeYD3+cEyD/pQRYCvJk7rWy2o4hfPBsn7DVbG4f1SgBqcnk8ns8+Od0HGWIk99Mm7xvwbBPNX4rz269lfKMmc0KEF/6lhPTpfsrcnmil++ja4WUhw0vkRp40h7gz9DifHjVIt40rwUb1Lgtv54XTAShp0//Gow0MBtEX6wmP43quTBpEEzBS25GPUqsUUQP2+1jCbNy40jq7U/nThjKcMzBmd9ZLRK6XKSJOVGQkxjGns8/njqvKn2ngIZmWkigw2arcF0cEw0EA/Pr6BU/7g3Gk3xfTQmj+txDVZ4feKbF25s9HPFlc0bLKXkibZ0Ln1n1rJVFbMCYjA1bJzMkZ926eH5jK7j8RFPL2+goJ/1BqNxhSf1NQlwDUAP7RE8ASwKabWvoySoLeexQyPPGW8t57pJe42OhmoR+NvnNuzEqFoM2jXaLwV1Yw8IzNLqAAAAAElFTkSuQmCC)