**双缓冲只需要交换两块内存的指针而已，因此效率极高**

#include "stdafx.h"

#include <iostream>

#include <gl/glut.h>

using namespace std;

const GLsizei WIDTH = 480;

const GLsizei HEIGHT = 800;

const GLfloat WIDTH\_HEIGHT\_RATE = (GLfloat)WIDTH / (GLfloat)HEIGHT;

void ChangeSize(GLsizei width, GLsizei height);

void RenderScene();

void setRC();

int \_tmain(int argc, char\* argv[])

{

glutInit(&argc, argv);

glutInitDisplayMode(GLUT\_RGBA | GLUT\_DOUBLE);

glutCreateWindow("gltest");

glutInitWindowSize(WIDTH, HEIGHT);

setRC();

glutDisplayFunc(RenderScene);

glutReshapeFunc(ChangeSize);

glutMainLoop();

system("pause");

return 0;

}

void setRC()

{

glClearColor(0.0f, 0.0f, 1.0f, 1.0f);

glColor3f(1.0f, 0.0f, 0.0f);

}

void RenderScene()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glRectf(-25.0f, 25.0f, 25.0f, -25.0f);

glutSwapBuffers();

cout << "renderScene" << endl;

}

void ChangeSize(GLsizei width, GLsizei height)

{

if(height == 0)

height == 1;

GLfloat rate = (GLfloat)width / (WIDTH\_HEIGHT\_RATE \* height);

//设置视口

glViewport(0, 0, width, height);

//设置裁剪区域

glMatrixMode(GL\_PROJECTION);//设置当前矩阵为投影矩类型¨ª

glLoadIdentity();//设置单位矩阵

if(width < height \* WIDTH\_HEIGHT\_RATE)//变窄-

{

glOrtho(-100.0f, 100.0f, (-100.0f / WIDTH\_HEIGHT\_RATE) / rate, (100.0f / WIDTH\_HEIGHT\_RATE) / rate, 1.0f, -1.0f);

}

else

{

glOrtho(-100.0f \* WIDTH\_HEIGHT\_RATE \* rate, 100.0f \* WIDTH\_HEIGHT\_RATE \* rate, -100.0f, 100.0f, 1.0f, -1.0f);

}

glMatrixMode(GL\_MODELVIEW);

glLoadIdentity();

cout << "changeSize" << endl;

}

注意：在上面的程序中，如果没有添加glutSwapBuffers,那么就会什么都画不出，因为对于双缓冲来说图像总是先在内存中画出然后在屏幕上显示

**关于模型变换（平移、旋转、放缩）**

沿着X、Y与Z轴移动，但是在glTranslatef(x,y,z)中，当移动时不是相对屏幕中心移动，而是相对于当前所在的屏幕位置，其作用就是讲你绘制的点坐标的远在在当前原点的基础上平移一个(x,y,z)向量

例如下面的例子：

const GLsizei WIDTH = 480;

const GLsizei HEIGHT = 800;

const GLfloat WIDTH\_HEIGHT\_RATE = (GLfloat)WIDTH / (GLfloat)HEIGHT;

void ChangeSize(GLsizei width, GLsizei height);

void RenderScene();

void setRC();

void DrawTriangles();

void DrawSecondTriangles();

void DrawThirdTriangles();

void DrawOriginPoint();

int \_tmain(int argc, char\* argv[])

{

glutInit(&argc, argv);

glutInitDisplayMode(GLUT\_RGBA | GLUT\_DOUBLE);

glutCreateWindow("gltest");

glutInitWindowSize(WIDTH, HEIGHT);

setRC();

glutDisplayFunc(RenderScene);

glutReshapeFunc(ChangeSize);

glutMainLoop();

system("pause");

return 0;

}

void setRC()

{

glClearColor(0.0f, 0.0f, 1.0f, 1.0f);

glColor3f(1.0f, 0.0f, 0.0f);

}

void RenderScene()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

glLoadIdentity();

glTranslatef(50.0f, 0.0f, 0.0f);

DrawOriginPoint();

DrawTriangles();

DrawSecondTriangles();

DrawThirdTriangles();

glutSwapBuffers();

cout << "renderScene" << endl;

}

void DrawTriangles()

{

glBegin(GL\_TRIANGLES);

glVertex3f(0.0f, 0.0f, 0.0f);

glVertex3f(0.0f, 25.0f, 0.0f);

glVertex3f(25.0f, 0.0f, 0.0f);

glEnd();

}

void DrawThirdTriangles()

{

glBegin(GL\_TRIANGLES);

glVertex3f(0.0f, -50.0f, 0.0f);

glVertex3f(0.0f, -25.0f, 0.0f);

glVertex3f(25.0f, -50.0f, 0.0f);

glEnd();

}

void DrawSecondTriangles()

{

glPushMatrix();

glLoadIdentity();

glBegin(GL\_TRIANGLES);

glVertex3f(0.0f, 0.0f, 0.0f);

glVertex3f(0.0f, 25.0f, 0.0f);

glVertex3f(25.0f, 0.0f, 0.0f);

glEnd();

glPopMatrix();

}

void DrawOriginPoint()

{

glEnable(GL\_POINT\_SMOOTH);

glPointSize(5.0f);

glBegin(GL\_POINTS);

glVertex3f(0.0f, 0.0f, 0.0f);

glEnd();

}

void ChangeSize(GLsizei width, GLsizei height)

{

if(height == 0)

height == 1;

GLfloat rate = (GLfloat)width / (WIDTH\_HEIGHT\_RATE \* height);

//设置视口

glViewport(0, 0, width, height);

//设置裁剪区域

glMatrixMode(GL\_PROJECTION);//设置当前矩阵为投影矩阵类型

glLoadIdentity();//设置单位矩阵

if(width < height \* WIDTH\_HEIGHT\_RATE)//变窄-

{

glOrtho(-100.0f, 100.0f, (-100.0f / WIDTH\_HEIGHT\_RATE) / rate, (100.0f / WIDTH\_HEIGHT\_RATE) / rate, 1.0f, -1.0f);

}

else

{

glOrtho(-100.0f \* WIDTH\_HEIGHT\_RATE \* rate, 100.0f \* WIDTH\_HEIGHT\_RATE \* rate, -100.0f, 100.0f, 1.0f, -1.0f);

}

glMatrixMode(GL\_MODELVIEW);

glLoadIdentity();

cout << "changeSize" << endl;

}
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在上面的例子中，需要注意的是glPointSize需要放在glBegin外面，同时可以看到glLoadIdentity函数只是改变了当前栈顶的矩阵，并没有将栈底的矩阵改变（参照第三个矩形的绘制，并没有在原点绘制，而是相对于glTranslatef函数绘制的），同时要注意到在glBegin前面的模型操作都是通过计算变成了一个矩阵放在栈顶，如果需要保存某一个模型操作则需要自己手动进行glPushMatrix操作

**移动与旋转的顺序问题：**

先旋转在移动：

glRotatef(45, 0, 0, 1);

glTranslatef(50.0f, 0.0f, 0.0f);

![](data:image/png;base64,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)

先移动在旋转：

glTranslatef(50.0f, 0.0f, 0.0f);

glRotatef(45, 0, 0, 1);
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**OpenGL中的光照**

OpenGL在处理光照时采用一种近视：把光照系统分为三部分，分别是光源、材质和光照环境。光源就是光的来源，可以是太阳或电灯等，材质是指接受光照的各种物体的表面，由于物体如何反射光线只由物体表面决定（OpenGL没有考虑光的折射），材料特点就决定了物体反射光线的特点，光照环境是指一些额外的参数，它们将影响最终的光照画面

通常，为了实现光照效果，需要在代码中为每个顶点指定其法线向量，指定法线向量的方式与指定颜色的方式有雷同之处，在指定颜色时，只需要指定每个顶点的颜色，OpenGL就可以自行计算顶点之间的其他点的颜色，并且颜色一旦被指定，除非再指定新的颜色，否则以后指定的所有顶点都将以这一向量作为自己的颜色，在指定法线时，只需要指定每个顶点的法线向量，OpenGL会自行计算顶点之间的其它法线向量，使用glColor\*可以指定颜色，使用glNormal\*可以指定法线向量

**注意：**使用glTranslate\*函数或者glRotate\*函数可以改变物体的外观，但法线向量并不会随之改变。然而，使用glScale\*函数，对每一坐标轴进行不同程度的缩放，很有可能导致法线向量的不正确，虽然OpenGL提供了一些措施来修正这一问题，但由此也带来了各种开销。因此，在使用了法线向量的场合，应尽量避免使用glScale\*函数。即使使用，也最好保证各坐标轴进行等比例缩放。

源类型是：点光源、无穷远光源、方向光源和环境光。  
点光源：光线从光源点向四面八方发散，发光的恒星（如太阳）、发光的灯泡一般使用该光源模型模拟，是最简单的光源。  
无穷远光源：所有的光线都平行的从一个方向过来，当发光体（如太阳）离渲染的场景很远可以认为是无穷远时，一般使用该光源模型进行模拟。  
方向光源：光线沿着一个方向在特定角度范围内逐渐发散开。现实世界中的车灯，手电筒一般使用该光源模型进行模拟。  
环境光源：光线从各个地方以各个角度投射到场景中所有物体表面，找不到光源的确切位置。现实世界中不存在这样的光源，一般使用该光源模型来模拟点光源、无穷远光源、方向光源在物体表面经过许多次反射后的情况，环境光源照亮所有物体的所有面。

在OpenGL中漫反射部分的光线与镜面反射部分的光线是分开计算的，然后将分开计算的交过进行叠加

材质的属性包括：镜面反射颜色，漫反射颜色，环境光颜色，光洁度，自发光颜色

在OpenGL中可以使用下面的代码来设置材质属性：  
GLfloat planet\_ambient[] = { 0.01 , 0.01 , 0.01 , 1.0 };  
GLfloat planet\_diffuse[] = { 0.7 , 0.7 , 0.7 , 1.0 }  
;  
glMaterialfv(GL\_FRONT , GL\_AMBIENT ,planet\_ambient);  
glMaterialfv(GL\_FRONT , GL\_DIFFUSE ,planet\_diffuse);

openGL确定某个顶点颜色可以分为两种情况：开启光照渲染和关闭关照渲染。当关闭光照渲染时，顶点的颜色由openGL状态机绘制该物体时的颜色确定；当开启光照渲染时，绘制该物体时openGL状态机的颜色将对该物体上顶点的颜色没有任何影响，此时物体顶点的颜色由物体材质、光照叠加效果以及物体表面的纹理贴图（如果有纹理贴图的话）共同决定