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# Ajax 的使用

AJAX不是JavaScript的规范，它只是一个哥们“发明”的缩写：Asynchronous JavaScript and XML，意思就是用JavaScript执行异步网络请求

现代浏览器上写AJAX主要依靠XMLHttpRequest对象：

var xhr = new XMLHttpResquset();

对于低版本的IE，需要换一个ActiveXObject对象

Var activeObj = new ActiveXObject(“Micsoft.XMLHTTP ”)

一般为了进行兼容性较好的支持

xmlHttpResquset 对象的创建 /// 为了适应不同的浏览器

var xhr = false;

try{

xhr = new XMLHttpResquset();

} catch( e ) {

try {

xhr = new ActiveXobject ("Microsoft.XMLHTTP")

} // 老版本的浏览器

catch (e1){

xhr = false;

}

}

接下来就是对ajax’一些也是对xmlHttpResquset （是ajax的核心） 的简单介绍

XMLhttpResquest 对象的属性

readState 表示异步请求的各种状态

onreadstatechange 触发事件的时间处理程序

responseText 服务器返回的数据的字符形式

responseXML 返回的XML文档数据对象

status 服务器返回的响应状码

statusText 状态码的字符串信息

XMLHttpResponse 的方法

Void open ( method ,url, asynch ,usename , password)

建立对服务器的调用

Asynch 两个值 true和false 表示是否为异步

Void send （content） 发出的请求 附加内容content

Void setResqusetHeader (header value)

一个 ajax 应用实例 一般要经过一下过程

1 在页面进行 Ajax 请求的触发事件

2 创建XMLHttpResquest 的对象

3确定请求地址和请求参数

4调用open() 方法进行建立对服务器的调用

5通过readystatechange 属性指定响应事件处理函数

6在函数中根据响应状态进行数据获取和数据处理工作

7通关send()方法向服务器发出请求

# Json的使用 （在js）

1. 将json 数据赋值给变量

Var usersArray =

{ “users” : [

{ “firstName”: “Bob”,”lastName”:”Liu”,”email”:”Liu@gamil.com”}

{ “firstName”: “Bob”,”lastName”:”Liu”,”email”:”Liu@gamil.com”}

{ “firstName”: “Bob”,”lastName”:”Liu”,”email”:”Liu@gamil.com”}

]}：

2获取 json 数据中对象信息

userArray.users[0].firstName

1. 对json 进行修改

usersArray.users[0].email = “”

1. 将json文本转换成js对象

//定义json文本变量

Var text =”{\”province\”:\”city\”:\”华北\”}”

//将json文本转换js

Var jsonObj = eval ( “(“+ text + “)”);

// 获取对象

Alert (jsonObj.city)

# 对于javascript的使用

## 对undefined的认识

undefined 表示一个未声明的变量，或已声明但没有赋值的变量，或一个并不存在的对象属性，函数没有返回值时，默认返回undefined

一种是相等的比较运算符 不是== 而是 ===

NaN这个特殊的number 他和自己都不相等 唯一能判断的方法是isNaN

NaN === NaN （false） isNaN（NaN） （true

最后要注意浮点数的相等比较：

1 / 3 === (1 - 2 / 3); // false

这不是JavaScript的设计缺陷。浮点数在运算过程中会产生误差，因为计算机无法精确表示无限循环小数。要比较两个浮点数是否相等，只能计算它们之差的绝对值，看是否小于某个阈值：

Math.abs(1 / 3 - (1 - 2 / 3)) < 0.0000001; // true

数组

Js 中数组可以包括任意数据类型

[ 1,2,3’hello’, null ,true]

数组的定义也可以采用Array() new Array(1,3,2);

数组的元素可以通过索引来访问

var arr = [1, 2, 3.14, 'Hello', null, true];

arr[0]; // 返回索引为0的元素，即1

arr[5]; // 返回索引为5的元素，即true

arr[6]; // 索引超出了范围，返回undefined

对象 js的对象是一组由键-值组成的无序集合

var person = {

name: 'Bob',

age: 20,

zipcode: null

};

获取属性的方式和java类似（都是用对象.属性）

Eg: person.name // ‘Bob’

字符串一般都是 ‘’ and “”

如果字符串内部既包含'又包含"怎么办？可以用转义字符\来标识，比如

'I\'m \"OK\"!';

表示的字符串内容是：I'm "OK"!

var message = '你好, ' + name + ', 你今年' + age + '岁了!';

var message = `你好, ${name}, 你今年${age}岁了!`; （前提当然是var一些变量已经定义好了 相当于一个模板的作用）

## 操作字符串

1. 索引取值 (字符串是不可变的)
2. 一些常见的方法并不会改变原来内容而是返回一个新的内容

toUpperCase()把一个字符串全部变为大写 ( var s =’Hello’ ;s.toUpperCase())

toLowerCase()把一个字符串全部变为小写

indexOf()会搜索指定字符串出现的位置

var s = 'hello, world';

s.indexOf('world'); // 返回7

s.indexOf('World'); // 没有找到指定的子串，返回-1

substring()返回指定索引区间的子串

var s = 'hello, world'

s.substring(0, 5); // 从索引0开始到5（不包括5），返回'hello'

s.substring(7); // 从索引7开始到结束，返回'world'

# 数组

请注意，直接给Array的length赋一个新的值会导致Array大小的变化：

var arr = [1, 2, 3];

arr.length; // 3

arr.length = 6;

arr; // arr变为[1, 2, 3, undefined, undefined, undefined]

arr.length = 2;

arr; // arr变为[1, 2]

Array可以通过索引把对应的元素修改为新的值，因此，对Array的索引进行赋值会直接修改这个Array：

var arr = ['A', 'B', 'C'];

arr[1] = 99;

arr; // arr现在变为['A', 99, 'C']

请注意，如果通过索引赋值时，索引超过了范围，同样会引起Array大小的变化：

var arr = [1, 2, 3];

arr[5] = 'x';

arr; // arr变为[1, 2, 3, undefined, undefined, 'x']

大多数其他编程语言不允许直接改变数组的大小，越界访问索引会报错。然而，JavaScript的Array却不会有任何错误。在编写代码时，不建议直接修改Array的大小，访问索引时要确保索引不会越界

## IndexOf的使用

与String类似，Array也可以通过indexOf()来搜索一个指定的元素的位置：

var arr = [10, 20, '30', 'xyz'];

arr.indexOf(10); // 元素10的索引为0

arr.indexOf(20); // 元素20的索引为1

arr.indexOf(30); // 元素30没有找到，返回-1

arr.indexOf('30'); // 元素'30'的索引为2

## slice的使用

slice()就是对应String的substring()版本，它截取Array的部分元素，然后返回一个新的Array：

var arr = ['A', 'B', 'C', 'D', 'E', 'F', 'G'];

arr.slice(0, 3); // 从索引0开始，到索引3结束，但不包括索引3: ['A', 'B', 'C']

arr.slice(3); // 从索引3开始到结束: ['D', 'E', 'F', 'G']

注意到slice()的起止参数包括开始索引，不包括结束索引。

如果不给slice()传递任何参数，它就会从头到尾截取所有元素。利用这一点，我们可以很容易地复制一个Array：

var arr = ['A', 'B', 'C', 'D', 'E', 'F', 'G'];

var aCopy = arr.slice();

aCopy; // ['A', 'B', 'C', 'D', 'E', 'F', 'G']

aCopy === arr; // false

## push和pop

push()向Array的末尾添加若干元素，pop()则把Array的最后一个元素删除掉：

var arr = [1, 2];

arr.push('A', 'B'); // 返回Array新的长度: 4

arr; // [1, 2, 'A', 'B']

arr.pop(); // pop()返回'B'

arr; // [1, 2, 'A']

arr.pop(); arr.pop(); arr.pop(); // 连续pop 3次

arr; // []

arr.pop(); // 空数组继续pop不会报错，而是返回undefined

arr; // []

## unshift和shift

如果要往Array的头部添加若干元素，使用unshift()方法，shift()方法则把Array的第一个元素删掉

sort

sort()可以对当前Array进行排序，它会直接修改当前Array的元素位置，直接调用时，按照默认顺序排

reverse

reverse()把整个Array的元素给掉个个，也就是反转

var arr = ['one', 'two', 'three'];

arr.reverse();

arr; // ['three', 'two', 'one'] 一般的实现方法都是这样的 显示调用 然后是变量名输出显示）

## splice()方法

splice()方法是修改Array的“万能方法”，它可以从指定的索引开始删除若干元素，然后再从该位置添加若干元素：

var arr = ['Microsoft', 'Apple', 'Yahoo', 'AOL', 'Excite', 'Oracle'];

// 从索引2开始删除3个元素,然后再添加两个元素:

arr.splice(2, 3, 'Google', 'Facebook'); // 返回删除的元素 ['Yahoo', 'AOL', 'Excite']

arr; // ['Microsoft', 'Apple', 'Google', 'Facebook', 'Oracle']

// 只删除,不添加:

arr.splice(2, 2); // ['Google', 'Facebook']

arr; // ['Microsoft', 'Apple', 'Oracle']

// 只添加,不删除:

arr.splice(2, 0, 'Google', 'Facebook'); // 返回[],因为没有删除任何元素

arr; // ['Microsoft', 'Apple', 'Google', 'Facebook', 'Oracle']

# 对象

var xiaoming = {

name: '小明'

};

xiaoming.age; // undefined

xiaoming.age = 18; // 新增一个age属性

xiaoming.age; // 18

delete xiaoming.age; // 删除age属性

xiaoming.age; // undefined

delete xiaoming['name']; // 删除name属性

xiaoming.name; // undefined

delete xiaoming.school; // 删除一个不存在的school属性也不会报错

注意 要是检验一个属性是否存在的话采用的是 in 操作符

'toString' in xiaoming; // true

## 循环

For ……in 可以把对象的属性一一遍历出来

要过滤掉对象继承的属性，用hasOwnProperty()来实现：

var o = {

name: 'Jack',

age: 20,

city: 'Beijing'

};

for (var key in o) {

if (o.hasOwnProperty(key)) {

console.log(key); // 'name', 'age', 'city'

}

}

请注意，for ... in对Array的循环得到的是String而不是Number。

## Map 和set

初始化Map需要一个二维数组，或者直接初始化一个空Map。Map具有以下方法：

var m = new Map(); // 空Map

m.set('Adam', 67); // 添加新的key-value

m.set('Bob', 59);

m.has('Adam'); // 是否存在key 'Adam': true

m.get('Adam'); // 67

m.delete('Adam'); // 删除key 'Adam'

m.get('Adam'); // undefined

由于一个key只能对应一个value，所以，多次对一个key放入value，后面的值会把前面的值冲掉：

Set也是数组 但是不存在重复的键值

## Iterable方法

遍历Array可以采用下标循环，遍历Map和Set就无法使用下标。为了统一集合类型，ES6标准引入了新的iterable类型，Array、Map和Set都属于iterable类型。

具有iterable类型的集合可以通过新的for ... of循环来遍历

用for ... of循环遍历集合，用法如下：

var a = ['A', 'B', 'C'];

var s = new Set(['A', 'B', 'C']);

var m = new Map([[1, 'x'], [2, 'y'], [3, 'z']]);

for (var x of a) { // 遍历Array

console.log(x);

}

for (var x of s) { // 遍历Set

console.log(x);

}

for (var x of m) { // 遍历Map

console.log(x[0] + '=' + x[1]);

}

你可能会有疑问，for ... of循环和for ... in循环有何区别？

for ... in循环由于历史遗留问题，它遍历的实际上是对象的属性名称。一个Array数组实际上也是一个对象，它的每个元素的索引被视为一个属性。

当我们手动给Array对象添加了额外的属性后，for ... in循环将带来意想不到的意外效果：

var a = ['A', 'B', 'C'];

a.name = 'Hello';

for (var x in a) {

console.log(x); // '0', '1', '2', 'name'

}

for ... in循环将把name包括在内，但Array的length属性却不包括在内。

for ... of循环则完全修复了这些问题，它只循环集合本身的元素：

var a = ['A', 'B', 'C'];

a.name = 'Hello';

for (var x of a) {

console.log(x); // 'A', 'B', 'C'

}

这就是为什么要引入新的for ... of循环

# 函数

两种不同的方式，只是稍有不同

Javascript 中有一个关键字 arguments 只在函数中起作用，并且永远指向当前函数的调用者传入的所有参数

function foo(x) {

console.log('x = ' + x); // 10

for (var i=0; i<arguments.length; i++) {

console.log('arg ' + i + ' = ' + arguments[i]); // 10, 20, 30

}

}

foo(10, 20, 30); 最后打印的是 一个循环的输出

利用arguments，你可以获得调用者传入的所有参数。也就是说，即使函数不定义任何参数，还是可以拿到参数的值

function abs() {

if (arguments.length === 0) {

return 0;

}

var x = arguments[0];

return x >= 0 ? x : -x;

}

abs(); // 0

abs(10); // 10

abs(-9); // 9

rest 参数 用来接收 多余的参数 （js 中是允许接受任意个参数的）

function foo(a, b) {

var i, rest = [];

if (arguments.length > 2) {

for (i = 2; i<arguments.length; i++) {

rest.push(arguments[i]);

}

}

console.log('a = ' + a);

console.log('b = ' + b);

console.log(rest);

} rest 是为了获取多余的参数

ES6 标准 引入了rest参数

function foo(a, b, ...rest) {

console.log('a = ' + a);

console.log('b = ' + b);

console.log(rest);

}

注意一下争正确的格式 js是有自动添加分好的机制 的但是 return只是在本句本行而已

function foo() {

return { // 这里不会自动加分号，因为{表示语句尚未结束

name: 'foo'

};

}

注意 js 的max函数 正确使用应该是 Math.max

# 变量作用域与解构赋值

1. 如果一个变量在函数体内部申明，则该变量的作用域为整个函数体，在函数体外不可引用该变量
2. 如果两个不同的函数各自申明了同一个变量，那么该变量只在各自的函数体内起作用。换句话说，不同函数内部的同名变量互相独立，互不影响
3. 由于JavaScript的函数可以嵌套，此时，内部函数可以访问外部函数定义的变量，反过来则不行
4. 如果内部函数和外部函数的变量名重名怎么办？这说明JavaScript的函数在查找变量时从自身函数定义开始，从“内”向“外”查找。如果内部函数定义了与外部函数重名的变量，则内部函数的变量将“屏蔽”外部函数的变量

## 变量提升

JavaScript的函数定义有个特点，它会先扫描整个函数体的语句，把所有申明的变量“提升”到函数顶部

'use strict';

function foo() {

var x = 'Hello, ' + y;

console.log(x);

var y = 'Bob';

}

foo();

不在任何函数内定义的变量就具有全局作用域。实际上，JavaScript默认有一个全局对象window，全局作用域的变量实际上被绑定到window的一个属性：

## 解构赋值

就是 同时对一个数组的值赋予变量

// 如果浏览器支持解构赋值就不会报错:

var [x, y, z] = ['hello', 'JavaScript', 'ES6'];

传统的赋值时逐个进行赋值

解构赋值可以对对象进行赋值

var person = {

name: '小明',

age: 20,

gender: 'male',

passport: 'G-12345678',

school: 'No.4 middle school'

};

// 把passport属性赋值给变量id:

let {name, passport:id} = person;

name; // '小明'

id; // 'G-12345678'

// 注意: passport不是变量，而是为了让变量id获得passport属性:

passport; // Uncaught ReferenceError: passport is not defined

解构赋值的使用场景

例如，交换两个变量x和y的值，可以这么写，不再需要临时变量：

var x=1, y=2;

[x, y] = [y, x]

## 方法

可以在对象中绑定方法

var xiaoming = {

name: '小明',

birth: 1990,

age: function () {

var y = new Date().getFullYear();

return y - this.birth;

}

};

需要的注意的是 在内部方法中this的指向问题 ，需要视情况而定可能是指向对象 也可能指向的是window （这个全局对象）

采用var that =this ; 就可以在方法内部定义其他函数

var xiaoming = {

name: '小明',

birth: 1990,

age: function () {

var that = this; // 在方法内部一开始就捕获this

function getAgeFromBirth() {

var y = new Date().getFullYear();

return y - that.birth; // 用that而不是this

}

return getAgeFromBirth();

}

};

xiaoming.age(); // 25

但是想要进行对this指向改变的话 可以使用apply方法 （接受两个参数一个是this一个是Array）

Function get Age() {

Var y = new Date().getFullYear()’

Return y – this.birth;

}

Var xiaoming ={

Name : ‘小明’;

Birth : 1990;

Age : getage

};

Xiaoming.age(); //25

getAge.apply(xiaoming ,[]) // 25 this 指向xiaoming 参数weikong

## 装饰器

利用apply() 我们还可以动态改变函数的行为

Js中所有的对象都是动态的 即使是内置的函数也可以进行指向的改变

假定想统计parseInt() 的使用次数

var count = 0;

var oldParseInt = parseInt; // 保存原函数

window.parseInt = function () {

count += 1;

return oldParseInt.apply(null, arguments); // 调用原函数

};

## 高阶函数

JavaScript的函数其实都指向某个变量。既然变量可以指向函数，函数的参数能接收变量，那么一个函数就可以接收另一个函数作为参数，这种函数就称之为高阶函数

function add(x, y, f) {

return f(x) + f(y);

}

Map 的使用 把一个函数作用在一个数组上

Map()方法是定义在javascript的Array 的map()方法中,然后传入自己的函数

Function pow(x){

Return x \*x;

}

Var arr = [1,2,3,4];

Var result = arr.map(pow);

Console.log (result); 传入的正式函数对象本身

### Reduce（）

再看reduce的用法。Array的reduce()把一个函数作用在这个Array的[x1, x2, x3...]上，这个函数必须接收两个参数，reduce()把结果继续和序列的下一个元素做累积计算，

var arr = [1, 3, 5, 7, 9];

arr.reduce(function (x, y) {

return x + y;

}); // 25

### Filter（）

filter也是一个常用的操作，它用于把Array的某些元素过滤掉，然后返回剩下的元素。

和map()类似，Array的filter()也接收一个函数。和map()不同的是，filter()把传入的函数依次作用于每个元素，然后根据返回值是true还是false决定保留还是丢弃该元素

例如，在一个Array中，删掉偶数，只保留奇数，可以这么写：

var arr = [1, 2, 4, 5, 6, 9, 10, 15];

var r = arr.filter(function (x) {

return x % 2 !== 0;

});

r; // [1, 5, 9, 15]

Filter() 这个高阶函数 ，关键在于实行删选

## 回调函数

filter()接收的回调函数，其实可以有多个参数。通常我们仅使用第一个参数，表示Array的某个元素。回调函数还可以接收另外两个参数，表示元素的位置和数组本身

var arr = ['A', 'B', 'C'];

var r = arr.filter(function (element, index, self) {

console.log(element); // 依次打印'A', 'B', 'C'

console.log(index); // 依次打印0, 1, 2

console.log(self); // self就是变量arr

return true;

});

利用filter，可以巧妙地去除Array的重复元素

r = arr.filter(function (element, index, self) {

return self.indexOf(element) === index;

});

去除重复元素依靠的是indexOf总是返回第一个元素的位置，后续的重复元素位置与indexOf返回的位置不相等，因此被filter滤掉了

Sort 高阶函数 （一个排序方式并不是按照数字的大小进行排序的）

但是可以在其中进行接受一个比较函数进行自定义的排序

Array[] 的sort（）是吧所有的元素先转换成string 在进行排序

arr.sort(function (x, y) {

if (x < y) {

return -1;

}

if (x > y) {

return 1;

}

return 0;相应的排列，

}); 便可实现

字符串的比较

var arr = ['Google', 'apple', 'Microsoft'];

arr.sort(function (s1, s2) {

x1 = s1.toUpperCase();

x2 = s2.toUpperCase();

if (x1 < x2) {

return -1;

}

if (x1 > x2) {

return 1;

}

return 0;

});

## 闭包

function lazy\_sum(arr) {

var sum = function () {

return arr.reduce(function (x, y) {

return x + y;

});

}

return sum; // 注意是在函数体内 闭包

}

们在函数lazy\_sum中又定义了函数sum，并且，内部函数sum可以引用外部函数lazy\_sum的参数和局部变量，当lazy\_sum返回函数sum时，相关参数和变量都保存在返回的函数中，这种称为“闭包（Closure）”的程序结构拥有极大的威力

闭包可以简单的理解成“定义在一个函数内部的函数”所以本质闭包就是将函数内部函数和外部函数的链接起来的一座桥梁

使用闭包时需要注意的是 闭包会使函数中的变量都保存在内存中 内存消耗的非常大

闭包的使用

function create\_counter(initial) {

var x = initial || 0;

return {

inc: function () {

x += 1;

return x;

}

}

返回的对象中 闭包携带了 局部变量x 就相当于java或者c中Private（封装），外界无法访问

还有就是可以把多参数函数变成单参数函数

function make\_pow(n) {

return function (x) {

return Math.pow(x, n);

}

} 当然具体的Math.pow() 自己看

## 箭头函数

箭头函数相当于匿名函数，并且简化了函数的定义一种像上面的，只包含一个表达式，连{ ... }和return都省略掉了。还有一种可以包含多条语句，这时候就不能省略{ ... }和return：

// 两个参数:

(x, y) => x \* x + y \* y

// 无参数:

() => 3.14

// 可变参数:

(x, y, ...rest) => {

var i, sum = x + y;

for (i=0; i<rest.length; i++) {

sum += rest[i];

}

return sum;

}

注意的是其中的**this 关键字，**其中最大的区别是指定的是词法中的作用域，但是之前函数中的指向是不确定的，可能是window或者是undefined

之前的是需要 进行 var that = this; 进行指向

由于this在箭头函数中已经按照词法作用域绑定了，所以，用call()或者apply()调用箭头函数时，无法对this进行绑定，即传入的第一个参数被忽略

# Generator 自动生成器

generator和函数不同的是，generator由function\*定义（注意多出的\*号），并且，除了return语句，还可以用yield返回多次

function\* fib(max) {

var

t,

a = 0,

b = 1,

n = 0;

while (n < max) {

yield a;

[a, b] = [b, a + b];

n ++;

}

return;

}

直接调用试试：

fib(5); // fib {[[GeneratorStatus]]: "suspended", [[GeneratorReceiver]]: Window}

直接调用一个generator和调用函数不一样，fib(5)仅仅是创建了一个generator对象，还没有去执行它。

调用generator对象有两个方法，一是不断地调用generator对象的next()方法：

var f = fib(5);

f.next(); // {value: 0, done: false}

f.next(); // {value: 1, done: false}

f.next(); // {value: 1, done: false}

f.next(); // {value: 2, done: false}

f.next(); // {value: 3, done: false}

f.next(); // {value: undefined, done: true}

next()方法会执行generator的代码，然后，每次遇到yield x;就返回一个对象{value: x, done: true/false}，然后“暂停”。返回的value就是yield的返回值，done表示这个generator是否已经执行结束了。如果done为true，则value就是return的返回值。

当执行到done为true时，这个generator对象就已经全部执行完毕，不要再继续调用next()了。

第二个方法是直接用for ... of循环迭代generator对象，这种方式不需要我们自己判断done：

**用generator的好处**

1因为generator可以在执行过程中多次返回，所以它看上去就像一个可以记住执行状态的函数，利用这一点，写一个generator就可以实现需要用面向对象才能实现的功能

2 generator还有另一个巨大的好处，就是把异步回调代码变成“同步”代码。这个好处要等到后面学了AJAX以后才能体会到

## 标准对象

typeof操作符获取对象的类型，它总是返回一个字符串：

typeof 123; // 'number'

typeof NaN; // 'number'

typeof 'str'; // 'string'

## 包装对象

比如说 （int和integer的关系）int 是基本类型，直接存数值，进行初始化时int类的变量初始为0。

integer是对象，用一个引用指向这个对象，Integer的变量则初始化为null

具体的详细地址在 <http://blog.csdn.net/chenliguan/article/details/53888018>

原始类型: boolean，char，byte，short，int，long，float，double

封装类类型：Boolean，Character，Byte，Short，Integer，Long，Float，Double

自动装箱：将基本数据类型重新转化为对象

自动拆箱：将对象重新转化为基本数据类型

本身对对象是不能直接进行数值赋值于对象 但是jdk 1.5 之后就可以了

在使用包装对象是需要注意的是

不要使用new Number()、new Boolean()、new String()创建包装对象；

用parseInt()或parseFloat()来转换任意类型到number；

用String()来转换任意类型到string，或者直接调用某个对象的toString()方法；

通常不必把任意类型转换为boolean再判断，因为可以直接写if (myVar) {...}

typeof操作符可以判断出number、boolean、string、function和undefined；

判断Array要使用Array.isArray(arr)；

判断null请使用myVar === null；

判断某个全局变量是否存在用typeof window.myVar === 'undefined'；

函数内部判断某个变量是否存在用typeof myVar === 'undefined'。

最后有细心的同学指出，任何对象都有toString()方法吗？null和undefined就没有！确实如此，这两个特殊值要除外，虽然null还伪装成了object类型。

更细心的同学指出，number对象调用toString()报SyntaxError

## Date 用来表示日期和时间

Var now = new Date();

Now.getDay();

需要注意的是 js中月份是0~11

使用Date.parse()时传入的字符串使用实际月份01~12，转换为Date对象后getMonth()获取的月份值为0~11

时区

Date对象表示的时间总是按浏览器所在时区显示的，不过我们既可以显示本地时间，也可以显示调整后的UTC时间：

var d = new Date(1435146562875);

d.toLocaleString(); // '2015/6/24 下午7:49:22'，本地时间（北京时区+8:00），显示的字符串与操作系统设定的格式有关

d.toUTCString(); // 'Wed, 24 Jun 2015 11:49:22 GMT'，UTC时间，与本地时间相差8小时

对于时间戳的认识 时间戳是一个自增的整数，它表示从1970年1月1日零时整的GMT时区开始的那一刻，到现在的毫秒数。假设浏览器所在电脑的时间是准确的，那么世界上无论哪个时区的电脑，它们此刻产生的时间戳数字都是一样的，所以，时间戳可以精确地表示一个时刻，并且与时区无关

RegExp对象表示正则表达式,它是对字符串执行模式匹配的强大工具

而正则表达式对象的构造函数，如 new RegExp('ab+c') 提供了正则表达式运行时编译。

var expression = /pattern/ flags;

pattern 部分可以是任何简单或复杂的正则表达示

console.log(pattern5.global); //false 是否设置了g标志

console.log(pattern5.ignoreCase); //true 是否设置了i标志

console.log(pattern5.multiline); //false 是否设置了m标志

console.log(pattern5.lastIndex); //0 开始搜索下一个匹配项的起始位置

console.log(pattern5.source); //[bc]at 正则表达式的字符串表示

具体的详细地址 <http://www.jb51.net/article/95905.htm>

正则表达式第二个作用就是分组 （提取子串）

如果正则表达式中定义了组，就可以在RegExp对象上用exec()方法提取出子串来。

exec()方法在匹配成功后，会返回一个Array，第一个元素是正则表达式匹配到的整个字符串，后面的字符串表示匹配成功的子串。

exec()方法在匹配失败时返回null。

关于贪婪匹配

var re = /^(\d+)(0\*)$/;

re.exec('102300'); // ['102300', '102300', '']

由于\d+采用贪婪匹配，直接把后面的0全部匹配了，结果0\*只能匹配空字符串了。

必须让\d+采用非贪婪匹配（也就是尽可能少匹配），才能把后面的0匹配出来，加个?就可以让\d+采用非贪婪匹配

JavaScript的正则表达式还有几个特殊的标志，最常用的是g，表示全局匹配：

var r1 = /test/g;

// 等价于:

var r2 = new RegExp('test', 'g')

对于构造函数

function Person( name){

       this.name =name;

     }

      var p1=new Person('John');

等同于

function person(name ){

     Object obj =new Object();

     obj.name =name;

      return obj;

   }

    var p1= person("John");

这就是区别的地方,new出来的是构造函数并且 没有return返回直接直接使用简单的object.perpority

函数也是一个对象 ,它的原型链是

foo ----> Function.prototype ----> Object.prototype ----> null

function Student(props) {

this.name = props.name || '匿名'; // 默认值为'匿名'

this.grade = props.grade || 1; // 默认值为1

}

Student.prototype.hello = function () {

alert('Hello, ' + this.name + '!');

};

function createStudent(props) {

return new Student(props || {})

}

![protos2](data:image/png;base64,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)

要让创建的对象共享一个hello函数，根据对象的属性查找原则，我们只要把hello函数移动到xiaoming、xiaohong这些对象共同的原型上就可以了，也就是Student.prototype （共享一个函数可以进行节省内存）

如果是忘记写new 函数的话，可以编写一个create()函数 在内部进行new 的封装

# Js中的继承

## 一种是类式继承 （构造函数）

Js 中是没有类的概念的 之所以这样说也是模拟的概念 ，其中call和apply为继承提供了支持，并且通过改变this

的作用环境，使子类具有父类的各种属性

var father = function() {

this.age = 52;

this.say = function() {

alert('hello i am '+ this.name ' and i am '+this.age + 'years old');

}

}

var child = function() {

this.name = 'bill';

father.call(this);

}

var man = new child();

man.say();

## 对于原型继承

原型继承在开发中经常用到。它有别于类继承是因为继承不在对象本身，而在对象的原型上（prototype）。每一个对象都有原型，在浏览器中它体现在一个隐藏的\_\_proto\_\_属性上

var

father=function(){}

father.prototype.a=function(){} // 原型继承

var

child=function(){}

//开始继承

child.prototype=new 真正的开始继承

father();

var

man=new

child();

man.a();

# 操作dom对象 document object model

由于HTML文档被浏览器解析后就是一棵DOM树，要改变HTML的结构，就需要通过JavaScript来操作DOM。

始终记住DOM是一个树形结构。操作一个DOM节点实际上就是这么几个操作：

更新：更新该DOM节点的内容，相当于更新了该DOM节点表示的HTML的内容；

遍历：遍历该DOM节点下的子节点，以便进行进一步操作；

添加：在该DOM节点下新增一个子节点，相当于动态增加了一个HTML节点；

删除：将该节点从HTML中删除，相当于删掉了该DOM节点的内容以及它包含的所有子节点。

在操作一个DOM节点前，我们需要通过各种方式先拿到这个DOM节点。最常用的方法是document.getElementById()和document.getElementsByTagName()，以及CSS选择器document.getElementsByClassName()。

由于ID在HTML文档中是唯一的，所以document.getElementById()可以直接定位唯一的一个DOM节点。document.getElementsByTagName()和document.getElementsByClassName()总是返回一组DOM节点。要精确地选择DOM，可以先定位父节点，再从父节点开始选择，以缩小范围

// 返回ID为'test'的节点：

var test = document.getElementById('test');

// 先定位ID为'test-table'的节点，再返回其内部所有tr节点：

var trs = document.getElementById('test-table').getElementsByTagName('tr');

// 先定位ID为'test-div'的节点，再返回其内部所有class包含red的节点：

var reds = document.getElementById('test-div').getElementsByClassName('red');

// 获取节点test下的所有直属子节点:

var cs = test.children;

// 获取节点test下第一个、最后一个子节点：

var first = test.firstElementChild;

var last = test.lastElementChild;

第二种方法是使用querySelector()和querySelectorAll()，需要了解selector语法，然后使用条件来获取节点，更加方便：

// 通过querySelector获取ID为q1的节点：

var q1 = document.querySelector('#q1');

// 通过querySelectorAll获取q1节点内的符合条件的所有节点：

var ps = q1.querySelectorAll('div.highlighted > p');

更新dom的操作方法

一种是修改innerHTML属性，这个方式非常强大，不但可以修改一个DOM节点的文本内容，还可以直接通过HTML片段修改DOM节点内部的子树：

// 获取<p id="p-id">...</p>

var p = document.getElementById('p-id');

// 设置文本为abc:

p.innerHTML = 'ABC'; // <p id="p-id">ABC</p>

// 设置HTML:

p.innerHTML = 'ABC <span style="color:red">RED</span> XYZ';

// <p>...</p>的内部结构已修改

## 插入dom

如果这个DOM节点是空的，例如，<div></div>，那么，直接使用innerHTML = '<span>child</span>'就可以修改DOM节点的内容，相当于“插入”了新的DOM节点。

如果这个DOM节点不是空的，那就不能这么做，因为innerHTML会直接替换掉原来的所有子节点

有两个办法可以插入新的节点。一个是使用appendChild，把一个子节点添加到父节点的最后一个子节点

<!-- HTML结构 -->

<p id="js">JavaScript</p>

<div id="list">

<p id="java">Java</p>

<p id="python">Python</p>

<p id="scheme">Scheme</p>

</div>

把<p id="js">JavaScript</p>添加到<div id="list">的最后一项：

var

js = document.getElementById('js'),

list = document.getElementById('list');

list.appendChild(js);

insertBefore

如果我们要把子节点插入到指定的位置怎么办？可以使用parentElement.insertBefore(newElement, referenceElement);，子节点会插入到referenceElement之前。

还是以上面的HTML为例，

<div id="list">

<p id="java">Java</p>

<p id="python">Python</p>

<p id="scheme">Scheme</p>

</div>

可以这么写：

var

list = document.getElementById('list'),

ref = document.getElementById('python'),

haskell = document.createElement('p');

haskell.id = 'haskell';

haskell.innerText = 'Haskell';

list.insertBefore(haskell, ref);

## 删除DOM

删除一个DOM节点就比插入要容易得多。

要删除一个节点，首先要获得该节点本身以及它的父节点，然后，调用父节点的removeChild把自己删掉：

// 拿到待删除节点:

var self = document.getElementById('to-be-removed');

// 拿到父节点:

var parent = self.parentElement;

// 删除:

var removed = parent.removeChild(self);

removed === self; // true

注意到删除后的节点虽然不在文档树中了，但其实它还在内存中，可以随时再次被添加到别的位置

\

# 操作表单

如果我们获得了一个<input>节点的引用，就可以直接调用value获得对应的用户输入值：

// <input type="text" id="email">

var input = document.getElementById('email');

input.value; // '用户输入的值'

进行相应的赋值直接在结尾 input.vaule = number；

但是对于选择框和复选框 永远返回的都是HTML 设置的值需要进行checked 的检验

Eg ： 如上所例 input.checked 会返回的值是false或者是true

提交表单 （一般在页面会使用进行数据的获取）

**一种是根据在button的一个click事件**

<form id="test-form">

<input type="text" name="test">

<button type="button" onclick="doSubmitForm()">Submit</button>

</form>

<script>

function doSubmitForm() {

var form = document.getElementById('test-form');

// 可以在此修改form的input...

// 提交form:

form.submit();

}

</script>

另一种是二种方式是响应<form>本身的onsubmit事件，在提交form时作修改：

form id="test-form" onsubmit="return checkForm()">

<input type="text" name="test">

<button type="submit">Submit</button>

</form>

<script>

function checkForm() {

var form = document.getElementById('test-form');

// 可以在此修改form的input...

// 继续下一步:

return true;

}

</script>

很多登录表单希望用户输入用户名和口令，但是，安全考虑，提交表单时不传输明文口令，而是口令的MD5

<!-- HTML -->

<form id="login-form" method="post" onsubmit="return checkForm()">

<input type="text" id="username" name="username">

<input type="password" id="input-password">

<input type="hidden" id="md5-password" name="password">

<button type="submit">Submit</button>

</form>

<script>

function checkForm() {

var input\_pwd = document.getElementById('input-password');

var md5\_pwd = document.getElementById('md5-password');

// 把用户输入的明文变为MD5:

md5\_pwd.value = toMD5(input\_pwd.value);

// 继续下一步:

return true;

}

</script>

# 操作文件

在HTML表单中，可以上传文件的唯一控件就是<input type="file"> js 对待上传的文件是不能进行操作的但是课可以进行对文件类型的筛选

var f = document.getElementById('test-file-upload');

var filename = f.value; // 'C:\fakepath\test.png'

if (!filename || !(filename.endsWith('.jpg') || filename.endsWith('.png') || filename.endsWith('.gif'))) {

alert('Can only upload image file.');

return false;

}

但是HTML5的File API提供了File和FileReader两个主要对象，可以获得文件信息并读取文件

var

fileInput = document.getElementById('test-image-file'),

info = document.getElementById('test-file-info'),

preview = document.getElementById('test-image-preview');

// 监听change事件:

fileInput.addEventListener('change', function () {

// 清除背景图片:

preview.style.backgroundImage = '';

// 检查文件是否选择:

if (!fileInput.value) {

info.innerHTML = '没有选择文件';

return;

}

// 获取File引用:

var file = fileInput.files[0];

// 获取File信息:

info.innerHTML = '文件: ' + file.name + '<br>' +

'大小: ' + file.size + '<br>' +

'修改: ' + file.lastModifiedDate;

if (file.type !== 'image/jpeg' && file.type !== 'image/png' && file.type !== 'image/gif') {

alert('不是有效的图片文件!');

return;

}

// 读取文件:

var reader = new FileReader();

reader.onload = function(e) {

var

data = e.target.result; // 'data:image/jpeg;base64,/9j/4AAQSk...(base64编码)...'

preview.style.backgroundImage = 'url(' + data + ')';

};

// 以DataURL的形式读取文件:

reader.readAsDataURL(file);

});

在最后一句中 read.readAsDataURL(File);

reader.onload = function(e) {

// 当文件读取完成后，自动调用此函数:

}; js 在实际操纵的时候 其实是异步的

# Js的回调函数的理解

Js的函数作为一个变量传给函数

function a(callbackFunction){

alert("这是parent函数a");

var m =1;

var n=3;

return callbackFunction(m,n);

}

function b(m,n){

alert("这是回调函数B");

return m+n;

}

$(function(){

var result = a(b);

alert("result = "+ result);

});

执行顺序为：

这是parent函数a

这是回调函数B

result = 4

函数首先执行了主题函数a，之后调用了回调函数b，最后返回函数a的返回值。

# JQuery 的使用

什么是jQuery对象？jQuery对象类似数组，它的每个元素都是一个引用了DOM节点的对象

如果id为abc的<div>不存在，返回的jQuery对象如下：

[]

总之jQuery的选择器不会返回undefined或者null，这样的好处是你不必在下一行判断if (div === undefined)。

选择器

## 层级选择器

两个DOM元素具有层级关系，就可以用$('ancestor descendant')

<div class="testing">

<ul class="lang">

<li class="lang-javascript">JavaScript</li>

<li class="lang-python">Python</li>

<li class="lang-lua">Lua</li>

</ul>

</div>

ul.lang li.lang-javascript或者是 div.testing.li.lang-javascript

## 子选择器（Child Selector）

子选择器$('parent>child')类似层级选择器，但是限定了层级关系必须是父子关系，就是<child>节点必须是<parent>节点的直属子节点

过滤器（Filter）

一般不是单独使用 附加在选择器上帮助我们进行更加精准的定位元素

## 查找和过滤

通常情况下选择器可以直接定位到我们想要的元素，但是，当我们拿到一个jQuery对象后，还可以以这个对象为基准，进行查找和过滤。

最常见的查找是在某个节点的所有子节点中查找，使用find()方法

var ul = $('ul.lang'); // 获得<ul>

var dy = ul.find('.dy'); // 获得JavaScript, Python, Scheme

如果要从当前节点开始向上查找，使用parent()方法，对于位于同一层级的节点，可以通过next()和prev()方法

## 过滤

var langs = $('ul.lang li'); // 拿到JavaScript, Python, Swift, Scheme和Haskell

var a = langs.filter('.dy'); // 拿到JavaScript, Python, Schem

操作dom （修改html文件 ，css文件）

<ul id="test-ul">

<li class="js">JavaScript</li>

<li name="book">Java &amp; JavaScript</li>

</ul>

分别获取文本和HTML：

$('#test-ul li[name=book]').text(); // 'Java & JavaScript'

$('#test-ul li[name=book]').html(); // 'Java &amp; JavaScript'

要高亮显示动态语言，调用jQuery对象的css('name', 'value')方法

## 显示和隐藏DOM

要隐藏一个DOM，我们可以设置CSS的display属性为none，利用css()方法就可以实现。不过，要显示这个DOM就需要恢复原有的display属性，这就得先记下来原有的display属性到底是block还是inline还是别的值。

考虑到显示和隐藏DOM元素使用非常普遍，jQuery直接提供show()和hide()方法，我们不用关心它是如何修改display属性的，总之它能正常工作

var a = $('a[target=\_blank]');

a.hide(); // 隐藏

a.show(); // 显示

注意，隐藏DOM节点并未改变DOM树的结构，它只影响DOM节点的显示。这和删除DOM节点是不同的

attr()和removeAttr()方法用于操作DOM节点的属性

// <div id="test-div" name="Test" start="1">...</div>

var div = $('#test-div');

div.attr('data'); // undefined, 属性不存在

div.attr('name'); // 'Test'

div.attr('name', 'Hello'); // div的name属性变为'Hello'

div.removeAttr('name'); // 删除name属性

div.attr('name'); // undefined

操作表单

对于表单元素 jquery 对象同意提供val() 方法获取个设置value属性

input.val(); // 'test'

input.val('abc@example.com') // input 是之前获得属性