Golang学习笔记

# 位运算细节

* **计算机中所有的运算都是按照【补码】来计算的**；
* 正数的原码，补码，反码就是正数本身；
* 负数的原码是其本身，反码是符号位不变，其他位取反，补码是反码加1

通过异或操作来说明：

func main() {  
 fmt.Println("a&3 = ", 2&3) //3  
 fmt.Println("a&3 = ", 2|3) //3  
 fmt.Println("a&3 = ", 2^3) //异或 1  
 fmt.Println("a^-3 = ", 2^-3) //-1  
}

上述的异或操作中，有负数的存在，着重说一下：

1. 2的补码就是正数2的本身 0000 0010
2. -3的补码是需要经过反码转换，而负数的反码需要从原码转换

* -3的原码：1000 0011
* -3的反码：1111 1100
* -3的补码：1111 1101 （负数的补码是经过负数的反码加1）

1. 因为计算是按照补码来的，所以2^-3异或操作时，有2的补码和-3的补码做异或：

* 2 0000 0010
* -3 1111 1101
* 2^-3 1111 1111

1. 上述计算结果为1111 1111是补码计算的结果，可以看书符号位为1，所以是一个负数，需要恢复到其原码，负数恢复到原码，需要经过符号位不变，补码减1，然后取反的过程：

1111 1111

减1 -> 1111 1110

取反-> 1000 0001 //-1

结果： -1

1. 所以 2^-3的结果就是-1

# 算数取余数的细节

## Golang的取余数奇数一个公式即可：

***a%b = a – (a/b) \* b***

就是先取得a/b得商，然后得到的这个商再乘以b, 然后用a – 商\*b

func main() {  
 //注意取余数后，余数的符号  
 fmt.Println("10%4 = ", 10%4) //2  
 fmt.Println("-10%4 = ", -10%4) // -2  
 fmt.Println("-10%-4 = ", -10%-4) // -2  
 fmt.Println("10%-4 = ", 10%-4) // 2  
}

特别对有负数的时候取余数的情况说一下：

-10%4 => -10-(-10/4)\*4 => -10 – (-2)\*4 => -10-(-8) => -10+8 => -2

-10%(-4)=> -10-(-10/-4)\*(-4）=> -10 – 2\*(-4) => -10 – (-8) => -10 + 8 => -2

10%(-4) => 10-(10/-4)\*(-4) => 10-（-2）\*(-4) => 10-8 = 2

# 类型转换细节

## 避免把变量从一个大范围的类型向小范围的类型转换

var num1 int64 = 99999  
var num2 int8 = int8(num1)  
//大范围的数转小范围的数，会有溢出，编译没问题，但是结果不可预料  
fmt.Println("num2:", num2) //num2的值是-97,不符合预期

输出如下：

num2: -97

因为num1是int64位的，num2是int8的，num1转num2是从大范围转到小范围了，会有溢出，虽然程序编译没有问题不会报错，但是转换结果不可预料。

**所以应当避免从一个大范围类型的数，向小范围的类型转换；**

## Go中不带类型自动转换，需要手动转换类型

var d1 int32 = 12  
var d2 int64  
var d3 int8  
  
//d2 = d1 + 20 //编译报错，无法将 'd1 + 20' (类型 int32) 用作类型 int64  
d2 = int64(d1) + 20  
//d3 = d1 + 20 //编译报错，无法将 'd1 + 20' (类型 int32) 用作类型 int8  
d3 = int8(d1) + 20 //不推荐大类型int32转小类型int8  
fmt.Println("d2:", d2, "d3:", d3)

结果为：

d2: 32 d3: 32

* go中没有类型自动转换，再不不加类型转换的时候，直接把d1+20的结果赋给int64的d3会有编译错误
* 在d1和常量20运算的时候加了int类型转换；
* d1和d2的类型不一样，一个int32一个int64，在对它们做计算时，需要手动转换类型。
* 转换时记得避免把大的类型向小的转换，要把小的类型向大的转换，所以转换int32的d1转为int64 再和20做运算；
* 常量10在int8的范围内,d1的值为12也在int8的范围内，所以在这里把int32转int8，然后计算也可以成功，但是正如前一条所说，避免把大的类型向小的转换，所以虽然结果正确，但是不推荐这么做；

## 计算的结果值的类型和数据的大小范围需要一致

//127在int8的取值范围类，但是计算结果会有溢出，编译不会报错，但是结果错误  
d3 = int8(d1) + 127  
fmt.Println("d3:", d3) //结果为-117 不符合预期  
  
//d3 = int8(d1) + 128 //编译直接报错因为128超过了int8的最大值

结果为：

d3: -117

接上一部分，d3为int8类型，但是，127已经达到int8的最大值，和d1相加的结果超出了int8的最大值范围，溢出了。结果不可预料。

# 把不同类型的数据转换成字符串——fmt.Sprintf

## 数字转字符串(%d)

var num1 int = 99

str = fmt.Sprintf("**%d**", num1)  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str) //使用%q可以给字符串使用”包裹起来

输出：

str的类型是 string, str="99"

使用%q的格式关键字，可以把字符串的结果用“”包起来显示；

## 浮点型转字符串（%f）

var num2 float32 = 23.223

str = fmt.Sprintf("**%f**", num2)  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

输出：

str的类型是 string, str="23.223000"

## 布尔型转字符串(%t)

var b bool = true

str = fmt.Sprintf("**%t**", b)  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

结果为：

str的类型是 string, str="true"

## byte转字符串（%c）

var mychar byte = 'c'

str = fmt.Sprintf("**%c**", mychar)  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

## strconv使用FormatInt转int为字符串——strconv.FormatInt

var num1 int = 99

str = strconv.FormatInt(int64(num1), 10) //第二个参数是进制，10就是转成10机制，2就是转成2进制  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

输出结果：

str的类型是 string, str="99"

## strconv使用Itoa转换int为字符串——strvconv.Itoa

var num2 float64 = 23.456

str = strconv.Itoa(int(num2)) //另外一种int转string方式，参数只能int类型  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

输出结果：

str的类型是 string, str="23"

使用strconv.Itoa的时候需要注意的是，**Itoa的入参只能为int类型，**所以如果需要转换的参数不是int类型那么需要转换为int类型。

## strconv转浮点型为字符串——strconv.FormatFloat

var num2 float64 = 23.456

str = strconv.FormatFloat(num2, 'f', 10, 64) //’f'表示格式，10表示精度，也就是保留多少位的小数，64表示数字为float64类型  
//除了'f'之外，其他格式如下：  
//'f'（-ddd.dddd）、'b'（-ddddp±ddd，指数为二进制）、'e'（-d.dddde±dd，十进制指数）、'E'（-d.ddddE±dd，十进制指数）、'g'（指数很大时用'e'格式，否则'f'格式）、'G'（指数很大时用'E'格式，否则'f'格式）。  
fmt.Printf("str的类型是 **%T**, str=**%q\n**", str, str)

结果：

str的类型是 string, str="23.4560000000"

* FormatFloat转换时，入参可以设置转化后的字符串以什么格式表示；
* 可以设置精度，也就是保留的小数后的位数；

# Byte和string的互相转换

Golang中，byte是另外一种整型，其实就是uint8

type **byte** = uint8

byte和string的转换实例如下：

var s string = "helo中国"   
fmt.Println("[]byte(s):", []byte(s)) //按照字节值输出数字  
  
var bs = []byte{97, 98, 99} // abc  
fmt.Println("string：", string(bs))

打印结果为：

[]byte(s): [104 101 108 111 228 184 173 229 155 189]

string： abc

* 字符串s转换为byte类型的字符串直接使用：[]byte(s)初始化就行，转换是把字符转换成了其ASCII码（按照字符串的形式）；
* byte类型的数组[]byte转换为string直接使用：string(bs)初始化即可，转换会把原来内容的ASCII码转换成字符串；

# 空接口对const类型的断言会失败

如下定义了一个const类型X,对其做类型断言:

const ***X*** = 7.0  
var x interface{} = ***X***//if y, ok := x.(int); ok {  
if y, ok := x.(float32); ok {  
 //const类型断言会失败，值y为0  
 fmt.Println("if")  
 fmt.Println(y)  
} else {  
 fmt.Println("else")  
 fmt.Println(int(y))  
}

打印结果：

else

0  
也就是断言结果没有走if成功的分支，走了断言失败的分支 else。

**结论：对于const类型的变量直接做类型断言会断言失败，断言结果y返回0。**

# 类型断言和实际的类型不匹配会panic

var a interface{}  
var f float32 = 1.1  
a = f //空接口可以接受任意的数据类型  
  
y := a.(float32)  
fmt.Printf("y的类型是:**%T\n**", y) //float32  
  
y2 := a.(float64)  
//panic: interface conversion: interface {} is float32, not float64  
//因a代表的变量f本身是float32,所以断言转换为其他类型是会panic的  
fmt.Printf("y2的类型是：**%T\n**", y2)

打印输出：

y的类型是:float32

panic: interface conversion: interface {} is float32, not float64

goroutine 1 [running]:

main.main()

D:/script/code/go/GO/练习/类型转换的细节.go:13 +0x7f

exit status 2

空接口类型的变量a可以接受任何类型的变量，所以它可以被float32类型的变量f赋值。

但是如果把a断言为非float32类型的其他类型如float64则会导致panic。

# const类型可以做强制转换

虽然不可以使用空接口对空接口做断言，但是可以对const变量做强制类型转换

const ***NUM*** = 100  
//对于const类型，强制转换可以  
fmt.Println("const trans", int(***NUM***))  
fmt.Printf("NUM的类型：**%T\n**", ***NUM***)  
rnum := float32(***NUM***)  
fmt.Printf("const trans:**%f\n**", rnum)  
fmt.Printf("NUM的类型：**%T\n**", ***NUM***) //强制转换不影响源数据的类型

打印结果：

const trans 100

NUM的类型：int

const trans:100.000000

NUM的类型：int

可见const强制类型转换没有问题。

但是有一个细节，**强制类型转换只是返回了一个新的类型结果数据，但是源数据类型和值并不受影响**；

# Go中len方法按字节计算字符串的长度

var s string = "hello中国" //utf8中，每个汉字3个字节 5 + 3 + 3  
fmt.Println("len(s):", len(s)) //11  
  
var strs = []rune(s)  
fmt.Println("len(strs):", len(strs)) // 7

打印结果：

len(s): 11

len(strs): 7

len按照字节极计算字符串长度，单个汉字节占据3个长度。

# Go中全局变量不能在函数外部单独的语句中赋值

var Age int = 10 //全局变量在申明时候赋值是可以的  
  
//var nn int  
//nn = 11 //在函数外不允许在单独的行给全局变量赋值  
  
//Name := "aaa" //报错 这句相当于两条语句 var Name sring; Name = "aaa"  
//全局变量不能在外部直接赋值，需要在声明的时候就赋值  
var Name string = "aaa"  
  
func main() {  
 fmt.Println("Name:", Name)  
}

打印结果：

Name: aaa

全局变量在函数外部定义的时候可以不赋值，但是如果要赋值，需在声明的同时赋值，而不能单独在起一个语句对其赋值；

但是不能使用:=操作再声明的时候同时赋值，使用:= 相当于两条语句,如：

Name := “aaa”

相当于：

var name Name

Name = “aaa”

而的做法在函数外是不能单独起一个语句给变量赋值的；

# 结构体的方法绑定

## 按照值传递的方式绑定方法

type **Circle** struct {  
 radius float64  
}  
  
func (c Circle) getArea() float64 {  
 fmt.Printf("c的地址：**%p\n**", &c) //绑定结构体的方法使用的是值传递方式，会拷贝一份Circle结构体  
 return 3.14 \* c.radius \* 2  
}  
  
func main() {  
 var c Circle = Circle{2.0}  
 fmt.Printf("面积：**%v\n**", c.getArea())  
 fmt.Printf("主函数中,c的地址:**%p\n**", &c) //和getArea中获取的结构体的地址不一样，因为是两份单独的数据  
  
 //结构体绑定方法时如果不采用指针，会在方法函数中单独拷贝一份结构体数据，这在一定程度上会消耗内存  
 // 所以一般建议结构体绑定方法时，采用结构体的指针  
  
 fmt.Printf("面积2：**%v\n**", (&c).getArea()) //即使是取得结构体实例的地址调用，在调用函数中也无法获取到结构体的源地址  
}

打印结果：

c的地址：0xc00001a0b0

面积：12.56

主函数中,c的地址:0xc00001a098

c的地址：0xc00001a0e0

面积2：12.56

定义了一个计算源周长的函数getArea，传入半径计算周长。

可以看到绑定结构体Circle的时候，getArea方法使用的是按照值传递的方式绑定的，这样会在绑定的函数中拷贝一份结构体数据实体，如果在调用的时候时候是使用的结构体实例直接调用的方法，再getArea中打印的结构体数据的地址和main函数中打印的地址不是同一份。

# 在for…range过程中修改序号——不影响遍历值

nums := []int{1, 2, 3, 4, 5}  
sum := 0  
for i, n := range nums {  
 i = 6  
 fmt.Println(i, n)  
 sum += n  
}  
fmt.Println(sum)

打印结果：

6 1

6 2

6 3

6 4

6 5

15

i只是每次range迭代返回的序号，即使在循环中修改了他的值，但是range返回的值n丝毫不受影响。

# 空map赋值

m := make(map[int]int, 3)  
x := len(m)  
m[1] = m[2]  
y := len(m)  
fmt.Println(x, y)  
  
for k, v := range m {  
 fmt.Println("k,v==>", k, v)  
}

打印结果：

0 1

k,v==> 1 0

* 只有在map中明确指定了key的，才会有key-value键值对；
* 对不存在的键值对取value,得到的值类型的默认值；

此处定义了一个map变量m,但是没有任何键值对，直接m[1]赋值为取m的不存在的key为2的键值对的值，得到的是类型int的默认值0，所有m[1] = m[2] => m[1]=0,也就是给m设置了一个key-value为1:0 的键值对。

而从打印结果上看，只出现了一对键值对，所有没有指定key的情况下，没有键值对存在。

# 使用Unmarshal转字符串为结构体

### 转换时Unmarshal对结构体实实体的重用问题

type **AutoGenerated** struct {  
 Age int `json:"age"`  
 Name string `json:"name"`  
 Child []int `json:"child"`  
}  
  
func main() {  
 jsonStr1 := `{"age":14,"name":"potter","child":[1,2,3]}`  
 a := AutoGenerated{}  
 json.Unmarshal([]byte(jsonStr1), &a)  
 aa := a.Child  
 fmt.Println(aa) //打印[1,2,3]  
 jsonStr2 := `{"age":12,"name":"potter","child":[3,4,5,6,7,8]}`  
 json.Unmarshal([]byte(jsonStr2), &a)  
 fmt.Println(aa) // 打印[3,4,5]  
  
 a2 := AutoGenerated{}  
 json.Unmarshal([]byte(jsonStr2), &a2)  
 fmt.Println(a2.Child) //打印[3 4 5 6 7 8]  
  
 // 对于json从字符串解析到结构体中，当第一次解析生成的结构体实例长度确定后，就不在变化了  
 // 如果第二次再重复利用之前的结构体，一定要注意各个字段的长度变化，因为超过初始生成的结构体的字段长度，会被截断  
 // 要么每次解析的时候读重新实例化一份结构体避免截断问题  
}

打印结果：

[1 2 3]

[3 4 5]

[3 4 5 6 7 8]

我们先把jaonstr1转换为结构体，第一次转换使用的是实例化的结构体a,在实例化的时候我们并没有给a进行任何的数据空间设置，Unmarshal在转转字符串到结构体的时候自动拓展了数据的空间大小。所以我们看到转换后，结构体中切片类型的成员child为3个元素；

而在转换jsonstr2的时候，我们依然使用的是结构体a,他在已经作为第一次转换后的结构体实例，空间大小在第一次Unmarshal的时候被分配好了，第二次Unmarshal相当于使用的旧的大小，所以在第二次Unmarshal后，超出空间大小的数据被截断了，结构体切片成员变量child只有前3个元素[3,4,5]，少了jsonstr2的child的后3个元素[6,7,8]。

为避免数据的截断问题，每次进行Unmarsha的时候，都重新实例化一份结构体数据，这样每次Unmarshal拿到的都是崭新的数据区，转化就会是完成整的数据；

# 在结构体中嵌套接口作为结构体的成员

通常结构体中的成员属性都是基本的数据类型int,float,或者是切片，map等，以及嵌套的结构体。

而接口interface本身也是一种类型，只要是类型，那么就可以在结构体中放置类型或者该类型的变量。

type **worker** interface {  
 work()  
}  
  
type **person** struct {  
 name string  
 worker  
}  
  
func main() {  
 var w worker = person{name: "张三"}  
 fmt.Println(w) //{张三 <nil>}

fmt.Printf("worker类型:**%T\n**", w) //worker类型:main.person

//w.work() //panic,结构体person没有实现worker方法  
}

打印输出：

{张三 <nil>}

worker类型:main.person

在这个例子中，定义了一个worker的接口，然后再定义的结构体person中把worker接口作为一个成员添加到了person结构体中。

然后再main函数中，可以把person结构体的实例化数据体赋值给worker类型的变量w.

从打印可以看出，类型没有问题，name属性可以正常访问，只是作为成员的worker接口不能通过w.worker访问。

而w的类型本身是worker接口类型，在被赋值为person后，类型转换为person，这也是接口类型的特点，在被赋值后，就转换成为了被赋值的数据的类型。

**这种在结构体中嵌套interface的做法，被视为一种特殊的结构体对interfacce接口的实现**。也就是说在结构体添加了接口interface之后，这个结构体被视为实现了这个接口，从而这个结构体的数据实例可以赋值给这个接口的类型变量。而且这样添加后，结构体可以不实现接口中集合的方法，结构体只要不调用接口的没实现的方法就不会有panic。

**这种做法间接的提供了一种不用实现接口方法就能实现接口的途径**。

# Go时间格字符串格式化——time模块

## time模块获取年-月-日 时-分-秒并格式化

now := time.Now() //获取当前时间  
fmt.Printf("now = **%v**,type : **%T**", now, now)  
  
//获取年月日，时分秒  
fmt.Println("年：", now.Year())  
fmt.Println("月：", now.Month())  
fmt.Println("月(数字)", int(now.Month()))  
fmt.Println("日：", now.Day())  
fmt.Println("时：", now.Hour())  
fmt.Println("分：", now.Minute())  
fmt.Println("秒：", now.Second())

打印输出：

now = 2023-06-04 12:49:42.8733841 +0800 CST m=+0.001627401,type : time.Time

年： 2023

月： June

月(数字) 6

日： 4

时： 12

分： 49

秒： 42

* time.Now 返回一个time.Time类型，获取当前时间；
* time.Time类型的方法Year,Month，Day,Hour，Minute,Second 分别返回当前的时间的年，月，日，时，分，秒数据；

得到年月日，时分秒后，可以把时间格式化为字符串，并使用fmt.Sprintf转为一个字符串保存在字符串变量中：

//时间格式化  
fmt.Printf("当前年月日 **%d**-**%d**-**%d %d**:**%d**:**%d\n**", now.Year(), now.Month(), now.Day(),  
 now.Hour(), now.Minute(), now.Second())

//格式化时间字符串保存到变量中  
dataStr := fmt.Sprintf("当前年月日 **%d**-**%d**-**%d %d**:**%d**:**%d\n**", now.Year(), now.Month(), now.Day(), now.Hour(), now.Minute(), now.Second())  
fmt.Printf("dataStr:**%v\n**", dataStr)

打印输出：

当前年月日 2023-6-4 13:0:26

dataStr:当前年月日 2023-6-4 13:0:26

## 使用固定数字格式化字符串——20060102 15:04:05

使用固定数字 20060102 15::04:05这中固定的数字，这是go中约定俗成的固定格式：

//格式化日期时间的第二种方式 ,这种方式的时间格式是一组固定的数字  
fmt.Printf(now.Format("2006-01-02 15:04:05"))  
fmt.Println()  
fmt.Printf(now.Format("2006-01-02"))  
fmt.Println()  
fmt.Printf(now.Format("15:04:05"))  
fmt.Println()  
fmt.Printf(now.Format("2006"))  
fmt.Println("年")  
fmt.Printf(now.Format("01"))  
fmt.Println("月")  
fmt.Printf(now.Format("02"))  
fmt.Println("日")

打印输出：

2023-06-04 13:00:26

2023-06-04

13:00:26

2023年

06月

04日

这串数字中：

* 其中2006代表年份；
* 01代表月份；
* 02代表天，也就是日；
* 15代表小时
* 04代表分钟数；
* 05代表秒数；

# 空接口和数据类型的默认类型

Go中对于常量，会自动认定其默认类型。

如下:

* 常量0的默认类型就是int
* 常量0.0的默认类型是float64
* 单个的字符’a’默认类型是int32
* 字符串’abc’默认类型是string

var (  
 a int = 0  
 b int64 = 0  
 c interface{} = int(0)  
 d interface{} = int64(0)  
)  
  
println(c == 0)  
println(c == a)  
println(c == b)  
println(d == b)  
println(d == 0)  
println(c == 0)  
  
fmt.Printf("0的默认类型是:**%T\n**", 0)  
fmt.Printf("0.0的默认类型是:**%T\n**", 0.0)  
fmt.Printf("’a’的默认类型是:**%T\n**", 'a')  
fmt.Printf("’abc’的默认类型是:**%T\n**", "abc")

打印输出：

true

true

false

true

false

true

0的默认类型是:int

0.0的默认类型是:float64

'a'的默认类型是:int32

'abc'的默认类型是:string

**判断两个变量是否相等，在同类型，值也相同的时候，才会被认为是相等，结为true;**

在这个例子中，a是int，b是int64, c和d分别是两个空接口类型的变量；

因为空接口的类型可以被任意类型赋值，所以把空接口类型c赋值为int(0),把空接口类型d赋值为int64(0)

空接口类型在赋值后就转为赋的值的类型，所以，接口c类型为int,接口d类型为int64;

* 常量0的默认类型是int，是和空接口c被赋值后的类型是一样的；且值都为0，类型相等值也相等，所以c==0为true;
* 变量a的类型是int，和接口c类型int是一样的，值的大小都是0，所以a==c为true;
* 变量b的类型为int64,可接口c的类型int不一样，所以，c==b为false
* 接口d的类型在赋值为int64(0）后，d的类型也为int64,而b也是int64,且值都是0.类型相同，值也相同，所以d==b为true
* d的类型是int64，常量0的类型是int,所以类型不同，d==0为false
* c的类型是int,和常量0的类型int是一样的，而且值相同，所以c==0为true

# 结构体元素中有切片类型时候的复制问题

切片的本质是一个引用，它执行了一片数组区域，**当复制切片的时候，实际上是复制的引用，但是引用指向的实体数据并没有被复制一份**。切片相当于存放了一个个房间的钥匙的盒子，复制切片是，复制的只是钥匙本身，但是钥匙指向的数据“房间”并没有被重新复制；

import (  
 "container/list"  
 "fmt"  
)

type **node** struct {  
 chars []rune  
 //结构体元素是切片类型，那么如果是根据某个节点不同的复制了很多的副本，这些副本只是在”外层”有了各自的结构体的副本  
 //但是这些副本的切片元素里的值，仍然还是同一份，这是基于切片的特性，切片是内存中一块数组区域的映射，复制节点的时候只是复制了元素本身  
 //如果元素是一种带有指向意味的类型，那么复制不了它指向的值  
 //避免办法就是不用切片，用数组就不会存在这种问题  
 count int  
}  
  
type **node2** struct {  
 nums [2]int  
 count int  
}  
  
func main() {  
 n := node{[]rune{'B', 'A', 'A', 'A'}, 0}  
 nn := node2{[2]int{1, 2}, 0}  
 q := list.List{}  
 qq := list.List{}  
 for i := 0; i < 10; i++ {  
 n.count, nn.count = i, i  
 index1 := i % len(n.chars)  
 n.chars[index1] += rune(i)  
  
 index2 := i % len(nn.nums)  
 nn.nums[index2] += i  
 q.PushBack(n)  
 qq.PushBack(nn)  
 }  
  
 for e := qq.Front(); e != nil; e = e.Next() {  
 fmt.Println(e.Value)  
 v := e.Value.(node2)  
 fmt.Printf("address:**%p\n**", &v.nums[0])  
 }  
  
 fmt.Println("-------------------------")  
 for e := q.Front(); e != nil; e = e.Next() {  
 //fmt.Println(e.Value)  
 v := e.Value.(node)  
 fmt.Printf("**%s**,chars address:**%p**,chars pointer to address:**%p\n**", string(v.chars), &v.chars, &v.chars[0])  
 }  
}

打印结果：

{[1 2] 0}

address:0xc000016240

{[1 3] 1}

address:0xc000016270

{[3 3] 2}

address:0xc0000162a0

{[3 6] 3}

address:0xc0000162d0

{[7 6] 4}

address:0xc000016300

{[7 11] 5}

address:0xc000016330

{[13 11] 6}

address:0xc000016360

{[13 18] 7}

address:0xc000016390

{[21 18] 8}

address:0xc0000163c0

{[21 27] 9}

address:0xc0000163f0

-------------------------

{[78 80 73 75] 0}

NPIK,chars address:0xc000050520,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 1}

NPIK,chars address:0xc000050540,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 2}

NPIK,chars address:0xc000050560,chars pointer to address:0xc00001a0b0

NPIK,chars address:0xc0000505a0,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 5}

NPIK,chars address:0xc0000505c0,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 6}

NPIK,chars address:0xc0000505e0,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 7}

NPIK,chars address:0xc000050600,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 8}

NPIK,chars address:0xc000050620,chars pointer to address:0xc00001a0b0

{[78 80 73 75] 9}

NPIK,chars address:0xc000050640,chars pointer to address:0xc00001a0b0

在上述的例子中，node1和node2分别是两个结构体；

node1的结构体中有一个chars切片，其元素为rune类型，再有一个count变量用于计数；

在node2中有一个nums类型的数组，同时也有一个count变量用于计数；

在main函数中，n和nn分别是初始化了一份node和node2的结构体的实例化数据；

而q和qq分别是使用了go内置的list模块定义的列表数据结构，用于存放node和niode1两种结构体的实例化后数据；

在for循环中，分别对node和node1的实例化的数据n和nn赋值，这里使用了循环的序号i对chars的长度取余数的做法，应为chars的长度在初始化后就已经固定了，所以每次i增长1时，取余数就比上一次大1，这样只在char的长度数len的范围类循环跳转；

把取余数的值index作为list的序号，然后分别给chars切片以及数组index对应的元素chars[index]赋值；

可以看到打印结果中，对于是数组类型的结构体node2,它追加到list变量qq中，每一个追加，其chars类型都是单独的，因为在node2结构体中chars是一个数组，他在append的时候，会复制完整的数据实体比并添加到qq中；

但是对于node结构体，它的chars是一个切片类型，它在被赋值的时候，实际上是赋值给了切片引用所指向的一片数据中的元素，**切片可以复制多份，但是它指向的数组只有一份，也就是引用可以有多份，但是引用指向的数组只有一份**，所以可以通过遍历打印切片的数据的地址看出来，数据在append到list中以后，每一个q中的结构体元素，也就是node2，其chars因为是数组类型，所以都是单独的复制了一份数组，**但是对于chars是切片类型的结构体node而言，就不一样了，它只是把引用复制了多份，但是chars切片映射的数据区域还是同一片区域，所以他最终的值，在list中每个元素的值都是最后一次赋值的值**（切片的值都是一样的，因为应用指向的是同一片数组）。

# 结构体即使没有任何的字段属性也可以绑定方法

type **MethodUtils** struct {  
 //空字段  
}  
  
func (m MethodUtils) Print() {  
 for i := 0; i < 8; i++ {  
 for j := 0; j < 10; j++ {  
 fmt.Print("\*")  
 }  
 fmt.Println()  
 }  
}  
  
func main(){  
 var m MethodUtils  
 m.Print()  
}

打印输出：

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*

定义了一个结构体**MethodUtils，**但是没有任何的属性字段，绑定方法也是没有任何问题的。

# 结构体赋值时候的拷贝问题

结构体在赋值的时候就会拷贝一份数据实体，

type **Person** struct {  
 Name string  
 Age int  
}  
  
func main() {  
 var p1 Person  
 p1.Age = 30  
 p1.Name = "小明"  
  
 //结构体用另外一个结构体赋值的时候，就拷贝了一份  
 var p2 = p1   
 fmt.Println(p2.Name, p2.Age)  
  
 //因为是拷贝，赋值互不干扰  
 p2.Name = "小李"  
 p2.Age = 25  
 fmt.Println("p1",p1) //p1 {小明 30}  
 fmt.Println("p2",p2) //p2 {小李 25}

}

打印输出：

小明 30

p1 {小明 30}

p2 {小李 25}

从打印结果看，我们先初始化了一个结构体Person的变量p1,然后给结构体p1的Name和Age都赋了值，然后使用了另外一个结构体变量p2，用已经赋值的p1在赋值给p2，然后修改p2里面的Name和Age。

在p2重新赋值后，分别打印p1和p2可以看到，p1和p2的属性字段值互不影响。

# 结构体绑定String方法

自定义的结构体绑定了String方法后，在使用fmt.Println的时候，就会自动调用其绑定的String方法。

// 给结构体绑定的方法中如果有实现了String方法，那么当使用fmt.Println在打印这个方法时就会默认调用它  
  
type **Stu** struct{  
 Name string  
 Age int  
}  
  
func (s \*Stu) String() string{  
 str := fmt.Sprintf("Name=[**%s**]**\t** Age=[**%d**]**\n**",s.Name,s.Age)  
 return str  
}  
  
func main(){  
 s := Stu{"小明",24}  
  
 //直接传递结构体实例，调用的是系统的默认打印方式  
 fmt.Println(s) //{小明 24}  
 // 传递结构体指针时调用的是绑定的String方法，因为String绑定使用的是指针  
 fmt.Println(&s) //Name=[小明] Age=[24]  
}

打印结果：

{小明 24}

Name=[小明] Age=[24]

可以看到，结构体Stu绑定了自己的String方法，在String方法中实现了自己的打印格式，使用fmt.Println的时候就会使用String方法中的格式。

有一点值得注意的是，绑定方法是使用的是指针类型 s \*Stu,所以再调用的时候，只有使用指针类型的时候，才会调用自己绑定的String方法去打印。使用普通的调用打印方式还是会使用系统默认格式。

所以如果要实现自定义的打印，需要在发起调用的时候，保持传值方式形同，如果绑定的函数是指针方式绑定的，那么调用的时候就用指针类型调用，如果是普通的按照值的方式绑定的，调用的时候是按照值传递调用。

# 结构体元素在内存中的分布

如果结构体的属性字段是普通的类型int,,float等，那么他们在内存分布上是连续的。

如果结构体的的属性字段是引用类型，如切片，指针等。那么他应用本省的内存分布也是连续的，但是应用指向的内存区域不是连续的。

type **Point** struct {  
 x int  
 y int  
}  
  
type **Rect** struct {  
 leftUp, rightDown Point  
}  
  
type **Rect2** struct{  
 leftUp, rightDown \*Point  
}  
  
func main() {  
 r1 := Rect{Point{1, 2}, Point{7, 8}}  
  
 //r1有4个int值，在内存中是连续分布的  
 fmt.Printf("r1.leftUp x:**%p\t** r1.leftUp.y:**%p\t** r1.rightDown.x:**%p\t** r1.rightDown.y:**%p\n**",  
 &r1.leftUp.x,&r1.leftUp.y,&r1.rightDown.x,&r1.rightDown.y)  
 // r1.leftUp x:0xc0000141e0 r1.leftUp.y:0xc0000141e8 r1.rightDown.x:0xc0000141f0 r1.rightDown.y:0xc0000141f8  
  
 r2 := Rect2{&Point{1,1},&Point{3,3}}  
 // r1有两个Point元素是指针类型，这两个元素的地址是连续的  
 fmt.Printf("r2.leftUp:**%p\t** r2.rightDown:**%p\n**",&r2.leftUp,&r2.rightDown)  
 //元素指向的内存空间不一定是连续的  
 fmt.Printf("r2.leftUp.x:**%p\t** r2.leftUp.y:**%p\t** r2.rightDown.x:**%p\t** r2.rightDown.y:**%p\n**",  
 &r2.leftUp.x,&r2.leftUp.y,&r2.rightDown.x,&r2.rightDown.y)  
 // r2.leftUp.x:0xc0000160c0 r2.leftUp.y:0xc0000160c8 r2.rightDown.x:0xc0000160d0 r2.rightDown.y:0xc0000160d8  
 // leftUp的x和rightDown的x并不连续  
}

打印输出：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABZgAAACbCAIAAABgY2maAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAApedJREFUeF7tnXd8E0f2wHcluXdb7r3JveJuDJhiY3pvIZSQhDRyOUi/Cwlccr+0u9yFHISWQBIgAUIHgwFT3MDGvffeey+ytL9RsS3bknZtC2Pg7Ud/CPw0773vzLydeTszixtZ+mBwAQEgAASAABAAAkAACAABIAAEgAAQAAJA4GkgQHsajAQbgQAQAAJAAAgAASAABIAAEAACQAAIAAEgwCMAiQxoB0AACAABIAAEgAAQAAJAAAgAASAABIDAU0PgKUtkGC9+69jBj15yxKcIYIJL19DVUKYRj8OeqeasJB8nx84ppYXQD9jx2iw3nWHtUGPWmo/Xuejjj6UxPI4GBmUOEqDeugiuqudsLxvVkfC81m7dGmyiyiWvfcI8aMcWfzu1oRIIVZ8d7y8PtVEZW404z393vZsRfUijyexlL8210qQcjhjeS/++ydtCYagEArNa/dbSuVZKY7NEdtLWS7Z9vMZBExsySVFViU6B6qAJuMeij7f4ja6gMdnouWrrK/OsdCiTFFO426JPXpk5IkSMyQaCqxy8ZfN6P32FsbgvUCGrmtVzcbNT4dUFwaV5rVk9z3Ccd15CN2DHmzMd1ccEQJqwWuCyXas8zBSldTeCy1BWEmMwoeDyyodr51srUrXG1GWevSo+vBbQLeAv78z31CDv74NaZFUpVM0GOSAABIAAEAACzzqBpyyRURGTVMxV8Qp0YIx9bPc4qtJuzdv//vy97/7iq/0Y7JlqzkoCODl2TiktZn7TnNTwzl6RGSCX4erM6q8priV4Q2eCq8DUVpBEjK7PCg0JWCDls2TNpx8u9dEd57ThcTT1Z7vMMbQuDeewlQFBFqrYiC6vZqKPN3VQwcRVMHExU2MPNR45JxtXQ9We5i4qvxbIEFzMwdXVxoA/yxy4CBUTTxtVTj/VYizMUdajtaFbRN7Kzt/RQp/BoVgEzrSZJ6kZL1z04Z63Xg82UpQcGxVMnecP/7mPFdPA2DwgJFDYOxau+PiLd96Zq0894Fvb2FnpK/WK4KXoi6gYXcvU2VKZzR3HT4U/YdnZWRqrdHcMK4KgMx2sR+XAJCrhyjNt7XT6e8duxcRrlt/GjOauXf3mJncNLoHTuHkNPer0cRLRcLHztLGxY44nQUbg+OhMFpuh6Wip3NUnHQ3NfunGF9xGdlWdIG9PbnVasbDdE7iGqaG8lIKsfeeuXTedJTdcpBfX1OLUN/P+E1dVUqIwAJBJpYy9LcAvgAAQAAJAAAg8swToalrGyDm6/8Zju9cuXzwHfZYtmrVglqePox5eW1bcxMZw4WyKUDScs3rFto2L1y+fNS/AiaXVU1FY284Zw1xLVMviEL+ZnmY67Nrcsg7ugApyzJ0NCvaBnvYKtXfSyseimrzkcUkomTr52ap0FqXdSa7ro+6F6NxDh7V0vqcRu6ykedQY8Qk5i55O79vliz96mNNBrXInx04KWghFg5mrVmxbv2DdiuCQAGeWdl9VYU2bSDshlAyDV696eUPYumWzZvvZWyo3FxQ29fBTD8KLihaaxcr1ZgmH/kxowel6rJBAOztrU5aN+3R/5ZYyjq6lqa21qVPQgtfWutJyUnNbxQz9uZ1dHb2txZn5GXnl+YViPnm49cpAheQbGdX91KpgXK0XfjSmehcIa06fN7/j9r9uVHNpw6rG0GOGQdmt+Gref9JVlRR62P2SAoKy+WwvTmx4fjNfAK3q8lm8xDz73NFHbYPBlvcFTY2khBTcYskmh+KTp2Mbh5xQtp3my0m7ktVGpWbR0pLAmboxv0aVcXE6DScIfnJk/jL3svPf32kQxGQ5eQaXI23uSnR0tbXXZWUW5RaMasb5edF34x+VtEvkgGH9HZ3d3c356fmZAz9v0ff0aI08cDUb9Yu8/PLysrxbV+/HFXdSvEcQXL156wK6In6PKBuWiyGUjOz1uxrbqT4/N54207L2TniuaI5HGlQNG7RMx5Jlzev7/I9dYIADvSq/Td1o4H/Qf5r5Lln24kJXrfKMlDo2eR0RNCv/mVqF1+MqqJotKFMmNYvKYbjMeTmw+/x/w3P6eI2hp0N/7kw8Ib1FWrMU5xXBVZu3ZqFW0sn/xTSL/pbg4sa2JrSG1t5R7Vxn5spXfXV1jI0RPY/QFRvdupITa7tFxHATlwUapX88qpOCEcc5VVWqy98N086IL1BzmudviwK1rTVr7hwXTmkRR1dQU2Y+i5ZvW2jbk5FS2C6mMIJrELrWPvvIyehWHgSGgf28ABYv4FtbOlhr4jQVc2v7JVtWB6uVPcxqkdLUZVUp5M0GJIAAEAACQAAIPDcEhIkMmqnrEnet0tiIW4kF2TnFpU2EnqP7zJnOasWP0hp4A1mCy1y0a/sGN9XGrJS41JI6guke6DeL1ZMYXd5BeQIvoqWwsKKdZmwfGOTlwM6Oyu+kODbC8f4qzCRkmq1q88OYUspPHh9bdbYVJl+7du9myjizGDy7jP3f3DxdqzIuqnjk0PZJOatu5zOHhefepZrImBw7SbUQmP7KD15b56bWkpv6QNBEA3xnsnoTo8sETZTADFZ+uH2tq0pTdkpcWkWbkqnvdH9/nep7SfWDA1BSLagcrRkLZ1VfPZ7SRTDUtLCW+nZeSqKI6R3adfufZ1LziyrQHCw3NeHKjUSxWQxUAo71d7Z193IwNTML/b6WttEN2cBxiW1LeERRO+XO9dja+HNRMJV654dBnQVrWGknbhfxp3aqVu5zvK2E01eWtZFyv5Keqa2Nw5LNq2eplDzIbuWIrT4Vyzl+jORb+b1qyuweNqbovOpFq+6iNi1zs4FJr828F5YFcAriSyUGRjm3OZsNs49cLBOd3amyvAPl8yIyhYkMNR0NorNndAoAebHotRXTDCxs9Lq6VfRsHf03b3Ttzcgo62Ot2uzQU9SsIbDEbtqGl+cYlaelN0iMtIhbVxebwtNo8a0IJ9ht/Uzfmc7ONgMpAFtrKy0cV9dDBjh4z92+yR3PTitokziTH5FBYDl5BLrhteW4vtVgTgF9sZq9esWGOdZ9WWn54opCpfM2DohUFkpk2LQ+uJvfM5AawOXlaVzJfva0ttRXlGTkCrM5xSoe6xxLf/zm+oMCXjQY/KTHxVy89pBSFoPX2nArv1kGVXfjykVWfikpqXPYfSiEiE8ZyKxm0cR7zgtLjZNPH01uF5LpqJPzC7UvTy/slpZdRekJE3e/ILfBxmzKcvCe6adQk9ehYzH0n6h+7Txnb944x0+n7lFqfc9wj+RtA9frZn93Nhmh6zUP8O5NvIRatUgF0cxcF+nVXk6sU2dqcTu6Jea5OhuVnGcZVUbHF3a0dzbkphfkq05ba5z2zb7oVH6gRp/0hzEXbySLzWIgxjSH2auU447ca+RoGdsqdNQ3dnb1thZl5qdXqvp7dV08fC+pqCju1v17Oa2Sshgy7G7PRSwGJ4EAEAACQAAIUCYwlMhY6q6ZffmXk9FleQWlWRmZd1M57jOc3Zgdd2LKeWsNbIPfXGTRdOPQ7t+SsvKKU+MfFaq5BU+z5ObEpDdTfWiMEhmDWrKzc+Pu58l7+Pm5qFTczqwSfSou1Xp2db/FbDcXjY57UWU9z8A0T5sVFmjSmRk9OpGBMDwRZ8eayJg0O6XTwJ1D3goxaYg4tPuXxExeE00sVHMPnmZOZAubKBLYMc+k/sbB3b8mZ+UVJcWmdlj7+XlotN5LFsxLBZd0LYQS68UQ4tzvWW04rjt30xfrdNNuppZ3q8xdN73lRngG/6kd9auXo7Nsx4aZ2u3FhfWdol3AyHmZdcfN+yVdElq4pqvfdLWW0oZetO6aujqQlEKASl9j2AWHYlGnUjoI3HjNzhVmpclJxZW5mYVZBeW47XSd9BMnotDsqDAWTWxy0UqgYVVDcFUcZ3j72KNnuRboWS5NwXrVKyF2LTlldrMDi898dTFbkALjr0TgOi9y4ybcT6wXv8WD4CrNXBtK3P3zfgPTe467+1AWwMZGh4ap6vLSEI6+L2xb4E0rfoDSaSMaCaHssigAv3H0UEQBT123UagnN/Z2Ln328uDKP785jzoHz5K8JmZwqHruhYTCcextoN7U+lBOr7u6oCA1qxQRaDEQWZGRmXI9IhllMQhFZQ2iD7X10aX2oHllW112egGqgrz8atWAENu0k99ey8nLb2OodKTGZWUVIl9KE+/fu3AjWWwWg1emmu9bb7kbqutaDyypYLFsDRV75bQMBaklllPA1ldmaBQmZzeJX5+CE/29A9kegqsRtmU+FnHqWsXIBBAutbe6rtiyxFbFwFyYgmHZmNmybPQV+hSYJoPLOnwXr9vs1ZsQVyk+MsiuZuVdFr7lV3PscEI9V4gdJa3K63U3bDIrfljSJvl+jVxsb2kozy/K5pFHlVJB9w6dVnLmn2fSBe1q6JOVev3K3VupDSOyGKhC5CzcQjQrriQ3oO/ajv4uWHWviY3LYDu3NrWxsXTUV+jXcNrw8gIfsY2c31ZwnF2RmZxW0svB+zs7+tgc1XkbF+B3z96twxkcLukyH4IrH7DMs/bSnfwe3CRk8+5lakn3cqvaelAOGlM0neUvl3RHmGtGcZgmaQmV7CqFeq8CSSAABIAAEAACzwMB0USGVkXCvcTagY0kbd36fr526k0pN/Ma0djEymP1NN2i+1ceVgnGB1hDXWNPQ0NJeXlNJ9WpFD+RMaQFJzpaNZzmOGnWJ8eheeEgboKrPefNNz7cNMtDviwuu2XkaIPTwDb09XfR6UmIzxGnmq7ntG7Lmq1rw9aumLt4jrePrVpnSWFl57DaJJT4exDWhQn2INhqdJejbTIDIzaC6/bXQzs2aNcUG817Z/vy9Yt8A511+8uLStqE8wqC5vHuj2+9toS3Ewd9lhg3XnxUK6oAbaL5+ZNl+jW5WvNfeHPTolUhXu6meHV+WdPAhHmohEBTRRxnOgcJikIf66Z7Q4/gyJyV7ggyCW2mmL1m1cvI0+VoM4WdlXLryM0UaNSo57z+lbUvrQtbMcfFRrGxlLAJshu2IoNQMgldt5K3q2jZrJBAewuV9qKChm7RsSyZnXSm/dpt615aH7ZynrudSlOz7YZvd/lgDx/mdInUO6mpUrVouAQucZJPvHwtpZFXJo4TjQ3NvU31xWXCJqrhEsAXCB8QYHdoO4Q4aNamDE/GSdZCYMz57ywzys5o0TZlsVwWhxhnnLhSYenp5zptpju9sUnRxNphyYZZepWZuc2UThnA+5pTc7nTN61d5TJ8cZOxy3LL1htRw563izYwLe+lO7fOnW6nxq2vGnc6g8Fse3t78d9fKHttfrOnikIDq/jC+w3YA50kkW5FKHWvXl/6ycbyv6ysWR3Q6qSkkF4gPyznIjVMknYlxZlbjnwcplkQldIgbAnMsNf2vzdTKSM2o0X4P8LeVFuot3jjjk0Lls/xdDPGKnPKm2W774asDROYdtgSg4SzKQ0YrjNjxVa7hojwlKLmPsFpDGhriVnt/fgqicEQzala6uoKsovzFWyX2Ded+d/Fszfi4qv1loXKXTmV1io6xSWY3gssG2/GSNzbZTJz+0oLNU5bXnJhTUdfXXFBamYpw3f9C+7KnYWV+RWx1+8X5+dl3Q6PispvEzNbIxQdZrjTU+MyBVFXw3oeq+VKgtqqOb1nTqS3DFqiYjE7iJF0LrN6AskySXs6htI6Niam+jrGZia2aN6OsgYiKzIGt2ks3Lh2pV1X0iMUxUfixTm9bR3CAzFws+C3w7r+OPKoDkVywmDJ+5v8WpLjqyhs4qCbzF2lnbTvRpQgg5NfoeoerJ5y/Je7ZcLUUrV6wGxa3KmMWglLIUQ7gYrXkm1W2VfydT1dhy1AsLXz3LDJl5aZVjL8ZjT4W233EP+eiMPX8wbyWZVqHsEaqb8OmoH+H7cJMi29dr1IwuEQMqpZgmaw6tXp9adO3KodthaGaCkt05731kKN8vTiBpHk78gYwOnvHwSl47d9rVLEoXulbFwjcNlbgYrlWdVS8iCCohjmHqFaQ4kM996HlxLrq/IL0rJ52S7EoUiBtVAt698n796+dl98Ix+wqb8XbY9FG6d4LYdmOXt7UP3pX7Pbp2/8fotZVVJujRQvkBmWs5dpJpxKRPaaLt3omH/qfr+7q7stP7dlg7aWaNF4W0vQP82DVi6fJV+YUIRC46gIIKNKkT4elc0d9nkY84KPQAAIAAEg8AwRkHzYp6KuvgaGdXUK942W19UQNFtvD+2B8+Txuvwbt+NS6qhmMcRCQ1uk0TxaccSpiErW3m5aigqq1l6ORqN+htOIlOi0ZtzAb/roP6K13wYr3lwbai9fkRh9+eLN8JhiwirwtXcW2ou8S4LADVe/u/2lWWZYRfqtiLhHlTT70HUfveI54sBOmlnwFj9Gfmz0zYQa3Nxry87V/qoDozpuRdSFG2fPXz97PrFU8qlyhqEr5ihXPbgT+6CMMPNZsOslH83Bxcncqtgrty9cvnUhurSbIOrS7/G+8z+xZUMP/UicJXOEoBmteW/75iBDdklKxM34jCZVj6VbPtvqpCyyRpqgm7/wztp5dqotmfE3owp6HBetcBj+JBk3WLlz2wZ/ZltWQviNuIRKOZeFL368iSV6vBmZnUZrdrww30m9NSs+4n5uB2vxGlf6iIqlYqp0LTgdlcnpE5221OSER8QlDzTR0QJsnjROG94JpGnhNldVstX0NGlt7apujuyrv5zIbCrNzC6S1+25de7XiNir1/NbNOh99WN5hN2QePiPTK6ltbXIYXK4HIPO4Ug5ya4q/JdvziQ36E3b+N6ur99dPI+lOqY3O/AyXHj3jp05G5x6mjL1/7ir1Wpf/pb7yKfNBK37Lx9mvj+js6+I+cd1/biG/hnLs4+/3K4+xr0E0roS5WBqFLIkiFEWfTs2vppu4b9o5xZ3tTGaIV0VWWCRd1//4gxVmuPCuauWLNo+l37pwNVMcWd7EnQlNZH3gIgq7UePcmm4g4u1Mp1Op/HOpDCZYV937nYJxzh0TYDd0CmQNAady5GQCkPvYvAOsc6JrtCm9dRwiNa62rr2fq6c7cxpXQ/RkQFdxZieK1kFcdHEbvhFtw82TfvzUZtoX2DQGRxCUkKOdzqM9ANreX+duX3Xyx/t2rLAdGR/x2mdxVkFKQ8Tb1yPuRYRiz4Pms1CF7p0nfvm7e+uC/5n4HPrv5/s/cv+R3VSV+0RuO6yjR4Vf15PZwvCF7ef21JSROn0VYwYwYOpr9tRVzt8PQWHQ+XsT8M56z5bpXP3l/vJWalRt4e8uHq7iGZnQRSVsVUkHng50goJ7ZXTL+XUEhnULGpgTmtXsFLOnMwatduRxi0NP3W6yX3nZ9u3zkWrRUh6L1rR4L18hkpURDR/t1MvQ9Nek6gZ4IpOZqHc+/ub6zr7sH6M8k/Quapec3kHKi/b+tpXOwNNaQTaLDN3hXf7vdh8DGf3c2mVBckdODqhRkdHWawZBGa05iUPdW3fLevnrtq21D7z4p/Z1XnppZkpSeHXY65e+HPf0YhrEbzWe/VuHUOuvYajpCp+PCWDSpEOisBlc4elXB0gCASAABAAAkBgShAQvfHiCho6+rra+rpMc5bLqjcWeir1F8WnVwuGDtUPLjxsUXJdtudv69fNdWbpMEYe2i9Dd7ozIyIKSitKY68/KhVXLJGX+LAWM/CZxhJ5S59QUNPK3oDWGH32u1ORF8Lvnzt75st9f569W0WIvNmQ4T59ngmjPPzIp/uvnLl06/j/DvwQ1azmFjjLcJgyVc26M/93/Pj5yNO//fL5b1ndyg5zA4Wvj8Ox+vjwqMvhUZeuZtVIHFXKaVZF7vn+0plLN49+d+BYcrei07RAbaEKHKuNu3zn/OU752Kr0Ky3OSsGfRd8RHdE8yackp0ldYThFjjXmFZ67cieg9fOXoo4wjdD0zto5oAZqHzc3We6DlF27Shf5vqBr37LYjBFQTBcA+eZERl/HPjy2PU/L9089sOB/dGtOr6zZmoNwyWtUpx8ggzw6oifB1T8koqJWMAvhoqp0mkMWoMG4hq8Ziz8aMiP7ag8KVpwGif91I//+CW2wjTAreL8/ntNaGDd04w7OnETHvBWQfOvnnZqs6dBg1vjrh37PT6VP2tAQ381VVxOjo6xOVLSITinPfPWpX9+/K8vf0+sY057Ydeur99bMrZ0hnPDYn2s5Lrd5v1G/ztv+LcvbKKJkW/NkPOoX2XCzbvMl7lguPdb+/9LktfxqV46rIGQ93wpXYn8x0IJOY2KW3v2XUa96ci3P57JY6t6eHqN5x0I0hRKacM4ra+irLS6tqU0LaNcU7/pwh8RdaiylOwDhW+f8TCg67qgd20EbvzL2//39kxzkbeiiqpEb4LwQG+hpJstfW15sDmTXhh1q4bATO2D/e1stAbfByknx+D0S8hjybNmB7beOF3U38/mpUUEhWsG+DuVxNzhtcGOFLbJPDPpU0RiVApIpeXRrQeNxou2BZoOWs6g09DsXQKw/rry1KycmLtxgnRDrrrvEpMm3qTueo6Cb7BhpSA9ce/Q53u37Dx6rVxMPqSnsa6qlecCerWnoe/Kt0M44d//eqmUF0/ljH3WL7SinqgijO2XblodUH3lWLz4N78o6mhIezPuiBSChjVLv6uvd8RrKsibKsFVNLY0U86LvFxFYL3d7XynCUxVX99w9lpfzqVDe3++E10s8d00XO443wkiYtlEaxYl15h+yxbhD262m4fMH3h3zGDGKnT+e3u32Mb99M31NvtlG/66JdB+MLkvDo+c/by13vIdSlYL+EWF2KnjOtYDxYa9+/mOrR7i3+GCTp6lG9gL3lzjZyboFxrztq4LNh6ZEZNYK+yGvLTCR3HxUWV9yq0tVf2Ycei6VXbdrfIOvGLtNWn88hdv2Lzns20vOIoLJehhw63kxLjbv53NV9au+fNCST+NaKlpUvZb948PQ12VlDxXv75rAe9GpmGnmvjDT6eiylvFL9iZaKWQtzzZ3WHJdYEEEAACQAAIAIEpQ2AokYHj8tM27vr6C/T569531y225WZdP/nD9XqBqTitJ+HnH/97MbVOzS5szfqPv/joy7fnusnutfCiQHBaV/Kfx3bvPXQopkHsExicVnM/vprQcglyHvUEBL0PgneGoo2NqnAo31Wcci0iKVfkBRw6RroKWGtWWjXBnwag2WnWjT+PHovKHD5x5BQVpAyMOdvSCsswTE9PdywVRxRm5PYIVXQn5VSiYyL1hudKqJQmxVlSR/gCbTkZdQKMqBJTcqrRungDkbUsuvooKdWWjRZNC2SwxrRc/jvlBi5tY10lrLWqTl6QGjDQ12iobSBoTMPhC2Kk2Kmmp6WMdeZlVw2oaEjLHqYCqaJiKt8FyVU/ZLLNC7t38lsy77PZgwrmYTLStSg7hq01SfrfmVJB5dJY/n7dyVHCjjJUDnp1BZV38vGdao2/n9fGULMPCFwe5mIij6EFGRhveTbJhXM7cu5c+fLv3/7fyfhqTfcNu3ZsciL7zcDfNfV7VTH51CxFYS/AFGKyR47mDY26FTGlpAyFgfZDv5+tiuHd5mNsxhPuSshooigrv1fYjDsy8tCUXVNXj6qzFOWk13tjzIX/nn5QoOPv13z9p0e8ZBVO6y7JLkh9lHQjIuboP/fu/hlN3WNO/Purt765XyrpnUrG9jY9NfV9xZcj+xe9t9S+mxdirH2d+yKvXi0XHi2J0no0en+/uLUQBM0kxL3x1LkS0fwCQTNdEqJx/3KKYMtCbXS50UIPqVkANGVWtPQVTlMX+pooYW01NRycnXevxvOdF1jCF6YyGCidImlFBo5111Y0tfYJs4RMHfWW5haKnEXFCAXzpW+98rJLzZUzD8sUjD2nOfsHztm5Y5aNroExWhJI7VK38VtiV/7TrwW6PsK80sL5rqbyqtbT+T4uWPrB3//y/lobabkMEUUGQe5a0VHlM17ctcrVSEJCSqxdukGr1rso8laFiS4c4Fqu+2yLXXZ4eCHZO1AmsIVnwJ4J1Swvi+Exe75Gwv7fEpMe8BbLXL1epBE027hKuLTk6o2qXmZ3Y2VL/q3fd+/+z+cHoqW82YpQsHxxpV5FIYbXpwoX12S2cOtyBN+vXi9sUempKhD3phDU2wmMUyOUfFDG6xc4VnPpXu/SXZtm61JKTOM0rI2/WAk1YEHKr/J+xIljJw9c5K+hSG9k88u/8vtPb+3YdyJLTNWgEkrv37yW0Wa6ZLbSrWvJPSjjpmpmSS+4cPLXYiNnU7QypqeitAnZ1paelNQqpaVOqFKo9AAZ3mGpqAMZIAAEgAAQAAJThMBQIoAg2DnXfz9w6PcDB0/859t977/7r2/O5zWJPGHAsY60a3/u/fCLnV+e+P1uhbxD8Fu7Qm1olEYVMve2Mjq5iKsyLcBJbsSzRXbq5aslvVZz/v7t7u8/f/Oj15evmcPSGz4YlePtJWCjk9+HroaSqLjU3IE9+YL/54g88MS6M09+//OByOqxONLf1zf0hK2PdxYcWqs9lgIGZCU5S+rIaIFetGEYQ+vah8yQ59k0jAabPWzyggRwXC90pzAvgFIDX662xcX5IslOBgM92+T0igDvZY+cpFMxVWC0xKof8qki4uc/eC05orh/1Bp6ihUgVgs6kF/bJeS1GS2XrtbpuboGz/YNsjFfvNqH6FKezn/kuHC+k5G8hvO8wAWhIX/9+7sfrLIS3cUjUbWqgf+iJdtf8NYsTbhwIzG7iZBHWwvYHEGKgfzq76wsqiwpa+zk0lEChOKlwEA9l94jWil9I38sz+vddNGK6+5FMlzqWmTUlVAx/b2ivYk3PaGJNmOKXpOKSW9ddAO/tfYFxy9WsGk4XUnDWEexp6musqmHQ+HoBIFqCz+z4kheypSdc/tSvjJTA+3xMZ9pW/bHtVplS0srOX44lWPI4bxXU4i5VDoTLqENJMMahu6suQ5Zly8UD0SbtqS4/ukveotfMM8vk+Bye4ofCvd0XH1YgaZxghLLU/O4ftP9BevX6CidInFFhqhtaILH1KTX1AwuSiLFLCLQ3cKmy7M5aoYGGvI0BUNnz5kutLv/2ffzw9oGiWsXhpWvYDlzW5AOeg9QA5tdkZeflpQcEYFm4GnlfR2F0Xwfr13c89e9u88UdlDoUISayzrfzvMXU2JPnLmnMnv33hfmm8tT8YdhHrzNv/r3W6PvERwOtzo7bSBNrqahLSE5gs6LVLfyFCxD4AeTAEctTMdR+E/Bf04zkMOleTGxmqXpaLXFnbhZikCx+dugMDkjY53KgoKBu7yiohKns0WwT6SpTQpPAtMK3hzUdvrE3VoppwUNvwuLUBab0mGnP4jrsJ4baEClOkbL4L1l9+OqUc8d/Sc5A319CSMZeZt5KzTif0sUtMVuGmvV53uX6t45froA7Yzp7hCfhxmhYWKVQsFb2d5hKSgEESAABIAAEAACU4KA6IoGblNh2oNH6Q8Ss5Lzauq6xWco0JsjG4uywk/+/OWFYnRORdg0yjMn2frblByX16/s4u47fLiONrrnXz7ywWc/HT0fl1zcipaPhqzZ9PlHc60mlnBBSZxS9G6CSrJHarL1cbA0Cc4+Jm2jiyWIxrhT/CTXwOfHw39GlowSlGQnetKH5p0iA0gKEwrJzpHRwGkdBUnpqCXHFbWNf622WC00veDlAc4uMzaunGat2JQc9TCqoPTqsZ8O/xY58Jgxs6qvNeNmzLUbEd9++I/PzhV3SXYVpUXUTJ2Xbtm6941AzfzIo8cjH1QKJ6/oWXg/h3RBBu+QBXVLjw1v/+Xbv62ea9oR89vPv2dQbRT8DA8XndQweNFo46dFVStvwvxEuxKpoZJbl4JV0Pt/8VGTc9z8xpqtq2eHuDHx3l7j0PW71s4YnHzy9uRveXXPZseh03BENBJyDqEmRTfyBaG1696hg3/mYzpBXrRbNzI5eGeT/uI3p/N2dsijzB/aOSLGVry9Gb3qWfQPhKrreq/6X88VD87Q0BKzR9czjF/YEGooKRE2+u0ZA5Klxfm9CsqCpTloXVC/pA0uw21TsLY1qSsronCs5iif0HKk8H37vjz5qErFasZ0S078hW/2Rzys6a5sUF/z7kvrvXQYUk9CUbQMeMGn9dRp4SN1TltDRUP30EmTpNU9XICg6S19xb/uxOkY3nuPOxJ++e1ii/U63nFKJBfD1P/VUM65fbcK+T1Y2dItbCgfYaeLaTiFCNa/zP7L+3/97K2Aof07IgXLM7DmvITBw0GuXo/LacYas0SPC4lNrEHrwKTccydUs2g5XkHxsHscbmNsVl+eP5hRUlFQlJh8GPIEneTqvXoOM/rMnwjHuJaZ4OIyg2jBVMyDtMTUOrLaEPN3JQvXwRrhJYlcdOQGtq6gBTsff/DmB6+4DZ7/Nfh7Dbvgd1+1aarWWrB6/soFAfM8dKpunDxZYOhsTvRzFRQUejoHzm1l6OnqSRxjTKhSKDkr2zssJZUgBASAABAAAkDgyROQfNin6Pibi5n7zl612Nl4YEyJVl3WZhU3YHK6+sNPShijR6q8k8/Qs58x/oy/qDs6Lr9PnhXoN3KTLbKtq7Yo6kbEz0d/+/yTb768WStv6h/sOKSCzduKLCcv+piNaRHk72anKdvVJQx5+SG88gpo4QOVyam42YsEZ0kdEQjIiXiqoMBbHCF6jmAfb8I8TIZ3QIPIxRfg1Ofxk1xDnyz03rkRtkqqlJam1n5M1chYmHNCZ1iYGo1sNlRMFaiTpIXgeUVXEHFWXkmRgZYVDzzZFgjIi+x8l+P9Az0uo8ocnWxy8djJ/+399rMfw8MfVbbwJ26c6tICDdf5Lmr44IxLS9dYUVpboqsaTJsd+vbf3vvXO0E6JRFff302PLdj8LwDVCZakSF5UT9PKUqCaFp7b3xn57cfrpip13Tv1x/f2338VExlO+WlAfWNcmys19xY6DzB5bCMBrc2CIH08d7jwxFFqqTAWwohcb/BmPsxmq/zmp+8yKmBSnKop0j3fuxqKP9CSmDpaexsb6krSo8+duj0z2ciwx8UVnQQfXQN3b480cMp0ztU6K1NYp/U6s5gNV6JqkHzGv7UBu/tw61nbnXvzOq39PF2m+GMdWuGvLHYmJfIQEdkUHjvDZoxTl/pkP/L1ezeYZ0Rb026lKy1dufmhdbizxEZccAtajXCUMUtvXfsxj3B0goUFdiUEhnybg6ObYUpEtarEUqO3o4Su4Omnd/6V17+15evLLfkVFX16njM3rJp4dplwUu9lIozWu1ffHWrh8RlbIS2tZ924YlTyTUUWJE3AXWLhRsC2Bd/PZUnvCHhRMO143dL0dofqT8mdOwXOTX/cfhefi+qVl7ddpblxkY9uMY/x/Tq9exabmsm/1TIaxGR//3ks7f/G1cubudR5a1j/7rRIt3O/Av7/++6NBkZ1iwKMu7+ji2PUioGs7GqSiq9vdIXyhCYmvs8N/Ru4LP85BKNckQSdXzkAcwD2ZCKa6f/LB7PbbqrvCg1Le02SjELNrZkNnFrB7otb8HO7p0H00TXnwqM6ZHT1GS3d3RU3rt84+yVuGzMat58L+PG1Bo9tF5mmo2avKUfPz8VOn/nuzs+FJcKEZQjw0oR2zxke4cl7ykgAQSAABAAAkBgahCglMhAqQEly2mLFoXOdRiaBTLtzLXR6owGSmsrxTqL3vEW4K6HdVUW81/pOngRXGWPlVv27n711UCmlCNFuxOSUrpodr7uOqLv4DB2X79uQbCl0C+c1l9R3cLBaHKMoYF+YxV6q4SGo5uhYOaJzi13mr9q25YgJ7Iz2MdYZbiVo42CUIWihz06UqK5bvRYn/+Ai8GbvEm7xDpL6ghfQN3eWU+AEZ1F525viBENNei8joGrvraRLSqD6bjaDTuJs6myvhvTdnQWHvCInv2Yz1338btL/dXEDCjFV0pufmYPzWHhuuVe5uampr6L18+zGLlunoqpgzaL1dJa29yJqdg5GA9Uq5KfmxlO1JWj0034FxLowlRYDoYDNJRdbPUwoqlWwhM+sVr6y/KS6gfewosrGpnpKHMVpy9dumSRn93ggbItmMP6Dehh8sh9T3wz0DtcF761fcdaP+Om6G8/PfDT3cqOUWN9Bp3OlrqoX3fu1q/fXxLErI88fuC93b+MKYUhoEHkaj7qxrwXF2/37rI37QpdWrbGcuR8rbpKqQfr9nTuHSDGmeHQgd7oWyLSfsbYKUaKs6saGzF5lqOl4ME7esWphxMT62+oqplgwWJ+TnDVA7ft2Pfdux+EGUt5yYvYekfFoezAD1/9fj6xqnXgPc3oP7kcMWmwrvZ20bSUEDhXz5GTeqmQi2p78IFzTzfK8Fm4W2swuhsLUxNOR5cpqyriCnLyFE5IQfMjs6AA9ZgrGYZ+giUhM6xUFc1cF4TMe+dvby/Gk+I69Xzn+rmJ6ae0UY/JheERnWmam1os3DKAzOjrHZncGsUVnXjq52dT9zCpSNLiI20DCzWJm6S65Y08zImC+Af347NS4mMf9prZdib9ceHOhfDY8Kvn/nc+v0vyy0rwpsK7ibWCk1MmetF03L3V0s9eGHmSRU3sj/tjS6SWjjfmXLie08i3U5Chwjk9rd1c6q/YEBTfVFPXRTbt727r6JfmryxrFlNwCHKsuXVH5PgfNVXVzoEXmUlioopX3I9JrB+4O4xvRQZOEz3sE21yGl/9olyMupoSAz1GYLdX1XT0DrQlGp3GYJAPfnrSLnz86S+nY0rq0coSGlFZmJuWlHLz+l3UOK8+aKKxi29e5mdGblz/+n3xqRC+2bKpFCnhi5D1HXZ8tOFXQAAIAAEgAAQmmQD5vVxgUPbtezldWsFvvf3elvkrF8/Z8PIru1da4zUPwhPGupqCbuQ+Y3HYjBUrluz89JWFxuz88DuPRixJVnIKCbExNzEPmO9lLoUHOycmuZ1m5TFT9OjBln49n4BNb766fVXwEqRlzZqPV7Lonfkpg7t80bqIlOibFf0m87fteX3R6iVzN7/x+pvTNdvSYqifgKFs7bE4LAh9lix0NECPnPRYgn8uDnUwGsqqdDfqzfl0x+LVS+a99JfXt3god2XER/OOBht+VVeUdWPmM1dsXBq8fDH6+Dupi3viJM5ZUkf6U2JuVXLNF7z86fYFK5fM2/ZXZIZSS0L0PZGjNomU+KgG3Dzs5U9eQTKhr72/0Q0bZmV/WkxEGdd66cufbAtbuXj2xldfe3els1FfZYHY483E2Yl3pJz49VGVgvWyV1/d+8lr27yb41NHPtWjYuoQOHFaiIzY22Vsg5Ctn/Gqdd62nW9sdlNoSbgbOTAORwK3ytlGIS99xqfx8s7XNzjJNcdFCV4NKOYSq4WLKegYT5sxc+OWZRsXuzK7WjGPhcsN0n/8PiKne2BCRdTfPPVQcenru9fbjj5fEMcaLh25fPXs4U8PxOSJvN9EUc/UzlhNkfeaQHljA/WeLqk9q7NckML4PbaK+ioMUR/xds1vjhsWKzS9/HrGr3sy/u4jdytl5Gsa2Em6ZyporMW5x9+oemNZ9e53cz7y7GuMN7w4uhmPO24VPriZ38ucufHT1xeuWhK6/f2Xl1rQau5EPRhrXKFigLJ9kI++uoqWQ4CLyVgDi4g8QVc1d/aYH+of7MLknTRC7cJpdffvlvA2gPDXYwjaClF1f+9HBw6ci4vNqKjq4DTfOfHRyUJCSVGhl02+jY2mQy+5E17QWZmfl5aUevNmzP2ijp6ytGsRN7/76B9//yXy0N5v9hyITB21cop3+sWIub+4N2EqqSjSunsG1s5LdFLdY8Ey44zT1yVnnnS1TSS/c7Q3/dz7X93vd/SdxuwprWrv4eeF0AkLbnPnrAlzUUv880Qa+R4r0hrgHWNpqiftwBpuY8rt9KHjVgdKRPt0qmvbKFcymu4OLm4hNYpUgIYeIeD0MaVpZFazKAVgu2S2btytGJHwqKStptjcLv0oFLyjrVH4Blyeg7z3DA9c6DU4vMpVM/JwNrNhGTIZo986JhRFRyaJHvYp9VgQiRgJJeP5r7z6gkLU0RLbV1a6GIocTcKg0aTu0BGWiZIXHEHWUk7VxM4x0F6lra6TTaBTP3GL2Z7qRW2G/taGg+8akmiIjCpFcviS/R2WtG2CABAAAkAACACBKUCArqZljMygmbouddeqSLiXWCt+2IR3VT5MrsK09G1ZNi5OVqZq7LKkez8dvZs3fEmzdI+QlmUe+ppmNo4ONjam2vKtJVHnTh++U8cdMaxm9yiY29trccqiI8Nz0ONPCSahhf4dGjMCHQzZubeyhQtDcHZdanarmrGFi4u9u4uNlYFyT0XGxeNX79cNjYbR5ufMhNxmRV0rlq2rk4W+Qmd+9LXDv6fUDz5oJQz8lzjpVqVfThr1Lgq+h3rTV+1Y6oG8cHQw0qTjuLoB/7uNgx0t/0p6BTq0jcdTO+v0yUQdr9l+jtYa7PKUO4ePP6wetaIY59QXVDLM7Gw9Xe2dHaztWMyOxNiM4ceOIo2IgRhnyRzBsfas+Lw2FX0blq2bg6k21pwZeX7fmVzRqS9OtGam1ykaGdva2TiYqrQnh5+vtQpi4bl3HwpOpEe4spMKetQMbJ3s3RzMDZS686PDj5xIqhb3pFSsnaiQzqqce/eSU3PzkqLv/nEuucPGP9iGyImMz+kaeBRMwdTB1iWJRha/WpGzrs6WhgptWfeuHPg9s2XgISdyJCshr01J38be1s3RVJtoyrh9/odz+aMXRAgUjdaCXg+x5m873ppnTqvOibh0Pyazskbe5fX1urf2n0ts5TtCML0WmDTeSC3rb8mo0li4wa0/+lHB6D7SVY125nCGN2wOrmThEbBuy+pNy2f6mvanht9IqpM4geqqLMoob0ePCScSQ9qqNC7cYcbmaN2LMvrvWa1224bltnjSbWZS52ClyMUnaKGXC7jYtQQ4tetjivG3rD74Q62Zul6yroTjPfmPshsV9GzsWW4OJur9dUnhZ368WtojAmd0dFK29Qqxly+MFtNTpAHp6x53YEH7ocy8/ObN9AlbEDzPncmtzomKzs6t7Vay9ZrHUmZoGtrZmgs+NiwrjZqHUcWSD4zQsg7xkUu+mdco2GHCh4mmRvLyOBedjEHg6h4zlhvWhd8t5h3UIOGim7uGauWeim7k/b2vu62LjVZ6qLN8gpQKbmQIU4w4eoml2BIIJadZftaKXA0TU1trU5a1lYNuS9T9ki4czdDkdXQV+7v6OFy6a3CIQ2fitYwWKUiVrIN3rtO9d+B07KAUwWBNn2nbmxaTi9ZS8Ap0CwlZaMtNeljaLi5i0HWcX35zrnLyjVO3ilrQ83N7Xx8863ZOQ01BcZWi0+Y3Vs8xI2oKyhslvIxWaJu27XxnTkGbgZebGfKI55SNhZ29sRoX0zbn/9M1aOOWEB/F8vjMZvZoJvImM+ZqFIRnoV0/os6i7sdb3oX+E5Xvr5AakdNAtr5AleUzS6XoWqpIqg83CFxkVBOeUip5aYl4wgTdJmCmYfX9mFLKO2dkVLMo76Pru2qLTfqhEzltAy6jLuAxb75VY8z1gbstleBj6j3LvCk6pph3/5WzdF/ArL4UU8I18tr8yhyzyodn75Z1iEOqYmlt1JTzoISXRkOHcsUm1fQMp6fCmhamU3kpUeJ5GQSms+Td1+Z1h399PL2kODef5rz5lVA/Kx09HQ1tTVUdLeX+hto2TFFHR8vYxNja2sLRzki+qbJBJFajI2w9FsxbMjdwXgBqSsq91YUJaXXdvLcF47pey17zKj/yv8hsrvmSbauXOKp2V5ZVdUoI1zKqFNTNpYQv2d5hqdQsyAABIAAEgAAQeOIEcCNLnyduxLgNILj66/6xI0zh4ZcfXsqhPrkatz7KP6T7bzy6xSp2/55DqROaag4bVU9VZ0dQoVIpDhve/2Bmw4mdR28OzJkpoxUKUtEy1jJHy4/WwnSyV83LLuE/ciSULFatcyi9GJ7QgOu7+M70tjBU17W3rDr4l7OpvPGu6swXvKtPReaPpWUSdL2VO9aY5F4+fLUEDZon7gL1EnxeTP1hlvK/3rb5Y7yVQl3XFJcU27qMF2x5xaj4ytUHjyp7BncN6C54bZfChQ/PD61HsF711w1th/8RIbLYZri3hFnINzuUftp1IUekftG2L9sg/yAXSyM1RV0zw+7IAx+dH77jbnghijO2fG0R9fYvhaL/bbLkrfc1w0f8p7hWrbPys02Mn/99upzfjE3nfb25/197I+t4jVbe1Cdg0VwPW3UFNW3swfdf/ZQlfnqGduSZBCxc59F16+St1OGLswxnrH9nua0mOuiEd6KNnAK9pyL51qGfEypFtuTw9HLpBtNmLHEhHl27n8Q2mTXd2dZAmWnprPzwh92XB576a9hv27nOs+jkm8fzpLQZgrVo3+r2f/w3XVGpt65haAcBxWZGqPr9/QvjazvOJg/vcYSK0fRAFzeUsjbSUq64/t5XMU1kXdJo8Zt/Z95842eetQxTjzUhTiZMfRvTyiM7TsWPMZGBmkTY+393S/riq0jy1TkCTwmuLGoWU7IPCZ2hmHnmUp4gC6xt4z1vjpuTobaBduvFfx68OpZtXxq62r31jT38ctTnvvSdTcK2H9PRdw1TY/mqinpJbymWUHOEmkXoHHcnlrGRoQHt4eFdvw/sGxQrr2lg2l9dPvDmdYKu4ejrNs3RwlxfQ1NDVUVBjoG28KGlGWjnR1/Zha+PXSgfmS3T85sd0Jt2PbleYD+vTnWs5i2c4UKknTiZWMk3nqBp+L245RXHwm/fuyzaowctkkmlUGzJg2ITv8OOVSPIAwEgAASAABCYfALCFRmTr1gmGtGpak0qdnPczWklMUnjOctcJlaIKYR0hcs4FE9ZZ0f4ItZOQsFkRoibG++RtYWTu39YoKlSRcIft0rFPo6jAmdyaIzW0lXfgJ4b8+cMDBt347Jb0WjdCnqm2FlfkZndYTeT1RR+9WoZ2uqOrr7SjJLRB8hJ9w4nOrMfxD8saO0ne/ZLhZJ0GUKhe+n8lgBWlwery9ejfmNQm0qF4fcRyi2PX/XEjX+sJYhtXe35KXeTStEGENEXMWiYmalUZKbXDq2/UNbSJCoK85skP0XXMvMybH30oHzwWTfyBcf7m8pLkh8VKri5a+RfP4gWCkmd96LTWYyach9VDDvCQt3UXKMmJ7GC7LWlhCJTp78wrbSxnz8943aVpWWXdfESFuh0h7aqkoSHFdruVh33zv4a2yJm/QJq/HTmtHnTLFsTT13KqB7+FhVUSEdpxq0b967ciLp2I+rq9buXrkXfTa4asRyDt9eD5WLemXH1bl51Nzr3tLUkt6BSyyOYWfznueTqwQfjvQ3JyZU9PQ3FtVIP62CaOGBlMSmVTd3o3dFjT/8pGTjotyY9qhoRjnB2e3lhYfyDCkUjLOr07Twyrsh3DVNTuZL01GrezihuW01aarminXnHrXBBTBhboyUUzFi6jampBS2Ut7ZMvGY1LObNtqVlRl1KqBucvXc3VWUk12jZa+WdPXu5RPramJEu9nYNvURGyczWprsgKp+3WaW3rV3K6SeSQOF9LYU5OY9KlN2s6y+eih9qJ2J/0NPRJtI4caK3obwUbcKKioq/eTP66vV7l6/dvXT1zsUrkRfCE3PaxHTYzorinJouwUtwtK3dg3wc3Ezx/Ls3Lz6oHGzPqNiK1Mw6TY3ezDLxC3YmXClUmo3M77BUlIIMEAACQAAIAIEnS+DpXpHxZNlJ0S5YkRG3f89B2a3ImLLOUjGM0Ana889QS7TUnOCyu9prC1PP/x6R2EB5gE5FB8iMkQDBrP/tq2J7HEOvYmV3KZUXMn/8zeBuwxinW2NUCuJAAAgAASAgWwJwh5UtTygNCAABIAAEngoCkMh4KqoJjAQCQAAIAAEgAASAABAAAkAACAABIAAEeASovrUEaAEBIAAEgAAQAAJAAAgAASAABIAAEAACQOCJE4BExhOvAjAACAABIAAEgAAQAAJAAAgAASAABIAAEKBKABIZVEmBHBAAAkAACAABIAAEgAAQAAJAAAgAASDwxAlAIuOJVwEYAASAABAAAkAACAABIAAEgAAQAAJAAAhQJQCJDKqkQA4IAAEgAASAABAAAkAACAABIAAEgAAQeOIEIJHxxKsADAACQAAIAAEgAASAABAAAkAACAABIAAEqBKARAZVUiAHBIAAEAACQAAIAAEgAASAABAAAkAACDxxApDIeOJVAAYAASAABIAAEAACQAAIAAEgAASAABAAAlQJQCKDKimQAwJAAAgAASAABIAAEAACQAAIAAEgAASeOAFIZDzxKgADgAAQAAJAAAgAASAABIAAEAACQAAIAAGqBCCRQZUUyAEBIAAEgAAQAAJAAAgAASAABIAAEAACT5wAJDKeeBWAAUAACAABIAAEgMAUJUBw6Rq6Gso0YoraB2YBASAw9QhA3Jh6dQIWPYME6Gpaxs+gW+ASEAACQAAIAAEgAAQmTMBu9Tv/eGVuiE1nbGxFN45PuDwoAAgAgWefAMSNZ7+OwcMpQAA3svShboaShf/27fM9dBhE+a0P9kTW0sZwR9df+PrXS00GdbVG//T2L4XUVY+QVLT0e2nddCdjdVV5OvpTb8KJVw9nDcoQOqylM8zb0+7cKewfrUJx5pYfNxje/e6fx3KE9jPDXvt2mcqN//v2VMkYPBq38WP4obrl4lWzgxyNtZVpva21eQlRpy+mV3NkbSSplkkQ4EOh2sB0Az7ZvcCo8MJH/05oEWmEuIb10tXB/vZGOorc9saa7Nhbf0QUtxIiuEgdQUZQkRlDFYIoOQGq9S6upMkMLEi/lNgCgWVk/ZB2pYkLUOuwVBvYuAMLFTPULRYtnz3d2VhHGe9tqct7FHv2UmqVzIM5eW97diSoVuuEPTYJ3fbhEuPuR+f2Hk1vH8uwB2mm+288usUqbv+eg6nSbtxSAgsq4aetDgIn+ns7W2pKH92+eTa2lj1GSyaMYbIKIA0LMjGEVMskCEzOsIfKyIrUWZkwnxqFQNyYGvUgaysmpw2TapkEgSkUN6bEqIbqigyCy7AIXvXey0GW/dVVbDX13uJb94o7x/Jogujn9DSUZeUUZOX36LB0GeUp4anN42vIBNd43fsvzFCvfRCZ8CizgFdmdklBbfdQacb+b26erlUZF1XMHq2CYeG+yEWt5EFUSoNwYKFs6xViL18YHZvRIuscwfg85P+KoJtv+ttLC20V6jKSH6SWNiuaTPP19jdujouv7hkLeekmkGqZBAGes5QbGMFVD319/UytqrP7LmV2D9UXoWL76seb5lnQKlOSH2ZUdqhb+gX6+epU3E9q7OfjInWEoswEqhR+OpIA9XqXxG5SAwsyQnJsgcAiWkek3W3iAlQ6LPUGNu7AQskMReuXP94aZs2oTkt5kF7WRDf0CPAJtO5IiK3skl0wf37iC/VqlQmTtsLka9fu3Uyp6xt7ZdFMXZe6a1Uk3EuslTq6kBxYUAlL3LVKYyNuJRYWVrTTjO0Dg7wc2NlR+Z3Y2O2RCZDHVwhpWJCJalItkyAwScMeCiMrUmdlwnwqFAJxA+LGRNohaU+ZBIEpFDemzKiG6hkZcr6r/rbeiZET8dU/ziR3jKcldBUnXw6PQp9LNwsax1OAyG8UDI2ZWEfanZ8u3ReUGZ420SInaNHj+LlaYPAsvf7ssz/uOXj1zKWIw9/+sP9Bm5r7rHnmstRGqmUSBJA/1BuYTtCSZXaM0usXbtQN42AyOyRAuzv+6A//d+z6n5duHPpq/6kcto7frFkaQjFSR5AcFRlZ0n/uy6Je75JQQWAZayOanEZOqmXiAlQ6LPUGNu7AQsUMzcBZ05l9yb/974ufwv+8dPOn73/4z91GVYeZ86zHWnsgzyNAvVqfFV6cqhQ02rl/7tzFf+85fLVSzjYs2EvuWXFOxA/SsCATn0m1TILAmJrxuKMTlZ5C6qxMmE+FQqjQmAp2ys4GiBuyY0lhgkDalSYuMHXixtQZ1QgTGQTX7Z2Dn3+/ydE+bMPn3+w+/N/3v3x32SxT+cEmwGB0Zpw9/Mn393LbZNksRpdFKJmEbNz6z68/OfK/3T98sf2NxSydgRO20ME56kxtfV1tAwMVBfRLeTX0XfDRU2Og/yBoHrsOfn780Be/vO+vieN2az9G3wWfXYG8HSgUL7SS89jB3du9DOa+tP1f33166F+7PtkWYKtK9aAvlPR1XP/Xnw/+/R1/VYFGgovbrNzx08G/7wpUH2EDwdWe/caug/s++mSpmRx3mApjIyYdq0iMacL4K0hxWm9iQn4XpmNkxKs1iloIJYMZ6zbt/fzDgz988v3nb7y93NlIbgxakCLpZshEABVCsYERqs4bV9gr1MQcD68VYBkgjDEVOCXFSVFJXYL/wWkdjzJrMFxbz1AoQ+oIFV8oNiEQG6iXZyGwyCq2TDCw8Hu97urPPj/23/W+Ir2Y0J2x98fP97/syBAJII87sPCMkRpbSLvbxAWodNhJCCxUzFBXUcKxxqI84UMAnMbJKazhYMqqahAqxBCYnAEJqZbBEYVgFPHTa26jbaUz7dfteOvfaJzw7V/eXW7rsPitYwffWqY7arQgbxq2/Y3//vfTg9/89W9b/KwUhQLjGLTg3JrYlDpM2djSaMgcQskweMOWz7/46NC+v3+355XXF1hrih5N6rnmMLJKj6cU7cU7dvDjlxx53wm3lQcPvhqmzvsujE7eJmLtJG2mFAckA/cFGPbwSExCdKKigjQUk9b+FBEg7dFUaJD6QqoF4sZgfKMAk+qQhj/+gbgxheLG1BnVDFuRQTML3uLHyI+NvplQg5t7bdm52n9g9t4Td/n7mxVdj3lPJoEbrNy5bYM/sy0rIfxGXEKlnMvCFz/exFISDtAt1vxt59df7Pr6kxAbHFfzXsX7zv98vo7Fq15uVeyV2xcu37oQXdpNEHXp93jf+Z/YMi5pjxohYBi6Yo5y1YM7sQ/KCDOfBbte8tEcnmiQVCBO6888fS6yTt595WJfPkCGefCWOfrdmdd+jmod+Ssla283LUUFVWsvR5FhCU+KTke109ctnJjzf9fd04vhDAav1qhoIXDD1e9uf2mWGVaRfisi7lElzT503UeveGqLOCJdC6kZMhFAhVBpYARXwWvtAk+V5jsnbhdxhy3TxWlY6tkfP/vyRjo29P9MDZRI6mxrESIn9ZSKL2NtRSCPCDz1gUWmsWXcgYXf6+vvoFimaBfoozzYtIz9XM3wzkex2f2i8flxBhbekIIstpB2t4kLUOmwkxBYqJhRkZZfRxj6zDJT4MdegqYzP8ia3pmXkgcRQiKByYkbUrRg3IqoCzfOnr9+9nxiKVvMkwwCN1qz44X5TuqtWfER93M7WIvXuIp/ZGIUsnimXHn07diEGrql/6KdW9zVBHfhcQ1aOjrRRlo5Rd7zHN5F0IzWvLd9c5AhuyQl4mZ8RpOqx9Itn211Uh640ROV9XWYlp4BT9hYX6ezi6ZvpIK+6+hpK3Q1VA7cItH/GIUsCWKUITvjq+kWonaStVMqA5KhMh5ndCINTVQ67MSjE2kJkzPsoRIAqZhKVv9T6O8QNyRVxpSMG5SHNMgriBv8qqXSqSc4XaKiYuqMaoYlMlQ168783/Hj5yNP//bL579ldSs7zB21guCxhiuGa+A8MyLjjwNf8nYH3Dz2w4H90a06vrNmagnU1kQe/+PAod8P/BxfThBdWZG87/zP4Vtl6M84Vht3+c75y3fOxVb1YlhzVgz6LvjElVNdTzHgoJxmVeSe7y+duXTz6HcHjiV3KzpNC9Sm6j3OKT11PK5GxWn9agdFTHfpphkmPTmnjic2jc4EdWdGRBSUVpTGXn9UKqF4i4Wv7d+3a6vr0AIZgSCpFob79HkmjPLwI5/uv3Lm0q3j/zvwQ1SzmlvgrIFFCqIKJWkZlJkEAel8lVzCNvqoN8ddOpvDO8PV+5Xdxw5uDJSQXSJUnMJ8tYnKzPiakaWSOoJ+QEWGamt47uWe9sAi09gyocCCLKmPepTFZjj5u2sIpsRcZqCXAdaUFpU1PFf7OAML0ks9tpB2pYkLTLDDyiqwSDGDW3Rz3+9ZisFb976zcMHcuW9/8vpqo5qL+y/E90yhU5mmWqCanLghRQuO1ccL9sNezaoR+yjEySfIAK+O+HnPwWtnL10/8NUvqZjYUQLq9Xc+4w8nDn9z8Gw+W9XD00uJfxOXxaCF4RY415hWeu0I34yII/wRi6Z30MxBW2rra/sVdPXVCK6qkV5vZladvq4e0m6gp4VV14oMPOQ0Km7t2XcZ2Xnk2x/P5A3ZSaVtkA5Ihgp5nNGJemiiEjcmHp1IS5icYQ+VGpygqVRUTIIMxA2KkKdI3KA6pEFeQdygWLUo5yOj6ZIUhVNnVDMskcEpKkgZeP7fllaIcgN6erqUuclAUNtYVwlrraqTF2wYMdDXaKhtIGhMQ/5aBZzWWZSS/uBRelxSVTuGsZtK0HfBJ6F4XOd2SDOZKMzI7RHu6ehOyqnE0AMNcfN/SWWw8278dLtOzXfh1s1Lwsz6kk9fiG4VM2bFaV3Jfx7bvffQoZgG0b0SosUqqakryatoqIh51CNdi46RrgLWmpVWTQgd4WTd+PPosahMlOYZdUnRIpCdBAEpFYIO0VmzfppWe8aps3mCepEmjGnN3rZkmmrT7T+iqkYJkzpCxVkZNPfnpggILCJVPdHAgnWm3k/tptt4BPFmIhhm7uFtgNXEJ+aLrEXiR8vHGFhQ+dRjC2l3m7jARDqsDAOLFDNwGrfs4f3bmV16Tn7Llk6fZoQVx9y9VyRyQPVzEw2oOzo5cWMiWtT0tJSxzrzsKuH2T6whLVvsEeZEUebgcKI9PRcd6aXJzyTI5uJ3xracjLqBXag9KTnVGK5jMLjIk1tTXY/pMploTGeo25Cd3CBvoKfIZRjpqnXU1bUO3SKJoqz8XuFooSMjr2GsdsKwZxwjq8kZ9lBpaqShmEohT1xmIj2auvET0QJxYxhnakOaxz2qoT6koTLeIO1KExd44nFj6oxqhicy2L2cwVtad+bJ738+EFlNvWNPXFKezsBxvdCdwg0jaM/Il6ttcYxB552AMclXf1/f0COYvl60BGBsZqA6zj3/5+1aTb9Aq97U8GOxKPcyzivr9//89eNv9sWIbjIRFiVdixwN1S+b3Seit6EkKi41V9zLWaRoEfx+EgSkADKZv3CWbm/q+SvxnWRZDK6K9+YtG53ouedPnsoW89oaUkeoODvOunwuf8aBwDJU7xMPLJyE+2mtuJF/gD4q1dbPRY+ojosZT6Aed2BBeqnHFtLuNnGBiXRYGQYWKWYQKlabP3hlhV7xqf/86823v/r06CNi+qZPtnsyqW1XfC7DBjY5cWMiWhgMdN4mp1fkDtvLFvPGd/TW1J7eoeFEbz+SodHHcGwXSf2P7oy9vejGRxdR0VhVy9HQ1ZVT19Nj11eWNNTrMU0wXV0mXlslGjr6e0WHPf2csdoJw57RVUUa3yZn2EMlhkzEVCrlT47MRHo0dQsnogXihihndGKUrIY00kcCMF0a3bwJsumSlB4xdUY1Et9agmMdpZmFWZWT/ciIIBrjTgk3jAi2jfx4+M/IEurhZSpJqhkYq+McDkdRl6kzgVwMjvW1NHYP5ZhGuDg5WniLYKWaIQsBKZWnoalKwxpKqxSNDZiCj5aCmIwGwVVyf+Gl1wLUKiN++094tVhopI4gM6jITKWm9tTYAoFl4lXFzY6PrcGMfadZYab+ntqcouSoUfunqGh5ZgLLRDqsDAOLFDNYC5bP1ik98e+zEdmtbKK7NP7614cfYe4L1/soUqkpkJmcuDFmLQQvPSG65o9sseCTqUmcRlTUNOFMLSNjpn5dQ3lDfa0y01CJqafdU81b3irTa3IGJJOjhcJIgHSoQCowOcMeKnU8EVOplD/5MmPu0eMyccxaIG4M5yyrIQ35SADihgh5KtMlKR1i6oxqqL5+dVy9e8w/6uOgJxWc+ry0wT0j/C9ZRe2y3EjM7kXHdvFTogOXghxKM7D7hm24YMjLD8GRV0AC/TzrKF8EV2PeljAnRvHZ3xI7jIJeXm4m+k4BKsVwOGiQJK80dKgf2t2Bjvfi9rOHnu1I18LmIkk5edGzNZgWQf5udppDJ4aQapkEASo0eBEKN1360V//uVf4eWHUoSHoeBvHVVvenKVdE/nb12eKu4cPKkkdQSqoyFC0FsSmDoFnKbDwOgKt9s6DCoLpEjDPBeUxch4kizl8RzJ9Ko2cNHyRxhZSLRMXkFWHnWBgITUDHUxgZ62FNZYXiJz13JdfXkEo2rDGsl9x6vQosIRPoKWptR9TNTIW3qTRmztMjYQHej1WQqoq6IANNjr6W3AJOqOcyI1eQYG3VISDVlQMXJU1DVwdHUsjJrempotbV9uoY+jC1KM3VJXL0lLSuEGqjDQsoBJg2COKUfqwhxQ4afiiUgLIjIkAxI0RuCY4pKHYhiFuyDBuTKlRjYwTGQRXPXDbjn3fvftBmDFd0qJZdm8PB1NQUMRGCTRV1ndj2o7OaCcn70JZS/O56z5+d6m/2hiP6uRvp2Dw0hNirv7q+gZMgWVvggtPy1N3sWNi/WjtpagwbuVoIzxhnqvoYY82mzbXjWX5tv7cFasc6IVXL16LunEysdNo7so1LDH2EFxlj5Vb9u5+9dVA5ggglVUNHMyEd8So0E6Fad62ylhjReVQIkO6lsaq+l5Mw9HNcMBTutP8Vdu2BDkNnHaOHCbVMgkCVO4BFdFXDh09LfqJKBi2bQQNIm2XbPpLqH7D3ZNfnSrsGPVojNQRKjSomAoyj4MAeWyZhMDCmzRIjC2yCizknmJYbVRiTr+6X5i7Vl9ezEMxm84ea2BBGEhjC2l3m7iATDrsxAMLBTO6W9v6MV2Wt+nQDVfLy94Sx1rbZH660+PofE9xmVR607jdI3LzM3toDgvXLfcyNzc19V28fp6F6E7OsRQsddAybABKMwhw18O6KourhP/N74zq9s56A0MFRXd7Q4xoqEFHew1c7Kr6RoaWmx2zthYNdBqr69QM3fR0u+orxZ7pIdlw6Txh2DM4PCONb1Qah0yiE6kimZhKquXpEoC4IaivyYkbSBHpkAbJPNZRDemQhsKNfjLmU1T60aTEjSk0qqGraRnzuBAG/kucdKvSLyfVi8VEN3NbNsPRwc7Swd6SZWvKlCcwJS0b9E/tvvyyNgIfWDGh5PbCy9NM5JWY2j1JkQWtg/8vWiinW8vR293B1FxFQc/czM7W3M5MrrGwqRvHuXXN8q7T/L1dXQzUdU3MPGeGrpljo16bcP5eVZdoUQzj6WH26uUp4akSbsLdivbBLvbGBuqqWtYsSwc7Q3pNeX3vgJHNDTR7bz8vV3cjNaaJVeDiBSG2Sg13L/ya1sLla6GZui51V6nsNZznaahtaO4bunCxm0Zvxq2f71b3ivVoNDJd/3e2+2pX3P7uWFY7zqnIbTOf7hPgpJQTnds4/L2hmKL75rcCbDU0TQ37k4cT661o0fCe5uPl7maMaFgGLly83F2zMyX86K2aHoEZZFq4tc2K7h5enu6eJupMY3Ov2WErfJjd6egU0mphCRhGqmUSBJArpA2st7W+vLJW9KPoOMPHqDnpclo5nwbusnTviw6KzYVxuWwjljmvXfE/+kRdWTNvLQ2pIxRlqMQRkBESkFVgQcWRxpZJCCzIDCmxRVaBhdRTZEZPHdfML9BCuSsp4sjDekHgGnY9zsCCFJHGFtLuNnEBKh12EgILqRk4TlQ3yXn5uXgFuFjraRqZWXoFh7wYaqPSlvrbLwlVfbJcb/iMRJ7JiRtkWpStPeb72fLuIywLOztDDayfq6zD+6e1Skd+fTuO4301RQ3qTp7OPn5ewTO9XNXzb2eqOltgOZHxOV3CauUPJ7QqEu4l1gr/R9nWK8RevjA6NkP0sCrJgYVfApPL5qgZWTi7uoWtXRBkxM2/dPaPvE60TJHfGVuUPDy9Pd3cjNGQxtI/bOEiV/X2hGs/xdSzByNDh7rrAjdbDSzv7p2URpxm6r7YS1+pLutMVBkaeg0MeyjYKSU6kQ1Ihhrn44xOpKGJtMNOjsDkDHtIAyAVZ5+aqELWo6nQEDorpZ2TaYG4ISa+kY5qSIc0qGIgbvBbJ2kznvh0iVTFlBrVUE1kKLiHvbfK297Oyt7OVFcRxxW1rXnfreyUasNjK/oHb5Z93Qrm9vZanLLoyPCcVjHDa94Ggd6C3GpFIys3d2dPF5ajg42DWX/qjZx6NCzAOrKTCnrUDGyd7N0czA2UuvOjw4+cSKomhg/1yBIZOKe+oJKBciServbODtZ2LGZH4tCggWdASl67qoGNna2ro4kW0Zx15/yPF4vQoEAQwvjjBu2s0ycTdbxm+zlaa7DLU+4cPv6wmkNpxElgOoveWhekVXvph7MJ/E0xeF9dbrvhjEB3F9Wy+6lNHNFZB7tHEjGcaElLLOVq6Vvb27k5mOrSW7PuXz1wMrWRbycVLYhnZkJus6KuFcvW1clCX6EzP/ra4d9T0Lxn8M4kXQvPeKlmyEQAFUK1gYncUY2nzRRNZNCtvdZ46NKUdGwcbFCjGvwwm5Pu5PEeWZM6QlHmqbmpTwVDyW75Y6h3stgyCYGF10IkxxaZBRYyT3lm4FyukcscFh539kIierfA6OtxBhaeAWSxhbS7TVyASocdQwMbYDjWwELFDG5zUVxmq4K2AcuR5eJgZqTSV54a8+uR6yltU6GXTj0bJidukGnRm75qx1IP/q3ESJOO4+oGgtuKgx0t/0p6Bf8+3lmVc+9ecmpuXlL03T/OJXfY+AfbEONIZEgJLGhAssxDX9OMp9rGVFu+tSTq3OnDd+q4A6sOcaw9Kz6vTUXfhmWLhgraWHNm5Pl9Z3LbRd9kxKFbBvo7aNTEnU0s7MO7tGxX+Bh258ScTW0SGfZQSGRIiE5UBiRD7exxRifS0ESlw048OpGWMDnDHioBkIqpUy9GiLOIrEdToSEsV8pdmEwLxA0xiQyyUQ35kAZVDMQNfuscQzMe76iGioqpM6rBjSx9no4INYlW0v03Ht1iFbt/z6FUSpmLSTQNVAEBIPC0EpBhYCG4emv/8fYC+bgvProy4sWrTysdsBsIPP0EHDa8/8HMhhM7j94ke7vW0+8reAAEgIBsCEDcgCGNbFrSc1mKjM/IeJYYQg7jWapN8AUITBECMgksOMvb3wCriU+ELMYUqVYw4/kkQCiYBIUFLeZ9Zixfte5FP/X+koIMWb8J5PlkC14DgWeVAMSNETULQ5pntalPgl+QyJgEyKACCAABICAzAgQX9wxy1SKq42LGcv6wzPRDQUAACAwQULWcsyx01fL5K5fNWxBoxs2LOnA4qnpqvoUVKg0IAIEpQgDihkhFwJBmirTKp9QM2FrylFYcmA0EgAAQAAJAAAgAASAABIAAEAACQOB5JAArMp7HWgefgQAQAAJAAAgAASAABIAAEAACQAAIPKUEIJHxlFYcmA0EgAAQAAJAAAgAASAABIAAEAACQOB5JACJjOex1sFnIAAEgAAQAAJAAAgAASAABIAAEAACTykBSGQ8pRUHZgMBIAAEgAAQAAJAAAgAASAABIAAEHgeCUAi43msdfAZCAABIAAEgAAQAAJAAAgAASAABIDAU0oAEhlPacWB2UAACAABIAAEgAAQAAJAAAgAASAABJ5HApDIeB5rHXwGAkAACAABIAAEgAAQAAJAAAgAASDwlBKARMZTWnFgNhAAAkAACAABIAAEgAAQAAJAAAgAgeeRACQynsdaB5+BABAAAkAACAABIAAEgAAQAAJAAAg8pQQgkfGUVhyYDQSAABAAAkAACAABIAAEgAAQAAJA4HkkAImM57HWwWcgAASAABAAAkAACAABIAAEgAAQAAJPKQFIZDylFQdmAwFKBAguXUNXQ5lGUJIGISAABIAAEAACQAAIAAEgAASAwJQnQFfTMp7yRoKBQAAIjJOA3ep3/vHK3BCbztjYim4cH2cp8DMgAASAABAAAkAACAABIAAEgMCUIYAbWfpQNAbXsF66Otjf3khHkdveWJMde+uPiOJWgurUSH/h618vNRnU1Rr909u/FFJUPVpM0dLvpXXTnYzVVeXp6K+9CSdePZw1KEbosJbOMG9Pu3OnsF/Mb2du+XGD4d3v/nksR2g8M+y1b5ep3Pi/b0+VUHWH3HJ1y8WrZgc5Gmsr03pba/MSok5fTK/myK58gQWkWkgFZFWIwB7dgE92LzAqvPDRvxNaaGNzVnoDI3Rn/OPzEPPhU3Gi/NYHeyJrBxVRcZa85h67xAS70pjsMwnd9uES4+5H5/YeTW8fY43Q/Tce3WIVt3/PwVRpVSmlu6ESftrqIDC4v7ezpab00e2bZ2Nr2WO0ZEwuj1N4choPqRZSgWeqw1osWj57urOxjjLe21KX9yj27KXUKpkHyXE2CPgZEAACQAAIAAEgAASAwNQlQHVFBqFi++rHm+ZZ0CpTkh9mVHaoW/oF+vnqVNxPauyn9piX6Of0NJRl5RRk5ffosHQZ5Snhqc3jA0Nwjde9/8IM9doHkQmPMgt4ZWaXFNR2D5Vm7P/m5ulalXFRxezRKhgW7otc1EoeRKU0CKdnyrZeIfbyhdGxGS1jm3tLsp+gm2/620sLbRXqMpIfpJY2K5pM8/X2N26Oi6/uoYaLChlSLaQCSAupDKnAoKkEVz309fUztarO7ruU2T02kuQNTNVy7myr/sz712JyeDXO/2RnF+WUtbL5SKnbSYXt45Mh91SmutsKk69du3czpa5v7A2PZuq61F2rIuFeYq3U2pTc3VAJS9y1SmMjbiUWFla004ztA4O8HNjZUfmd2NjtkSmYYYVNTuMh1UIqQKWdUylE4PwT7rCK1i9/vDXMmlGdlvIgvayJbugR4BNo3ZEQW9k1ldrG42t1UDIQAAJAAAgAASAABIDAuAlQTWSYzF+/xY0ef/j778JzsnMLE6NTu1i+fu7MjvuJBX2Upqzslpq8gjL0yS1VmhZmrz6BRAYmbxe2yl7p0YUvTicLyhyWxUAwtFlhgSadmdFPKpGhFrT8dX+13DP7vzidlpVXlBiTVKnnMcPLlJP2IKuNEi4qNUqqhVQAaSGVIRUYNFVn+uo35uhWXf31SPKYp6nkDUzNcl6wVWfs6UPheYJK533K2wRZDCqOUEE6CTLknk6CEdRUUE1kSO5u/BI0sy//cjK6LDs7N+5+nryHn5+LSsXtzCrKi7moGTshKeqNfCJqSLWQClBp51QKEXjxZDus5swVr3orp/zy/TeXs7Jzi5IfPCpUc53tbYllxabLKKE8kcqC3wIBIAAEgAAQAAJAAAhMZQLCwz4Jrts7Bz//fpOjfdiGz7/Zffi/73/57rJZpvIC0wkuxlTglBQnRSV1Cf4Hp3U8yqzBcG09Qxl7RyiZhGzc+s+vPznyv90/fLH9jcUsnYFzCtGxhepMbX1dbQMDFQWkVl4NfRd89NQYPDtpHrsOfn780Be/vO+vieN2az9G3wWfXYG8HSgUL7Qe/tjB3du9DOa+tP1f33166F+7PtkWYKs68rhEgqs9+41dB/d99MlSMznusL8aGzHpWEViTBPGX0KP03oTE/K7MB0jo0HgDMf1f/354N/f8VcdgIzbrNzx08G/7wpUH7STUDKYsW7T3s8/PPjDJ99//sbby52N5IYUkWohFUCKSGVIBYT2qzpvXGGvUBNzPLxW4LXoJaVaqTYwBh2x43K5BBdXVFPTVKJjY2ROsfYnKDY5XUm6FtG+IGj/P73mNtovOtN+3Y63/o1a+Ld/eXe5rcPit44dfGuZ7qhjQeVNw7a/8d//fnrwm7/+bYuflaJQYBzdDefWxKbUYcrGlkZD5hBKhsEbtnz+xUeH9v39uz2vvL7AWlP0aFLPNYeRVXo8pWh72rGDH7/kyPtOuK08ePDVMHXed2GH9TYRa+dQb4IOK9IIiCfdYdVVlHCssSivY+CewskprOFgyqpqE+yC8HMgAASAABAAAkAACACBZ5/AsLeW0MyCt/gx8mOjbybU4OZeW3au9ufP3nEalnr2x8++vJGODU1QmRpoBt7Z1iJLRgRusHLntg3+zLashPAbcQmVci4LX/x4E0tJOGW1WPO3nV9/sevrT0JscFzNexXvO//z+ToWzw5uVeyV2xcu37oQXdpNEHXp93jf+Z/YMu5YDTUMXTFHuerBndgHZYSZz4JdL/loDp85Y0rW3m5aigqq1l6OIvMynh46b9Ld1y1M+/A1d/f0YjiDIQSO0/ozT5+LrJN3X7nYlw+ZYR68ZY5+d+a1n6NaBaYSuOHqd7e/NMsMq0i/FRH3qJJmH7ruo1c8tQfMINVCKkDFVCqFEFwFr7ULPFWa75y4XcQdlcUgqVZqDQznLb0gtDze/sffD3z7wX/+88l/Plg4TXOoVqnYOdY2MG75yelKkrTw+0JF1IUbZ89fP3s+sZQt5pUlBG60ZscL853UW7PiI+7ndrAWr3EVn+wzClk8U648+nZsQg3d0n/Rzi3uaoIWOK7u1tGJtoDJKfIykfxGTjNa8972zUGG7JKUiJvxGU2qHku3fLbVSXmgkROV9XWYlp4BT9hYX6ezi6ZvpIK+6+hpK3Q1VIrEH6OQJUGMMmRnfDXdQtTOwVqEDjuAYip02Iq0/DrC0GeWmQK/rgmazvwga3pnXkreuLsd/BAIAAEgAASAABAAAkDgeSEwLJGhqll35v+OHz8fefq3Xz7/Latb2WGuyOoAUSSEilOYrzZRmRlfI0tSDNfAeWZExh8Hvjx2/c9LN4/9cGB/dKuO76yZWgItNZHH/zhw6PcDP8eXE0RXViTvO/9z+FYZ+jOO1cZdvnP+8p1zsVW9GNacFYO+Cz5x5WN9/aScZlXknu8vnbl08+h3B44ldys6TQvUHu5sd2ZEREFpRWns9UelEjBYLHxt/75dW12Fa1tEpXBO6anjcTUqTutXOyhiuks3zTDpyTl1PLFpYDkDw336PBNGefiRT/dfOXPp1vH/HfghqlnNLXDWqFUwUrQINJIKUJGRUoiSS9hGH/XmuEtnc3inq3q/svvYwY2BA3NRsmoVw05MA6PT0TzbfLqfek7ksV8uXYytkbMOeOVFL40R2SVqzsqy1Yora3K6khQtOFYfHx51OTzq0tWsGrFJPCefIAO8OuLnPQevnb10/cBXv6RiI9q3wDHUEe58xu8Ih785eDafrerh6aXE+4NMuhvDLXCuMa302hG+GRFH+H1N0zto5qAttfW1/Qq6+moEV9VIrzczq05fVw9pN9DTwqprRfqdnEbFrT37LiM7j3z745m8ITuH6gc67ACLqdBhuUU39/2epRi8de87CxfMnfv2J6+vNqq5uP9CfI/MNt897m4O5QMBIAAEgAAQAAJAAAg8KQLDEhmcooKUgUUEbWmFKDegp6c72jIC05q9bck01abbf0RVyfTtA9rGukpYa1WdvGDDiIG+RkNtA0FjGvIXPOC0zqKU9AeP0uOSqtoxjN1Ugr4LPgnFwvXJsuNIFGbk9gg3hnQn5VRi6LHw8AwCTutK/vPY7r2HDsU0jN5MIbBESU1dSV5FQ0X8s2523o2fbtep+S7cunlJmFlf8ukL0a1Dg3gdI10FrDUrrZoQmsHJuvHn0WNRmShJM/ySroXUDCqmSikEHS64Zv00rfaMU2fzBMRGXNKrlWoD62kuKSjODP/jyxPR92Liz/380/HELkVnzwDNMdOQXSORWNLkdCWKWsRaqaanpYx15mVXCXc/YQ1p2WIP3yWKMgc7Qnt6biOGafIzCbK5+I28LSejbmATVk9KTjWG6xgMrnHi1lTXY7pMJopGhroN2ckN8gZ6ilyGka5aR11d61B7I4qy8nuFPaUjI69htJ3QYQV1NkU6LE7jlj28fzuzS8/Jb9nS6dOMsOKYu/eKRM5slk0Tg1KAABAAAkAACAABIAAEnkECwxMZ7F7O4MSgO/Pk9z8fiKwe4TTBVfHevGWjEz33/MlT2WLeCTIRSPJ0Bo7rhe4UbhhBe0a+XG2LYww67wSMSb76+/qGHmT39aKFBuMxI+v3//z142/2xYhuMhlyBA3lc8//ebtW0y/Qqjc1/Fgsys8MXXI0VDtsdp/IfzWURMWl5o46CU+6FvR7UgEqMpIKMZm/cJZub+r5K/Gd4h+ljqlaJTUwvObhD98c/c/VUkETxWl9GfmocWrp8jcdiF5UnH3cjYkzKV2JihZJnjIYchjG6RVpXb1sMe8qRm9N7ekd6gi9/UiGxlsbI6NrdCPv7UVRhb/8Rng1VtVyNHR15dT19Nj1lSUN9XpME0xXl4nXVolGp/5e0Q7bzxmfndBhEfXJ6bCEitXmD15ZoVd86j//evPtrz49+oiYvumT7Z7MUWusZNTWoBggAASAABAAAkAACACBZ4fAsESGqFs41lGaWZhVOez5GMFVcn/hpdcC1CojfvtPePVQ1kN2QAiiMe6UcMOIYNvIj4f/jCyRnYLJLQnH+loau6WBUjMwVsc5HI6iLlNnvPkaUi2kArzUAJmpkgQ0NFVpWENplaKxAVPw0VIYdUwGtWodUwPjz3jl5QdOWxisWFJHJrcJILCT0ZXEapHmKTrCF831RSpKpourZMYYpxEVNU04U8vImKlf11DeUF+rzDRUYupp91TzFmbJ+CJvPNBhRZBPpMOyFiyfrVN64t9nI7Jb2UR3afz1rw8/wtwXrvdRlHGlQnFAAAgAASAABIAAEAACzxwBiYmM0Z6i8+EcV215c5Z2TeRvX58p7n4M854+Dnrey6nPSxvcM8L/klXULstd0+xedPgh/4H0wKUgh1II7L5hWzYY8vJDcOQVkEA/zzpqF4eDZonySsoi0krofENuP3vYcQUEV2PeljAnRvHZ3xI7jIJeXm7GEHkayeYiYTl50eM1mBZB/m52msLzPki1kAog+0hlSAV4SRDcdOlHf/3nXuHnheFnglCsVukNDFdQYeqoKou8z0JZGeUw+gdXrFCxk1rtPXapSehKpD60NLX2Y6pGxsI2SnAZpkbCo2hIfzsRAVUVdMAGG518K7gEjVxOpJErKPCWinDQioqBq7KmgaujY2nE5NbUdHHraht1DF2YevSGqvKJGDLstxQbD3RYUWoT6bDoxBM7ay2ssbxAeLQxr+C+/PIKQtGGJetXYcmsmUBBQAAIAAEgAASAABAAAlOFANVEBprn2C7Z9JdQ/Ya7J786VdghIYtBcNUDt+3Y9927H4QZ0yWtEGb39nAwBQXFEa/PREiaKuu7MW1HZ7QfnnehZ8bmc9d9/O5Sf7UxHtXJ35DB4KUnxFz91fUNmALL3gQXnJbPVXexY2L9aAW7qDBu5WgjPE6fq+hhj7bsN9cN32dDcJU9Vm7Zu/vVVwOZI3yprGrgYCa800GFKhSmedsqY40VlcMSGfpzV6xyoBdevXgt6sbJxE6juSvXsIZsbqyq78U0HN0MB+ykO81ftW1LkNPAGgRSLaQCyGFSGVKBiugrh46eFv1EFAzbc0SlWkkbGM0h7PN/vvtW0ODbalWmoXfFcGrK0ekl/IvUzinS50g9HbSTUm8ar1dEbn5mD81h4brlXubmpqa+i9fPsxDdxTSWcqV2N9GCCJpBgLse1lVZXCX8b34jV7d31hvoKYru9oYY0VAzUK1Ijl1V38jQcrNj1taiLtpYXadm6Kan21VfKfZMD8mGQ4cVsJkaHba7ta0f02V5mw7dg7S87C1xrLVN5gcejaUxgywQAAJAAAgAASAABIDA00CArqZlzLOTMPBf4qRblX45qV6s2bjL0r0vOig2F8blso1Y5na2wo8+UVfWLLJQQcnthZenmcgrMbV7kiILWnlvzBx1cbq1HL3dHUzNVRT0zM14RZnJNRY2deM4t65Z3nWav7eri4G6romZ58zQNXNs1GsTzt+r6hItimE8PcxevTwlPFXCVKZb0T7Yxd7YQF1Vy5pl6WBnSK8pr+8dMKa5gWbv7efl6m6kxjSxCly8IMRWqeHuhV/TWrh8LTRT16XuKpW9hvM8DbUNzX1DFy520+jNuPXz3epeUTMU3Te/FWCroWlq2J883NneihYN72k+Xu5uxsgRy8CFi5e7a3amhB+9VdMzWIKu/zvbfbUrbn93LKsd51TktplP9wlwUsqJzm3kv8GUW9us6O7h5enuaaLONDb3mh22wofZnY7OB60WFEKqhVRAJoX0ttaXV9aKfhQdZ/gYNSddTivn20mlWkkbGCpEwdVzuq+7na6qvrn19EWLwhxVmmIuHo9v4lCjMUn9UVZdCZkrpTeRaVG29pjvZ8vrXCwLOztDDayfq6zD+6e1Skd+fTt6l21fTVGDupOns4+fV/BML1f1/NuZqs4WWE5kfE6XsKfwO4JWRcK9xFrh/yjbeoXYyxdGx2aIHtQiubvxS2By2Rw1IwtnV7ewtQuCjLj5l87+kdeJlvHwG3mLkoent6ebmzHqjJb+YQsXuaq3J1z7KaaePdhTOtRdF7jZamB5d++kNOI0U/fFXvpKdVlnospQ0BjosBTshA4r6ClToMPiOFHdJOfl5+IV4GKtp2lkZukVHPJiqI1KW+pvvyRU9clyCd4kdXxQAwSAABAAAkAACAABIDCJBKgmMujWXms8dGlKOjYONo4iH2Zz0p08kZMs+7oVzO3ttThl0ZHhOa2CvMCIC8d7C3KrFY2s3NydPV1YqDQHs/7UGzn1aHKFdWQnFfSoGdg62bs5mBsodedHhx85kVRNDC+HLJGBc+oLKhkoR+Lpau/sYG3HYnYkDk29eAak5LWrGtjY2bo6mmgRzVl3zv94sQhNrQSm8mdf2lmnTybqeM32c7TWYJen3Dl8/GE1Z7gZ7B5JzuJES1piKVdL39rezs3BVJfemnX/6oGTqY0DKghMZ9Fb64K0ai/9cDaBv3EG76vLbTecEejuolp2P5U3OUc0MhNymxV1rVi2rk4W+gqd+dHXDv+eUs9Pc/B+QqaFVEBWhYyoYuNpM0UTGVSqlbSB4URHVnJht6qhvbO9m5OFHr0pM/LigbP5aE5OkcYkdSuyFAOpp0N2SulNZFr0pq/asdSD31WNNOk4rm4g6LYOdrT8K+kVfGidVTn37iWn5uYlRd/941xyh41/sA0xjkSGlO6GutIyD31NM55qG1Nt+daSqHOnD9+p4w4s6cKx9qz4vDYVfRuWLeop2lhzZuT5fWdy2wd6Co8Gh24Z6O+gURN3NrGwD+/Ssl3hY9idE3M2tUmkw1JIZECHldAHnkiH5TYXxWW2KmgbsBxZLg5mRip95akxvx65ntI2ST0V1AABIAAEgAAQAAJAAAg8vQRwI0ufp9f6x2Q53X/j0S1Wsfv3HEqFB4OPiTEUO+UIOGx4/4OZDSd2Hr0p4e0zU85iMAgIAAEgAASAABAAAkAACACB55IA1TMynkM4kMN4Div9uXKZUDAJCgtazPvMWL5q3Yt+6v0lBRmyfxPIcwUVnAUCQAAIAAEgAASAABAAAkDgsROARMZjRwwKgMAUJaBqOWdZ6Krl81cum7cg0IybF3XgcFT1Y3gb0RR1H8wCAkAACAABIAAEgAAQAAJA4OkkAFtLns56A6uBABAAAkAACAABIAAEgAAQAAJAAAg8lwRgRcZzWe3gNBAAAkAACAABIAAEgAAQAAJAAAgAgaeTACQyns56A6uBABAAAkAACAABIAAEgAAQAAJAAAg8lwQgkfFcVjs4DQSAABAAAkAACAABIAAEgAAQAAJA4OkkAImMp7PewGogAASAABAAAkAACAABIAAEgAAQAALPJQFIZDyX1Q5OAwEgAASAABAAAkAACAABIAAEgAAQeDoJQCLj6aw3sBoIAAEgAASAABAAAkAACAABIAAEgMBzSQASGc9ltYPTQAAIAAEgAASAABAAAkAACAABIAAEnk4CkMh4OusNrAYCQAAIAAEgAASAABAAAkAACAABIPBcEoBExnNZ7eA0EAACQAAIAAEgAASAABAAAkAACACBp5MAJDKeznoDq4EAEAACQAAIAAEgAASAABAAAkAACDyXBCCR8VxWOzgNBIAAEAACQAAIAAEgAASAABAAAkDg6SQAiYyns97AaiAABIAAEAACQODxEyC4dA1dDWUa8fhVgQYgAASeEQIQN56RigQ3pjYBupqW8dS2EKwDAkAACAABIAAEgMCTIWC3+p1/vDI3xKYzNraiG8efjBGgFQgAgaeKAMSNp6q6wNinlQBuZOlD0XZcw3rp6mB/eyMdRW57Y0127K0/IopbCao3df2Fr3+91GRQV2v0T2//UkhR9WgxRUu/l9ZNdzJWV5Wno7/2Jpx49XDWoBihw1o6w7w97c6dwn4xv5255ccNhne/++exHKHxzLDXvl2mcuP/vj1VQtWdcVs+th+qWy5eNTvI0VhbmdbbWpuXEHX6Yno1R9ZGkmqZBAE+FyUL/+3b53voMIjyWx/siayljdFTUjuH0zde/NYXi/CLn35/vkZE0RgLGVuFgvQoAk9RYEG2S4ktihBYRlQuaVeauADSSFrIpAcWZJSY2KJusWj57OnOxjrKeG9LXd6j2LOXUqtkHsyfmwgzwbgxJk4mods+XGLc/ejc3qPp7WO8K9H9Nx7dYhW3f8/BVGm3MymBBZXw01YHgcH9vZ0tNaWPbt88G1vLHqMlY3L5SQpT6NEyMI9UyyQIPIlhj3h0pM7KgPiUKALiBsSNCTVE0p4yCQJTKG5MiVEN1RUZhIrtqx9vmmdBq0xJfphR2aFu6Rfo56tTcT+psZ/aAwqin9PTUJaVU5CV36PD0mWUp4SnNo+vPRFc43XvvzBDvfZBZMKjzAJemdklBbXdQ6UZ+7+5ebpWZVxUMXu0CoaF+yIXtZIHUSkNwoGFsq1XiL18YXRsRssYZ87jc4Darwi6+aa/vbTQVqEuI/lBammzosk0X29/4+a4+Ooeasyp6CHVMgkCvPkhl2ERvOq9l4Ms+6ur2GrqvcW37hV3jsVNUjtH01C385nDwnPvPszpENb7OAqhAhlkJBF4ygILb4YqMbZAYBGtZdKuNHEBXtwgC5JPJLDwsivDYwuhaP3yx1vDrBnVaSkP0sua6IYeAT6B1h0JsZVdY4lyEEkEBCYeN8ZEsq0w+dq1ezdT6vrGXlk0U9el7loVCfcSa6WOLiQHFlTCEnet0tiIW4mFhRXtNGP7wCAvB3Z2VH4nNnZ7xuT45AuT9miZmESqZRIEntSwZzRAUmdlwnwqFAJxA+LGRNohaU+ZBIEpFDemzKiGaiLDZP76LW70+MPffxeek51bmBid2sXy9XNndtxPLOijNPlnt9TkFZShT26p0rQwe/UJJDIwebuwVfZKjy58cTpZUOawLAaqZ21WWKBJZ2b0U53IUAta/rq/Wu6Z/V+cTsvKK0qMSarU85jhZcpJe5DVRok5lR5LqmUSBJCdcj5rvtrs2J9167/f3yO8/FjEmBMZpHZSSWSMoxAqkEFGEoGnLLBIjS1PSyJjcho5qZaJC6DaIC3kiQSW0YkMzZkrXvVWTvnl+28uZ2XnFiU/eFSo5jrb2xLLik2fStnzpyVSTTxuTJqnVBMZkgct/BI0sy//cjK6LDs7N+5+nryHn5+LSsXtzCrKS2Inzd8JKiLt0RMsX/BzUi2TIPCkhj2jAZI6KxPmU6EQiBsQNybSDkl7yiQITJ24MXVGNQxBpRJct78eXm0Vc3J/vfvG2Tb68j2N5XnX/7h2t7yP/1eMqcApKU6KSurCMN4UGqd1PMqs2WivrWeIYe0TaRgjf0somYSunDfL1URPBe9pqc16cOePq7mNXJ5S3sE5ehpK6KuiigL6t7yavq620P6etrr2foLm8e6Bla4Dzyg01358fK2w/LTju/8Vw6FoqHAt6OFDha5Lw1wM1Lgd5Vlxv/8Rkz/w3F56OegZoNMLO96bpZJ67D//ievgW47brn7r4xCNzF++/1dMm+jPCa72nLe2rnWQr7h14svzpaKLvoyNmHSsIjGmCeOvIMVpvYkJ+V1+nkZGNKycoKiFUDKYuTRkrrORvqZcb0tjQeL9s1fSq9hDeRDpWpDeSRBAWhiMzoyzh4/cKO/EdF0l8VUzD1s2O8jZkKnK6GlpQOm0s5dTKwd8IbWT1//1nNdsCPay0FZmN2bfD79GoMPbhqWEqBRCsRWB2DMTWHiOyCK2TDCw8Hnqrtn7l4VamQfePflwoOUTujP+8Y8Q5qOTbx/K7B9Ybf64AwvPGKmxhbQrTVyASnSanMBCGlvUVdCNq7EoD90OBMGck1NYwwm2VVWDOCGGwOQMSKRrGd3rOUmnX/oxdYS5dKb96vVzfax0VDkteTHXrvaHfrAIu/D3fRfqhz9skDcN275kvqOuYl9bWWbcqd/jinr4o5qxBxacWxObUrdwobGlEfaoXGgOoWQ4e3noHCdDPXV6Z1Nt3sPIU9cLWvgDJ97luebwdr2rn+y7UIejTb5fLdG6/98vfsrCCbeVh97QufDewfA2XBidjvxU5inGTtJmSnFAIhywwbCHD2JyopOUQbWgOkhDMWntTxEBiBuoIiRNdqZq3KA6pOGPf2C6NIXixtQZ1Qx7awnNLHiLHyM/NvpmQg1u7rVl52p/Vd4x3TgNSz3742df3kgXmfUxNVQxrLOtRZYRjMANVu7ctsGf2ZaVEH4jLqFSzmXhix9vYilxBaeFW6z5286vv9j19SchNjiu5r2K953/+Xwdi/d3blXsldsXLt+6EF3aTRB16fd43/mf2DLuWA01DF0xR7nqwZ3YB2WEmc+CXS/5aArNICkJp/Vnnj4XWSfvvnKxLx8gwzx4yxz97sxrP0e1jvyxkrW3m5aigqq1l6PR8L/R6ah2+rpR7mjw6u7pxXAGg1drVLQQuOHqd7e/NMsMq0i/FRH3qJJmH7ruo1c8tUUcka4FKZoEAaSlJ+7y9zcruiRv+iVophve3brWR7slKzH8ekx8GWEbsub9l1zVBnwhtRMt+nrhnbXz7FRbMuNvRhX0OC5a4TByYQtpIWNtRSCPCDz1gUWmsWXcgYXf6+vvoFimaBfoozzYtIz9XM3wzkex2YNZDN6fHmdg4Q0pyGILaVeauACV6DQJgYVHgyy2VKTl1xGGPrPMFPjxiqDpzA+ypnfmpeRBhJBIYHLihiQt/BFFRdSFG2fPXz97PrGULeaVJQRutGbHC/Od1Fuz4iPu53awFq9x5R3aNfoyClk8U648+nZsQg3d0n/Rzi3uwjvXuAYtHZ1oI62cIu95Du8iaEZr3tu+OciQXZIScTM+o0nVY+mWz7Y6KQ/cHInK+jpMS8+AJ2ysr9PZRdM3UkHfdfS0FboaKluG7DUKWRLEKEN2xlfTLUTtJGunVAYkQ2U8zuhEGpqoxI2JRyfSEpAZkxCdyAbVvDqhYipZ/U+hv0PckFQZUzJuUB7SPOZRDcSNwdklf4AnfTLOa2JTZ1QzLJGhqll35v+OHz8fefq3Xz7/Latb2WFuoLrYLkGoOIX5ahOVmfE1soxfDNfAeWZExh8Hvjx2/c9LN4/9cGB/dKuO76yZWgItNZHH/zhw6PcDP8ejFQldWZG87/zP4Vtl6M84Vht3+c75y3fOxVb1YlhzVgz6LvjElY/1xWlymlWRe76/dObSzaPfHTiW3K3oNC1QuP6D3GWcU3rqeFyNitP61Q6KmO7STTNMenJOHU9sGj1R786MiCgorSiNvf6oVELBFgtf279v11ZX+RF/J9XCcJ8+z4RRHn7k0/1Xzly6dfx/B36IalZzC5yF1tGMuiRpGRScBAFpZJlaRGHK+YP7vz5+4/zl278eOHg4rk3Dw8t7aEIn/LVEXO4+03WIsmtH9xy8dvbS9QNf/ZbFYErSSOoseSMAiQECT3tgkWlsmVBgQZbURz3KYjOc/N01BFNiLjPQywBrSovKGp6rfZyBBemlHltIu9LEBZA9pIVI7I4TDiy85kEWW7hFN/f9nqUYvHXvOwsXzJ379ievrzaqubj/Qjz/sTxcYglMTtyQogXH6uPDoy6HR126mlUj9lGIk0+QAV4d8fPAPeWXVEzsKAH1+juf8YcTh785eDafrerh6aXEc1omgxaGW+BcY1rptSN8MyKO8Ecsmt5BMwdtqa2v7VfQ1VcjuKpGer2ZWXX6unpIu4GeFlZdKzLwkNOouLVn32Vk55FvfzyTN2QnlSZKOiAZKuRxRifqoYlK3CANLBMXeKzDHrJB9TDlpL5QaQZPXAbiBsUqmCJxg+qQBnkFcYNi1U54VEMlbkydUc2wRAanqCBl4Pl/W1ohyg3o6emO5kZgWrO3LZmm2nT7j6gqmZ6brW2sq4S1VtXJoz0j6GOgr9FQ20DQmIb8tQo4rbMoJf3Bo/S4pCq0nYXdVIK+Cz4JxbwdHDK9iMKM3B7hno7upJxKDD3QEDf/l6SUnXfjp9t1ar4Lt25eEmbWl3z6QnSrmDErTutK/vPY7r2HDsU0CLaQjL6U1NSV5FU0VMQ86pGuRcdIVwFrzUqrJoSOcLJu/Hn0WFQmSvOMuqRoEchOgoCUGsTr0k79cuFCRp+ajha/bWj2tKOjzrR19Uf+SJKduvo6DKwtO6NWuFUHa0zLlXjcLKmzMm1sz3hhEFhEKniigQXrTL2f2k238QjizUQwzNzD2wCriU/MH75J6rEGFqSWemwh7UoTF6ASnST1sYkHFlQyaWzBadyyh/dvZ3bpOfktWzp9mhFWHHP3XpHIAdXPeAwYj3uTEzcoahHrgJqeljLWmZddNXBPaUjLFntPIYoyB4cT7em5jRimyc8kyObid8a2nIy6gV2oPSk51RiuYzC4yJNbU12P6TJR4l7PULchO7lB3kBPkcsw0lXrqKtrHRp4EEVZ+b3C0UJHRl7DWO2EYc84RlaPddgjfVA9QjVpKJZNe33MpVDs0ROcyFDUAnGDvLapDWlQOY91VEN9SENlvEHalSYu8MTjxtQZ1QxPZLB7OYO3tO7Mk9//fCCyegQsgqvivXnLRid67vmTp7LFvBOEvNVKlpCnM3BcL3SncMMI2jPy5WpbHGPQhUd5TKTssf62v69v6BFMXy96jevYzEB1nHv+z9u1mn6BVr2p4cdix3+USNbv//nrx9/sixHdZCJ0R7oWORqqXzabd87JwNVQEhWXmivueDkpWgQ/ngQBKZVE4Dr+6176zw+f/fB/7wr2E308nzdMG538kWQnal0jaLDZEo9NIXV2rO3peZbnQGAZqv6JBxZOwv20VtzIP4CXw7P1c9EjquNiRgZqKu1t3IEFFU49tpB2pYkLUIlOkoBMPLCgkkljC6FitfmDV1boFZ/6z7/efPurT48+IqZv+mS7J5PadkUqtfnsyUxO3KCiRRJbBkMOwzi9InfYXraYN76jt6b29A4NJ3r7kQyNLn4PyniqcXRn7O1FYzO6iIrGqlqOhq6unLqeHru+sqShXo9pgunqMvHaKtHQ0d8rOuzpR/fHsdkJw57R9Uca3x73sIf6oHoipo6n4T6e31Dp0ROfyFDRAnGDSg2jE6NkNaSRPhKA6dKYpkukcWPqjGqGJTJE2xyOdZRmFmZVDntkRHCV3F946bUAtcqI3/4TXj2U9aDSWqnJEEQjOghrcM8I+vLj4T8jS6j9eKpJqRkYq+McDkdRl4kWA4z7wrG+lsZuibQnRwtvEaxUM2QhIAWR6cJ124JNulNuHzsqbB6/PawXK09qJ5WKkEkhVBQ9bzIQWCZe49zs+NgazNh3mhVm6u+pzSlKjhrXFr9nJrAgpOPusJMTWFgLls/WKT3x77MR2a1sors0/vrXhx9h7gvX+yhOvD08DyVMTtwQq0UaXnQQ+vBkukyXqMqsYnEaUVHThDO1jIyZ+nUN5Q31tcpMQyWmnnZPNW95q0yvyRmQTI4WCoGFNPKQCjzuYQ/1QfVETJVpG5JZYRA3JoJy0uKGrIY05CMBiBvDG4SULk8aN6bOqEZiImN06ye4Co6rtrw5S7sm8revzxR3P4Y7dh8HPang1OelDe4Z4X/JKmqX5UZidi86tov/KGXgUpDjPavvG7bhgiEvPwRHXgEJ9POso3wRXI15W8KcGMVnf0vsMAp6ebkZY4wP3zgcNEiSVxI9A0IJHe/F7WcPPduRroXNRZJy8qJnazAtgvzd7DSHTgwh1TIJAqRQUfrc1dGQ0ZJ07NCdOw+F+4nSaoZVGKmd/NYlJydCQ05u5EMx0kJITQWBsRKAwDKmwMK7VdNq7zyoIJguAfNcUB4j50GymMN3JFcDlUZOGr5IYwuplokLIBdJC5HeGmUSWJAK6bEFHUxgZ62FNZYXiJz13JdfXkEo2rDGsl9xrF3rmZafhLhByq+lqbUfUzUyFt6k0Zs7TI2EB3qR/nYiAqoq6IANNjr6W3AJOqPorU1BgbdUhCOy4rCypoGro2NpxOTW1HRx62obdQxdmHr0hqqB955MxJ7B35LGDVItVHo0DHsGMZLiojKoJi2EtNaeIgGIG1MwbkxwSENxJABxQ4ZxY0qNaqgmMtAd2nbJpr+E6jfcPfnVqcIOCVkMgqseuG3Hvu/e/SDMmC5p3s7u7eFgCgqK2CiBpsr6bkzb0Vl4BCN62mE+d93H7y71VxvjUZ387RQMXnpCzNVfXd+AKbDsTXDhaXnqLnZMrB+tvRQVxq0cbYQnzHMVPezRLobmuuHLt6U7qz93xSoHeuHVi9eibpxM7DSau3INS4w9BFfZY+WWvbtffTWQOQJIZVUDBzPhHTEqtFNhmretMtZYUTmUyJCupbGqvhfTcHQzHPCU7jR/1bYtQU4Dp50jh0m1TIIAhbsghzdUk1dRH3h+iRaEezkOO8CF1M762kY2pm7vrCfkiem42o08mI20EAqmgsgYCFAMLKhE8tgyCYGFN2mQGFsmJ7AI4NZGJeb0q/uFuWv15cU8FLPp7LEGFmQAaWwh7UoTF6ASvsjaogwCC1JBFlu6W9v6MV2Wt+nQDVfLy94Sx1rbZH66E5nHz8TfZRk3JgCEyM3P7KE5LFy33Mvc3NTUd/H6eRaiOznHUrTUQYtoQQTNIMBdD+uqLK4S/je/M4rc2riK7vaGGNFQg472GrjYVfWNDC03O2ZtLRroNFbXqRm66el21VdKPCdKvPEw7BFwkUn4ImsfMohOVAbVpL6Q2fnU/B3ixtSMG1SGNPxBIEyXqPS1yYkbU2hUQ1fTMuaBIQz8lzjpVqVfTpKwXN9l6d4XHRSbC+Ny2UYscztb4UefqCtrFlmooOT2wsvTTOSVmNo9SZEFrbi4lRScbi1Hb3cHU3MVBT1zM15RZnKNhU3dOM6ta5Z3nebv7epioK5rYuY5M3TNHBv12oTz96q6RItiGE8Ps1cvTwlPlXAT7la0D3axNzZQV9WyZlk62BnSa8rreweMaW6g2Xv7ebm6G6kxTawCFy8IsVVquHvh1zT02nWeDM3Udam7SmWv4TxPQ21Dc9/QhYvdNHozbv18t7pX1Awpzur6v7PdV7vi9nfHstpxTkVum/l0nwAnpZzo3MbBV7sLGqSi++a3Amw1NE0N+5OHE+utaNHwnubj5e5mjGhYBi5cvNxdszMl/Oitmh6BGWRauLXNiu4eXp7unibqTGNzr9lhK3yY3enoFNJqYQkYRqplEgSQK3Qzt2UzHB3sLB3sLVm2pkx5AlPSskH/1O7LL2sjaJxWBfOZHvbuHoY6mkxrR7ewtfOM2a1MbUZhdGwG/8gPUjuJuk4t32keLi4uhmq6ptYzls62pnVraxK5dx/mdAjbBmkhVKIIyAwRkFVgQSWSxpZJCCzIDCmxZRICyyDZnjqumV+ghXJXUsSRh/WCwDXsepyBBSkijS2kXWniAlR6/SQEFt79U2pswXGiuknOy8/FK8DFWk/TyMzSKzjkxVAblbbU335JqOqT5XrDZyT4TE7cINOibO0x38+WN0RhWdjZGWpg/VxlHd4/rVU68uvbcRzvqylqUHfydPbx8wqe6eWqnn87U9XZAsuJjM/pElYrfzihVZFwL7FW+D/Ktl4h9vKDdy5hlUkOLPwSmFw2R83IwtkV3fsWBBlx8y+d/SMPHXfNK5Nb26Lk4ent6eZmjIY0lv5hCxe5qrcnXPsppp49GBk61F0XuNlqYHl376Q04jRT98Ve+kp1WWeiytDQa2DYQ8FOGPbwcckkfE1CdKIyqCb15amJKmQ9Gqc4kZE+3iDTAnFDTHwjHb+RDmlgujQQzKdC3JhSoxqqiQy6tdcaD12ako6Ng42jyIfZnHQnT+R5YF+3grm9vRanLDoyPKdVzPAarYvGewtyqxWNrNzcnT1dWKg0B7P+1Bs59WhYgHVkJxX0qBnYOtm7OZgbKHXnR4cfOZFUTQwf6pElMnBOfUElA+VIPF3tnR2s7VjMjkThdBf1BZ4BKXntqgY2draujiZaRHPWnfM/XixCgwJBvOaPG7SzTp9M1PGa7edorcEuT7lz+PjDas5wMyQ4S2A6i95aF6RVe+mHswn8TTF4X11uu+GMQHcX1bL7qU0c0VkHu0cSMZxoSUss5WrpW9vbuTmY6tJbs+5fPXAytZFvJxUtiGdmQm6zoq4Vy9bVyUJfoTM/+trh31PQvGfwziRdC894qWbIRAAVouAe9t4qb3s7K3s7U11FHFfUtuZ9t7JTqg2PrejH8c6ivAK2qpmFlZOztQWTVht36Y8K0zlOioPDQQp2tmam1ykaGdva2TiYqrQnh5+vtQpi4aKJDNJCnpo7+hQxlOyWTzWwIHfIYsskBBZea5ccWx53YBGtUpT15Rq5zGHhcWcvJKJ3C4y+Hmdg4XEgiy2kXWniAlSCzyQEFr4ZJLGF21wUl9mqoG3AcmS5OJgZqfSVp8b8euR6StsU6ahTzIzJiRtkWvSmr9qx1IM/4DHSpOO4uoFg8ONgR8u/kl7Bv493VuXcu5ecmpuXFH33j3PJHTb+wTbEOBIZUgILGpAs89DXNOOptjHVlm8tiTp3+vCdOu7Awlgca8+Kz2tT0bdh2aKhgjbWnBl5ft+Z3HbRNxlx6JaB/g4aNXFnEwv78C4t2xU+ht05MWdTm0SGPRQSGTDs4fOSSfiahOhEZVBN6ssUiw6SzSHr0bIZb5BpgbghJpFBPn4jG9Kgan+coxrSIY1Mej1pXyMVmKTpEoXJ+NQZ1eBGlj5PTZCaLEPp/huPbrGK3b/nUCo8K5ss6KAHCDzrBGQYWAiu3tp/vL1APu6Lj66MePHqs04R/AMCU5eAw4b3P5jZcGLn0ZudMHiYutUElgGBKUUA4gYMaaZUg3y6jKF6RsbT5ZVMrIVhiEwwQiFAAAiIEpBJYMFZ3v4GWE18ImQxoHUBgSdIgFAwCQoLWsz7zFi+at2Lfur9JQUZsn4TyBN0EFQDASAgcwIQN0YghSGNzNvY81MgJDKen7oGT4EAEHgWCBBc3DPIVYuojosZfv7ws+Ac+AAEnioCqpZzloWuWj5/5bJ5CwLNuHlRBw5HVT+Gd7o9VVDAWCAABKQSgLghggeGNNBbJkIAtpZMhB78FggAASAABIAAEAACQAAIAAEgAASAABCYVAKwImNScYMyIAAEgAAQAAJAAAgAASAABIAAEAACQGAiBCCRMRF68FsgAASAABAAAkAACAABIAAEgAAQAAJAYFIJQCJjUnGDMiAABIAAEAACQAAIAAEgAASAABAAAkBgIgQgkTERevBbIAAEgAAQAAJAAAgAASAABIAAEAACQGBSCUAiY1JxgzIgAASAABAAAkAACAABIAAEgAAQAAJAYCIE4K0lE6EHvwUCTyWB44e+kG735lf/9lQ6BkYDASAABIAAEAACQAAIAAEg8BwQgBUZz0Elg4tAAAgAASAABIAAEAACQAAIAAEgAASeFQKQyHhWahL8AAJAAAgAASAABIAAEAACQAAIAAEg8BwQgETGc1DJ4CIQAAJAAAgAASAABIAAEAACQAAIAIFnhQAkMp6VmgQ/gAAQAAJAAAgAASAABIAAEAACQAAIPAcEIJHxHFQyuAgEgAAQAAJAAAgAASAABIAAEAACQOBZIfCUJTKMF7917OBHLzniU4Q/waVr6Goo04jHYc9Uc1aSj5Nj55TSQugH7HhtlpvOsHaoMWvNx+tc9PHH0hgeRwODMoEAEAACQAAIAAEgAASAABAAAk8jgacskVERk1TMVfEKdGBwp8R00W7N2//+/L3v/uKr/RjsmWrOSmrfk2PnlNJi5jfNSQ3v7B1qhASX4erM6q8priV42Q2Cq8DUVpBEjK7PCg0JWCDls2TNpx8u9dGdKgm7pzG0gc1AAAgAASAABIAAEAACQAAIPKsE6Gpaxsg3uv/GY7vXLl88B32WLZq1YJanj6MeXltW3MTGcOFsilA0nLN6xbaNi9cvnzUvwIml1VNRWNvOGcNcS1TL4hC/mZ5mOuza3LIO7oAKcsqdDQr2gZ72CrV30srHopq85HFJKJk6+dmqdBal3Umu66PuhYguQoe1dL6nEbuspJk70oQn5Cxa+7Bvly/+6GFOB7XKnRw7KWghFA1mrlqxbf2CdSuCQwKcWdp9VYU1bSLthFAyDF696uUNYeuWzZrtZ2+p3FxQ2NTDTz0ILypaaBYr15slHPozoQWn67FCAu3srE1ZNu7T/ZVbyji6lqa21qZOQQteW+tKy0nNbR1VrRjG7ezq6G0tzszPyCvPLxTzycOtVwYqJN/IqO6nVgVjbL2om0v/xYXLkWMsEsSBABAAAkAACAABIAAEgAAQAAKTRECYyKCZui5x1yqNjbiVWJCdU1zaROg5us+c6axW/CitgTcTI7jMRbu2b3BTbcxKiUstqSOY7oF+s1g9idHlHZQn8CJaCgsr2mnG9oFBXg7s7Kj8zsF0iXS/cby/CjMJmWar2vwwprR/kiBJVtNWmHzt2r2bKePMYvAKNvZ/c/N0rcq4qGL2CD1Pyll1O585LDz3LtVExuTYSaqFwPRXfvDaOje1ltzUB4ImGuA7k9WbGF0maKIEZrDyw+1rXVWaslPi0iralEx9p/v761TfS6rvH2jDpFpQOVozFs6qvno8pYtgqGlhLfXtvJREEdM7tOv2P8+k5hdVoNxEbmrClRuJYrMYqAQc6+9s6+7lYGpmFvp9LW2jG7KB4xLblvCIonbKnWtMfQESGWPCBcJAAAgAASAABIAAEAACQAAITCkColtLOFUp9y+HR10Ov3/29z8+/fpmCaE9a4GXmmDTBMt3nrVCVcTPew5ePXvp1i/79//3bqOiTVCw7VjdEWi5f+7cxX/vOXy1Us42LNhLbgyFdMUnpXXT7X09NB/Dbo4x2DEpok+Ls5Njp3QtuHPAHDO5qoifPjtw5QyviR74791mRZvA2TbCqkICc03lqm78tOfHa2cvRRz594ETmWwtv4Ag9WF1KV0LocRa5VTx2416jIbrzl73z3dnazc2tvQozwjQSYopRP85pnbR1kQPfvvNtxfb69GHb5Vi0Bns/j7JZWm6+s21UaU/B11gTDxBGAgAASAABIAAEAACQAAIAIHngcDQioyl7loVCfcSawc2krR16/v52qk3pdzMa0SPha08Vk/TLbp/5WEVDwv6j4a6xp6GhpLy8ppOqpM3tCJDVAtOdLRqOM1x0qxPjstqGyqE4GrPefONDzfN8pAvi8tuGbnxhNPANvT1d9HpSYjPEaearue0bsuarWvD1q6Yu3iOt4+tWmdJYWXnsNoklPh7ENaFCfYg2Gp0l6NtMtwB37lufz20Y4N2TbHRvHe2L1+/yDfQWbe/vKikjSMohaB5vPvjW68t4e3EQZ8lxo0XH9WKKkCbaH7+ZJl+Ta7W/Bfe3LRoVYiXuylenV/W1DegYrCEQFNFHGc6BwmKQh/rpntx5QPTWjJnpTvCM1XJcPaaVS8jT5ejzRR2VsqtIzdTYJicnvP6V9a+tC5sxRwXG8XGUsImyG7YigxCySR03UrerqJls0IC7S1U2osKGrpFd2SQ2Uln2q/dtu6l9WEr57nbqTQ12274dpcP9vBhTpdIvZOaKlWLhkvgEif5xMvXUhp5ZeI40djQ3NtUX1wmbKIaLgF8gfABAXaHtkOIg2ZtSkx6s0gblqyFwJjz31lmlJ3Rom3KYrksDjHOOHGlwtLTz3XaTHd6Y5OiibXDkg2z9Cozc5uFTUV6EMH7mlNzudM3rV3lMnxxk7HLcsvWG1Fl3RJWZGh5L925de50OzVufVVpQy8xxoUbsCLjeQju4CMQAAJAAAgAASAABIAAEHhWCUg+7FNRV18Dw7o62wWul9fVEDRbbw9ttEKff+F1+Tdux6XUUc1iiCXY0dmN5tGKI05FVLL2dtNSVFC19nI0GvUznEakRKc14wZ+00f/EW2BMVjx5tpQe/mKxOjLF2+GxxQTVoGvvbPQXuRdEgRuuPrd7S/NMsMq0m9FxD2qpNmHrvvoFc8RB3bSzIK3+DHyY6NvJtTg5l5bdq72Vx3IL3Aroi7cOHv++tnziaVsiceOGoaumKNc9eBO7IMywsxnwa6XfIZWkXCrYq/cvnD51oXo0m6CqEu/x/vO/8SWDZ2qQOIsmSMEzWjNe9s3BxmyS1IibsZnNKl6LN3y2VYnZZEn+QTd/IV31s6zU23JjL8ZVdDjuGiFw7A6JXCDlTu3bfBntmUlhN+IS6iUc1n44sebWEoihZDZabRmxwvzndRbs+Ij7ud2sBavcaWPqFgqpkrXgtNRmZw+0Q06NTnhEXHJA010tACbJ43ThncCaVq4zVWVbDU9TVpbu6qbI/vqLycym0ozs4vkdXtunfs1Ivbq9fwWDXpffe8Y4kVD4uE/MrmW1tYi65JwOQadw5GyIqMq/JdvziQ36E3b+N6ur99dPI8FqzPGgBxEgQAQAAJAAAgAASAABIAAEHiqCYjO4XAFDR19XW19XaY5y2XVGws9lfqL4tOrBavlqx9ceNii5Lpsz9/Wr5vrzNJhYI9vWXt3ZkREQWlFaez1R6Xi6BJ5iQ9rMQOfaayBrMqQlKaVvQGtMfrsd6ciL6ANLGfPfLnvz7N3qwiVIRGG+/R5Jozy8COf7uftQTj+vwM/RDWruQXOMhymTFWz7sz/HT9+PvL0b798/ltWt7LD3EDhJgQcq4/n7cGJunQ1q0bMYY6CcuQ0qyL3fH/pzKWbR787cCy5W9FpWqC2UAWO1cZdvnP+8p1zsVVo1tucFYO+Cz5DyzH4slKcJXWE4RY415hWeu3InoP8zRR8MzS9g2YOmMFLSLn7TNchyq4d5ctcP/DVb1kMpigIhmvgPDMi448DXx67/uelm8d+OLA/ulXHd9ZMrWG4pFWKk0+QAV7N25ckUPFLKiZiAb8YKqZKpzFoDXqBiAavGQs/GvJjfsGNJF9wGif91I//+CW2wjTAreL8/ntNaC9JTzPu6MRNeNAwYEBPe8fYYkJr3LVjv8en8lMwBFdeTRWXk6NjbI6UdAjOac+8demfH//ry98T65jTXti16+v3lkA6Y2zcQRoIAAEgAASAABAAAkAACACBp5PAUCIDx+Wnbdz19Rfo89e9765bbMvNun7yh+v1Ar9wWk/Czz/+92JqnZpd2Jr1H3/x0Zdvz3UbfriArAjgtK7kP4/t3nvoUEyD2EMHcFrN/fhqQsslyHnUihL0PgjeGYo2NqrCZQVdxSnXIpJyRV7AoWOkq4C1ZqVVE/wcDZqdZt348+ixqMzhE0dOUUFKl9CntrTCMgzT09Mdi49EYUZuj1BFd1JOJTomUm94roRKaVKcJXWEL9CWk1EnwIgqMSWnGsN1DETWsujqo6RUW3ZGrVAGa0zLbRY1TNtYVwlrraqTF6QGDPQ1GmobCBrTcPiCGCl2qulpKWOdedlVAyoa0rKHqUDqqJjKd0Fy1Q8ZbfPC7p38lsz7bPaggnmYjHQtyo5ha02S/nemVFC5NJa/X3dylLCjDJVDV1USXbQixQic1hp/P6+NoWYfELg8zMVEHkMLMjBOP+lhtji3I+fOlS///u3/nYyv1nTfsGvHJqcxOws/AAJAAAgAASAABIAAEAACQAAIPF0EhhIBBMHOuf77gUO/Hzh44j/f7nv/3X99cz6vCb1gYeDCsY60a3/u/fCLnV+e+P1uhbxD8Fu7Qm1oY37cLRNAldHJRVyVaQFOciMWhrBTL18t6bWa8/dvd3//+Zsfvb58zRzWiJMU5Xh7Cdhs0YX7DSVRcam5LcO2VHDYvZzBsxu7M09+//OByOqxGN/f1ze0WqOvF01L0RGOYylgQFaSs6SOjBbo7UXP/em8TRgDlzzPpmE02Oxh5zsgARzXC90pzAug1MCXq21xcb5IspPBQLsmOL0iwHvZIyfpVEwVmCyx6od8qoj4+Q9eS44o7ifG2T7FaiG4uLZLyGszWi5drdNzdQ2e7RtkY754tQ/RpTx9fuCCkICF852M5DWc5wUuCA3569/f/WCVleguHol1r2rgv2jJ9he8NUsTLtxIzG4i5Bl0LpsjSLSRX/2dlUWVJWWNnVw6SoDABQSAABAAAkAACAABIAAEgAAQeLYJiK5o4DYVpj14lP4gMSs5r6auW/wMEL05srEoK/zkz19eKEbnVIRNe0Izp6bkuLx+ZRd3X+VhFYQOOMi/fOSDz346ej4uubiVZmAfsmbT5x/NtZpYwgUlcUozC7Mq0YkeT+KS4OykmUIQjXGn+Emugc+Ph/+MLBmlX5KdBC+hIzorpzhDF+8gGQ2c1lGQlI5aclxRm8R9P6TsxGqh6QUvD3B2mbFx5TRrxabkqIdRBaVXj/10+LfIaxGx6HP1emZVX2vGzZhrNyK+/fAfn50r7pLsKkqLqJk6L92yde8bgZr5kUePRz6oFCZ7GAxGP4d0QQbah4KpW3psePsv3/5t9VzTjpjffv49g9QxEAACQAAIAAEgAASAABAAAkAACDzdBCQf9iniF5ovmfvOXrXY2Xhg+QNOw2qzihswOV394ScljJGGqooSWg7QM5azEQUacFp3dFx+nzwr0E91hE5kW1dtUdSNiJ+P/vb5J998ebNW3tQ/2HFIis1F01s5eXmR3zEtgvzd7DTH+fRegtMMefkhvPIKaOEDlcmpmMIkOUvqiEBATsRTBQXe4giOyJKLPt6EeZgM74AGkYsvwKnP4ye5hj5ZRe0j1wtIsrOlqbUfUzUyFuac0BkWpkYjmw0VU6VXPcHziq4g4qy8kiID6x9ceiMQkBc5U1OO9w+CB2nUJdYXdLLJxWMn/7f3289+DA9/VNnCP9WCU11aoOE630UNH1wcpKVrrCitLdFVDabNDn37b+/9650gnZKIr78+G57bMbT8B8PQigxOv7T3nqAkiKa198Z3dn774YqZek33fv3xvd3HT8VUtossoRpjXwRxIAAEgAAQAAJAAAgAASAABIDA00GAUiIDpQaULKctWhQ612FoFsi0M9dGqzMahG81GYe7BM0gwF0P66os5r/SdfAiuMoeK7fs3f3qq4FMKUeKdickpXTR7HzddUTfwWHsvn7dgmBLoV84rb+iuoWD0eQYQ7Puxir0VgkNRzdDwcyT4NKd5q/atiXIacTLU8bh0rCf4FaONgpCFYoe9uhIiea60XtT+Ls6GHIke07EOkvqCF9A3d5ZT4CR4Cq62xtiREMNOq9j4KqvbWSLymA6rnbDTuJsqqzvxrQdnYUngPKyWnPXffzuUn81MXN18ZWSm5/ZQ3NYuG65l7m5qanv4vXzLEa+kYOKqYM2i9XSWtvcianYORgPVKuSn5sZTtSVo9NN+BcS6MJUWA6GAzSUXWz1MKKptk58TYvV0l+Wl1Q/8BZeXNHITEeZqzh96dIli/zsBg+UbcEc1m9Y76Uzct8TXw96h+vCt7bvWOtn3BT97acHfrpb2TEq+8Cg09kc0fevjLRQd+7Wr99fEsSsjzx+4L3dv0AKY6KdFX4PBIAAEAACQAAIAAEgAASAwNNDgK6mZYyspZm6LnXXqki4l1grflt+fW2/g5+7t5+rrb6Goam5x4y5L8y2lK+LPX4qp5GgtpNfqIWJNv+rGVk4u7qFrV0QZMTNv3T2j7xODBcpRNF981sBthqapob9yZEFraJ/EiXLaWQbeAe46fQ+is/uHPg5lznnxbBQb1sDdTVjczMnT9/VIY5a7Nwrf6ZX9AlluLXNiu4eXp7unibqTGNzr9lhK3yY3ek3frpd3SPQRRj4L3HSrUq/nDTqCEe+AcrWHvP9bO1sze1YFnZ2hhpYP1dZh/dPa5WO/Pp2HOfzVKnsNZznaahtaO4bunCxm0Zvxq2f71b3jnCnW9E+2MXe2EBdVcuaZelgZ0ivKa/vHYVUnLOkjnBrW5Q8PL093dyM1Zgmlv5hCxe5qrcnXPsppp49YAZR16nlO83DxcXFUE3X1HrG0tnWtG5tTSL37sMc/gmp3Lpmeddp/t6uLgbquiZmnjND18yxUa9NOH+vqmt01YizE++rKWpQd/J09vHzCp7p5aqefztT1dkCy4mMz+karBRyU4cqX5wWoq5Z0c1jmqebh4m6rrGF34JFi51V2xKuHIkSOssTQPXu4eZurKZjYhmwYFGYo0pb3OWfHzb2i21jYrVwMUWmsbu355xgD1cz5Y6ikibW4jd8ao7++2om8oXQ8gw1b7wZeye7y/uVl5bpVyekN/YNLxzHunJz2uWa7x/8PbOOPVTRinqm1ppEZ2cvm6PgFDzbtjXxZlabpEiirMfE067975fopPKOvrGvwli+eI70GHXhcuTTE8TAUiAABIAAEAACQAAIAAEgAASeLwJUExl4V+XD5CpMS9+WZePiZGWqxi5LuvfT0bt5o6fckgGi6f0yD31NMxtHBxsbU2351pKoc6cP36njjjhHgN2jYG5vr8Upi44Mz2nlSkhkoP+u7dCYEehgyM69lS1cGIKz61KzW9WMLVxc7N1dbKwMlHsqMi4ev3q/bujEAXTgRWZCbrOirhXL1tXJQl+hMz/62uHfU+q5A7NKskSG3vRVO5Z6IC8cHYw06TiubsD/buNgR8u/kl4hTGRoZ50+majjNdvP0VqDXZ5y5/Dxh9WcUdsxOPUFlQwzO1tPV3tnB2s7FrMjMTZj+LGjiKh4Z8kcwbH2rPi8NhV9G5atm4OpNtacGXl+35lc0Q0IONGamV6naGRsa2fjYKrSnhx+vtYqiIUPJjIQruykgh41A1snezcHcwOl7vzo8CMnkqrFJbDE2ons76zKuXcvOTU3Lyn67h/nkjts/INtCNFEBhVTB1uWJBpZ/GpFzro6WxoqtGXdu3Lg98yWgXk+ciQrIa9NSd/G3tbN0VSbaMq4ff6Hc/mjF0QIFI3WQtBM1/xtx1vzzGnVORGX7sdkVtbIu7y+XvfW/nOJrYIUGNNrgUnjjdSy/paMKo2FG9z6ox8VjO4jXdVoZw5neMPm4EoWHgHrtqzetHymr2l/aviNpDqJ+1O6KosyytvHkcIQuAaJjOcrzIO3QAAIAAEgAASAABAAAkDg2SKAG1n6PL0eEVz9df/YEabw8MsPL+WM/bn043Oc7r/x6Bar2P17DqVSXa5CasyUdXaE5VTsdNjw/gczG07sPHpzcCkNqf/DBahoGWORYsRHa2E62avmZZfwV1IQShar1jmUXgxPaMD1XXxnelsYquvaW1Yd/MvZVBpOcFVnvuBdfSoyfywtk6DrrdyxxiT38uGrJd0TOhNVmvfHD30hHc7mV/82cXpQAhAAAkAACAABIAAEgAAQAAJA4HEQoHRGxuNQLJMycVrt/fhKQsslyHkqOiKzHAYf1hR3drBCxdpJKJgEhQUt5n1mLF+17kU/9f6Sgozxn68ySTRG+9KQmSPMYnAZNo5q8SeuPULvKKYRdZkPTp960KxCpJ69lyqsr477p+6MKYvBq2VO3bn//PB9eOnjy2LIpOtBIUAACAABIAAEgAAQAAJAAAgAgSdF4OlekfGkqJHqFazIiNu/56DsVmSQKp3KAoRO0J5/hlriOEFw2V3ttYWp53+PSGyQ7WtipjKAqWUbrMiYWvUB1gABIAAEgAAQAAJAAAgAASAwFgKQyBgLLZAFAs8EAUhkPBPVCE4AASAABIAAEAACQAAIAIHnlMBU3JHxnFYFuA0EgAAQAAJAAAgAASAABIAAEAACQAAIkBGARAYZIfg7EAACQAAIAAEgAASAABAAAkAACAABIDBlCEAiY8pUBRgCBIAAEAACQAAIAAEgAASAABAAAkAACJARgEQGGSH4OxAAAkAACAABIAAEgAAQAAJAAAgAASAwZQhAImPKVAUYAgSAABAAAkAACAABIAAEgAAQAAJAAAiQEYC3lpARgr8DASAABIAAEAACQAAIAAEgAASAABAAAlOGAKzImDJVAYYAASAABIAAEAACQAAIAAEgAASAABAAAmQEIJFBRgj+DgSAABAAAkAACAABIAAEgAAQAAJAAAhMGQKQyJgyVQGGAAEgAASAABAAAkAACAABIAAEgAAQAAJkBCCRQUYI/g4EgAAQAAJAAAgAASAABIAAEAACQAAITBkCkMiYMlUBhgABIAAEgAAQAAJAAAgAASAABIAAEAACZAQgkUFGCP4OBIAAEAACQAAIAAEgAASAABAAAkAACEwZApDImDJVAYYAASAABIAAEAACQAAIAAEgAASAABAAAmQE/h8GqYVBTIVZ1gAAAABJRU5ErkJggg==)

在这个例子中，定义了一个基本的坐标类型结构体Point,以及定义了两种矩形类型的结构体Rect和Rect2;

Rect和Rect2不同之处在于，他们存放坐标数据的方式，前者是存放点坐标的数据实体，后者是存放的是坐标类型的数据的指针。

第一行打印的是Rect类型的数据r1,其LeftUp的x,y以及，rightDown的x,y这几个元素在内存分布上是连续的.

第二行打印的是Rect2类型的数据，其LeftUp和RightDown是两个指针，可以看出指针本身在内存分布上也是连续的，但是指针指向的内存区域，不一定连续（虽然在本例子中指针指向的区域的LeftUp的x,y和RightDown的x,y看起来是连续的，但是这是在比较理想情况下呈现的结果，实际中不及一定连续）。

# 结构体继承时的就近访问原则

在go中，结构体的继承是通过匿名嵌套结构体的方式。

当结构体继承的时候，嵌套的匿名结构体互相之间有相同的字段或者方法时，编译器或采用就近访问的原则，入如果指定访问某个匿名成员结构体成的某个特定的方法或者字段，需要逐层指明匿名结构体名字来访问。

匿名结构体的访问方式吗，如果本结构体中没有，需要访问的字段，那么会自动到继承的结构体中找。

非匿名的结构体嵌套方式，严格来说不能成为继承，而是称其为“组合”，这种方式嵌套的结构体，如果要访问“父“结构体中的字段，需要逐层指明结构体的名称，也就是要写全访问路径。

例如下面的结构体的继承和嵌套方式：

type **A** struct {  
 Name string  
 age int  
}  
  
func (a \*A) SayOk() {  
 fmt.Println("A sayOk", a.Name)  
}  
  
func (a \*A) hello() {  
 fmt.Println("A hello", a.Name)  
}  
  
type **B** struct {  
 A  
 Name string  
}  
  
func (b \*B) sayOk() {  
 fmt.Println("B sayOK", b.Name)  
}  
  
func (b \*B) hello() {  
 fmt.Println("B hello", b.Name)  
}  
  
type **C** struct {  
 A  
 B  
}  
  
type **D** struct {  
 a A  
}

1. 在这个例子中，先定义了结构体A,并用指针方式绑定了SayOK和hello方法；
2. 然后定义了结构体B匿名继承了A,以及添加了一个自己的属性Name,，然后B也以指针的方式绑定了方法SayOk和hello.
3. 然后由定义了结构体C，匿名继承了A和B.
4. 以及最后D，有名嵌套了A.

## 匿名继承时，访问本结构体绑定的方法

var b B  
b.Name = "小明" //给B中的Name赋值，但是不会给A中的Name赋值  
b.hello() //B hello 小明  
b.SayOk() //B sayOK 小明

打印输出：

B hello 小明

B sayOK 小明

定义一个B结构体类型的变量b, 就近原则，调用SayOK和hello都是调用的B本身绑定的方法；

## 访问其父结构体A的方法

// 如果要访问结构体中嵌套的匿名结构体，需要写应用的全路径  
b.A.SayOk() //A sayOk  
b.A.hello() //A sayOk  
// 这里没有获取到Name。因为Name只在B中被赋值了，没有给A赋值

打印输出：

A sayOk

A hello

在这里因为B的父结构体中也绑定了同样的方法SayOk和hello,所以如果想要访问父类的同名方法，需要逐层次写明访问路径。

## 修改父结构体A中的属性字段值

b.A.Name = "小红" //这里给A中的Name赋值了，和B中的Name互不影响，b中的Name仍然是原来的值  
b.hello() //B hello 小明  
b.SayOk() //B sayOK 小明

打印输出：

B hello 小明

B sayOK 小明

从打印结果看，修改了父结构体A中的字段属性Name,但是在调用b本身的方法时，b本身的Name属性并没有被影响，因为B自己本身有子级单独定义的Name

## 多重继承时，各个结构体中有相同的属性名——编译报错

当使用匿名嵌套继承时，如果被继承的各个结构体中有相同的字段属性，或报错

//var c C  
// 编译报错  
// 当结构体中的子成员有相同的字段时，而结构体没有该成员，那么此时必须要明确结构体名来区分  
//c.Name = "小强"

这里C继承A和B, 而结构体A中有成员Name, 结构体B中也有成员Name;

结构体C在同时继承A和B时，因为A和By有相同的成员Name,导致二义性，编译不通过。

## 有名嵌套接结构体访问嵌套结构体的属性和方法

var d D  
//fmt.Println(d.Name) //d.Name undefined 因为D结构体继承了A不是按照匿名结构体的方式继承的，  
// D不是按照匿名方式继承机构体A的，那么如果D中没有Name，不会自动去A中寻找，会直接报错  
fmt.Println(d.a.Name) //通过有名方式继承，如果要访问继承的类中的方法，需要写全路径

打印输出：

A sayOk 小红

A hello 小红

结构体D有名嵌套了结构体A,那么这种方式就不能直接访问结构体A中的属性字段，需要逐层指明结构体的路径。

# Go实现类似闭包

* 闭包返回一个函数引用；
* 闭包函数中的局部不变量有保持作用，因为其保持的作用，可以实现类似全局变量的作用；

func called() func() int {  
 var num int  
 return func() int {  
 num += 1  
 return num  
 }  
  
}  
  
func main() {  
 f := called()  
  
 for i := 0; i < 10; i++ {  
 fmt.Println(f())  
 }  
}

打印输出：

1

2

3

4

5

6

7

8

9

10

在这个例子中，定义了一个闭包函数called.，这个函数返回一个类型为func(）int类型，也即，返回一个“返回值为int类型的函数”；

在闭包函数called内部，变量num，在main中每次调用完后并不会释放消失，而是在下次调用后，沿用之前的值进行累加。通过打印结果看，在主函数main中循环调用了闭包函数10次，num每次加1，最终累加到了10。

# 文件操作

## 打开文件os.Open

**方法os.Open打开文件是按照只读方式打开文件的**。

//打开文件  
fileobj, err := os.Open("./file.txt")  
if err != nil {  
 fmt.Printf("打开文件失败!**\n**")  
 return  
}  
  
//延迟执行,在全部返回之前再关闭文件  
defer fileobj.Close()

打开文件使用的是os模块的os.Open函数，入参为文件的路径。如果打开成功，返回的两个值中第一个就是文件对象，第二个错误标识为nil，如果错误标识不是nil，那么标识文件打开失败。

在打开文件后，**使用defer fileobk.close()函数来延迟关闭打开的文件对象**——这是一个好习惯。

## 读文件

### 文件对象读取文件

//读文件  
for {  
 var tmp [128]byte  
 n, err := fileobj.Read(tmp[:])  
 if err != nil {  
 if err == io.EOF {  
 fmt.Println("文件读取完毕!")  
 return  
 } else {  
 fmt.Println("读文件失败,err:", err)  
 return  
 }  
 }  
 //到文件尾部，即使读取不到tmp满长度，err也不会报错，只是n返回的读取长度小于len(tmp)就是了  
 fmt.Printf("读取**%d**字节**\n**", n)  
 fmt.Println(string(tmp[:]))  
}

在打开文件获取到文件对象fileobj后可以直接使用fileobj.Read来读取文件，入参为一个byte类型的切片缓存区，这个切片长度决定了每次最多从文件中读取多少个字节。

两个返回值，第一个返回的是成功读取了多少个字节，第二个返回值是如果有错误的话返回错误。

当读取到最后一次时，如果剩下的内容不足切片缓存区的长度，也不会有错误err,只是返回的成功读取的字节长度小于缓存区的切片长度。

当读取到文件尾部的时候，才会返回错误err为io.EOF,，因此可以把err和io.EOF做判断每次读取的返回错误值，如果错误等于io.EOF，则说明已经读取到文件尾部，就可以终止循环读取文件了。

使得注意的是因为使用的是byte类型的作为存放读取的文件数据的地方看，在读取中文字符串的时候，容易遇到汉字被不完整截断读取的问题，打印出的读取内容会有乱码的问题

### 带缓冲的读取文件bufio.NewReader——推荐使用

打开文件仍然使用os.Open打开文件。

使用bufio读取文件可以避免字符截断的问题，bufio自带缓冲区，可以指定读取文件的时候，遇到哪个字符就停止读取，如遇到换行符’\n’ 就停止读取内容，这样就实现了按行读取。

Bufio可以适用于不论是大文件还是小文件的读取。

//bufio可按照行读取  
getfuncinfo.PrintFuncName()  
fileobj, err := os.Open("./file.txt")  
if err != nil {  
 fmt.Println("打开文件失败!")  
 return  
}  
defer fileobj.Close()  
  
reader := bufio.NewReader(fileobj)  
for {  
 //设定遇到\n就停止读取，也就是按照行读取，在line里会读取并包含换行符  
 line, err := reader.ReadString('\n')  
 if err != nil {  
 if err == io.EOF {  
 fmt.Println("到达文件末尾!")  
 return  
 } else {  
 fmt.Printf("read line 错误，err:**%v\n**", err)  
 return  
 }  
 }  
 fmt.Print(line) //每次读取打印一行  
}

使用bufio读取文件时，在文件已经os.Open成功打开之后：

1. 用bufio.NewReader创建一个读取器reader并返回;
2. 使用返回的reader读取器的方法，如ReadString读取文件内容，可以指定遇到某个字符串就停止读取;
3. Reader实际上是一个结构体，该结构体绑定了很多方法，如ReadString, ReadRune, Readbytes等等，还自带一个ReadLine方法（实际就是ReadString遇到\r就停止读取的版本）
4. 读取器调用读取方法如ReadString读取内容的返回值有两个，第一个为读取到的内容，第二个是返回的错误err，读取到文件尾部的时候返回错误io.EOF，可以使用err == io.EOF判断读取到we年尾部，来终止循环读取；

### 一次读取整个文件内容——ioutil模块

使用ioutil读取文件的时候，会一次性读取文件的所有内容。

读取方法为ioutil.ReadFile,该方法不使用os.Open打开文件，它会自行打开文件；

//ioutil 一次读取整个文件  
getfuncinfo.PrintFuncName()  
ret, err := ioutil.ReadFile("./file.txt")  
if err != nil {  
 fmt.Printf("read err:**%v\n**", err)  
 return  
}  
fmt.Println(string(ret))

Ioutil.ReadFIle入参传入文件的路径；

返回值有两个，第一个是读取的文件内容，是一个byte数组

第二个为err,如果读取出错则不为nil;

使用ioutil.ReadFile适用于读取文件内容较短小的文件，不适用于大文件的读写；

## 写文件

### 文件对象写文件

不同于os.Open使用只读方式打开文件的方式，要写入文件时，需要指定文件的打开方式，使用的是os.OpenFile方法，该方法有3个入参，分别为：

* 文件路径；
* 文件的打开(创建)方式；
* 设置的文件权限（该参数只在linux环境下有效）；

该方法有两个返回值，分别是：

* 文件对象；
* 错误err;

文件的写入使用文件对象的方法fileobj.Write或者fileobj.WriteString，方法传入的入参就是要写入的内容。

//文件名,创建方式,文件权限(权限控制只在linux下生效)  
//fileobj,err := os.OpenFile("./xxx.txt",os.O\_WRONLY|os.O\_CREATE|os.O\_APPEND,0644)  
fileobj, err := os.OpenFile("./xxx.txt", os.***O\_WRONLY***|os.***O\_CREATE***|os.***O\_TRUNC***, 0644)  
//O\_TRUNC 每次打开都重新写入  
if err != nil {  
 fmt.Printf("打开文件失败!")  
 return  
}  
defer fileobj.Close()  
  
fileobj.Write([]byte("测试文件文件写入byte。。。**\n**"))  
fileobj.WriteString("测试直接写入string。。。**\n**")

文件的打开方式可以由多个方式进行或操作来组合起来。打开方式的枚举实际上是一个定义在os模块中的静态变量，基础类型为int。

const (  
 // Exactly one of O\_RDONLY, O\_WRONLY, or O\_RDWR must be specified.  
 ***O\_RDONLY*** int = syscall.***O\_RDONLY*** // open the file read-only.  
 ***O\_WRONLY*** int = syscall.***O\_WRONLY*** // open the file write-only.  
 ***O\_RDWR*** int = syscall.***O\_RDWR*** // open the file read-write.  
 // The remaining values may be or'ed in to control behavior.  
 ***O\_APPEND*** int = syscall.***O\_APPEND*** // append data to the file when writing.  
 ***O\_CREATE*** int = syscall.***O\_CREAT*** // create a new file if none exists.  
 ***O\_EXCL*** int = syscall.***O\_EXCL*** // used with O\_CREATE, file must not exist.  
 ***O\_SYNC*** int = syscall.***O\_SYNC*** // open for synchronous I/O.  
 ***O\_TRUNC*** int = syscall.***O\_TRUNC*** // truncate regular writable file when opened.  
)

### 使用bufio写文件

Bufio写文件的方式如下：

1. 使用os.FileOpen打开文件；
2. 使用bufio.NewWriter创建一个文件写入器wr；
3. 使用创建的文件写入器的方法如wr.WriteString写入内容；
4. 使用文件写入器wr的Flush把写入的内容刷线到文件中；

**因为bufio自带缓冲，所以再写入文件内容后，是暂时保留在缓冲区中，需要调用Flush把缓存中的内容刷到文件中。**

fileobj, err := os.OpenFile("./xx.txt", os.***O\_WRONLY***|os.***O\_CREATE***|os.***O\_TRUNC***, 0644)  
if err != nil {  
 fmt.Printf("打开文件失败!")  
 return  
}  
defer fileobj.Close()  
wr := bufio.NewWriter(fileobj) //bufio.Writer是自带缓冲的，所以Flush操作时必要的  
wr.WriteString("测试写入string,use bufio。。。**\n**") //把内容写到bufio缓存中  
wr.Flush() //把缓存内容写入文件中

### 使用ioutil写入文件

使用ioutil.WriteFile可以直接写入文件内容，也无需调用os.OpenFile打开文件，ioutil会自行打开文件写入。

入参有3个：

* 文件路径；
* 写入内容；
* 文件权限；

str := "直接使用ioutil写入byte。。。**\n**"  
err := ioutil.WriteFile("./xxxxx.txt", []byte(str), 0666)  
if err != nil {  
 fmt.Println("ioutil写文件失败")  
 return  
}

## 文件拷贝

### 使用io.Copy复制文件

使用io.Copy拷贝文件，其自带缓存，也可以适用于拷贝大文件。

使用os.Copy步骤如下：

1. 使用os.Open打开文件，获取源文件对象srcfile；
2. 使用bufio.NewReader创建文件读取器reader;
3. 使用os.OpenFile打开新文件并获取待写入的文件对象dstfile；
4. 使用bufio.NewWriter创建文件写入器writer;
5. 调用io.Copy,一次传入文件文件写入器writer和读取器reader;

func FileCopy(dstFilename, srcFilename string) (n int64, err error) {  
 srcfile, err := os.Open(srcFilename)  
 if err != nil {  
 fmt.Println("打开源文件失败!")  
 return  
 }  
 defer srcfile.Close() //defer关闭打开的文件  
  
 reader := bufio.NewReader(srcfile)  
  
 dstfile, err := os.OpenFile(dstFilename, os.***O\_WRONLY***|os.***O\_CREATE***, 0666)  
 if err != nil {  
 fmt.Println("打开目标文件失败!")  
 return  
 }  
 defer dstfile.Close() //defer关闭打开的文件  
  
 writer := bufio.NewWriter(dstfile)  
  
 return io.Copy(writer, reader)  
}

调用文件拷贝函数：

srcfile := "./a.jpg"  
dstfile := "./b.jpg"  
if \_, err := FileCopy(dstfile, srcfile); err != nil {  
 fmt.Println("拷贝文件失败! err=", err)  
} else {  
 fmt.Println("拷贝完成!")  
}

**总结：使用io.Copy复制文件袋的时候最重要的是获取源文件的读取器reader和目标文件的写入器writer，在打开了源文件和目标文件后记得使用defer 延时关闭打开的文件。**

# 获取终端输入

## 模块fmt获取输入

### 使用fmt.Scanln

var age int  
fmt.Println("输入年龄:")  
fmt.Scanln(&age)

var s string  
fmt.Print("请输入：")  
fmt.Scanln(&s)  
fmt.Printf("输入的是:**%s\n**",s)  
//Scanln 无法处理输入的时候有空格的情况，它遇到空格就停止读取了

使用fmt,Scanln无法处理输入有空格的情况，遇到空格就停止读取输入了，适用于单个变量的输入获取；方便的一点是使用Scanln不用顾及到变量的类型，它会根据传入的变量的类型自动转换输入为对应的类型。

### 使用fmt.Scanf获取输入

var age2 int  
var name2 string  
var score2 float32  
var isVIP2 bool  
  
fmt.Println("一次输入姓名，年龄，成绩，是否VIP，空格分割:")  
fmt.Scanf("**%d %s %f %t**",&age2,&name2,&score2,&isVIP2)  
fmt.Printf("姓名:**%v**,年龄:**%v**,成绩:**%v**,是否VIP:**%v\n**",name2,age2,score2,isVIP2)

使用Scanf获取输入的时候需要指定对应变量的类型格式，空格分割输入；

### 使用fmt.Scan连续获取输入

**空格**或者**换行**来分割输入，

Scan可以连续获取输入，也可以根据变量自动转换输入为对应的类型，但是一旦遇到输入的类型和定义的变量类型不相同，就会立即引发输入错误，退出输入的读取；

var name string  
var age int8  
var sex int8  
fmt.Println("请输入姓名, 年龄, 姓别")  
fmt.Scan(&name, &age, &sex)  
fmt.Printf("姓名: **%v** 年龄: **%v** 性别: **%v**", name, age, sex )

* 获取输入如下：

请输入姓名, 年龄, 姓别

zhw

23

1

姓名: zhw 年龄: 23 性别: 1

在这个输入演示中，每个变量分别单独换行输入，也可以正常读取并打印出来；

* 获取输入时如下：

请输入姓名, 年龄, 姓别

zf

45 4

姓名: zf 年龄: 45 性别: 4

在这个输入演示中，第一个输入姓名为一个string类型，然后换行连续输入了年龄45和性别4，因为后两个类型定义的是int所以输入数字后能够正确获取到输入并打印出来；

* 获取输入如下：

请输入姓名, 年龄, 姓别

zgw 34 1

姓名: zgw 年龄: 34 性别: 1

在这个输入例子中，把输入按照一行输入，使用空格分割，可以看到变量也能够正常获取到输入。

* 获取输入如下：

请输入姓名, 年龄, 姓别

zg

er

姓名: zg 年龄: 0 性别: 0

在这个输入的例子中，因为输入时年龄是一个int类型，但是输入的是一个字符串，在换行时就直接提前退出了输入的获取。

### Scan输入的类型错误时的注意点

值得注意的是，Scan虽然能够识别换行符，但是在输入的类型错误的时候它不会吸收换行符，换行符会被留在标准输入中，所以如果有连续多个输入语句时，如果前面的输入有类型不匹配的情况，常常会导致后面的输入获取不到正确的输入，如下

var name string  
var age int8  
var sex int8  
fmt.Println("请输入姓名, 年龄, 姓别")  
fmt.Scan(&name, &age, &sex)  
fmt.Printf("姓名: **%v** 年龄: **%v** 性别: **%v**", name, age, sex)  
  
var en int  
fmt.Print("请输入一个数字：")  
fmt.Scan(&en)  
fmt.Println("输入的数字是:", en)  
fmt.Scan(&en)

输入时，如果在第一次输入中输入了错误的类型：

请输入姓名, 年龄, 姓别

zg er 4

姓名: zg 年龄: 0 性别: 0请输入一个数字：输入的数字是: 0

可以看到，首个获取输入的时候，年龄应该数如int类型，但是输入了字符串，导致后面的scan直接没有获取到输入。

# 一个统计文件中字符类型的例子

通过这个例子，将会进一步的说明switch case的用法以及文件的读取：

type **cntStruct** struct {  
 letter int  
 digit int  
 other int  
}  
  
func CharactersCount() {  
 file, err := os.Open("./a.txt")  
 if err != nil {  
 fmt.Println("文件打开失败，err=", err)  
 return  
 }  
 defer file.Close()  
  
 var cnt cntStruct  
  
 reader := bufio.NewReader(file)  
 for {  
 s, err := reader.ReadString('\n')  
 if err == io.EOF {  
 break  
 }  
 for \_, c := range s {  
 //fmt.Println(c)  
 /\*  
 switch c 会报错  
 此处swotch后不能添加条件c，因为case 是按照值byte码大小来比较的，计算结果是bool类型，而c是byte类型，二者不匹配，编译不通过；  
 此处直接用switch相当于转为 if ... else if ...的用法  
 \*/  
 switch {  
 case c >= 'a' && c <= 'z':  
 //cnt.letter++  
 fallthrough  
 case c >= 'A' && c <= 'Z':  
 cnt.letter++  
 case c >= '0' && c <= '9':  
 cnt.digit++  
 default:  
 cnt.other++  
 }  
 }  
 }  
 fmt.Printf("字母个数:**%v** 数字个数:**%v** 其他字符个数:**%v\n**", cnt.letter, cnt.digit, cnt.other)  
}

函数CharactersCount 来统计文件a.txt中出现的字母，数字，以及其他的字符的数量。

* 结构体cntStruct用来存放统计的额字母，数字，以及其他这3中字符类型的个数；
* 使用os.Open打开文件获取到文件对象file；
* 使用bufio.NewRreader创建文件读取器reader；
* 使用读取器reader.ReadString读取文件内容，并设置遇到换行符就停止一次阅读，也就是按行读取；
* 循环读取是判断如果返回err为io.EOF则说明读取到文件尾，停止循环读取；
* 每次读取一行后，使用for循环统计每一行中出现的字母，数字，和其他的字符类型个数；
* 统计的时候使用switch匹配字母，数字类型，不是这两种类型的则统计到其他字符中；
* 使用switch时不加switch后的变量条件，因为在case匹配条件上使用的是ASCII的大小范围匹配，这个大小范围匹配返回的结果是bool类型，如果对每一行的每一个字符c加载switch后面作为匹配条件，而c是字符类型byte,这会导致和case后的条件表达式返回类型bool类型不匹配，所以switch后不加变量，直接在case中进行条件匹配即可；
* 这里使用了fallthrough穿透，在匹配到小写的字符a-z后，会直接转到下一个紧挨着的case A-Z，并执行这个case下的语句(穿透的时候不在匹配下一个case的条件，直接执行case下的语句)；也就是在输入为a-z时会直接转到A-Z的case语句累加字母类型的个数，在输入为A-Z时匹配到该case下累加字母类型个数；

# 关于switch…case

## Switch计算的的表达式最终的值

func test(b byte) byte {  
 return b + 1  
}

var key byte  
fmt.Println("请输入一个字符 [a,b,c,d,e,f,g]")  
\_, err := fmt.Scanf("**%c**", &key)  
if err != nil {  
 fmt.Println(err)  
}  
  
switch test(key) + 1 { //switch计算的是表达式的最终的值  
//case结束不用加break  
case 'a':  
 fmt.Println("捕获到a") //输入单个字符的时候不会被执行到，及时输入最小的a,表达式计算结果都会是'a' + 2 = 'c'  
case 'b':  
 fmt.Println("捕获到b")  
case 'c':  
 fmt.Println("捕获到c")  
case 'd':  
 fmt.Println("捕获到d")  
default:  
 fmt.Println("其他...")  
}

输入输出如下：

请输入一个字符 [a,b,c,d,e,f,g]

a

捕获到c

在这个例子中，case ‘a’ 永远不会被匹配到，因为switch计算的是表达式test(key)+1的最终结果值，只要输入是一个字母，即使是输入的是最小的字母a,计算后结果也是经过了test函数的加1,以及表达式的再次加1，key值比输入的值大2，也即，即使输入的是a，switch表达式的结果也是c，不会匹配到a,b;

## Switch（计算结果）的类型和case的类型需要是一致的

var n1 int32 = 20  
var n2 int32 = 20  
//var n2 int64 = 20  
switch n1 {  
//case n2: // case后的检查值的类型需要和switch的一致  
case n2, 10, 5: //case后可以添加多个条件  
 fmt.Println("ok1")  
default:  
 fmt.Println("其他...")  
} //输出ok1

输出：

ok1

如果放开注释的一行//var n2 int64 = 10那么这个代码片段就会报错类型不匹配，因为n1是int32类型的，而n2是int64类型的；

## Switch后面不加表达式，相当于if…else…的用法

var age int = 10  
switch {  
case age == 10:  
 fmt.Println("age == 10")  
case age == 20:  
 fmt.Println("age == 20")  
default:  
 fmt.Println("其他...")  
}

输出：

age == 10

匹配age的值大小，age的值为10所以，case age == 10条件成立，执行该case下的语句；

## Case做条件判断匹配时，是从上到下的的顺序

var score int  
fmt.Printf("输入分数：")  
\_, err = fmt.Scan(&score)  
if err != nil {  
 fmt.Println(err)  
}  
switch {  
case score > 90:  
 fmt.Println("成绩优秀")  
case score > 80:  
 fmt.Println("成绩良好")  
case score > 70:  
 fmt.Println("再接再厉")  
case score > 60:  
 fmt.Println("多多努力")  
}

输入1：

输入分数：70

多多努力

输入2：

输入分数：80

再接再厉

输入3：

输入分数：91

成绩优秀

可以看到，3次输入，当输入70的时候，不满足>90,>80,>70三个条件，直接走到了>60的case中；

当输入80的时候，不满足>90,>80的条件，走到了>70的条件中；

输入91时，满足>90的条件，走到了case的>90条件；

**范围判断时，从上到下的顺序判断，一旦满足条件执行其匹配的case语句，然后返回；**

## Switch 穿透——fallthrough

//var num int = 10  
var num int = 20  
switch num {  
case 10:  
 fmt.Println("ok1")  
case 20:  
 fmt.Println("ok2")  
 fallthrough //默认只能穿透1层  
case 30:  
 fmt.Println("ok3") //上一个case有fallthrough，当上一个条件满足的时候，这个case也会执行  
 fallthrough //如果要穿透多层那么加多个fallthrough  
case 40:  
 fmt.Println("ok4")  
default:  
 fmt.Println("其他")  
}

输出为：

ok2

ok3

ok4

这个例子中，匹配num大小为20，匹配到了case 30，但是在其分支下使用了fallthrough穿透，这会导致继续执行下一个敬爱着的case 20，同时case30也有fallthrough穿透，所以又会直接执行下一个case 40下的语句，直到遇到default语句，没有fallthrough穿透则停止。

fallthrough穿透不会再次判断case是否成立，会直接执行穿透的case中的语句，同时单个fallthrough语句只能穿透一层,如果要连续穿透，就需要连续在多个case下添加fallthrough，穿透会在没有遇到fallthrough语句的一层case停止穿透。

## Switch判断数据类型

var x interface{}  
var y = 10.0  
x = y  
switch i := x.(type) {  
case nil:  
 fmt.Printf("x的类型 **%T\n**", i)  
case int:  
 fmt.Printf("x 是 int类型")  
case float64:  
 fmt.Println("x 是float64类型")  
default:  
 fmt.Println("其他")  
}

输出：

x 是float64类型

在这个例子中，x变量是一个空接口类型，它可以被任何类型的数据赋值，在switch中使用x.(type) 获取x的类型，和case的各个条件匹配。