**压栈， 跳转，执行，返回：从汇编看函数调用**

[![96](data:image/jpeg;base64,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)](https://www.jianshu.com/u/7b5906c282f6)

[SlayerNux](https://www.jianshu.com/u/7b5906c282f6) 关注

 0.2 2017.01.15 16:55\* 字数 3574 阅读 4853评论 1喜欢 17

从本篇开始，我们讨论一些高级语言中的基础设施：堆栈，函数调用，变量生命周期等等话题。因为这里本身会涉及到比较多的汇编层面的基础概念。为了向大家说明汇编层的函数调用实现细节，无奈我只能罗列出很多汇编上的概念，因为本文假定读者不需要具有任何汇编知识。我讨厌长篇大论，但本篇的解释可能仍然不够明晰。在此为自己知识的浅薄表示歉意。

**1. 从代码的顺序执行说起**

每一个程序员脑子里应该都有这么一种印象：“程序是顺序执行的”。这个观点其实和我们开篇所讲的cpu的流水线执行过程直接相关。  
让我们再回忆一下脑海中关于函数调用的概念，也许会是这个样子：

Paste\_Image.png

这里的“控制流转移”又是如何发生的呢？在解释这个之前，也许我们需要科普一点有关于汇编的知识。

**2. 函数调用中的一些细节说明**

**2.1 函数调用中的关键寄存器**

**2.1.1 程序计数器PC**

程序计数器是一个计算机组成原理中讲过的概念，下面给出一个[百度百科](https://link.jianshu.com/?t=http://baike.baidu.com/link?url=8CxiYwmTkvVtaRyKy2GD6lhktKc8R6BAFRaxAJDbs7tyr_aCCHG9U5suq7whjzSbWTERPwEl95d1F8jNqv3k_a)中的简单解释

程序计数器是用于存放下一条指令所在单元的地址的地方。  
当执行一条指令时，首先需要根据PC中存放的指令地址，将指令由内存取到[指令寄存器](https://link.jianshu.com/?t=http://baike.baidu.com/view/178142.htm)中，此过程称为“取指令”。与此同时，PC中的地址或自动加1或由转移指针给出下一条指令的地址。此后经过分析指令，执行指令。完成第一条指令的执行，而后根据PC取出第二条指令的地址，如此循环，执行每一条指令。

可以看到，程序计数器是一个cpu执行指令代码过程中的关键寄存器：它指向了当前计算机要执行的指令地址，CPU总是从程序计数器取出当前指令来执行。当指令执行后，程序计数器的值自动增加，指向下一条将要执行的指令。

在x86汇编中，执行程序计数器功能的寄存器被叫做**EIP**，也叫作*指令指针寄存器*。

**2.1.2 基址指针，栈指针和程序栈**

栈是程序设计中的一种经典数据结构，每个程序都拥有自己的程序栈。很重要的一点是，栈是**向下生长**的。所谓向下生长是指从内存高地址->低地址的路径延伸，那么就很明显了，栈有栈底和栈顶，那么栈顶的地址要比栈底低。对x86体系的CPU而言，其中  
---> 寄存器ebp（base pointer ）可称为“帧指针”或“基址指针”，其实语意是相同的。  
---> 寄存器esp（stack pointer）可称为“ 栈指针”。  
在C和C++语言中，临时变量分配在栈中，临时变量拥有函数级的生命周期，即“在当前函数中有效，在函数外无效”。这种现象就是函数调用过程中的参数压栈，堆栈平衡所带来的。对于这种实现的细节，我们会在接下来的环节中详细讨论。

**2.2. 堆栈平衡**

**堆栈平衡**这个概念指的是函数调完成后，要返还所有使用过的栈空间。这种说法可能有点抽象，我们可以举一个简单的例子来类比：  
我们都知道函数的临时变量存放在栈中。那我们来看下面的代码，它是一个很简单的函数,用来交换传入的2个参数的值：

void \_\_stdcall swap(int& a,int& b)

{

int c = a;

a = b;

b = c;

}

我们可以看到，在这个函数中使用了一个临时变量int c;这个变量分配在栈中，我们可以简单的理解为，在声明临时变量c后，我们就向当前的程序栈中压入了一个int值：

int c = a; <==> push(a); //简单粗暴，临时变量的声明理解为简单地向栈中push一个值。

那现在这个函数swap调用结束了，我们是否需要退栈，把之前临时变量c使用的栈空间返还回去？需要吗？不需要吗？  
我们假设不需要，当我们频繁调用swap的时候，会发生什么？每次调用，程序栈都在**生长**。直到栈满，我们就会收到**stack overflow**错误，程序挂掉了。  
所以为了避免这种乌龙的事情发生，我们需要在函数调用结束后，退栈，把堆栈还原到函数调用前的状态，这些被*pop*掉的临时变量，自然也就失效了，这也解释了我们一直以来关于**临时变量仅在当前函数内有效**的认知。其实*堆栈平衡*这个概念本身比这种粗浅的理解要复杂的多，还应包括压栈参数的平衡，暂时我们可以简单地这样理解，后面再做详细说明。

**2.3. 函数的参数传递和调用约定**

函数的参数传递是一个参数压栈的过程。函数的所有参数，都会依次被push到栈中。那调用约定有是什么呢？  
C和C++程序员应该对所谓的**调用约定**有一定的印象，就像下面这种代码：

void \_\_stdcall add(int a,int b);

函数声明中的*\_\_stdcall*就是关于调用约定的声明。其中标准C函数的默认调用约定是*\_\_stdcall*,C++全局函数和静态成员函数的默认调用约定是*\_\_cdecl*，类的成员函数的调用约定是*\_\_thiscall*。剩下的还有*\_\_fastcall*，*\_\_naked*等。

为什么要用所谓的**调用约定**？调用约定其实是一种约定方式，它指明了函数调用中的参数传递方式和堆栈平衡方式。

**2.3.1 参数传递方式**

还是之前那个例子，swap函数有2个参数，int a,int b。这两个参数，入栈的顺序谁先谁后？  
其实是从左到右入栈还是从右到左入栈都可以，只要函数调用者和函数内部使用相同的顺序存取参数即可。在上述的所有调用约定中，参数总是从右到左压栈，也就是最后一个参数先入栈。我们可以使用一份伪代码描述这个过程

push b; //先压入参数b

push a; //再压入参数a

call swap; //调用swap函数

其实从这里我们就可以理解为什么在函数内部，不能改变函数外部参数的值：因为函数内部访问到的参数其实是压入栈的变量值，对它的修改只是修改了栈中的"副本"。指针和引用参数才能真正地改变外部变量的值。

**2.3.2 堆栈平衡方式**

因为函数调用过程中，参数需要压栈，所以在函数调用结束后，用于函数调用的压栈参数也需要退栈。那这个工作是交给调用者完成，还是在函数内部自己完成？其实两种都可以。调用者负责平衡堆栈的主要好处是可以实现可变参数（关于可变参数的话题，在此不做过多讨论。如果可能的话，我们可以以一篇单独的文章来讲这个问题），因为在参数可变的情况下，只有调用者才知道具体的压栈参数有几个。  
下面列出了常见调用约定的堆栈平衡方式：

| **调用约定** | **堆栈平衡方式** |
| --- | --- |
| \_\_stdcall | 函数自己平衡 |
| \_\_cdecl | 调用者负责平衡 |
| \_\_thiscall | 调用者负责平衡 |
| \_\_fastcall | 调用者负责平衡 |
| \_\_naked | 编译器不负责平衡，由编写者自己负责 |

**2.4. 栈帧的概念：从esp和ebp说起**

为什么我们需要ebp和esp2个寄存器来访问栈？这种观念其实来自于函数的层级调用：函数A调用函数B，函数B调用函数C，函数C调用函数D...  
这种调用可能会涉及非常多的层次。编译器需要保证在这种复杂的嵌套调用中，能够正确地处理每个函数调用的堆栈平衡。所以我们引入了2个寄存器：

1. ebp指向了本次函数调用开始时的栈顶指针，它也是本次函数调用时的“栈底”（这里的意思是，在一次函数调用中，ebp向下是函数的临时变量使用的空间）。在函数调用开始时，我们会使用

mov ebp,esp

把当前的esp保存在ebp中。

1. esp，它指向当前的栈顶，它是动态变化的，随着我们申请更多的临时变量，esp值不断减小（正如前文所说，栈是**向下生长**的）。
2. 函数调用结束，我们使用

mov esp,ebp

来还原之前保存的esp。  
在函数调用过程中，ebp和esp之间的空间被称为本次函数调用的“栈帧”。函数调用结束后，处于栈帧之前的所有内容都是本次函数调用过程中分配的临时变量，都需要被“返还”。这样在概念上，给了函数调用一个更明显的分界。下图是一个程序运行的某一时刻的栈帧图：
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**3. 汇编中关于“函数调用”的实现**

上面铺陈了很多的汇编层面的概念后，我们终于可以切回到我们本次的主题：**函数调用**。  
函数调用其实可以看做4个过程，也就是本篇标题：

1. 压栈: 函数参数压栈，返回地址压栈
2. 跳转: 跳转到函数所在代码处执行
3. 执行: 执行函数代码
4. 返回: 平衡堆栈，找出之前的返回地址，跳转回之前的调用点之后，完成函数调用

**1. call指令 压栈和跳转**

下面我们看一下函数调用指令

0x210000 call swap;

0x210005 mov ecx,eax;

我们可以把它理解为2个指令：

push 0x210005;

jmp swap;

也就是，首先把call指令的下一条指令地址作为本次函数调用的返回地址压栈，然后使用jmp指令修改**指令指针寄存器EIP**，使cpu执行swap函数的指令代码。

**2. ret指令 返回**

汇编中有ret相关的指令，它表示取出当前栈顶值，作为返回地址，并将**指令指针寄存器EIP**修改为该值，实现函数返回。  
下面给出一组示意图来演示函数的返回过程：

1. 当前EIP的值为0x210004，指向指令ret 4，程序需要返回
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1. 执行ret指令，将当前esp指向的堆栈值当做返回地址，设置eip跳转到此处并弹出该值
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经过这两步，函数就返回到了调用处。

**4. 从实际汇编代码看函数调用**

**4.1 程序源码和运行结果**

源码：

main.cpp

#include <stdio.h>

void \_\_stdcall swap(int& a, int& b);

int main(int argc, char\* argv)

{

int a = 1, b = 2;

printf("before swap: a = %d, b = %d\r\n", a, b);

swap(a, b);

printf("after swap: a = %d, b = %d\r\n", a, b);

}

void \_\_stdcall swap(int& a, int& b)

{

int c = a;

a = b;

b = c;

}

程序运行结果：
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**4.2 反汇编**
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可以看到，在函数调用前，函数参数已被压栈，此时:  
**EBP = 00AFFCAC**  
**ESP = 00AFFBBC**  
**EIP = 00BF1853**  
我们按F11，进入函数内部，此时：
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其实就是call swap指令的下一条指令地址，它就是本次函数调用的**返回地址**。
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下面是一个swap函数的详细注释：
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当程序运行到ret 8时
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执行返回后：
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在返回前，ESP = 00AFFBB8，返回后 ESP = 00AFFBC4  
0x00AFFBC4 - 0x00AFFBB8 = 0xC  
这里的数值是字节数，而我们知道，int是4字节长度。所以0xC/4 = 3  
正好是2个压栈参数+一个返回地址。

**4.3 调用堆栈**

调试程序的时候，我们经常关注的一个点就是VisualStudio显示给我们的“调用堆栈”功能，这次让我们来仔细看一下它：  
我们重新执行一次程序，这次我们关注一下vs显示的调用堆栈，如下图
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第一行是当前指令地址  
第二行是外层调用者，我们双击它，跳转到如下地址：
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也许这也是为什么这个功能被叫做“调用堆栈”的原因：它正是通过对程序栈的分析实现的。

**5. 结束语**

虽然我刻意压缩了很多的内容，但是为了把函数调用在汇编层面的实现问题解释清楚，本篇文章仍然很长。因为有太多的汇编前置知识需要解释，而我有不想脱离这个话题单独去谈论汇编，这样没有什么意义。  
本篇作为[追根溯源 从C++到汇编](https://link.jianshu.com/?t=http://www.pengyz.com/2017/01/15/%E4%BB%A3%E7%A0%81%E6%94%BB%E9%98%B2%E4%B9%8B%E9%81%93-%E4%BB%8EC-%E5%88%B0%E6%B1%87%E7%BC%96/)系列文章的第一篇“干货”，希望大家喜欢。写了这么多，难免有所疏漏，欢迎大家批评指正。  
当然，作为一篇介绍性的文章，内容难免有所删减。比如，本文没有对ret n这种平衡方式做详细解释，也没有对各种汇编代码的含义做解释，还有引用参数的压栈方式，各种调用约定的具体使用情况和区别。当然，限于篇幅，有些东西无法面面俱到。但还是希望大家能够喜欢本篇文章。  
你的鼓励，就是我最大的动力。
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