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# STL

## Vector

vector<int> v(10); vector<double> v(10, 8.9);

push\_back() pop\_back() back() front()

clear() : Removes all elements from the vector (which are destroyed), leaving the container with a size of 0.

int idx = 10;

digits.erase(digits.begin() + idx);

vector<vector<int> > result;

//initialize vector with array

static const int arr[] = {16,2,77,29};

vector<int> vec (arr, arr + sizeof(arr) / sizeof(arr[0]) );

std::vector<int> v { 34,23 };

// or

std::vector<int> v = { 34,23 };

//initialize 2d vector

vector<vector<int>> matrix(n,vector<int> (n, 0));

## String

string += str more efficient

substr (size\_type pos = 0, size\_type len = npos) const;

const charT\* c\_str() const;

str.length()

sol.resize(sol.length() - 1); s.compare(word)==0 // string equal

## Covert to string

#include <string>

string str = to\_string(40);

Convert c style string to int, first check string is “0”?

#include <stdlib.h> /\* atoi \*/

int atoi (const char \* str);

return 0: faild

atof Convert string to double (function )

atoi Convert string to integer (function )

atol Convert string to long integer (function )

atoll Convert string to long long integer (function )

strto Convert string to double (function )

strtof Convert string to float (function )

strtol Convert string to long integer (function )

## Sort

Sort String

sort(strs.begin(), strs.end(), myComp);

static bool myComp(string a, string b) { … }

Sort Int

default **ascending, dscending** use >:

struct compare{

bool operator()(const int& l, const int& r) {

return l > r;

}

};

or use

#include <functional> // greater

sort(strs.begin(), strs.end(), greater<int>() );

Sort Object

//**ascending** use <, **dscending** use >:

static bool comp(const Interval& a,const Interval& b){

return a.start < b.start;

}

sort(intervals.begin(), intervals.end(), comp);

## Queue

/\*Elements are pushed into the "back" of the specific container and popped from its "front".\*/

back() emplace() empty() front() pop() push() size() swap()

## Reverse

vector<int> result; reverse(result.begin(), result.end());

## unordered\_map

unordered\_map<string,bool> hash; hash.count(pre)<=0 hash[post] = false;

hash[i]++; // no need to init

unordered\_map<int,int>::iterator it;

for(it=m.begin();it!=m.end();it++){ it->first; it->second; }

for (auto& kv : myMap) {

cout << kv.first << " has value " << kv.second <<endl;

}

## unordered\_set

unordered\_set<string> dict; dict.insert(str); dict.count(s)>0

## <climits>

|  |  |  |
| --- | --- | --- |
| INT\_MIN | Minimum value for an object of type int | -32767 (-215+1) or less\* |
| INT\_MAX | Maximum value for an object of type int | 32767 (215-1) or greater\* |
| UINT\_MAX | Maximum value for an object of type unsigned int | 65535 (216-1) or greater\* |
| LONG\_MIN | Minimum value for an object of type long int | -2147483647 (-231+1) or less\* |
| LONG\_MAX | Maximum value for an object of type long int | 2147483647 (231-1) or greater\* |

## Bit Operations

b = b<<1;

The Bitwise Complement: ~, flips every bit.

## priority\_queue

push() pop() top() empty() size()

default **max heap, min heap** use >:

struct compare {

bool operator()(const int& l, const int& r) {

return l > r;

}

};

or use

#include <functional> // greater

priority\_queue<int, vector<int>, greater<int> > min\_queue;

// constructing priority queues

#include <iostream> // cout

#include <queue> // priority\_queue

#include <vector> // vector

using namespace std;

class mycomparison

{

bool reverse;

public:

mycomparison(const bool& revparam=false)

{reverse=revparam;}

bool operator() (const int& lhs, const int&rhs) const

{

if (reverse) return (lhs>rhs);

else return (lhs<rhs);

}

};

int main ()

{

int myints[]= {10,60,50,20};

priority\_queue<int> first;

priority\_queue<int> second (myints,myints+4);

priority\_queue<int, vector<int>, greater<int> >

third (myints,myints+4);

// using mycomparison:

typedef priority\_queue<int,vector<int>,mycomparison> mypq\_type;

mypq\_type fourth; // less-than comparison

mypq\_type fifth (mycomparison(true)); // greater-than comparison

return 0;

}

## <cmath> <math.h>

pow(7.0, 3.0);

Try bit left shift like return (2 << x) to compute power instead of pow(2, x)

**Tip: 演算很重要！**

**Tip: Sometimes write down the input & output makes you find the pattern quickly**

# C

## Initialize arrays

bool row[9][10];

bool column[9][10];

bool cube[3][3][10];

memset(row, 0, sizeof(row));

memset(col, 0, sizeof(col));

memset(cube, 0, sizeof(cube));

# C++

## Class Constructor and Destructor

#include <iostream>

using namespace std;

class Line

{

public:

void setLength( double len );

double getLength( void );

Line(); // This is the constructor declaration

Line( double len): length(len) {

cout << "Object is being created" << endl;

}

private:

double length;

};

Line::~Line() {

cout << "Object is being deleted" << endl;

}

void Line::setLength( double len ) {

length = len;

}

double Line::getLength( void ) {

return length;

}

// Main function for the program

int main( )

{

Line line(10.0);

cout << "Length of line : " << line.getLength() <<endl;

line.setLength(6.0);

cout << "Length of line : " << line.getLength() <<endl;

return 0;

}

别托大，演算很重要！！

## enum

enum Color{White, Gray, Black};

vector<Color> color(numCourses, White);

# Summarizes the sort algorithms
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# Frequently Asked Questions

## ►Word Break

Given a string s and a dictionary of words dict, determine if s can be segmented into a space-separated sequence of one or more dictionary words.

For example, given  
*s* = "leetcode",  
*dict* = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

Runtime: **64 ms**

class Solution {

public:

bool debug;

unordered\_map<string,bool> presub;

bool wordBreak(string s, unordered\_set<string> &dict) {

debug = false;

if(debug) cout<<s<<endl;

if(dict.count(s)>0) {

if(debug) cout<<s<<" true"<<endl;

return true;

}

for(int i=1; i<s.size(); i++){

string pre = s.substr(0,i);

string post = s.substr(i,s.size()-i);

bool flagpre = false;

bool flagpost = false;

if(presub.count(pre)<=0) flagpre = wordBreak( pre, dict);

else flagpre = presub[pre];

if(flagpre){

if(presub.count(post)<=0) flagpost = wordBreak( post, dict);

else flagpost = presub[post];

if(flagpost){

if(debug) cout<<s<<" true"<<endl;

presub[s] = true;

return true;

}

}

}

if(debug) cout<<s<<" false"<<endl;

presub[s] = false;

return false;

}

};

**Worst case: O(n^2)**

**Solution2: Check from left to right is not a good idea, I think the best idea is to check from right to left. In addition, we should calculate the effective length of the substring, here is my 0ms DP solution**

class Solution {

public:

bool wordBreak(string s, unordered\_set<string> &dict) {

if (dict.empty())

return false;

int len = s.size(), max\_len = dict.begin()->size(), min\_len = max\_len;

for (auto it = dict.begin(); it != dict.end(); ++it){

if (it->size() > max\_len)

max\_len = it->size();

else if (it->size() < min\_len)

min\_len = it->size();

}

vector<int> flag(len + 1);

flag[len] = 1;

for (int i = len - 1; i >= 0; --i)

for (int j = min\_len; j <= min(max\_len, len - i); ++j)

if (flag[i + j] && dict.find(s.substr(i, j)) != dict.end()) {

flag[i] = 1;

break;

}

return flag[0] == 1;

}

};

## Remove Duplicates from Sorted Array II

Follow up for "Remove Duplicates":  
What if duplicates are allowed at most *twice*?

For example,  
Given sorted array *nums* = [1,1,1,2,2,3],

Your function should return length = 5, with the first five elements of *nums* being 1, 1, 2, 2 and 3. It doesn't matter what you leave beyond the new length.

Tricky:

*nums* = [1,1,1,2,2,3]

equal = [ 1,1,0,1,0]

*flag* = [ 0,1,1,0,1]

equal? flag?

0 0 move, flag=false;

0 1 move, flag=false;

1 0 move, flag=true;

1 1 d++; ret--;

**class** Solution {

**public**:

**int** removeDuplicates(vector<**int**>& nums) {

**int** i, d=0;

**int** n = nums.size();

**int** ret = n;

**bool** flag = **false**;

**if**(n<=1) **return** n;

**for**(i=1;i<n;i++){

**bool** eq = nums[i]==nums[i-1];

**if**( !eq || !flag ){

**if**(d!=0) nums[i-d] = nums[i];

**if**(eq) flag = **true**;

**else** flag = **false**;

}**else** {

d++;

ret--;

}

}

**return** ret;

}

};

## ►Sort List (tricky “Sentinel value” and “Assistant Counting”)

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

**O(n log n) time, O(1) space solution**

I use a non-recurisve way to write merge sort. For example, the size of ListNode is 8,

Round #1 block\_size = 1

(a1, a2), (a3, a4), (a5, a6), (a7, a8)

Compare a1 with a2, a3 with a4 ...

Round #2 block\_size = 2

(a1, a2, a3, a4), (a5, a6, a7, a8)

merge two sorted arrays (a1, a2) and (a3, a4), then merge tow sorted arrays(a5, a6) and (a7, a8)

Round #3 block\_size = 4

(a1, a2, a3, a4, a5, a6, a7, a8)

merge two sorted arrays (a1, a2, a3, a4), and (a5, a6, a7, a8)

No need for round #4 cause block\_size = 8 >= n = 8

class Solution {

public:

int count\_size(ListNode \*node){ ……

}

ListNode \*sortList(ListNode \*head) {

int block\_size = 1, n = count\_size(head), iter = 0, i = 0, a = 0, b = 0;

ListNode virtual\_head(0);

ListNode \*last = NULL, \*it = NULL, \*A = NULL, \*B = NULL, \*tmp = NULL;

virtual\_head.next = head;

while (block\_size < n){

iter = 0;

last = &virtual\_head;

it = virtual\_head.next;

while (iter < n){

a = min(n - iter, block\_size);

b = min(n - iter - a, block\_size);

A = it;

if (b != 0){

for (i = 0; i < a - 1; ++i) it = it->next;

B = it->next;

it->next = NULL;

it = B;

for (i = 0; i < b - 1; ++i) it = it->next;

tmp = it->next;

it->next = NULL;

it = tmp;

}

while (A || B){

if (B == NULL || (A != NULL && A->val <= B->val)){

last->next = A;

last = last->next;

A = A->next;

} else {

last->next = B;

last = last->next;

B = B->next;

}

}

last->next = NULL;

iter += a + b;

}

block\_size <<= 1;

}

return virtual\_head.next;

}

};

## ►Maximum Product Subarray

Question Solution

Find the contiguous subarray within an array (containing at least one number) which has the largest product.

For example, given the array [2,3,-2,4],  
the contiguous subarray [2,3] has the largest product = 6.

**Lemma: every max product sub array must be start from A[0] xor A[i]==0 or end at the end of A xor A[j]==0**

class Solution {

public:

int maxProduct(int A[], int n) {

int maxP = 0;

int P = 1;

int i;

if(n<=0) return 0;

if(n==1) return A[0];

for(i=0; i<n; i++){

if(A[i] == 0) {

P = 1;

continue;

}

P \*= A[i];

if(P > maxP) maxP = P;

}

P = 1;

for(i=n-1; i>=0; i--){

if(A[i] == 0) {

P = 1;

continue;

}

P \*= A[i];

if(P > maxP) maxP = P;

}

return maxP;

}

};

Runtime: **16 ms**

**Improve Clue: back ward max product means min prodect forward**

class Solution {

public:

int maxProduct(int A[], int n) {

if (n == 0) {

return 0;

}

int maxherepre = A[0];

int minherepre = A[0];

int maxsofar = A[0];

int maxhere, minhere;

for (int i = 1; i < n; i++) {

maxhere = Max(maxherepre \* A[i], minherepre \* A[i], A[i]);

minhere = Min(maxherepre \* A[i], minherepre \* A[i], A[i]);

maxsofar = max(maxhere, maxsofar);

maxherepre = maxhere;

minherepre = minhere;

}

return maxsofar;

}

int Max(int a, int b, int c){

int max = a;

if(max < b) max = b;

if(max < c) max = c;

return max;

}

int Max(int a, int b){

return a>b? a:b;

}

int Min(int a, int b, int c){

int min = a;

if(min > b) min = b;

if(min > c) min = c;

return min;

}

};

## ►Find Minimum in Rotated Sorted Array

Question Solution

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

You may assume no duplicate exists in the array.

Runtime: **44 ms**

class Solution {

public:

int findMin(vector<int> &num) {

int i,j,m,mid ;

i = 0;

j = num.size()-1;

while(i<j){

if(i == j - 1 ) return num[i]<num[j]? num[i]:num[j];

if(num[i]<num[j]){

return num[i];

}

m = (i+j)/2;

mid = num[m];

if(num[i] < mid){

i = m;

}else{

j = m;

}

}

return num[i];

}

};

## ►[Reverse Words in a String](https://oj.leetcode.com/problems/reverse-words-in-a-string/)

Given an input string, reverse the string word by word.

For example,  
Given s = "the sky is blue",  
return "blue is sky the".

Runtime: **44 ms**

class Solution {

public:

void reverseWords(string &s) {

string result;

int pos = 0;

for (int i = 0; i < s.size(); i ++){

if (s[i] == ' '){

if (i > pos )

result = s.substr(pos,i-pos)+ " " + result ;

pos = i + 1;

}

else if (i == s.size()-1)

result = s.substr(pos,s.size()-pos)+" "+result;

}

s = result.substr(0,result.size()-1) ;

}

};

Runtime: **16 ms**

**Improvement Clue: string += str if faster than string = str + string**

class Solution {

public:

void reverseWords(string &s) {

string result;

int pos = s.size()-1;

for (int i=s.size()-1; i>=0; i--){

if (s[i] == ' '){

if (i < pos )

result +=s.substr(i+1,pos-i) + " ";

pos = i - 1;

}

else if (i == 0)

result += s.substr(0, pos+1) + " "; //in special case , we can make the output as the same as imspecial one,

//so than we can handle it uniformlly

}

s = result.substr(0,result.size()-1);

}

};

## Path Sum II

Question Solution

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

Top of Form

Bottom of Form

Runtime: **36 ms**

/\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int minDepth(TreeNode \*root) {

queue<TreeNode \*> q;

TreeNode \*nextLevel;

int depth = 0;

bool flag = false; //change level flag

if(root != NULL) {

q.push( root );

depth = 1;

if(root->left != NULL) nextLevel = root->left;

else nextLevel = root->right;

}

while(q.size() != 0){

TreeNode \*p = q.front();

q.pop();

if(nextLevel == p){

depth ++;

flag = true;

}

if(p->left == NULL && p->right == NULL){

return depth;

}

if(p->left != NULL) {

q.push( p->left );

if(flag) {

nextLevel = p->left;

flag = false;

}

}

if(p->right != NULL) {

q.push( p->right );

if(flag){

nextLevel = p->right;

flag = false;

}

}

}

return depth;

}

};

## Minimum Depth of Binary Tree

Question Solution

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

Runtime: **72 ms**

/\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int minDepth(TreeNode \*root) {

queue<TreeNode \*> q;

TreeNode \*nextLevel;

int depth = 0;

bool flag = false; //change level flag

if(root != NULL) {

q.push( root );

depth = 1;

if(root->left != NULL) nextLevel = root->left;

else nextLevel = root->right;

}

while(q.size() != 0){

TreeNode \*p = q.front();

q.pop();

if(nextLevel == p){

depth ++;

flag = true;

}

if(p->left == NULL && p->right == NULL){

return depth;

}

if(p->left != NULL) {

q.push( p->left );

if(flag) {

nextLevel = p->left;

flag = false;

}

}

if(p->right != NULL) {

q.push( p->right );

if(flag){

nextLevel = p->right;

flag = false;

}

}

}

return depth;

}

};

## Balanced Binary Tree

Question Solution

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of every node never differ by more than 1.

Runtime: **84 ms**

/\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool isBal;

bool isBalanced(TreeNode \*root) {

int depth = 0;

isBal = true;

postOrder(root, 0);

return isBal;

}

int postOrder(TreeNode \*p, int depth){

int maxD, minD;

depth ++;

if(!isBal) return depth;

if(p == NULL) return depth;

maxD = postOrder(p->left, depth);

minD = postOrder(p->right, depth);

if(minD>maxD){

int tmp = maxD;

maxD = minD;

minD = tmp;

}

if( maxD - minD > 1){

isBal = false;

}

return maxD;

}

};

Runtime: **288 ms**

class Solution {

public:

ListNode \*insertionSortList(ListNode \*head) {

ListNode \*virtual\_head = new ListNode(0);

ListNode \*p,\*pre,\*cur, \*next;

if(head == NULL || head->next == NULL) return head;

virtual\_head->next = head;

p = head->next;

next = p->next;

head->next = NULL;

while(p!=NULL){

pre = virtual\_head;

cur = virtual\_head->next;

while(cur!=NULL && cur->val <= p->val){

pre = pre->next;

cur = cur->next;

}

pre->next = p;

p->next = cur;

p = next;

if(p!=NULL) next = p->next;

}

return virtual\_head->next;

}

};

## Search a 2D Matrix

 Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted from left to right.
* The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[

[1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]

]

Given **target** = 3, return true.

**class** Solution {

**public**:

**bool** searchMatrix(vector<vector<**int**>>& matrix, **int** target) {

**int** n = matrix.size();

**if**(n==0) **return** **false**;

**int** m = matrix[0].size();

**if**(target<matrix[0][0] || target>matrix[n-1][m-1])

**return** **false**;

**int** mid, i, j;

**int** row;

i=0; j=n-1;

**while**(i<=j){

mid = (i+j)/2;

**int** val = matrix[mid][0];

**if**(val==target) **return** **true**;

**if**(mid+1>n-1 ||

(val<target && matrix[mid+1][0]>target)) {

row = mid;

**break**;

}

**if**(val<target) i = mid+1;

**else** j = mid-1;

}

i=0; j=m-1;

**while**(i<=j){

mid = (i+j)/2;

**int** val = matrix[row][mid];

**if**(val==target) **return** **true**;

**if**(val<target) i = mid + 1;

**if**(val>target) j = mid - 1;

}

**return** **false**;

}

};

## Set Matrix Zeroes

Given a *m* x *n* matrix, if an element is 0, set its entire row and column to 0. Do it in place.

**Follow up:**

Did you use extra space?  
A straight forward solution using O(*mn*) space is probably a bad idea.  
A simple improvement uses O(*m* + *n*) space, but still not the best solution.  
Could you devise a constant space solution?

**Solution: Use first row and first column to record 0s**

**class** Solution {

**public**:

**void** setZeroes(vector<vector<**int**>>& matrix) {

**bool** fr = **false**,fc = **false**;

**for**(**int** i = 0; i < matrix.size(); i++) {

**for**(**int** j = 0; j < matrix[0].size(); j++) {

**if**(matrix[i][j] == 0) {

**if**(i == 0) fr = **true**;

**if**(j == 0) fc = **true**;

matrix[0][j] = 0;

matrix[i][0] = 0;

}

}

}

**for**(**int** i = 1; i < matrix.size(); i++) {

**for**(**int** j = 1; j < matrix[0].size(); j++) {

**if**(matrix[i][0] == 0 || matrix[0][j] == 0)

matrix[i][j] = 0;

}

}

**if**(fr) {

**for**(**int** j = 0; j < matrix[0].size(); j++)

matrix[0][j] = 0;

}

**if**(fc) {

**for**(**int** i = 0; i < matrix.size(); i++)

matrix[i][0] = 0;

}

}

};

# Linked List

## ►Convert Sorted List to Binary Search Tree

Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* sortedListToBST(ListNode\* head) {

if (head == NULL)

return NULL;

if (head->next == NULL)

return new TreeNode(head->val);

ListNode \*fast = head->next->next, \*slow = head;

while (fast != NULL && fast->next != NULL) {

slow = slow->next;

fast = fast->next->next;

}

TreeNode \*root = new TreeNode(slow->next->val);

root->right = sortedListToBST(slow->next->next);

slow->next = NULL;

root->left = sortedListToBST(head);

return root;

}

};

## Convert Sorted Array to Binary Search Tree

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* sortedArrayToBST(vector<int>& nums) {

return helper(nums,0, nums.size()-1);

}

TreeNode\* helper(vector<int>& nums, int begin, int end){

if(end<begin) return NULL;

int mid = (end + begin)/2;

TreeNode \*root = new TreeNode(nums[mid]);

root->left = helper(nums,begin, mid-1);

root->right = helper(nums,mid+1, end);

return root;

}

};

# Binary Tree

## ►►Populating(填充) Next Right Pointers in Each Node

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use **constant extra space**.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

/\*\*

 \* Definition for binary tree with next pointer.

 \* struct TreeLinkNode {

 \* int val;

 \* TreeLinkNode \*left, \*right, \*next;

 \* TreeLinkNode(int x) : val(x), left(NULL), right(NULL), next(NULL) {}

 \* };

 \*/

**class** Solution {

**public**:

**void** connect(TreeLinkNode \*root) {

TreeLinkNode \*p,\*currentLevel;

**if**(root == NULL) **return** ;

root->next = NULL;

currentLevel = root;

p = root;

**while**(p!=NULL){

**if**(p->left!=NULL){

p->left->next = p->right;

}

**if**(p->right!=NULL && p->next!=NULL){

p->right->next = p->next->left;

}

p = p->next;

**if**(p==NULL){

p = currentLevel->left;

currentLevel = p;

}

}

}

};

## ►►►Populating Next Right Pointers in Each Node II

Follow up for problem "*Populating Next Right Pointers in Each Node*".

What if the given tree could be any binary tree? Would your previous solution still work?

**Note:**

* You may only use constant extra space.

For example,  
Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

/\*\*

 \* Definition for binary tree with next pointer.

 \* struct TreeLinkNode {

 \* int val;

 \* TreeLinkNode \*left, \*right, \*next;

 \* TreeLinkNode(int x) : val(x), left(NULL), right(NULL), next(NULL) {}

 \* };

 \*/

**class** Solution {

**public**:

**void** connect(TreeLinkNode \*root) {

TreeLinkNode \*now, \*tail, \*head;

now = root;

head = tail = NULL;

**while**(now){

**if** (now->left)

**if** (tail) tail = tail->next =now->left;

**else** head = tail = now->left;

**if** (now->right)

**if** (tail) tail = tail->next =now->right;

**else** head = tail = now->right;

now = now->next;

**if**(!now){

now = head;

head = tail=NULL;

}

}

}

};

## Flatten Binary Tree to Linked List

Given a binary tree, flatten it to a linked list in-place.

For example,  
Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \* int val;

 \* TreeNode \*left;

 \* TreeNode \*right;

 \* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

**class** Solution {

**public**:

**void** flatten(TreeNode\* root) {

**if**(root == NULL ) **return**;

TreeNode \*left = root->left;

TreeNode \*right = root->right;

**if**(left!=NULL) flatten(left);

**if**(right!=NULL) flatten(right);

root->left = NULL;

**if**(left==NULL) root->right = right;

**else** {

root->right = left;

**if**(right!=NULL) {

TreeNode \*p=left;

**while**(p->right != NULL) p = p->right;

p->right = right;

}

}

}

};

## Construct Binary Tree from Inorder and Postorder Traversal

Given inorder and postorder traversal of a tree, construct the binary tree.

Note:  
You may assume that duplicates do not exist in the tree.

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* buildTree(vector<int>& inorder, vector<int>& postorder) {

return buildTree(inorder, 0, inorder.size()-1, postorder, 0, postorder.size()-1);

}

TreeNode\* buildTree(vector<int>& inorder,int inbegin,int inend ,vector<int>& postorder, int postbegin,int postend) {

int n = inend - inbegin + 1;

if(n==0) return NULL;

int rootNum = postorder[postend];

int p;

for(p=inbegin; p!=inend&&inorder[p]!=rootNum; p++);

TreeNode \*root = new TreeNode(rootNum);

int left\_length = p - inbegin ;

int right\_length = inend - p;

root->left = buildTree(inorder,inbegin, p-1, postorder, postbegin, postbegin+left\_length-1);

root->right = buildTree(inorder,p+1, inend, postorder, postbegin+left\_length, postend-1);

return root;

}

};

## ►►Count Complete Tree Nodes

Given a **complete** binary tree, count the number of nodes. In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2hnodes inclusive at the last level h.

**172ms Solution, recursive, easy to understand:**

**class** Solution {

**public**:

**int** countNodes(TreeNode\* root) {

**if**(!root) **return** 0;

**int** hl=0, hr=0;

TreeNode \*l=root, \*r=root;

**while**(l) {hl++;l=l->left;}

**while**(r) {hr++;r=r->right;}

**if**(hl==hr) **return** (1<<hl)-1;

**return** 1+countNodes(root->left)+countNodes(root->right);

}

};

**80ms Solution, iterative:**

**class** Solution {

**public**:

**int** countNodes(TreeNode\* root) {

**if**(!root) **return** 0;

TreeNode\* p = root;

**int** height = 0;

**int** result = 0; //最后一行的叶子树

**while**(p->left) { height++; p = p->left; }

**long** power = 1<<height;

**int** depth = 0;

**while** (root->left) {

**if**(!root->right) **break**;

**else** {

depth++;

power /= 2;

p = root->right;

**int** count = depth;

**while**(p->left) {p=p->left;count++;}

**if** (count==height) { //左子树是满的

root = root->right;

result += power; //满二叉树最后一行叶子树是 2^(h-1)

} **else** {

root = root->left;

}

}

}

**return** result+(1<<height);

}

};

## ►►Binary Tree Maximum Path Sum

Given a binary tree, find the maximum path sum.

The path may start and end at any node in the tree.

For example:  
Given the below binary tree,

1

/ \

2 3

Return 6.

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \* int val;

 \* TreeNode \*left;

 \* TreeNode \*right;

 \* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

**class** Solution {

**public**:

**int** maxSum;

**int** maxPathSum(TreeNode\* root) {

**if**(root==NULL) **return** 0;

maxSum = INT\_MIN;

**int** localMaxSum;

maxPathSum(root, localMaxSum);

**return** maxSum;

}

**void** maxPathSum(TreeNode\* root, **int** &localMaxSum) {

localMaxSum = root->val;

**int** leftMax =INT\_MIN;

**int** rightMax = INT\_MIN;

**if**(root->left!=NULL) {

maxPathSum(root->left, leftMax);

localMaxSum = max(localMaxSum, root->val + leftMax);

}

**if**(root->right!=NULL) {

maxPathSum(root->right, rightMax);

localMaxSum = max(localMaxSum, root->val + rightMax);

}

maxSum = max(maxSum, localMaxSum);

**if**(root->left!=NULL && root->right!=NULL)

maxSum = max(maxSum, root->val + leftMax + rightMax);

}

};

# Binary Search Tree

## ►Binary Tree Inorder Traversal (Non Recursive)

vector<**int**> inorderTraversal(TreeNode\* root) {

stack<TreeNode\*> S;

vector<**int**> result;

**if**(root==NULL) **return** result;

TreeNode \*p = root;

**do**{

**while**(p!=NULL){

S.push(p);

p = p->left;

}

p = S.top();S.pop();

result.push\_back(p->val);

p = p->right;

}**while**(!S.empty() || p!=NULL);

**return** result;

}

## Validate Binary Search Tree

Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

The left subtree of a node contains only nodes with keys less than the node's key.

The right subtree of a node contains only nodes with keys greater than the node's key.

Both the left and right subtrees must also be binary search trees.

Test case:[10,5,15,#,#,6,20] false

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \* int val;

 \* TreeNode \*left;

 \* TreeNode \*right;

 \* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

**class** Solution {

**public**:

**bool** isValidBST(TreeNode\* root) {

**if**(root==NULL) **return** **true**;

**int** Min,Max;

**return** isValidBST(root, Min, Max);

}

**bool** isValidBST(TreeNode\* root, **int** &curMin, **int** &curMax) {

**if**(root==NULL) **return** **true**;

**int** Min = INT\_MAX, Max = INT\_MIN;

curMin = curMax = root->val;

**if**(root->left != NULL && (root->left->val >= root->val

|| !isValidBST(root->left, Min, Max)

|| Max >= root->val)) **return** **false**;

curMin = min(Min, root->val);

curMax = max(Max, root->val);

**if**(root->right!= NULL && (root->right->val <= root->val

|| !isValidBST(root->right,Min, Max)

|| Min <= root->val)) **return** **false**;

curMin = min(curMin, Min);

curMax = max(curMax, Max);

**return** **true**;

}

};

## How to handle duplicates in Binary Search Tree?

In a Binary Search Tree (BST), all keys in left subtree of a key must be smaller and all keys in right subtree must be greater. So a Binary Search Tree by definition has distinct keys.

How to allow duplicates where every insertion inserts one more key with a value and every deletion deletes one occurrence?

A Simple Solution is to allow same keys on right side (we could also choose left side). For example consider insertion of keys 12, 10, 20, 9, 11, 10, 12, 12 in an empty Binary Search Tree

12

/ \

10 20

/ \ /

9 11 12

/ \

10 12

A **Better Solution** is to augment every tree node to store count together with regular fields like key, left and right pointers.

Insertion of keys 12, 10, 20, 9, 11, 10, 12, 12 in an empty Binary Search Tree would create following.

12(3)

/ \

10(2) 20(1)

/ \

9(1) 11(1)

Count of a key is shown in bracket

# Graph algorithms

# Breadth-First-Search(Shortest Path)

## ►Binary Tree Zigzag Level Order Traversal

Given a binary tree, return the zigzag level order traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

vector<vector<int>> zigzagLevelOrder(TreeNode\* root) {

vector<vector<int>> result;

if(root==NULL) return result;

bool isAscend = true;

queue<TreeNode\*> q;

q.push(root); q.push(NULL);

vector<int> v;

while(!q.empty()){

TreeNode \*p = q.front();

q.pop();

if(p!=NULL){

v.push\_back(p->val);

if(p->left!=NULL) q.push(p->left);

if(p->right!=NULL) q.push(p->right);

}else if(p==NULL) {

if(q.size()!=0) q.push(NULL);

if(!isAscend) reverse(v.begin(), v.end());

result.push\_back(v);

v.clear();

isAscend = !isAscend;

}

}

return result;

}

};

## ►Binary Tree Right Side View(牢记：带level识别的宽度优先算法)

Given a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

For example:Given the following binary tree,

1 <---

/ \

2 3 <---

\ \

5 4 <---

You should return [1, 3, 4].

Algorithm: Breadth-Fist Search. Use a “Sentinel value: NULL” to remember boundary of the levels.

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

vector<int> rightSideView(TreeNode\* root) {

vector<int> result;

if(root==NULL) return result;

queue<TreeNode\*> q;

q.push(root); q.push(NULL);

TreeNode \*pre;

while(!q.empty()){

TreeNode \*p = q.front();

q.pop();

if(p!=NULL){

pre = p;

if(p->left!=NULL) q.push(p->left);

if(p->right!=NULL) q.push(p->right);

}else if(p==NULL) {

if(q.size()!=0) q.push(NULL);

result.push\_back(pre->val);

}

}

return result;

}

};

►Binary Tree Level Order Traversal II (牢记：带level识别的宽度优先算法)

Given a binary tree, return the bottom-up level order traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7],

[9,20],

[3]

]

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

vector<vector<int>> levelOrderBottom(TreeNode\* root) {

vector<vector<int>> result;

if(root==NULL) return result;

queue<TreeNode\*> q;

q.push(root); q.push(NULL);

vector<int> v;

while(!q.empty()){

TreeNode \*p = q.front();

q.pop();

if(p!=NULL){

v.push\_back(p->val);

if(p->left!=NULL) q.push(p->left);

if(p->right!=NULL) q.push(p->right);

}else if(p==NULL) {

if(q.size()!=0) q.push(NULL);

result.push\_back(v);

v.clear();

}

}

reverse(result.begin(), result.end());

return result;

}

};

## ►Word Ladder

Given two words (beginWord and endWord), and a dictionary, find the length of shortest transformation sequence from beginWord to endWord, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the dictionary

For example,

Given:  
start = "hit"  
end = "cog"  
dict = ["hot","dot","dog","lot","log"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",  
return its length 5.

Note:

Return 0 if there is no such transformation sequence.

All words have the same length.

All words contain only lowercase alphabetic characters.

class Solution {

public:

struct Word

{

string word;

int color;

int depth;

Word(string s,int c, int d){

word = s; color = c; depth = d;

}

};

int ladderLength(string beginWord, string endWord, unordered\_set<string>& wordDict) {

if(wordDict.count(beginWord)<=0) return 0;

queue<Word\*> q;

int N = beginWord.length();

Word \*w = new Word(beginWord,1,1);

q.push(w);

while(!q.empty()){

Word \*w = q.front();

q.pop();

if(w->color==1){

w->color = 0;

for(char c='a';c<='z';c++){

for(int i=0;i<N;i++){

string s = w->word;

s[i] = c;

if(s.compare(endWord)==0 && wordDict.count(s)>0) return w->depth+1;

if(wordDict.count(s)>0 ){

Word\* tmp = new Word(s, 1, w->depth+1);

q.push(tmp);

wordDict.erase(s); //trick: delete from dict so that prevent duplicate access

}

}

}

}

}

return 0;

}

};

Improve from 300ms to 80ms : Tow-Way BFS

http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-006-introduction-to-algorithms-spring-2008/recitations/recitation12.pdf

# Depth-first Search

►**Course Schedule**

There are a total of n courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite pairs, is it possible for you to finish all courses?

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So it is possible.

2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

**Solution: CLRS Page 614. Lemma 22.11:G is a DAG iff DFS yields no back edges. CLRS Page 611: G have back edge iff found gray vertex in DFS.**

class Solution {

public:

enum Color{White, Gray, Black};

bool canFinish(int numCourses, vector<pair<int, int>>& prerequisites)

{

vector<int> empty\_v;

vector<vector<int> > graph(numCourses,empty\_v);

vector<Color> color(numCourses, White);

int i;

for(i = 0; i < prerequisites.size(); i++) {

pair<int, int> aPair = prerequisites[i];

int first = aPair.first;

int second = aPair.second;

graph[second].push\_back(first);

}

for(i=0;i<numCourses;i++) {

if(color[i] == White)

if(dfs(graph,color,i)==false) return false;

}

return true;

}

bool dfs(vector<vector<int>> &graph, vector<Color>& color, int i){

vector<int> &adj = graph[i];

color[i] = Gray;

for(auto j:adj){

cout<<j<<endl;

if(color[j]==Gray) return false;

if(color[j]==White) {

if(dfs(graph, color, j)==false) return false;

}

}

color[i] = Black;

return true;

}

};

## ►Number of Islands

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

Example 1:

11110  
11010  
11000  
00000

Answer: 1

Example 2:

11000  
11000  
00100  
00011

Answer: 3

class Solution {

public:

int numIslands(vector<vector<char>> &grid) {

int result = 0;

for(int i=0; i<grid.size(); i++){

for(int j=0; j<grid[i].size(); j++){

if(grid[i][j] == '1') {

result ++;

expend(grid, i, j);

}

}

}

return result;

}

void expend(vector<vector<char>> &grid, int i, int j){

grid[i][j] = '2';

if( i-1>=0 && grid[i-1][j]=='1') expend(grid, i-1, j);

if( i+1<grid.size() && grid[i+1][j]=='1') expend(grid, i+1, j);

if( j-1>=0 && grid[i][j-1]=='1') expend(grid, i, j-1);

if( j+1<grid[i].size() && grid[i][j+1]=='1') expend(grid, i, j+1);

}

};

## Surrounded Regions

Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

class Solution {

public:

int n,m;

void solve(vector<vector<char>>& board) {

n = board.size();

if(n<=0) return;

m = board[0].size();

int i,j;

for(i=0;i<n;i++){

if(i==0 || i==n-1){

for(j=0;j<m;j++) dfs(board,i,j);

}else{

dfs(board,i,0);

dfs(board,i,m-1);

}

}

for(i=0;i<n;i++){

for(j=0;j<m;j++){

if(board[i][j]=='O') board[i][j]='X';

if(board[i][j]=='G') board[i][j]='O';

}

}

}

void dfs(vector<vector<char>>& board,int i, int j){

if(i<0 || i>=n || j<0 || j>=m) return;

if(board[i][j]=='O') {

board[i][j] = 'G';

// no need to consider the peripheral border, so the condition

// is i > 1, i < rows - 2, not i > 0, i < rows - 1.

// if use i > 0, i < rows - 1, DFS solution will get a Runtime Error, confusing!

if(i-1>0 && board[i-1][j]=='O') dfs(board, i-1, j);

if(i<n-2 && board[i+1][j]=='O') dfs(board, i+1, j);

if(j-1>0 && board[i][j-1]=='O') dfs(board, i, j-1);

if(j<m-2 && board[i][j+1]=='O') dfs(board, i, j+1);

}

}

};

## ►Course Schedule II ---- Toplogical-Sort

There are a total of n courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite pairs, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So the correct course order is [0,1]

4, [[1,0],[2,0],[3,1],[3,2]]

There are a total of 4 courses to take. To take course 3 you should have finished both courses 1 and 2. Both courses 1 and 2 should be taken after you finished course 0. So one correct course order is [0,1,2,3]. Another correct ordering is[0,2,1,3].

Topological-Sort(G)

1. call DFS(G) to compute finishing times v.f for each vertex v
2. as each vertex is finished, insert it onto the front of a linked list
3. return the linked list of vertices

class Solution {

public:

int time;

enum Color{White, Gray, Black};

vector<int> findOrder(int numCourses, vector<pair<int, int>>& prerequisites) {

vector<int> result;

vector<int> empty\_v;

vector<vector<int> > graph(numCourses,empty\_v);

vector<Color> color(numCourses, White);

vector<int> finish\_time(numCourses, 0);

int i;

time = 0;

for(i = 0; i < prerequisites.size(); i++) {

pair<int, int> aPair = prerequisites[i];

int first = aPair.first;

int second = aPair.second;

graph[second].push\_back(first);

}

for(i=0;i<numCourses;i++) {

if(color[i] == White)

if(dfs(graph,color, finish\_time,result, i)==false) return empty\_v;

}

reverse(result.begin(), result.end());

return result;

}

bool dfs(vector<vector<int>> &graph, vector<Color>& color,vector<int> &finish\_time,vector<int> &result, int i){

time ++;

vector<int> &adj = graph[i];

color[i] = Gray;

for(auto j:adj){

cout<<j<<endl;

if(color[j]==Gray) return false;

if(color[j]==White) {

if(dfs(graph, color, finish\_time, result, j)==false) return false;

}

}

color[i] = Black;

time ++;

finish\_time[i] = time;

result.push\_back(i);

return true;

}

};

# Back Tracking

## ►►N-Queens (经典回溯)

The *n*-queens puzzle is the problem of placing *n* queens on an *n*×*n* chessboard such that no two queens attack each other.

![http://www.leetcode.com/wp-content/uploads/2012/03/8-queens.png](data:image/png;base64,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)

Given an integer *n*, return all distinct solutions to the *n*-queens puzzle.

Each solution contains a distinct board configuration of the *n*-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

]

Question:

1. How to determing vertical, diagonal collision simplely? Niave solution: three vector<bool>

In this problem, we can go row by row, and in each position, we need to check if the column, the 45° diagonal and the 135° diagonal had a queen before.

**Solution A:** Directly check the validity of each position, 12ms:

**class** Solution {

**public**:

vector<vector<string>> solveNQueens(**int** n) {

vector<vector<string>> res;

vector<string> nQueens(n, string(n, '.'));

solveNQueens(res, nQueens, 0, n);

**return** res;

}

**private**:

**void** solveNQueens(vector<vector<string>> &res,

vector<string> &nQueens, **int** row, **int** &n)

{

**if** (row == n) {

res.push\_back(nQueens);

**return**;

}

**for** (**int** col = 0; col<n; ++col)

**if** (isValid(nQueens, row, col, n)) {

nQueens[row][col] = 'Q';

solveNQueens(res, nQueens, row + 1, n);

nQueens[row][col] = '.';

}

}

**bool** isValid(vector<string> &nQueens, **int** row,**int** col,**int** &n)

{

//check if the column had a queen before.

**for** (**int** i = 0; i != row; ++i)

**if** (nQueens[i][col] == 'Q')

**return** **false**;

//check if the 45° diagonal had a queen before.

**for** (**int** i=row-1, j=col-1; i>=0 && j>=0; --i,--j)

**if** (nQueens[i][j] == 'Q')

**return** **false**;

//check if the 135° diagonal` had a queen before.

**for** (**int** i=row-1, j=col+1; i>=0 && j<n; --i,++j)

**if** (nQueens[i][j] == 'Q')

**return** **false**;

**return** **true**;

}

};

**Solution B:** Use flag vectors as bitmask, 4ms:

The number of columns is n, the number of 45° diagonals is 2 \* n - 1, the number of 135° diagonals is also 2 \* n - 1. When reach [row, col], the column No. is col, the 45° diagonal No. is row + col and the 135° diagonal No. is n - 1 + col - row. We can use three arrays to mask if the column or the diagonal had a queen before, if not, we can put a queen in this position and continue.

**class** Solution {

**public**:

vector<vector<string> > solveNQueens(**int** n) {

vector<vector<string> > res;

vector<string> nQueens(n, string(n, '.'));

vector<**int**> flag\_col(n, 1);

vector<int> flag\_45(2 \* n - 1, 1);

vector<int> flag\_135(2 \* n - 1, 1);

solveNQueens(res, nQueens, flag\_col,flag\_45,flag\_135,0,n);

**return** res;

}

**private**:

**void** solveNQueens(vector<vector<string> > &res,

vector<string> &nQueens,

vector<**int**> &flag\_col,

vector<**int**> &flag\_45,

vector<**int**> &flag\_135,

**int** row, **int** &n)

{

**if** (row == n) {

res.push\_back(nQueens);

**return**;

}

**for** (**int** col = 0; col != n; ++col)

**if**(flag\_col[col]&&flag\_45[row+col]&&flag\_135[n-1+col-row]) {

flag\_col[col]=0;

flag\_45[row+col]=0;

flag\_135[n-1+col-row]=0;

nQueens[row][col] = 'Q';

solveNQueens(res,nQueens,flag\_col,flag\_45,flag\_135,row+1,n);

nQueens[row][col] = '.';

flag\_col[col]=1;

flag\_45[row+col]=1;

flag\_135[n-1+col-row]=1;

}

}

};

But we actually do not need to use three mask arrays, we just need one. Now, when reach[row, col], the subscript of column is col, the subscript of 45° diagonal is n + row + col and the subscript of 135° diagonal is n + 2 \* n - 1 + n - 1 + col - row.

**class** Solution {

**public**:

vector<vector<string>> solveNQueens(**int** n) {

vector<vector<string>> res;

vector<string> nQueens(n, string(n, '.'));

/\*

  flag[0] to flag[n-1] to mask if the column had a queen before.

  flag[n] to flag[3\*n-2] to mask if the 45° diagonal had a queen before.

  flag[3 \* n - 1] to flag[5 \* n - 3] to mask if the 135° diagonal had a queen before.

  \*/

vector<**int**> flag(5 \* n - 2, 1);

solveNQueens(res, nQueens, flag, 0, n);

**return** res;

}

**private**:

**void** solveNQueens(vector<vector<string>> &res,

vector<string> &nQueens,

vector<**int**> &flag,

**int** row, **int** &n)

{

**if** (row == n) {

res.push\_back(nQueens);

**return**;

}

**for** (**int** col = 0; col != n; ++col)

**if** (flag[col]&&flag[n+row+col]&&flag[4\*n-2+col-row]) {

flag[col] = 0;

flag[n + row + col] = 0;

flag[4 \* n - 2 + col - row] = 0;

nQueens[row][col] = 'Q';

solveNQueens(res, nQueens, flag, row + 1, n);

nQueens[row][col] = '.';

flag[col] = 1;

flag[n + row + col] = 1;

flag[4 \* n - 2 + col - row] = 1;

}

}

};

## ►►►N-Queens II

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.

![http://www.leetcode.com/wp-content/uploads/2012/03/8-queens.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQIAAAEUCAIAAABPoq+BAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAIJlJREFUeNrsnQtUE3f2x2cSQFABkaCuQlWEVPGBSKiK1na7datJkRa1itu1paGVPlYUrGz330r1uNvVNVi7nvoipbWtaLsHjZhorX2sHh+tAeWlIShqfVZAF3kIFsj/TiYE5JmZTN73cyJnkvnNL7/5zb1z753JfCUbGxsJBHFteDgFCIJugCDoBgiCboAggFvnjw4ePIjzgjgxs2fP7t0NgNjYWJwsxClRKBSYFCEI1gYIgm6AIE7mBmUZUWSiyv7HqUokozLK7HFYFHY1NNsdUjc8E7gkqhy5SKY9nRKKU4FJkctSpikgwkejD9jGDQyRWA8n0S/H0CEHsZ2KyNwNzbiniTmcThwXswZ7KkxVE3IJJ90Z5y0xg5ucpnVfrZke8azqBBK5VKmjUEoJebr5pisvCNPquwtPFZo3a6pEYWo4PTatrEBi5iFo21NtWIGcA0OTEMrWoZnv8aEpp7UyEUENMFNs9jFtnTdtWDb4ltnIJTlxtIXIJdZzBGu6gTjTOO/iOCkXPUpX08kt1Z08x4xJ06fKaeJWKzHTPNr1Fpqy2tw9LcvNVkvjjL2ps3Ptp6rldk8pjN2FiZw2KWpLPCRyTjs2c9KoVJnbxJtjqATGEvPG6Z5yYrm2qVh4VvUBYXa8PonRZ0Wc9n1OLQpjP3+ho8O59ElOe6PDHp2v6bGjyzsP7ykcBCyRTTHVVl+ncmdOTpJ0fVGWkS437zQCWZU6dZ3KGLLMS8Db9aYfmpm2FhMvas347O1mCbd7ajuseN9AnCYTCSWkXJ8AKmUiyTkwNfNObNLwc0KS1HeoNS+dF2dqZVF0X/pzr3ln3LbeRDKZlMg2u6RVUldP6NRZe1psR/bTbt6kUojwYY55EZbs/CzywYMH8RemCIt6OZFMD7P7W3IKhaLzD63x9hli5jWP1gRSlSN32Fty6AaIWfnaLhmRKqQvYhWYm5m6RG2AOKcjnNalOPxeYDRAEG6jwZksDjsr/G4Ph71N+MMCHJuzjW3FIYwGCIJJkd1ztar+WtV9nAcskV2Ilhbd1h+u1TS2vP77oT5e7j9duPvRj1UEoVv6pGByiJ9ORxzTVPj2dQ8fPgDnCqOB06I8c0sXOCVi9ivyY7fgrfpy7Yp33k1J+z/1lVp4u+enW9/+GrD5RH1e+V2cK4wGTsXJsjtHNDUx430njhjg09etrFRTWVkZ5EVN6byogMWpybCw8/UI+Hv5zoO4lxYWFxZevnokMtgv/9L/lMXVM0d7TwkdiNOI0cCBqW9s3njk1it/zVh74BfIiJ4YE+Bxrzxn3/7F0UNg7WBfT0LXAi9qgSCk0wdLpdJv93357KQh0PjvB36BDTO+vXn/QTPOJLqBA8PnkzxSV1xcxCcJ+mdvT44dBH9v32swzCzfDV70sqc7v7m5Zf5jg/u48aAxn9QVFRXC5nweiTPpaG7Q9tCMPSqOWBkw6DWxj6h2Zmgu32yBEliPj7e34kwlLNQ1Nnl7wzsfWIC3B878SnmO3uihcemVW6qdG9c+P8LDDU9DXMPKSk0/DO2eOqV+RuIIEkEWRvg77+TZ1E/Jvjxxg/5k4fy4b4oqIe05f/3epEkR8IIF+Fxxtir+hbl0G7rxMnFoyJD+aLRcw9JKTXYD6nm7dk/EEgWaMpx0Yrigb8DAAfvO3qFvEQzw9Z0aPe14aaXmRl3U1BnwgoW88rvBoaODhg2DBtAMGsMmsCHOngVCAUsrNdkN2j8DRT2IHR+DKjf6PMffx2vN39f/Q3mZ/iTpreWKwmpNRZMoKgpesJBz5u6by96m10IzaAybYFVgEdhaqelJESXrEZauT7oc4OEK6zFqiPeokJAhweNz82/C2+nTp1+923S08FqEnuMl1zW37j/zzDOwChpAM2gMm+C8WcgP2Fkpk9qANDxRr43PFpJYGxgY4ccvKSnZvDXzhKaioqoS5n/ewkXVtfWw6t69e3eq6+YvXMTj8WAVNIBm0Bg2wXmzVG3AykqZ1Qa0LBDWBu0J9HNfvmxZ7JwYgUCwL/cg/N22bYe/v/+4cWOnTYuGhUx5lkDgT6+SiGctXbp0uL8HzpvlagMWVop3kTmoku/V1KxKf3/kyJHBwcGenp5dNrt///6lS5cuXrw4Z86c4MF4jci+MNkNqOIjNT0jTZwSSuuhKLE40DM2yDdh5hhFzteJS95QKBRVVVU1NTV0RgR/fXx84K+3tzeEBXASxd6vpX8MC8VLpRYskdlYqenRgHrsNFsoJFMJDvRQnIulM4OeWL3n4uWrkydPDgwM9PPz69+/v7u7O6z67bffamtrm5qaCgoKtm/fnv/zyR9WPY4zZsESmZWVujH6Cmd47NQC8EgyeVZw9dAxM2fOvHr1Ktg9/G1upn4vxOfzISCAV8Cq2prqaL9bPBIvlVrWEVhYKdYGHNCi02X+eHXAoO/r6huCgoL89Hh5edElQUNDA1QFR48ehYBw++qN+VOCcMYctjZAukeZf3POc3FbMz/ttWXIiKBrVfcD/b1w0uwrnuMUmE/hjQdjxkdAcdxzM2gwOXqauvwOzhhGAyfkpejBGTs/km/eUF3XQJB8T0+PvvDPg7o58ODBg3rIihoaCV2Lbz/PAG/3JbEjcMbQDZwQSHIy4tuuzDU16+ofNDW3UL++5vPIvh5ubnwsi9ENXG1O+aSPlzvOA9YGCOKq0QC13HBs1hwbRgMEQTdA7Akn0OfDEhlhhlPq82E0QJjhlPp8GA2Q3nF6fT6MBkgvuII+H7oB0guuoM9nshuoEsmHQeU6F8GR9PnYWqnJgxNn6owopUTrg8+IK+Aw+nxsrdSNjcdJ5FKlDh/CdCmM+nxPjaGK3VZ9vitXqhqiZsyATzRH5ZA0GfT5fi2ztT4fMytlHKqoJ51FsjR0AlerEBxKn4+plTJ1g7LcbDXmQ66J4+jzMbZSHov+4zAUuCQOo8/H3ErdWHgZeoFrQuvzbdu6hdbn2y8Q8EiS1ucj9QuZ8qztOzKhbqb1+Uq1F9KfD7FVLGBkpQzd4JxaFIYJketWyQ6hz8fCShm5AaUQGR6HbuCiOIg+HxsrdbOwmyFOhSPo87GxUkZuIM7EuwWujSPo87GxUvyFKcIAZ9XnQzdAGOCs+nz4C1OEAc6qz4fRAGGAs+rzoRsgDHBWfT50A8QM63EWfT6sDRCE02iAWm44NquOLSIBowGCYFJkAS5eu11+vQLnAd3AhWhuaXl3S+5b//rq7r06eHvk5/Nz//ZZ3DtZsABvdTrdgWMFJwsvoomgGzgzX6hOVZGCkZP+sDbrG3j7vbps+Yq05JSVP+RRWgb//urHT767mPrxoaP5WrQSLJGdisOnSr76riBBEjVtYuhAn35l2jOVlZURgf1g1RtzH5+SsILQEac+fQfeaq7cjo2LLyku0ly+NWOS8NgZ7Wcq9YKnJ86cHIZGg9HAgamtb0zZpJgrTXn1g92QEcXMCBd4NPwnZ+/bLz4NawMH+5EEQZLUArx9N+GZRKn06OHcxc9OhcavfbAbNly2cW/d/UY0GnQDRw58bjw+jywuLnbjkfRvgOc8MRH+Xr9tEJ0lebDCMCF9PT2ampvfmDfD08MdGsOGRUVFfB7hxuej0bi4G5RlRDmwZB0Y9Ofvv3jsQHZRaTl9/5+gnpny/iT3JCzU1DXQ6muwAG93Kk9RnsPn6YtpXYn20jHl7l1rXu7jgffd7Rw2VsrADVSJwlRCptXpdFoZkbrIEbUbJ4QGrUueBwsf7vqO/mTRwgW7D6sh7cnXXJkUEQEvWIDP5ftP/inecOeIbrw+ed64kGFoZXYOOys1/dymypGLZFq99ktoymldioNOU+gjgwcH+O/YfzLuKSojGuDrO2Vq9KHjxdpfbkc+NhU+ydeo4UQyYlRIUGAgBIny6xXQGDaBDdHI7N8L2FmpydFA/6DzaMd/EBnynEH+A9LXrE365276k1eT3szMPaUuvR4pEsELFrbuPZ70ZjK9FppBY9iETpAQ+06IWFqp6W5APehMtKZdiSoHnquw4KGjRoX4DRm+U0lVBdOnTy+7VnXwWD6tvnb4xNn80mu0+ho0gGbQGDZBG3MEN2BppUzOcOrUdGIXrRUslziwrnvYiICSkpJNm7d8c6KoopJSX4ub98LdaoPWSOWd6rnzF1Dqa5WV0ACaQWPYBG3MMWBlpUyue4hku2hZSHGaTCQ8B1/gmDlSSGDA68uWbd+2VSAQ5Ozbv2+/AIze399//LhxtPrajkz5tu07WlpaoEGMRHy+VCt/789oYI4BKys12Q1Cw0Rqx7X8h3claNC9mpr3VqWbrr6GSZGDHFqWVmq6G6SslpLpGWlicDXVulS1VOmwkkVRY0eueDnmgGJvQuJrvaqvQbOVr8wZHxKINuYIbsDSShkkReJMrSZKSKZSy47+33yse+s5wVPJ2ouXelVfO5t/uuLIh2hgjgI7K3Vj5muOe7+gw5UBHvnBX+LO1/j2rL5WX1v7wpRAHo9E83KkiMDcSl30pwHU/1X6ycH+AwS1dfU9q68duH19ybwn0bicGxd1gy9UJ5+Nif14245eWwpDRpZfrwgehhdMnRkXvTN6vOjKo2HjTFFfe2zy1P/mlaKhYDRwQtIWP718Y/bn8i13qLtmpKenZ18vrzb1NX1eRBC6gb7eQwW+MYkvoqGgGzghkOQoNiwxvv2tqbm2vqGpuYXQ/+iof19Pdzd8rgDdwMUAo/fz6YfzgLUBgmA04ALUcsOxWXNsGA0QBN0AcV5soh2IboDYEjvRDkQ3QGyJnWgH4gVTxNrYoXYgRgPEqtindiC6AWJV7FM7kIkbtMmBOaZsHWIHWFw7kJWVMnKDc2qpUkdzOiUUDynCCstqB7KyUgYlMiUIFpaGRxExH8tpB7KzUtOjQZmmQBQfgzEA4aJCsJR2IEsrZeAG59RE9iKsDBBusIx2IEsrZaRhSsTvonOu1eeEDi3fiNiBG1hCO5CtlTLQKXr4ef8CTRkhxhQJYYtFtAPZWineRUZsVCXbk3agyW6gSiQlhFKXKW6tQ9IwFCBmYBHtQLZWarIbiDO1sighSQtXSeGb0AsQM+FeO5CtlTJIipxHsw6xDyyhHcjOSrE2QGyG/WgHohsgNsN+tAPxF6aIzbAf7UCMBojNsB/tQHQDxGbYj3YgugFiL9hQOxBrAwThNBqglhuOzapji0jAaIAgmBTpuVpVf63qPh5FxIVK5JYW3dYfrtU0trz++6E+Xu4/Xbj70Y9VBKFb+qRgcoifTkcc01T49nUPHz4AjyvitNFAeeaWLnBKxOxX5MduwVv15doV77ybkvZ/6iu18HbPT7e+/TVg84n6vPK7eFwRp4oGJ8vuHNHUxIz3nThigE9ft7JSTWVlZZAXNex5UQGLU6lnVXe+HgF/L995EPfSwuLCwstXj0QG++Vf+p+yuHrmaO8poQPxMCMOHA3qG5s3Hrn1yl8z1h74BTKiJ8YEeNwrz9m3f3H0EFg72NeT0LXAi1ogCOn0wVKp9Nt9Xz47aQj1m60Dv8CGGd/evP+gGQ8z4sBuwOeTPFJXXFzEJwlS/yPyJ8cOgr+37zUYRs93gxe97OnOb25umf/Y4D5uPGjMJ3VFRYWwOR//c2+EezegVMGs9Dw+GPSa2EdUOzM0l2+26FoVzry9FWcqYaGusYlWOIMFeHvgzK+U5+iNHhqXXrml2rlx7fMjPNzworDrwdBKGZuIal2q2oq7I/ydd/Js6hGiL0/coD9ZOD/um6JKSHvOX783aVIEvGABPlecrYp/YS7dhm68TBwaMqQ/moQLwtRKGZbIqkRJgUhk3V0aLugbMHDAvrN3nhpDFbsDfH2nRk87XnrlSlVD1IwZ8InmqBySpuDQ0UHDhhG/ll2rug+NYRPYEA3CJZ2AsZUyigZlGemEcle8tSsEHunv47Xm7+v/obxMf5L01nJFYbWmokkUFQUvWMg5c/fNZW/Ta6EZNIZNsCpw0XyIuZXymHS/KDs+TWyLPRs1xHtUSMiQ4PG5+TcJvcLZ1btNRwuv0Qpnx0uua27dpxXOoAE0g8awCVqESzoBGys13Q1U67Ljd9lIx3qEH7+kpGTz1swTmoqKKkrhbN7CRdW19YRez+NOdd38hYsohbOqSmgAzaAxbII24YpFASsrNbU2gHSLWK2zlShLoJ/78mXLtm3dIhAI9uUe3C8Q8PTCZuPGjaUVzjLlWdt3ZELdDA0k4lml2gvpz4egUbhgUcDOSk10A1WOnJDLSXnrewkplxpUkaxUJd+rqVmV/r7pCmfBg/Eakct5AWsrNdENxJk6XWZr8hUlPLfaei5AMTbIN2HmGEXO14lL3uhV4Uyx92vpH8NC8VKpy8HeSh3mF6ZLZwY9sXrPxctXe1U4y//55A+rHkejQLivDdqgZMFsMFAoBpJnBVcPHdOzwlltTXW03y0eiZdKXRuGVuow0aAF4t2PVwcM+r6uvqFnhbPbV2/MnxKEloA4oRso82/OeS5ua+anvbYMGRF0rep+oL8XHl3E1FzDUQZaeOPBmPERpiicTY6epi6/g4cWccJo8FL04IydH8k3b6iuayBIvqenR1/4Z1Q4g6yooZHQtfj28wzwdl8SOwIPLeKEbgBJTkZ8242RpmZd/YMm+v+X5vPIvh5ubnwsixFnd4OO4+aTPl7uePwQ16oNEMQxogFqueHYrDk2jAYIgm7geqA+H5bILgfq82E0QFCfD6OBq4L6fBgNXB3U50M3QFCfz4HcQJVIGojKKMOp4xLU5+MMVlZq8sSVZURJCmRaHYUyPFVoJf1G1wH1+TiArZWa7AbU4zynDcoX4jgpUaDBgMA1Rn0++hZBqz5fpeZGXdTUGfCChbzyuwZ9PoJAfT6urJTHyuXS5aL4mFCcda4rBNTn4zIwMLBSHtO+o0hSmErIbCXc5eygPh83qRFDK2XoBlTQwdrAgqA+H0epkYVqg/ZgbWAxaH2+2DkxtD4f/N22bQetzzdtWjStzycQ+NOrJOJZS5cuHe7vgfNmppXiXWS7q5JRn8/6mOwGqkRSQhiU8Mo0BaL4NCwOLADq85kFWys12Q3EmVpZlNAgg0UpQ6IXWAjU5zMjEWJppQySIqrwSMGZtjioz2dueczcSrE2sDtQn8+OawPEWqA+nw0iME6BvYH6fBgNENTnQzdAUJ8P3QDp4gihPh/WBgjiYNEAtdxwbFYdW0QCRgMEcdik6OK12+XXK3DeERdyg+aWlne35L71r6/u3quDt0d+Pj/3b5/FvZMFC/BWp9MdOFZwsvAiHgbEmd3gC9WpKlIwctIf1mZ9A2+/V5ctX5GWnLLyhzzqZ+D//urHT767mPrxoaP5WjwSiJOUyDSHT5V89V1BgiRq2sTQgT79yrRnKisrIwL7wao35j4+JWEFoSNOffoOvNVcuR0bF19SXKS5fGvGJOGxM9rPVOoFT0+cOTkMDwziwNGgtr4xZZNirjTl1Q92Q0YUMyNc4NHwn5y9b7/4NKwNHOxHEgRJUgvw9t2EZxKl0qOHcxc/OxUav/bBbthw2ca9dfcb8cAgDuwGbm48Po8sLi5245H0b4DnPDER/l6/bRCdJXmwwvClfT09mpqb35g3w9PDHRrDhkVFRXwe4cbHh2sRu3UD/QP/NN096gwG/fn7Lx47kF1UWk7f/yeoZ6a8P8k9CQs1dQ20+hoswNudylOU5/B5+mJaV6K9dEy5e9eal/t44L1thC0mWKk5bqBKFKaGK2k9MKlc0q0y3oTQoHXJ82Dhw13f0Z8sWrhg92E1pD35miuTIiLgBQvwuXz/yT/FG+7O0I3XJ88bFzIMDyXCFlOtlG2JrMqRi2RasX5ZnCYTCc/BF3TziFvoI4MHB/jv2H8y7ikqIxrg6ztlavSh48XaX25HPjYVPsnXqMFZR4wKCQoMhCBRfr0CGsMmsCEeScQML2BgpayigTjTqIoHgeecukff4vMG+Q9IX7M26Z+76U9eTXozM/eUuvR6pEgEL1jYuvd40pvJ9FpoBo1hEzpBQhCWMLFSc0tkvSyeLE3cU5uw4KGjRoX4DRm+U0lVBdOnTy+7VnXwWD6tvnb4xNn80mu0+ho0gGbQGDbB44hwVyP0bqXs3QAqECr7Ot2LLF7YiICSkpJNm7d8c6KoopJSX4ub98LdaoPWSOWd6rnzF1Dqa5WV0ACaQWPYBA8ewlWdbIqVMq8N2nonZNrMXn0sJDDg9WXLtm/bKhAIcvbt37dfAEbv7+8/ftw4cAlY2JEp37Z9R0tLCzSIkYjPl2rl7/0Zjx/CkQ+YZKVs3MDgYTqTeg8NGnSvpua9Vemmq69hUoRwFgd0DHyAiRuUZSxi4mFRY0eueDnmgGJvQuJrvaqvQbOVr8wZHxKIRxEx0wkWMYwDzNxAtS4Vym61kExt/UTam8ete+s5wVPJ2ouXelVfO5t/uuLIh3gQETNhYaXM3ECcqdNlMhsTj0d+8Je48zW+Pauv1dfWvjAlkIf/UQViNiyslE2JzAjq/yr95GD/AYLauvqe1dcO3L6+ZN6TeBQRW2FBN/hCdfLZmNiPt+3otaUwZGT59YrgYXjBFLENFrxre7zoyqNh40xRX3ts8tT/5pXiwUCcMBqkLX56+cbsz+Vb7lB3zUhPT8++Xl5t6mv6vIggdAN9vYcKfGMSX8SDgTihG0CSo9iwxPj2t6bm2vqGpuYWQv+jo/59Pd3d8LkCxNndoANg9H4+/XDGEdeqDRDEFaMBarnh2Kw5NowGCIJugJgHageiG7gcqB2IboCgdqB1S2TEfkDtQIwGrg5qB6IbIKgdaAU3oFTBTJcDQ2wAagcytVKmbkCpgqnR0Owe19YOZGylPGYORkoKpFIRWpkjYNQOpG8RGLUD8zVXIx+bCi9YOJqvbdUOJJxDO5CdlTKJBqNXa3W602n4nw84SIXgmtqBrKyUwQ6HisWhaFwOhQtqB7KzUrxS5NRugNqBJkZOtBUnBrUD0Q0Q1A5EN0BQOxDdAKFB7UDLuEFoymkdWpfD4KLagQytFKOBk4PagegGCGoHmhYz0VCcG9QOxGiAoHYgugGC2oHoBkhnUDsQawMEsXw0mLDikN3u54SIBBybk40NowGCoBsgCLoBgqAb0DiKQoYqkYzKKLPHYVHY1dBsd0jxgqlrosqRi2Ta0yn4WC0mRa5LmaaACB+NPmAbNzBEYj2cRL8cQ4ccxHa9sgdnQzPuaWIOpxPHxazBnlIyPnIJJ90Z5y0xg5ucpnVfrZke8azqBBK5VKmjUEoJebr5pisvCNPquwtPFZo3a5TAUzg9Nq2sQGLmIWjbU21YgZwDQ5MQytahme/xoSmntTIRQQ0wU2z2MW2dN21YNhdCbnJJThxtIXKJ9RzBmm4gzjTOuzhOykWP0tV0ckt1J88xY9L0qXKauNVKzDSPdr2Fpqw2d0/LcrPV0jhjb+rsXPuparndUwpjd2HWVIWzblLUlnhI5Jx2bOakUakyt4k3x1AJjCXmjdM95cRybVOx8KzqA8LseH0So8+KOO37nFoUxn7+QkeHc+mTnPZGhz06X9NjR5d3Ht5TOAhYIptiqq2+TuXOnJwk6fqiLCNdbt5pBLIqdeo6lTFkmZeAt+tNPzQzbS0mXtSa8dnbzRJu99R2WPG+gThNJhJKSLk+AVTKRJJzYGrmndik4eeEev1+kUxrXjovztTKoui+9Ode8864bb2JZDIpkW12Saukrp7QqbP2tNiO7KfdvEmlEOHDHPMiLNnY2PE/NTl48GBsbCyBIAzr5UQyPczub8kpFIrZs2fbtERGnIz2CaQqR+6wt+TQDRCz8rVdMiJVSF/EKjA3M3WJ2gBxTkc4rUtx+L3AaIAg3UQDKCNwahDXoYsrRQjiamBShCDoBgiCboAg6AYIgm6AIOgGCNK7G1zYFN2nlSTr6DJSX9n9VxnX9tzMnK/g9rtY7BqLoToudrODbj2McOyeBSWNJ0Kod4eS+vSJXl9yIjnELqYvJPmEw93tcMQxu3w0OLRh5QRFm9XP2lqynli5wXB2jN60KalzlDiU1EPkMK58aG33m7Q/TxiWDyWNXZlHZMXC8kNnkU6ddDtCfWNjJz0NoEMzYh/T/e1yVJ3HHJ2UBGO9YPj04W/pOIaOPSdt2kRv28Vc9TBCk6er60NmXEd9Pb0PhvF3NYy2PvTddHjby4zZ3g0O7cuKHPPQmT9EsiAyax89wLyVe8aUNAKKhKw1hkk4lBRbuJ76sGR9YWznPYwlFNQGD601btKoIGLbjKE7KFeMJBIUjVtnPdx1F510NcLOnXQ/gA7flVXIbH9NXdu4isjKM37c4Vu63F+wr9aex+xZmdfTfHU5hq4H1sV0dX3I2pG1kkoWYJMJK8d2a7iztjYa+oiMXL9iVoe3ps+Y7WqDCY8+nACFPDrBuJywio4TIWMi885faPWbBZIQffBfldDqL+0oLL3QmhoYDits0trPrOcS8vYoL7AYf3eddB6h6dt2hun+9rrW+L0rwNK7/5YuctXzeYZmVM+9zEznMXQ3sC6/uvMh62pSqF0wtOw+wV68Z8FOY2rR4S1hkv3Yy5WiC6WFPTfIWzmWDmqxWUSHeYET24I9hrXGGNq+P5h+djWWGZ2YO4Ae9rfHtfC9HSItozG3bdvrmLscQ8/D7vGQPYRxHHB+7NZrTXQCJgOzphvA2bGDR15Q7slLeG5WD10l0DFUT6damjql6IEYulg/q+2jC3WSY1d3mtGJuQPocX97WNub2fQy5rZtex1zl2Poedg9HjITXJO1EzAYmBWjAYS6wtj2xdbYlUSHbK6T3xizyo6nj86fdNzEGBLb26jhlEA5oEnf26mT3ooNjrbtvHemr92wkpn7tW17YdOarJ7mqssx9DywXg/ZwyfvDYcMu0Dop66rYZjsBCYPzEI09oAioQtXNdRtnZbbWkfS5V+vPbX7uIsOS1qz5sj16xMMH9KfJSi6/t6uRvVQy8bG9p10uW3nZqz2t4u1XW6bsJ4qFku6G3P7oXbqOSEhobXzruaquxH2OLB2y90cMmMnkQkJkR067zQMRc//Y5S+CxPn07Lg8wa2vn809vyqLitQEy4PJPVZM8Y293Js+NU2LpERDm2/9do5dYeSnQ8gXILRAEEwGiAIugGCoBsgCLoBguj5fwEGAFWyFknO9ux9AAAAAElFTkSuQmCC)

**Solution A:** Directly check the validity of each position, 8ms:

**class** Solution {

**public**:

**int** totalNQueens(**int** n) {

**int** res = 0;

vector<string> nQueens(n, string(n, '.'));

solveNQueens(res, nQueens, 0, n);

**return** res;

}

**private**:

**void** solveNQueens(**int** &res, vector<string> &nQueens,

**int** row, **int** &n)

{

**if** (row == n) {

res ++;

**return**;

}

**for** (**int** col = 0; col<n; ++col)

**if** (isValid(nQueens, row, col, n)) {

nQueens[row][col] = 'Q';

solveNQueens(res, nQueens, row + 1, n);

nQueens[row][col] = '.';

}

}

**bool** isValid(vector<string> &nQueens, **int** row,**int** col,**int** &n)

{

//check if the column had a queen before.

**for** (**int** i = 0; i != row; ++i)

**if** (nQueens[i][col] == 'Q')

**return** **false**;

//check if the 45° diagonal had a queen before.

**for** (**int** i=row-1, j=col-1; i>=0 && j>=0; --i,--j)

**if** (nQueens[i][j] == 'Q')

**return** **false**;

//check if the 135° diagonal` had a queen before.

**for** (**int** i=row-1, j=col+1; i>=0 && j<n; --i,++j)

**if** (nQueens[i][j] == 'Q')

**return** **false**;

**return** **true**;

}

};

**Solution B:** Use flag vectors as bitmask, 0ms:

**class** Solution {

**public**:

**int** totalNQueens(**int** n) {

**int** res = 0;

vector<string> nQueens(n, string(n, '.'));

vector<**int**> flag\_col(n, 1);

vector<**int**> flag\_45(2 \* n - 1, 1);

vector<**int**> flag\_135(2 \* n - 1, 1);

solveNQueens(res, nQueens, flag\_col,flag\_45,flag\_135,0,n);

**return** res;

}

**private**:

**void** solveNQueens(**int** &res, vector<string> &nQueens,

vector<**int**> &flag\_col,

vector<**int**> &flag\_45,

vector<**int**> &flag\_135,

**int** row, **int** &n)

{

**if** (row == n) {

res++;

**return**;

}

**for** (**int** col = 0; col != n; ++col)

**if**(flag\_col[col]&&flag\_45[row+col]&&flag\_135[n-1+col-row]) {

flag\_col[col]=0;

flag\_45[row+col]=0;

flag\_135[n-1+col-row]=0;

nQueens[row][col] = 'Q';

solveNQueens(res,nQueens,flag\_col,flag\_45,flag\_135,row+1,n);

nQueens[row][col] = '.';

flag\_col[col]=1;

flag\_45[row+col]=1;

flag\_135[n-1+col-row]=1;

}

}

};

## ►Combination Sum (背：组合和满足target,元素可重复

Given a set of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***. The **same** repeated number may be chosen from ***C*** **unlimited** number of times.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,   
A solution set is:   
[7]   
[2, 2, 3]

**class** Solution {

**public**:

vector<vector<**int**> > combinationSum(vector<**int**> &candidates,

**int** target)

{

sort(candidates.begin(), candidates.end());

vector<vector<**int**> > res;

vector<**int**> combination;

combinationSum(candidates, target, res, combination, 0);

**return** res;

}

**private**:

**void** combinationSum(vector<**int**> &cand, **int** target,

vector<vector<**int**> > &res,

vector<**int**> &combi, **int** begin)

{

**if** (!target) {

res.push\_back(combi);

**return**;

}

**for** (**int** i=begin; i!=cand.size()&&target>=cand[i];++i){

combi.push\_back(cand[i]);

combinationSum(cand, target - cand[i], res, combi, i);

combi.pop\_back();

}

}

};

## ►Combination Sum II(背：组合和满足target，元素不可重复

Given a collection of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

Each number in ***C*** may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,   
A solution set is:   
[1, 7]   
[1, 2, 5]   
[2, 6]   
[1, 1, 6]

Failed cases:

Input:**[1,1], 1**

Output:**[[1],[1]]**

Expected:**[[1]]**

Solution: The difference with Combination Sum is

1. Cannot use current number in sub problems

combinationSum2(cand, target-cand[i],res, combi, i+1);

1. skip duplicated subproblom

**while**(i<cand.size()-1 && cand[i]==cand[i+1]) i++;

**class** Solution {

**public**:

vector<vector<**int**>> combinationSum2(vector<**int**>& candidates,

**int** target)

{

sort(candidates.begin(), candidates.end());

vector<vector<**int**> > res;

vector<**int**> combination;

combinationSum2(candidates, target, res, combination, 0);

**return** res;

}

**private**:

**void** combinationSum2(vector<**int**> &cand, **int** target,

vector<vector<**int**> > &res,

vector<**int**> &combi, **int** begin)

{

**if**(target<0) **return**;

**if** (!target) {

res.push\_back(combi);

**return**;

}

**for** (**int** i=begin; i<cand.size();++i){

combi.push\_back(cand[i]);

combinationSum2(cand, target-cand[i],res, combi, i+1);

combi.pop\_back();

**while**(i<cand.size()-1 && cand[i]==cand[i+1]) i++;

}

}

};

## ► Palindrome Partitioning

Given a string s, partition s such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of s.

For example, given s = "aab",  
Return

[

["aa","b"],

["a","a","b"]

]

**class** Solution {

**public**:

vector<vector<string>> partition(string s) {

vector<vector<string> > ret;

**if**(s.empty()) **return** ret;

vector<string> path;

dfs(0, s, path, ret);

**return** ret;

}

**void** dfs(**int** index, string& s,

vector<string>& path,

vector<vector<string> >& ret)

{

**if**(index == s.size()) {

ret.push\_back(path);

**return**;

}

**for**(**int** i = index; i < s.size(); ++i) {

**if**(isPalindrome(s, index, i)) {

path.push\_back(s.substr(index, i - index + 1));

dfs(i+1, s, path, ret);

path.pop\_back();

}

}

}

**bool** isPalindrome(**const** string& s, **int** start, **int** end) {

**while**(start <= end) {

**if**(s[start++] != s[end--])

**return** **false**;

}

**return** **true**;

}

};

## Restore IP Addresses

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:  
Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

**class** Solution {

**public**:

vector<string> restoreIpAddresses(string s) {

vector<string> ret;

**if**(s.empty()) **return** ret;

vector<string> path;

dfs(0, s, path, ret);

**return** ret;

}

**void** dfs(**int** index, string &s,

vector<string> &path, vector<string> &ret)

{

**int** i;

string substr;

**if**(path.size() > 4) **return**;

**if**(index == s.size() && path.size()==4){

string ss;

**for**(i=0;i<4;i++){

ss += path[i];

**if**(i!=3) ss += ".";

}

ret.push\_back(ss);

}

**for**(i=index; i<s.size() && i<index+3; ++i){

**if**(isValid(s, index, i)){

path.push\_back(s.substr(index, i-index+1));

dfs(i+1, s, path, ret);

path.pop\_back();

}

}

}

**bool** isValid(**const** string&s, **int** start, **int** end){

**int** n = end - start + 1;

**if**(n>3) **return** **false**;

**if**(n==1 && s[start]=='0') **return** **true**;

**if**(n>1 && s[start] =='0') **return** **false**;

**int** num = atoi(s.substr(start, n).c\_str());

**if**(num>0 && num<256) **return** **true**;

**return** **false**;

}

};

## Word Search in Maze

Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,  
Given **board** =

[

["ABCE"],

["SFCS"],

["ADEE"]

]

**word** = "ABCCED", -> returns true,  
**word** = "SEE", -> returns true,  
**word** = "ABCB", -> returns false.

**class** Solution {

**public**:

**bool** exist(vector<vector<**char**>>& board, string word) {

**int** i,j;

**int** n = board.size();

**int** m = board[0].size();

**if**(word.length()==0) **return** **false**;

**for**(i=0;i<n;i++)

**for**(j=0;j<m;j++){

**if**(board[i][j]==word[0]){

**if**(exist(board,n,m,i,j,word,0)==**true**)

**return** **true**;

}

}

**return** **false**;

}

**bool** exist(vector<vector<**char**>>& board,**int** n,**int** m,

**int** i, **int** j, string &word, **int** k)

{

**if**(board[i][j]!=word[k]) **return** **false**;

**if**(k==word.length()-1) **return** **true**;

**char** c = board[i][j];

board[i][j] = 0;

**if**(i>0 && exist(board,n,m,i-1,j,word,k+1)==**true**) {

board[i][j] = c;

**return** **true**;

}

**if**(j>0 && exist(board,n,m,i,j-1,word,k+1)==**true**){

board[i][j] = c;

**return** **true**;

}

**if**(i<n-1 && exist(board,n,m,i+1,j,word,k+1)==**true**) {

board[i][j] = c;

**return** **true**;

}

**if**(j<m-1 && exist(board,n,m,i,j+1,word,k+1)==**true**){

board[i][j] = c;

**return** **true**;

}

board[i][j] = c;

**return** **false**;

}

};

## Combinations

Given two integers *n* and *k*, return all possible combinations of *k* numbers out of 1 ... *n*.

For example,  
If *n* = 4 and *k* = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

]

For example,  
If *n* = 4 and *k* = 3

f([1,4],3)={

1+f([2,4],2),

= {

2+f([3,4],1): path+3,ret.push; path+4,ret.push;

3+f([4,4],1): path+4,ret.push;

}

2+f([3,4],2),

= {

3+f([4,4],1): path+4,ret.push;

}

3+f([4,4],2) ,

= {

4-4+1 < 2: X

}

}

**class** Solution {

**public**:

vector<vector<**int**>> combine(**int** n, **int** k) {

vector<vector<**int**>> ret;

vector<**int**> path;

combineHelper(1,n,k,path,ret);

**return** ret;

}

**void** combineHelper(**int** s, **int** e, **int** k,

vector<**int**> &path,

vector<vector<**int**>> &ret)

{

**int** i;

**if**(e-s+1<k || k<1) **return**;

**if**(k==1){

**for**(i=s;i<=e;i++){

path.push\_back(i);

ret.push\_back(path);

path.pop\_back();

}

}

**for**(i=s;i<=e;i++){

path.push\_back(i);

combineHelper(i+1,e,k-1,path,ret);

path.pop\_back();

}

}

};

## ►►►Sudoku Solver

Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.
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A sudoku puzzle...
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...and its solution numbers marked in red.

**Solution:**

**Tricky 1:** board[i][j]!='.' or not we need to process next position;

**Tricky 2:** change states before recursive call, change back after call

**Tricky 3:** use return bool value to purning

**bool** row[9][10];

**bool** column[9][10];

**bool** cube[3][3][10];

**bool** helper(**char**\*\* board, **int** i, **int** j){

**int** ii, jj;

**bool** ret;

**if**(i==9) **return** **true**;

jj = (j+1)%9;

ii = i + (j+1)/9;

**if**(board[i][j]!='.') **return** helper(board, ii, jj);

**for**(**int** k=0;k<9;k++){

**if**(!row[i][k] && !column[j][k] && !cube[i/3][j/3][k]){

board[i][j] = k+'1';

row[i][k] = **true**;

column[j][k] = **true**;

cube[i/3][j/3][k] = **true**;

ret = helper(board, ii, jj);

**if**(ret) **return** **true**;

board[i][j] = '.';

row[i][k] = **false**;

column[j][k] = **false**;

cube[i/3][j/3][k] = **false**;

}

}

}

**void** solveSudoku(**char**\*\* board, **int** boardRowSize, **int** boardColSize) {

**int** i,j,k;

memset(row, 0, **sizeof**(row));

memset(column, 0, **sizeof**(column));

memset(cube, 0, **sizeof**(cube));

**for**(i=0;i<9;i++){

**for**(j=0;j<9;j++){

**char** c = board[i][j];

**if**(c != '.'){

row[i][c-'1'] = **true**;

column[j][c-'1'] = **true**;

cube[i/3][j/3][c-'1'] = **true**;

}

}

}

helper(board, 0, 0);

}

# Dynamic Programming

http://people.cs.clemson.edu/~bcdean/dp\_practice/

## ►Unique Binary Search Trees

Given *n*, how many structurally unique **BST's** (binary search trees) that store values 1...*n*?

For example,  
Given *n* = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

Solution: The number of binary search trees visualized as  
  
Number of binary search trees =

(Number of ways root can be choosen)\*

(Number of Left binary search sub-trees) \*

(Number of Right binary search sub-trees)   
Now, since there are "n" nodes in BST and let, the number of BST be represented by C(n)*for n elements*.  
We can find the number of BSTs recursively as :

1. choose 1 as root, *no* element  on the left sub-tree. *n-1* elements on the right sub-tree.
2. Choose 2 as root, *1* element  on the left sub-tree. *n-2* elements on the right sub-tree.
3. Choose 3 as root, *2* element on the left sub-tree. *n-3* elements on the right sub-tree.

Similarly, for *i-th* element as the root, *i-1* elements on the left and *n-i* on the right. These sub-trees are also BSTs so we can write :  
***C(n) = C(0)C(n-1) + C(1)C(n-2) + .....+ C(i-1)C(n-i)..... + C(n-1)C(0)***  
C(0) = 1, as there is exactly 1 way to make a BST with 0 nodes. C(1) = 1, as there is exactly 1 way to make a BST with 1 node.  
![](data:image/x-wmf;base64,183GmgAAAAAAAOAPQAQACQAAAACxVQEACQAAA9MCAAACAL0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJABOAPCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+gDwAA8QMAAAUAAAAJAgAAAAIFAAAAFALvA6IFHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAOTXGADYlFd3gAFbd0MqZlsEAAAALQEAAAkAAAAyCgAAAAABAAAAMXm8AQUAAAAUAoACRQEcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A5NcYANiUV3eAAVt3QypmWwQAAAAtAQEABAAAAPABAAASAAAAMgoAAAAABwAAACgpKDEpKCn/WwHdBDsCqQCWASsDAAMFAAAAFAL4ADsFHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAOTXGADYlFd3gAFbd0MqZlsEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABuebwBBQAAABQC7wPkBBwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDk1xgA2JRXd4ABW3dDKmZbBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAaXm8AQUAAAAUAoACLQAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A5NcYANiUV3eAAVt3QypmWwQAAAAtAQAABAAAAPABAQASAAAAMgoAAAAABwAAAENuQ2lDbmn/pAGUBJsB3wKkASECAAMFAAAAFALvAzMFHAAAAPsCIv8AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHf9KQodEKeMAOTXGADYlFd3gAFbd0MqZlsEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAA9ebwBBQAAABQCgAJ8AxwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB3YSkKJbCmjADk1xgA2JRXd4ABW3dDKmZbBAAAAC0BAAAEAAAA8AEBAAwAAAAyCgAAAAADAAAAPS0tHUMF1AQAAwUAAAAUAtgCrQQcAAAA+wLA/QAAAAAAAJABAAAAAQACABBTeW1ib2wAd/0pCh4Qp4wA5NcYANiUV3eAAVt3QypmWwQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAOV5gAS9AAAAJgYPAG8BQXBwc01GQ0MBAEgBAABIAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINDAAIAgigAAgCDbgACAIIpAAIEhj0APQMAEHAAAQACAINDAAIAgigAAgCDaQACBIYSIi0CAIgxAAIAgikAAgCDQwACAIIoAAIAg24AAgSGEiItAgCDaQACAIIpAAALAQACAINpAAIEhj0APQIAiDEAAAEAAgCDbgAADQIEhhEi5QAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQBbQypmWwAACgCBAIoDAAAAAAAAAAAU4hgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)   
The above summation dissolves into Catalan Number.

![http://qph.is.quoracdn.net/main-qimg-4e0cdd4e5a4976015e051d38c2bac2ef?convert_to_webp=true](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAAAzBAMAAACH/uyMAAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAArpJREFUSMetlz9o1HAUxz/3L3eXa5N0bqWRTm4Hoi6KrWQRQYo6VYUuilsLVXAocuAgdLkMgoMggSIuyqVQBxVpFcU/HTxBlEKxGYQOCne2UsopPYe7q/nX5pL4ltz75ZsPv7x7ee/9IJpd/vdTUolluWGbcy8eK1uyOQ+MEE+KVffKC/i+bLad5HAI1pruWpAmkRRud9wT3aMezrtZWZVeqBXb7qUQ++pxs45AxkRebLt5JQZrCtJV5M6yUI/OEhoAlJXkQPLge+BMdFbbf2ykMl9ZApajs2QVQNrmSkXlLlAzIrMmDID0OEy03k9WIrO+APASeEKuAeQXI7OmARIqFiMUhoHCaGTWBsAQmGyTLSogbHXPcn5w0jYgjfT1K0IdeaYI4kbn1sqK2bsXqvDhz1O7n2oAmWazqaaqFPoAfreLwLsSj5bCFJxeb5pPty63TBA2w7Dy3khrrW1NA9TDsNLeevW6FdcxAD0MK+PNplUAaiaAFYYle1kLBsBqyRFWTdM07WQAq7oL61r4xuHDGiwB/AIQ/Z5o+lodKqZHfLy0kxmzofblx7IA3gCYcePVeseaBclxceBmf/x4Ja4jHiaZVeSYOSFOwY+lPqDCWpxcXTAQz3acAzzrehjI6rvkfds+crqLmt0aBvKTnht37M5b5sa7HQZ8as7V7jNKdxTrhJd1ISor6a3uPwMA+xeHjhp+rNy6WyAF1dLiRavH9GNx3i1INfZGCTPr5P1Zr9yCnsmAfQl1Mqova9AtyJoBrIJO2QA+ado5TdNtrLLlEEAlKJ/SCvO+/yNp0yU4FPgJW0wlfFmpUZfgVBBrArZmXax2N9t0CnKB48QxmFMcrJ1hYMUpKIRpiW5txdG8uB+mJboLVsK58DzWeeiGo6qNxWJ9c8wq8Q59KXv72BfvzMdn21lS5//bX1Vc3MjVwPnPAAAAAElFTkSuQmCC)

**class** Solution {

**public**:

**int** numTrees(**int** n) {

unordered\_map<**int**,**int**> map;

map[0] = 1;

map[1] = 1;

**return** numTrees(n, map);

}

**int** numTrees(**int** n, unordered\_map<**int**, **int**> &map){

**if**(map.count(n)) **return** map[n];

**int** sum = 0;

**for**(**int** i = 1;i <= n;i++)

sum += numTrees(i-1, map) \* numTrees(n-i, map);

map[n] = sum;

**return** sum;

}

};

## ►House Robber

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and it will automatically contact the police if two adjacent houses were broken into on the same night.Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight without alerting the police.

**Algorithm: use two optimal list, to record optimal solution at i if ith house is robbed and not robbed;**

class Solution {

public:

int rob(vector<int>& nums) {

int n = nums.size();

int i;

if(n<=0) return 0;

vector<int> R(n,0), notR(n,0);

R[0] = nums[0];

notR[0] = 0;

for(i=1;i<n;i++){

R[i] = notR[i-1] + nums[i];

notR[i] = max(R[i-1],notR[i-1]);

}

return max(R[n-1],notR[n-1]);

}

};

## 找小偷问题

有n个房间，其中一个房间有小偷。早上我们可以打开一个房间的门看小偷在不在里面，晚上小偷会向左边或者右边的房间走。现在给你一个开门的sequence，你输出这个sequence能不能保证找到小偷。比如：如果只有三个房间那么如果打开房间的sequence是{1，1}那么一定会找到小偷。因为如果小偷在中间那么第一天就会被找到，如果小偷在两边那么第二天一定回来到中间也会被找到。房间数为n，sequence长度为k跟着我开始brute force假设小偷在某个房间然后dfs所有路径，大概是O(n\*2^k)。 考官说好，如果考虑cut branch呢？跟着我就说可以拿一个n\*k的matrix跟着根据sequence来cut ranch，reduce到O(n\*2\*k)。他说有没有可能同时从所有房间开始呢？我说可以跟着直接在那个n\*kmatrix上做一个类似dp的东西。跟着reduce 到 O(n\*k)。他说有没有可能把space reduce呢？我说可以我只要O(n)的space跟着他就让我再写一个叫nextRow的function来实现O(n)space。

nextDay[k][n] : 第k天，第n个房间小偷是否可以survive  
nextDay[i][j] = (nextDay[i-1][j-1] or nextDay[i-1][j+1]) && strategy[i] != j  
  
    // O(n\*k) time, O(n) space  
    boolean canCatchTheft(int n, int strategy[]) {  
        int k = strategy.length;  
        // nextDay[i] means theft can survive in spot i or not on this day  
        boolean nextDay[] = new boolean[n];   
        boolean canSurvive, pre, a, b;  
        // init the first day  
        Arrays.fill(nextDay, true); nextDay[strategy[0]] = false;  
        for (int i = 1; i < k; ++i) {   
            canSurvive = false; pre = false;  
            for (int j = 0; j < n; ++j) {   
                a = j == 0 ? false : pre;  
                b = j == n - 1 ? false : nextDay[j + 1];  
                pre = nextDay[j]; // store current day for the next round  
                nextDay[j] = ((a || b) && strategy[i] != j) ? true : false;  
                if(nextDay[j] == true) canSurvive = true;   
            }  
            if (!canSurvive) return true;  
        }  
        return false;  
    }

**Solution 2: tow round , rob the beginner house**

class Solution {

public:

int robHelper(vector<int>& nums, int begin, int end){

if (begin == end) return nums[begin];

vector<int> money(end - begin + 1, 0);

money[0] = nums[begin];

money[1] = max(nums[begin], nums[begin + 1]);

for (int i = 2; i <= end - begin; i++)

money[i] = max(money[i - 1], money[i - 2] + nums[begin + i]);

return money[money.size() - 1];

}

int rob(vector<int>& nums) {

if (nums.empty()) return 0;

int n = nums.size();

if (n == 1) return nums[0];

return max(robHelper(nums, 0, n - 1), robHelper(nums, 1, n - 1));

}

};

## ►House Robber II

After robbing those houses on that street, the thief has found himself a new place for his thievery so that he will not get too much attention. This time, all houses at this place are arranged in a circle. That means the first house is the neighbor of the last one. Meanwhile, the security system for these houses remain the same as for those in the previous street.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight without alerting the police.

Solution: This problem is a little tricky at first glance. However, if you have finished the House Robber problem, this problem can simply be decomposed into two House Robber problems. Suppose there are n houses, since house 0 and n - 1 are now neighbors, we cannot rob them together and thus the solution is now the maximum of

Rob houses 0 to n - 2;

Rob houses 1 to n - 1.

The code is as follows (some edge cases are handled explicitly).

class Solution {

public:

int robHelper(vector<int>& nums, int begin, int end){

if (begin == end) return nums[begin];

vector<int> money(end - begin + 1, 0);

money[0] = nums[begin];

money[1] = max(nums[begin], nums[begin + 1]);

for (int i = 2; i <= end - begin; i++)

money[i] = max(money[i - 1], money[i - 2] + nums[begin + i]);

return money[money.size() - 1];

}

int rob(vector<int>& nums) {

if (nums.empty()) return 0;

int n = nums.size();

if (n == 1) return nums[0];

return max(robHelper(nums, 0, n - 2), robHelper(nums, 1, n - 1));

}

};

## ►Dungeon Game(地牢)

The demons had captured the princess (P) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (K) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (negative integers) upon entering these rooms; other rooms are either empty (0's) or contain magic orbs that increase the knight's health (positive integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

**Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.**

For example, given the dungeon below, the initial health of the knight must be at least **7** if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

|  |  |  |
| --- | --- | --- |
| -2 (K) | -3 | 3 |
| -5 | -10 | 1 |
| 10 | 30 | -5 (P) |

**Notes:**

* The knight's health has no upper bound.
* Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

class Solution {

public:

int calculateMinimumHP(vector<vector<int> > &dungeon) {

int i,j;

int m = dungeon.size();

int n = dungeon[m-1].size();

vector<int> minEver( dungeon[m-1].size(), 0 );

minEver[n-1] = 1-dungeon[m-1][n-1];

for(j=n-2;j>=0;j--) {

if(minEver[j+1]<=0) minEver[j] = 1 - dungeon[m-1][j];

else minEver[j] = minEver[j+1] - dungeon[m-1][j];

}

for(i=m-2;i>=0;i--){

if(minEver[n-1]<=0) minEver[n-1] = 1 - dungeon[i][n-1];

else minEver[n-1] -= dungeon[i][n-1];

for(j=n-2;j>=0;j--){

if (minEver[j]<minEver[j+1]){

if(minEver[j]<=0) minEver[j] = 1-dungeon[i][j];

else minEver[j] = minEver[j]-dungeon[i][j];

}else{

if(minEver[j+1]<=0) minEver[j] = 1-dungeon[i][j];

else minEver[j] = minEver[j+1]-dungeon[i][j];

}

}

}

if(minEver[0] <= 0 ) return 1;

else return minEver[0];

}

};

## ►Decode Ways

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,  
Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

**Solution and Precautions: Dynamic Programming**

**This could be solved by DP. Let F(n) denote the number of decode ways for a string of length n. The following is the recursive formula:**

**F(n) = F(n-1) + F(n-2)**

**if s[n] is a valid encoding digit and s[n-1]s[n] is also a valid encoding**

**F(n) = F(n-1)**

**if s[n] is a valid encoding digit and s[n-1]s[n] is NOT a valid encoding**

**F(n) = F(n-2)**

**if s[n] is NOT a valid encoding digit and s[n-1]s[n] is  a valid encoding.**

**F(n) = 0**

**if s[n] is NOT a valid encoding digit and s[n-1]s[n] is NOT  a valid encoding**

**int** numDecodings(string s) {

**int** n = s.size();

**if**(n == 0 || s[0] == '0') **return** 0;

**if**(n == 1) **return** 1;

**int** res = 0,fn\_1 = 1,fn\_2 = 1;

**for**(**int** i = 1;i < n;i++){

**int** temp = fn\_1;

**if**(isValid(s[i])&&isValid(s[i-1],s[i])) fn\_1 = fn\_1+fn\_2;

**if**(!isValid(s[i])&&isValid(s[i-1],s[i])) fn\_1 = fn\_2;

**if**(isValid(s[i])&&!isValid(s[i-1],s[i])) fn\_1 = fn\_1;

**if**(!isValid(s[i])&&!isValid(s[i-1],s[i])) **return** 0;

fn\_2 = temp;

}

**return** fn\_1;

}

**bool** isValid(**char** a,**char** b){

**return** a == '1'||(a == '2' && b <='6');

}

**bool** isValid(**char** a){

**return** a != '0';

}

## ►Longest Substring Without Repeating Characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3. For "bbbbb" the longest substring is "b", with the length of 1.

Hint: “Hash Table”, “Two Pointers”

Solution: The basic idea is, keep a hashmap which stores the characters in string as keys and their positions as values, and keep two pointers which define the max substring. move the right pointer to scan through the string , and meanwhile update the hashmap. If the character is already in the hashmap, then move the left pointer to the left of the same character last found. Note that the two pointers can only move forward.

class Solution {

public:

int lengthOfLongestSubstring(string s) {

vector<int> flag(256, -1);

int start = 0, result = 0;

for (int i = 0; i != s.size(); ++i) {

if (flag[s[i]] >= start)

start = flag[s[i]] + 1;

flag[s[i]] = i;

result = max(result, i - start + 1);

}

return result;

}

};

## Unique Paths

A robot is located at the top-left corner of a *m* x *n* grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?
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Above is a 3 x 7 grid. How many possible unique paths are there?

**Note:** *m* and *n* will be at most 100.

**Solution:** This is a fundamental DP problem. First of all, let's make some observations.

Since the robot can only move right and down, when it arrives at a point, there are only two possibilities:

1. It arrives at that point from above (moving down to that point);

2. It arrives at that point from left (moving right to that point).

Thus, we have the following state equations: suppose the number of paths to arrive at a point(i, j) is denoted as P[i][j], it is easily concluded that P[i][j] = P[i - 1][j] + P[i][j - 1].

The boundary conditions of the above equation occur at the leftmost column (P[i][j - 1] does not exist) and the uppermost row (P[i - 1][j] does not exist). These conditions can be handled by initialization (pre-processing) --- initialize P[0][j] = 1, P[i][0] = 1 for all valid i, j. Note the initial value is 1 instead of 0!

Now we can write down the following (unoptimized) code.

**int** uniquePaths(**int** m, **int** n) {

**vector**<**vector**<**int**> > path(m, **vector**<**int**> (n, 1));

**for** (**int** i = 1; i < m; i++)

**for** (**int** j = 1; j < n; j++)

path[i][j] = path[i - 1][j] + path[i][j - 1];

**return** path[m - 1][n - 1];

}

As can be seen, the above solution runs in O(n^2) time and costs O(n^2) space. However, you may have observed that each time when we update path[i][j], we only need path[i - 1][j](at the same column) and path[i][j - 1] (at the left column). So it is enough to maintain two columns (the current column and the left column) instead of maintaining the full m\*n matrix. Now the code can be optimized to have O(n) space complexity.

**int** uniquePaths(**int** m, **int** n) {

**vector**<**int**> pre(m, 1);

**vector**<**int**> cur(m, 1);

**for** (**int** j = 1; j < n; j++) {

**for** (**int** i = 1; i < m; i++)

cur[i] = cur[i - 1] + pre[i];

swap(pre, cur);

}

**return** pre[m - 1];

}

Further inspecting the above code, we find that keeping two columns is used to recover pre[i], which is just cur[i] before its updates. So there is even no need to use two vectors and one is just enough. Now the space is further saved and the code also gets much shorter.

**int** uniquePaths(**int** m, **int** n) {

**vector**<**int**> cur(m, 1);

**for** (**int** j = 1; j < n; j++)

**for** (**int** i = 1; i < m; i++)

cur[i] += cur[i - 1];

**return** cur[m - 1];

}

Well, till now, I guess you may even want to optimize it to O(1) space complexity since the above code seems to rely on only cur[i] and cur[i - 1]. You may think 2 variables is enough? Well, I am not quite sure about this point. However, since cur needs to be updated totally for n - 1 times, it means that all of its values need to saved for next full update and I guess two variables is not enough. If you are able to do it in O(1) space, please tell me about it.

## Unique Paths II

Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

**Note:** *m* and *n* will be at most 100.

Failed Cases:

Input:**[[1]]**

Output:**1**

Expected:**0**

Input:**[[1,0]]**

Output:**1**

Expected:**0**

Input:**[[0],[1]]**

Output:**1**

Expected:**0**

**class** Solution {

**public**:

**int** uniquePathsWithObstacles(vector<vector<**int**>>& obstacleGrid) {

**int** n = obstacleGrid.size();

**if**(n==0) **return** 0;

**int** m = obstacleGrid[0].size();

**int** i,j;

vector<**int**> cur(m, 1);

**int** flag = 1;

**for** (i = 0; i < m; i++){

**if**(obstacleGrid[0][i]==1) flag = 0;

cur[i] = flag;

}

flag = 1;

**for** (j = 1; j < n; j++){

**if**(obstacleGrid[j][0]==1 || cur[0]==0) flag = 0;

cur[0] = flag;

**for** (i = 1; i < m; i++){

**if**(obstacleGrid[j][i]==1) cur[i]=0;

**else** **if**(obstacleGrid[j][i-1]!=1) cur[i] += cur[i - 1];

}

}

**return** cur[m - 1];

}

};

**class** Solution {

## ►►Maximum Subarray

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [−2,1,−3,4,−1,2,1,−5,4],  
the contiguous subarray [4,−1,2,1] has the largest sum = 6.

**More practice:**

If you have figured out the O(*n*) solution, try coding another solution using the divide and conquer approach, which is more subtle.

Solution: Base case: 1 element, return nums[0]

Other cases:

* If dp[i-1] < 0, dp[i] = nums[i]
* if dp[i-1] >0, dp[i] = nums[i] + dp[i-1]

then pick the max sum.

We only need dp[i-1], so i use prev to record it, the space complexity is reduced to O(1).

Key is find the negative edges.

**public**:

**int** maxSubArray(vector<**int**>& nums) {

**int** n = nums.size();

**if**(n==0) **return** 0;

**int** pre = nums[0];

**int** cur = nums[0];

**int** max\_ret = nums[0];

**for**(**int** i=1;i<n;i++){

**if**(pre>0) cur = pre + nums[i];

**else** cur = nums[i];

pre = cur;

max\_ret = max(max\_ret, cur);

}

**return** max\_ret;

}

};

## Maximal Square

Question Solution

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing all 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 4.

Solution: It's actually to keep recording the max n\*n window at each cell of the matrix. At each cell, we define that the dynamic programming status at that cell is - if I am the most left-top guy of a square, how big the square I can build. With this definition, this status will be transferrable to the guys, right, below, and right below me.

16ms:

**class** Solution {

**public**:

**int** maximalSquare(vector<vector<**char**>>& matrix) {

**int** n = matrix.size();

**if**(n==0) **return** 0;

**int** m = matrix[0].size();

**int** res = 0;

**for**(**int** i=0;i<n;i++)

**for**(**int** j=0;j<m;j++){

**int** tmp = maximalSquare(matrix,n,m,i,j);

res = max(tmp, res);

}

**return** res;

}

**int** maximalSquare(vector<vector<**char**>>& matrix,

**int** n, **int** m, **int** i,**int** j)

{

**int** k;

**for**(k=0;i+k<n&&j+k<m;k++){

**for**(**int** col=0;col<=k;col++)

**if**(matrix[i+k][j+col]=='0') **return** k\*k;

**for**(**int** row=0;row<k;row++)

**if**(matrix[i+row][j+k]=='0') **return** k\*k;

}

**return** k\*k;

}

};

## ►►►Edit Distance

Given two words *word1* and *word2*, find the minimum number of steps required to convert *word1* to *word2*. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

a) Insert a character  
b) Delete a character  
c) Replace a character

This is a classic problem of Dynamic Programming. We define the state dp[i][j] to be the minimum number of operations to convert word1[0..i - 1] to word2[0..j - 1]. The state equations have two cases: the boundary case and the general case. Note that in the above notations, both i and j take values starting from 1.

For the boundary case, that is, to convert a string to an empty string, it is easy to see that the mininum number of operations to convert word1[0..i - 1] to "" requires at least i operations (deletions). In fact, the boundary case is simply:

1. dp[i][0] = i;
2. dp[0][j] = j.

Now let's move on to the general case, that is, convert a non-empty word1[0..i - 1] to another non-empty word2[0..j - 1]. Well, let's try to break this problem down into smaller problems (sub-problems). Suppose we have already known how to convert word1[0..i - 2] toword2[0..j - 2], which is dp[i - 1][j - 1]. Now let's consider word[i - 1] and word2[j - 1]. If they are euqal, then no more operation is needed and dp[i][j] = dp[i - 1][j - 1]. Well, what if they are not equal?

If they are not equal, we need to consider three cases:

1. Replace word1[i - 1] by word2[j - 1] (dp[i][j] = dp[i - 1][j - 1] + 1 (for replacement));
2. Delete word1[i - 1] and word1[0..i - 2] = word2[0..j - 1] (dp[i][j] = dp[i - 1][j] + 1 (for deletion));
3. Insert word2[j - 1] to word1[0..i - 1] and word1[0..i - 1] + word2[j - 1] = word2[0..j - 1] (dp[i][j] = dp[i][j - 1] + 1 (for insertion)).

Make sure you understand the subtle differences between the equations for deletion and insertion. For deletion, we are actually converting word1[0..i - 2] to word2[0..j - 1], which costs dp[i - 1][j], and then deleting the word1[i - 1], which costs 1. The case is similar for insertion.

Putting these together, we now have:

1. dp[i][0] = i;
2. dp[0][j] = j;
3. dp[i][j] = dp[i - 1][j - 1], if word1[i - 1] = word2[j - 1];
4. dp[i][j] = min(dp[i - 1][j - 1] + 1, dp[i - 1][j] + 1, dp[i][j - 1] + 1), otherwise.

The above state equations can be turned into the following code directly.

**int** minDistance(string word1, string word2) {

**int** m = word1.length(), n = word2.length();

vector<vector<**int**> > dp(m + 1, vector<**int**> (n + 1, 0));

**for** (**int** i = 1; i <= m; i++)

dp[i][0] = i;

**for** (**int** j = 1; j <= n; j++)

dp[0][j] = j;

**for** (**int** i = 1; i <= m; i++) {

**for** (**int** j = 1; j <= n; j++) {

**if** (word1[i - 1] == word2[j - 1])

dp[i][j] = dp[i - 1][j - 1];

**else** dp[i][j] = min(dp[i-1][j-1],

min(dp[i][j-1], dp[i-1][j]))+1;

}

}

**return** dp[m][n];

}

Well, you may have noticed that each time when we update dp[i][j], we only need dp[i - 1][j - 1], dp[i][j - 1], dp[i - 1][j]. In fact, we need not maintain the full m\*n matrix. Instead, maintaing one column is enough. The code can be optimized to O(m) or O(n) space, depending on whether you maintain a row or a column of the original matrix.

The optimized code is as follows.

**int** minDistance(string word1, string word2) {

**int** m = word1.length(), n = word2.length();

vector<**int**> cur(m + 1, 0);

**for** (**int** i = 1; i <= m; i++)

cur[i] = i;

**for** (**int** j = 1; j <= n; j++) {

**int** pre = cur[0];

cur[0] = j;

**for** (**int** i = 1; i <= m; i++) {

**int** temp = cur[i];

**if** (word1[i - 1] == word2[j - 1])

cur[i] = pre;

**else** cur[i] = min(pre + 1, min(cur[i]+1,cur[i-1]+1));

pre = temp;

}

}

**return** cur[m];

}

Well, if you find the above code hard to understand, you may first try to write a two-column version that explicitly maintains two columns (the previous column and the current column) and then simplify the two-column version into the one-column version like the above code :-)

## ►►►Scramble String

Given a string *s1*, we may represent it as a binary tree by partitioning it to two non-empty substrings recursively.

Below is one possible representation of *s1* = "great":

great

/ \

gr eat

/ \ / \

g r e at

/ \

a t

To scramble the string, we may choose any non-leaf node and swap its two children.

For example, if we choose the node "gr" and swap its two children, it produces a scrambled string "rgeat".

rgeat

/ \

rg eat

/ \ / \

r g e at

/ \

a t

We say that "rgeat" is a scrambled string of "great".

Similarly, if we continue to swap the children of nodes "eat" and "at", it produces a scrambled string "rgtae".

rgtae

/ \

rg tae

/ \ / \

r g ta e

/ \

t a

We say that "rgtae" is a scrambled string of "great".

Given two strings *s1* and *s2* of the same length, determine if *s2* is a scrambled string of *s1*.

Solution 1: 4ms

**bool** isScramble(string s1, string s2) {

**if**(s1==s2)

**return** **true**;

**int** len = s1.length();

**int** count[26] = {0};

**for**(**int** i=0; i<len; i++) {

count[s1[i]-'a']++;

count[s2[i]-'a']--;

}

**for**(**int** i=0; i<26; i++) {

**if**(count[i]!=0)

**return** **false**;

}

**for**(**int** i=1; i<=len-1; i++) {

**if**( isScramble(s1.substr(0,i), s2.substr(0,i)) &&

isScramble(s1.substr(i), s2.substr(i)))

**return** **true**;

**if**( isScramble(s1.substr(0,i), s2.substr(len-i)) &&

isScramble(s1.substr(i), s2.substr(0,len-i)))

**return** **true**;

}

**return** **false**;

}

Solution 2: but 52ms

A more concise C++ DP version. dp[i][j][l] means whether s2.substr(j,l) is a scrambled string of s1.substr(i,l) or not.

**bool** isScramble(string s1, string s2) {

**int** len=s1.size();

**bool** dp[100][100][100]={**false**};

**for** (**int** i=len-1;i>=0;i--)

**for** (**int** j=len-1;j>=0;j--) {

dp[i][j][1]=(s1[i]==s2[j]);

**for** (**int** l=2;i+l<=len && j+l<=len;l++) {

**for** (**int** n=1;n<l;n++) {

dp[i][j][l]|=dp[i][j][n]&&dp[i+n][j+n][l-n];

dp[i][j][l]|=dp[i][j+l-n][n]&&dp[i+n][j][l-n];

}

}

}

**return** dp[0][0][len];

}

## ►►►Interleaving String 交错

Given *s1*, *s2*, *s3*, find whether *s3* is formed by the interleaving of *s1* and *s2*.

For example,  
Given:  
*s1* = "aabcc",  
*s2* = "dbbca",

When *s3* = "aadbbcbcac", return true.  
When *s3* = "aadbbbaccc", return false.

**bool** isInterleave(string s1, string s2, string s3) {

**int** n = s1.length();

**int** m = s2.length();

**if**(s3.length() != n + m) **return** **false**;

**int** i,j;

**bool** dp[n+1][m+1];

dp[0][0] = **true**;

**for**(i=1;i<=n;i++)

dp[i][0] = dp[i-1][0]&&(s1[i-1]==s3[i-1]);

**for**(j=1;j<=m;j++)

dp[0][j] = dp[0][j-1]&&(s2[j-1]==s3[j-1]);

**for**(i=1;i<=n;i++){

**for**(j=1;j<=m;j++){

dp[i][j] = dp[i-1][j]&&(s1[i-1]==s3[i+j-1]) ||

dp[i][j-1]&&(s2[j-1]==s3[i+j-1]);

}

}

**return** dp[n][m];

}

## ►►►Distinct Subsequences

Given a string **S** and a string **T**, count the number of distinct subsequences of **T** in **S**.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

Here is an example:  
**S** = "rabbbit", **T** = "rabbit"

Return 3.

/\*\*

 \* Solution (DP):

 \* We keep a m\*n matrix and scanning through string S, while

 \* m = T.length() + 1 and n = S.length() + 1

 \* and each cell in matrix Path[i][j] means the number of

\* distinct subsequences of T.substr(1...i) in S(1...j)

 \*

 \* Path[i][j] = Path[i][j-1] (discard S[j])

 \* + Path[i-1][j-1] (S[j]==T[i] and we are going to use S[j])

 \* or 0 (S[j] != T[i] so we could not use S[j])

 \* while Path[0][j] = 1 and Path[i][0] = 0.

 \*/

**int** numDistinct(string S, string T) {

**int** m = T.length();

**int** n = S.length();

**if** (m > n) **return** 0; // impossible for subsequence

vector<vector<**int**>> path(m+1, vector<**int**>(n+1, 0));

**for** (**int** k = 0; k <= n; k++) path[0][k] = 1; // init

**for** (**int** i = 1; i <= m; i++) {

**for** (**int** j = 1; j <= n; j++) {

path[i][j] = path[i][j-1] +

(T[i-1]==S[j-1] ? path[i-1][j-1] : 0);

}

}

**return** path[m][n];

}

/\*\*

 \* Further optimization could be made that we can use only 1D

\* array instead of a matrix, since we only need data from

\* last time step.

 \*/

**int** numDistinct(string S, string T) {

**int** m = T.length();

**int** n = S.length();

**if** (m > n) **return** 0; // impossible for subsequence

vector<**int**> path(m+1, 0);

path[0] = 1; // initial condition

**for** (**int** j = 1; j <= n; j++) {

// traversing backwards so we are

// using path[i-1] from last time step

**for** (**int** i = m; i >= 1; i--) {

path[i] = path[i] +

(T[i-1] == S[j-1] ? path[i-1] : 0);

}

}

**return** path[m];

}

## Minimum Path Sum

Given a *m* x *n* grid filled with non-negative numbers, find a path from top left to bottom right which *minimizes* the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

**class** Solution {

**public**:

**int** minPathSum(vector<vector<**int**>>& a) {

**int** m=a.size();

**if**(m==0) **return** 0;

**int** n= a[0].size();

**for**(**int** i = 0 ; i<m; i++ ){

**for**(**int** j=0; j<n ; j++){

**int** left= (j==0) ? INT\_MAX : a[i][j-1];

**int** up = (i==0) ? INT\_MAX : a[i-1][j];

**if**(i==0 && j==0) **continue**;

a[i][j] += min(left, up );

}

}

**return** a[m-1][n-1];

}

};

# Greedy

## ►►Jump Game II

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:  
Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)
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**class** Solution {

**public**:

**int** jump(vector<**int**> &A) {

**int** i = 0, j = 1, cnt = 0, mx;

**int** n = A.size();

**if** (n == 1) **return** 0;

**while** (i < n - 1 && i + A[i] < n - 1) {

**for** (mx = j; j <= i + A[i]; j++) {

mx = (mx + A[mx] <= j + A[j]) ? j : mx;

}

i = mx; cnt++;

}

**return** ++cnt; /\* One more step to last index. \*/

}

};

## ►Gas Station

There are N gas stations along a circular route, where the amount of gas at station i is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station i to its next station (i+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

Note:  
The solution is guaranteed to be unique.

class Solution {

public:

int canCompleteCircuit(vector<int> &gas, vector<int> &cost) {

int i;

for( i= 0; i < gas.size(); i++) {

gas[i] -= cost[i];

}

int sum = 0;

int result = 0;

int n = gas.size();

for(i = 0; i < n \* 2 - 1; i++) {

sum += gas[i % n];

if(sum < 0) {

result = i + 1;

if(result >= n) {

return -1;

}

sum = 0;

}

}

return result;

}

};

# Puzzles & Math

## Subsets II

Given a collection of integers that might contain duplicates, ***nums***, return all possible subsets.

**Note:**

Elements in a subset must be in non-descending order.

The solution set must not contain duplicate subsets.

For example,  
If ***nums*** = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

If ***nums*** = [1,2,2,2], a solution is:

[

[],

[1],

[2], ----num=2 pre\_count = 1

[1,2],

[2], X ----num=2 pre\_count = 2

[1,2],X

[2,2],

[1,2,2], ----num=2 pre\_count = 2

[2], X

[1,2], X

[2,2], X

[1,2,2],X

[2,2], X

[1,2,2],X

[2,2,2],

[1,2,2,2], ----num=2 pre\_count = 2

]

**class** Solution {

**public**:

vector<vector<**int**>> subsetsWithDup(vector<**int**>& nums) {

vector<vector<**int**>> ret;

vector<**int**> subset;

**int** n = nums.size();

**if**(n==0) **return** ret;

sort(nums.begin(), nums.end());

ret.push\_back(subset);

subset.push\_back(nums[0]);

ret.push\_back(subset);

**int** count, pre\_count = 1;

**for**(**int** i=1;i<n;i++){

count = 0;

**int** num = nums[i];

**int** cur\_size = ret.size();

**int** j=0;

**if**(num == nums[i-1]) j = cur\_size - pre\_count;

**for**(;j<cur\_size;j++){

subset = ret[j];

subset.push\_back(num);

ret.push\_back(subset);

count++;

}

pre\_count = count;

}

**return** ret;

}

};

## ►Divide Two Integers

In this problem, we are asked to divide two integers. However, we are not allowed to use division, multiplication and mod operations. So, what else can we use? Yeah, bit manipulations.

Let's do an example and see how bit manipulations work.

Suppose we want to divide 15 by 3, so 15 is dividend and 3 is divisor. Well, division simply requires us to find how many times we can subtract the divisor from the the dividendwithout making the dividend negative.

Let's get started. We subtract 3 from 15 and we get 12, which is positive. Let's try to subtract more. Well, we **shift** 3 to the left by 1 bit and we get 6. Subtracting 6 from 15 still gives a positive result. Well, we shift again and get 12. We subtract 12 from 15 and it is still positive. We shift again, obtaining 24 and we know we can at most subtract 12. Well, since 12 is obtained by shifting 3 to left twice, we know it is 4 times of 3. How do we obtain this 4? Well, we start from 1 and shift it to left twice at the same time. We add 4 to an answer (initialized to be 0). In fact, the above process is like 15 = 3 \* 4 + 3. We now get part of the quotient (4), with a remainder 3.

Then we repeat the above process again. We subtract divisor = 3 from the remainingdividend = 3 and obtain 0. We know we are done. No shift happens, so we simply add 1 << 0to the answer.

Now we have the full algorithm to perform division.

According to the problem statement, we need to handle some exceptions, such as overflow.

Well, two cases may cause overflow:

1. divisor = 0;
2. dividend = INT\_MIN and divisor = -1 (because abs(INT\_MIN) = INT\_MAX + 1).

Of course, we also need to take the sign into considerations, which is relatively easy.

Putting all these together, we have the following code.

**class** Solution {

**public**:

**int** divide(**int** dividend, **int** divisor) {

**if** (!divisor || (dividend == INT\_MIN && divisor == -1))

**return** INT\_MAX;

**int** sign = ((dividend < 0) ^ (divisor < 0)) ? -1 : 1;

**long** **long** dvd = labs(dividend);

**long** **long** dvs = labs(divisor);

**int** res = 0;

**while** (dvd >= dvs) {

**long** **long** temp = dvs, multiple = 1;

**while** (dvd >= (temp << 1)) {

temp <<= 1;

multiple <<= 1;

}

dvd -= temp;

res += multiple;

}

**return** res \* sign;

}

};

## Rotate Array

Rotate an array of n elements to the right by k steps.

For example, with n = 7 and k = 3, the array [1,2,3,4,5,6,7] is rotated to [5,6,7,1,2,3,4].

Could you do it in-place with O(1) extra space?

Algorithm 1: Reverse two times.

class Solution {

public:

void rotate(int nums[], int n, int k) {

int i,j,tmp;

k = k%n;

for(i=0;i<n/2;i++){

j = n-1-i;

swap( nums[i], nums[j]);

}

for(i=0;i<k/2;i++){

j = k-1-i;

swap( nums[i], nums[j]);

}

for(i=k;i<(n+k)/2;i++){

j = n-1-i+k;

swap( nums[i], nums[j]);

}

}

void swap(int& x, int& y){

int tmp = x;

x = y;

y = tmp;

}

};

## ►Fraction to Recurring Decimal

 Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

Given numerator = 1, denominator = 2, return "0.5".

Given numerator = 2, denominator = 1, return "2".

Given numerator = 2, denominator = 3, return "0.(6)".

Given numerator = 1, denominator = 19, return "0.(052631578947368421)".

class Solution {

public:

string fractionToDecimal(int64\_t n, int64\_t d) {

// zero numerator

if (n == 0) return "0";

string res;

// determine the sign

if (n < 0 ^ d < 0) res += '-';

// remove sign of operands

n = abs(n), d = abs(d);

// append integral part

res += to\_string(n / d);

// in case no fractional part

if (n % d == 0) return res;

res += '.';

unordered\_map<int, int> map;

// simulate the division process

for (int64\_t r = n % d; r; r %= d) {

// meet a known remainder

// so we reach the end of the repeating part

if (map.count(r) > 0) {

res.insert(map[r], 1, '(');

res += ')';

break;

}

// the remainder is first seen

// remember the current position for it

map[r] = res.size();

r \*= 10;

// append the quotient digit

res += to\_string(r / d);

}

return res;

}

};

## Factorial Trailing Zeroes

Given an integer n, return the number of trailing zeroes in n!.

Note: Your solution should be in logarithmic time complexity.

class Solution {

public:

int trailingZeroes(int n) {

int res=0;

while(n){

n/=5;

res+=n;

}

return res;

}

};

## ►Maximum Gap

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Try to solve it in linear time/space.

Return 0 if the array contains less than 2 elements.

You may assume all elements in the array are non-negative integers and fit in the 32-bit signed integer range.

Solution:It is easy to derive a solution based on bucket sort algorithm. we only need to store the min&max value in each bucket, and calculate the gap between non-empty buckets, you can also store them in a min and max array separately.

Normalize every node.

class Solution {

public:

int maximumGap(vector<int> &num) {

int mi, ma;

int n = num.size();

if(n < 2) return 0;

mi = ma = num[0];

for(int i = 1; i < n; i++){

mi = min(mi, num[i]);

ma = max(ma, num[i]);

}

if(mi == ma) return 0;

vector<int> bs(2\*n, -1); //store mins and maxs for each bucket

double gap = (ma - mi) \* 1.0 / (n - 1); // compute average length of each bucket

for(int i = 0; i < n; i++){

int nom = (int)((num[i] - mi) / gap); // compute the bucket index for a value

int ind = 2 \* nom; //index

if(bs[ind] == -1) bs[ind] = num[i];

else bs[ind] = min(bs[ind], num[i]);

if(bs[ind+1] == -1) bs[ind+1] = num[i];

else bs[ind+1] = max(bs[ind+1], num[i]);

}

int ans = 0;

int i = 0;

int m = bs.size();

while(i < m) {

while(i < m && bs[i] == -1) i++;

int j = 1;

while((i+j) < m && bs[i+j] == -1) j++;

if((i+j) < m && bs[i+j] >= 0) ans = max(ans, bs[i+j]-bs[i]);

i = i+j;

} // calculate gaps, I believe you can do it more elegantly~

return ans;

}

};

## ►3 Sum

Given an array S of n integers, are there elements a, b, c in S such that a + b + c = 0? Find all unique triplets in the array which gives the sum of zero.

Note:

Elements in a triplet (a,b,c) must be in non-descending order. (ie, a ≤ b ≤ c)

The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:

(-1, 0, 1)

(-1, -1, 2)

Solution: The key idea is the same as the TwoSum problem. When we fix the 1st number, the 2nd and3rd number can be found following the same reasoning as TwoSum.

The only difference is that, the TwoSum problem of LEETCODE has a unique solution. However, in ThreeSum, we have multiple duplicate solutions that can be found. Most of the OLE errors happened here because you could've ended up with a solution with so many duplicates.

The naive solution for the duplicates will be using the STL methods like below :

sort(res.begin(), res.end());

res.erase(unique(res.begin(), res.end()), res.end());

But according to my submissions, this way will cause you double your time consuming almostly.

A better approach is that, to jump over the number which has been scanned, no matter it is part of some solution or not.

If the three numbers formed a solution, we can safely ignore all the duplicates of them.

We can do this to all the three numbers such that we can remove the duplicates.

Here's my AC C++ Code:

class Solution {

public:

vector<vector<int> > threeSum(vector<int> &num) {

vector<vector<int> > res;

sort(num.begin(), num.end());

for (int i = 0; i < num.size(); i++) {

int target = -num[i];

int front = i + 1;

int back = num.size() - 1;

while (front < back) {

int sum = num[front] + num[back];

// Finding answer which start from number num[i]

if (sum < target)

front++;

else if (sum > target)

back--;

else {

vector<int> triplet(3, 0);

triplet[0] = num[i];

triplet[1] = num[front];

triplet[2] = num[back];

res.push\_back(triplet);

// Processing duplicates of Number 2

// Rolling the front pointer to the next different number forwards

while (front < back && num[front] == triplet[1]) front++;

// Processing duplicates of Number 3

// Rolling the back pointer to the next different number backwards

while (front < back && num[back] == triplet[2]) back--;

}

}

// Processing duplicates of Number 1

while (i + 1 < num.size() && num[i + 1] == num[i])

i++;

}

return res;

}

};

## ►Permutations

Given a collection of numbers, return all possible permutations.

For example,  
[1,2,3] have the following permutations:  
[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1].

Failed cases:

Input:**[1]**

Expected:**[[1]]**

**class** Solution {

**public**:

vector<vector<**int**>> permute(vector<**int**>& nums) {

vector<vector<**int**>> res;

**int** n = nums.size();

**if**(n==0) **return** res;

vector<**bool**> flags(n, **true**);

vector<**int**> path;

permutations(nums, flags, res, path);

**return** res;

}

**void** permutations(vector<**int**>& nums, vector<**bool**> &flags,

vector<vector<**int**>> &res, vector<**int**> &path)

{

**int** i;

**bool** flag = **true**;

**for**(**bool** b:flags){

**if**(b) flag = **false**;

}

**if**(flag){

res.push\_back(path);

**return**;

}

**for**(i=0;i<nums.size();i++){

**if**(flags[i]==**true**){

flags[i] = **false**;

path.push\_back(nums[i]);

permutations(nums, flags, res, path);

flags[i] = **true**;

path.pop\_back();

}

}

}

};

**Solution 2:** Every Number chosen to be the gegin once

vector<vector<**int**> > permute(vector<**int**> &num) {

vector<vector<**int**> > ans;

permutation(num, 0, ans);

**return** ans;

}

**void** permutation(vector<**int**> &num, **int** begin, vector<vector<**int**> > &ans) {

**if** (begin >= num.size()) {

ans.push\_back(num);

**return**;

}

// every number chosen to be the begin once

**for** (**int** i = begin; i < num.size(); ++i) {

swap(num[begin], num[i]);

permutation(num, begin+1, ans);

swap(num[begin], num[i]);

}

}

## ►►Permutations II

Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,  
[1,1,2] have the following unique permutations:  
[1,1,2], [1,2,1], and [2,1,1].

**class** Solution {

**public**:

vector<vector<**int**>> permuteUnique(vector<**int**>& nums) {

vector<vector<**int**> > ans;

permutation(nums, 0, ans);

**return** ans;

}

**void** permutation(vector<**int**> &nums, **int** begin,

vector<vector<**int**> > &ans)

{

**if** (begin >= nums.size()) {

ans.push\_back(nums);

**return**;

}

unordered\_set<**int**> set;

// every number chosen to be the begin once

**for** (**int** i = begin; i < nums.size(); ++i) {

**if** (set.count(nums[i]) > 0) **continue**;

set.insert(nums[i]);

swap(nums[begin], nums[i]);

permutation(nums, begin+1, ans);

swap(nums[begin], nums[i]);

}

}

};

## ►►Permutation Sequence

The set [1,2,3,…,*n*] contains a total of *n*! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for *n* = 3):

1. "123"
2. "132"
3. "213"
4. "231"
5. "312"
6. "321"

Given *n* and *k*, return the *k*th permutation sequence.

**Note:** Given *n* will be between 1 and 9 inclusive.

**Solution: Sometimes write down the input & output make you find the pattern quickly**

/\* We have to return the k-th permutation in lexicographic order. We can take a recursive approach. The lexicographic order means that first we have those starting with digit 1 then those starting with 2 and so on until digit n.

For example, for n = 4, we have:

k perm

--------

1 1234

2 1243

3 1324

4 1342

5 1423

6 1432

7 2134

8 2143

9 2314

10 2341

11 2413

12 2431

13 3124

14 3142

15 3214

16 3241

17 3412

18 3421

19 4123

20 4132

21 4213

22 4231

23 4312

24 4321

Since there are n digits, the number of all permutations starting with a given digit d is equal to (n-1)!. Given k, the permutation order number, we can determine which one is the first digit d: d = [(k-1)/(n-1)!]+1;

Once we determined the first digit we recursively determine the remaining digits. We keep all digits in a vector: {1,2,3,...,n}. Once we determine a digit we remove it from there and recursively solve the problem for the remaining n-1 digits. The formula above to determine the digit is written slightly different in code such that instead of the digit we first get its index in this vector.

From k we can also determine k for the n-1 problem as: prevK = k%prevFact. This is the order number within the current digit's group.

Now we can recursively solve the problem for n-1 and prevK and determine the rest of the digits.

\*/

**class** Solution

{

**int** factorial(**int** n){

**int** fact = 1;

**for** (**int** i = 1; i <= n; i++)

fact \*= i;

**return** fact;

}

string getPermutation(**int** n, **int** k, vector<**int**>& digits)

{

**if** (n == 1) {

**return** to\_string(digits[0]);

}

**int** prevFact = factorial(n - 1);

**int** idx = (k - 1) / prevFact;

**int** d = digits[idx];

digits.erase(digits.begin() + idx);

**int** prevK = k%prevFact;

**if** (prevK == 0) prevK = prevFact;

string prev = getPermutation(n - 1, prevK, digits);

**return** to\_string(d) + prev;

}

**public**:

string getPermutation(**int** n, **int** k)

{

vector<**int**> digits;

**for** (**int** i = 1; i <= n; i++){

digits.push\_back(i);

}

**return** getPermutation(n, k, digits);

}

};

## Multiply Strings

Given two numbers represented as strings, return multiplication of the numbers as a string.

Note: The numbers can be arbitrarily large and are non-negative.

Failed cases:

Input:**"0", "0"**

Expected:**"1"**

Input:**"1", "1"**

Expected:**"1"**

**class** Solution {

**public**:

string multiply(string num1, string num2) {

string res;

**int** i;

reverse(num1.begin(), num1.end());

reverse(num2.begin(), num2.end());

**for**(i=0;i<num2.length();i++){

string product = multiply(num1, num2[i], i);

res = add(res, product);

}

**for**(i=res.length()-1;i>=1;i--){

**if**(res[i]=='0') res.resize(res.length() - 1);

**else** **break**;

}

reverse(res.begin(), res.end());

**return** res;

}

string multiply(string num1, **char** num2, **int** off){

string res;

**int** i;

**int** carry = 0;

**int** product;

**if**(num2 == '0') **return** string("0");

**for**(i=0;i<off;i++) res += '0';

**for**(i=0;i<num1.size();i++){

product = (num1[i]-'0')\*(num2-'0') + carry;

carry = product/10;

product %= 10;

res += '0' + product;

}

**if**(carry!=0) res += '0' + carry;

**return** res;

}

string add(string num1, string num2){

string res;

**int** i,carry=0;

**int** sum = 0;

**int** n1,n2;

**for**(i=0;i<max(num1.length(),num2.length());i++){

**if**(i<num1.length()) n1 = num1[i]-'0' ;

**else** n1 = 0;

**if**(i<num2.length()) n2 = num2[i]-'0' ;

**else** n2 = 0;

sum = n1 + n2 + carry;

carry = sum/10;

sum %= 10;

res += '0' + sum;

}

**if**(carry!=0) res += '0' + carry;

**return** res;

}

};

Solution 2: Brief C++ solution using only strings and without reversal

This is the standard manual multiplication algorithm. We use two nested for loops, working backward from the end of each input number. We pre-allocate our result and accumulate our partial result in there. One special case to note is when our carry requires us to write to our sum string outside of our for loop.

At the end, we trim any leading zeros, or return 0 if we computed nothing but zeros.

**class** Solution {

**public**:

string multiply(string num1, string num2) {

string sum(num1.size() + num2.size(), '0');

**for** (**int** i = num1.size() - 1; 0 <= i; --i) {

**int** carry = 0;

**for** (**int** j = num2.size() - 1; 0 <= j; --j) {

**int** tmp = (sum[i + j + 1] - '0') + (num1[i] - '0') \* (num2[j] - '0') + carry;

sum[i + j + 1] = tmp % 10 + '0';

carry = tmp / 10;

}

sum[i] += carry;

}

size\_t startpos = sum.find\_first\_not\_of("0");

**if** (string::npos != startpos) {

**return** sum.substr(startpos);

}

**return** "0";

}

};

## ►Pow(x, n)

 Implement pow(*x*, *n*).

Fialed Cases:

Last executed input:**34.00515, -3**

**class** Solution {

**public**:

**double** myPow(**double** x, **int** n) {

**if** (n == 0) **return** 1;

**if** (n < 0) {

x = 1 / x;

n = -n;

}

**double** res = myPow(x, n / 2);

**if**(n%2==0) **return** res\*res;

**if**(n%2!=0) **return** res\*res\*x;

}

};

## ►Majority Element

Given an array of size *n*, find the majority element. The majority element is the element that appears more than ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

Solution: Boyer-Moore Majority Vote algorithm

**class** Solution {

**public**:

**int** majorityElement(vector<**int**>& nums) {

**int** candidate = 0;

**int** count = 0;

**for**(**int** i : nums){

**if**(candidate == i) count ++;

**else** **if**(count == 0) {

candidate = i;

count = 1;

}**else** count --;

}

**return** candidate;

}

};

## ►►Majority Element II

Given an integer array of size *n*, find all elements that appear more than ⌊ n/3 ⌋ times. The algorithm should run in linear time and in O(1) space.

Solution: For those who aren't familiar with Boyer-Moore Majority Vote algorithm, I found a great article (http://goo.gl/64Nams) that helps me to understand this fantastic algorithm!! Please check it out!

The essential concepts is you keep a counter for the majority number **X**. If you find a number **Y**that is not **X**, the current counter should deduce 1. The reason is that if there is 5 **X** and 4 **Y**, there would be one (5-4) more **X** than **Y**. This could be explained as "4 **X** being paired out by 4**Y**".

And since the requirement is finding the majority for more than ceiling of [n/3], the answer would be less than or equal to two numbers. So we can modify the algorithm to maintain two counters for two majorities.

Followings are my sample Python code:

**class** Solution {

**public**:

vector<**int**> majorityElement(vector<**int**>& nums) {

**int** count1 = 0, count2 = 0;

**int** candidate1 = 0, candidate2 = 1;

**for**(**int** n: nums){

**if**(candidate1 == n) count1 ++;

**else** **if**(candidate2 == n) count2 ++;

**else** **if** (count1 == 0){

count1 = 1;

candidate1 = n;

}**else** **if** (count2 == 0 ){

count2 = 1;

candidate2 = n;

} **else**{

count1--; count2--;

}

}

count1 = count2 = 0;

**for**(**int** n: nums){

**if**(n == candidate1) count1++;

**else** **if**(n == candidate2) count2++;

}

vector<**int**> result;

**if** (count1 > nums.size()/3) result.push\_back(candidate1);

**if** (count2 > nums.size()/3) result.push\_back(candidate2);

**return** result;

}

};

## ►►►Valid Number (DFS , Regular Expression)

Validate if a given string is numeric.

Some examples:  
"0" => true  
" 0.1 " => true  
"abc" => false  
"1 a" => false  
"2e10" => true

**Note:** It is intended for the problem statement to be ambiguous. You should gather all requirements up front before implementing one.

**Solution 1: Regular Expression**

There are two possible expressions for this problem:

1. bs\* sign \d+ [dot \d] [e sign \d+] bs
2. bs\* sign [\d] dot \d+ [e sign \d+] bs

The part in [ ... ] is alternative.

**class** Solution {

**public**:

**void** getBs(string& s, **int**& i){

**while**(i<s.length() && s[i] == ' ')

++i;

}

**void** getSign(string& s, **int** &i){

**if**(i<s.length() && (s[i]=='+' || s[i]=='-'))

i++;

}

**bool** getDigit(string& s, **int**&i){

**int** j=i;

**while**(i<s.length() && isdigit(s[i]))

++i;

**return** (i!=j);

}

**bool** getDot(string& s, **int**&i){

**if**(i<s.length() && s[i]=='.')

i++;

}

**bool** getE(string& s, **int**&i){

**if**(i<s.length() && (s[i]=='e' || s[i]=='E'))

i++;

}

**bool** isNumber(string s) {

**int** i=0;

**bool** integer=**false**,decimal=**false**;

getBs(s, i);

getSign(s,i);

**if**(getDigit(s,i)){

integer = **true**;

}

**if**(getDot(s,i)){

**if**(getDigit(s,i))

decimal = **true**;

}

**if**(getE(s,i)){

getSign(s,i);

**if**(!getDigit(s,i)) **return** **false**;

}

getBs(s,i);

**if**(i!= s.length()) **return** **false**;

**if**(integer == **false** && decimal==**false**)

**return** **false**;

**return** **true**;

}

};

**Solution 2: DFA**
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There are **5** kind of inputs in my DFA:

digit : number **0-9** for

+,- : operator **+** or **-**(negative or positive)

exp: **e**

dot: **.**

other: you can return **false** Immediately

**4 final States** in my DFA transition diagram : **s2, s6, s7, s8**

**If the state change to final state at last, return true.**

s2 can accept digits only : +1 -23432 123 and etc

s5 can accept exp expression: +2.4e+12 3e9 and etc

s6 can accept decimals end with dot: 1. -42. and etc (careful, what if there exist only one dot "." \*\*\*\* I use a variable flag judging weather there existing numbers. cause 0. and .0 is valid and . is invalid \*\*\*\* )

s7 can accept decimals: +12.23, 87., 132

It is clear how DFA works in my pictures. We just need to handle the inputs, and update the state according to DFA

**class** Solution {

**public**:

**bool** isNumber(string str) {

**int** state=0

**int** flag=0; //flag to judge the special case "."

**while**(str[0]==' ') str.erase(0,1);

**while**(str[str.length()-1]==' ')

str.erase(str.length()-1, 1);

**for**(**int** i=0; i<str.length(); i++){

**if**('0'<=str[i] && str[i]<='9'){

flag=1;

**if**(state<=2) state=2;

**else** state=(state<=5)?5:7;

}

**else** **if**('+'==str[i] || '-'==str[i]){

**if**(state==0 || state==3) state++;

**else** **return** **false**;

}

**else** **if**('.'==str[i]){

**if**(state<=2) state=6;

**else** **return** **false**;

}

**else** **if**('e'==str[i]){

**if**(flag&&(state==2||state==6||state==7))

state=3;

**else** **return** **false**;

}

**else** **return** **false**;

}

**return** (state==2 || state==5 ||

(flag&&state==6) || state==7);

}

};

# Best Time to Buy and Sell Stock

## ►Best Time to Buy and Sell Stock I

Say you have an array for which the ith element is the price of a given stock on day i. If you were only permitted to complete at most **one** transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

**class** Solution {

**public**:

**int** maxProfit(vector<**int**>& prices) {

**int** minPrice = INT\_MAX;

**int** maxProfit = 0;

**int** i,p;

**for**(i=0;i<prices.size();i++){

p = prices[i];

**if**(p<minPrice) minPrice = p;

**if**(p-minPrice>maxProfit) maxProfit = p - minPrice;

}

**return** maxProfit;

}

};

## ►►Best Time to Buy and Sell Stock II

Say you have an array for which the *i*th element is the price of a given stock on day *i*. Design an algorithm to find the maximum profit. You may complete **as many transactions as you like** (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

Solution: **Greedy**

**class** Solution {

**public**:

**int** maxProfit(vector<**int**>& prices) {

**int** res = 0;

**int** n = prices.size();

**for**(**int** i=0;i<n-1;i++){

**if**(prices[i+1]>prices[i]){

res += prices[i+1] - prices[i];

}

}

**return** res;

}

};

## ►►► Best Time to Buy and Sell Stock III

Say you have an array for which the *i*th element is the price of a given stock on day *i*. Design an algorithm to find the maximum profit. You may complete at most ***two*** transactions.

**Note:**You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

Solution: **Dynamic Programming**

**class** Solution {

**public**:

**int** maxProfit(vector<**int**>& prices) {

**int** n = prices.size();

**if**(n==0) **return** 0;

**int** maxPro = 0;

**int** i;

vector<**int**> preProfit(n,0);

vector<**int**> postProfit(n,0);

preProfit[0] = 0;

**for**(i=1;i<n;i++){

preProfit[i] = prices[i]>prices[i-1] ?

maxProfit(prices, 0, i) : preProfit[i-1];

maxPro = max(maxPro, preProfit[i]);

}

postProfit[n-1] = 0;

**for**(i=n-2;i>=0;i--){

postProfit[i] = prices[i]<prices[i+1] ?

maxProfit(prices, i, n-1) : postProfit[i+1];

maxPro = max(maxPro, postProfit[i]);

}

**for**(i=0;i<n-1;i++)

maxPro =max(maxPro, preProfit[i]+postProfit[i+1]);

**return** maxPro;

}

**int** maxProfit(vector<**int**>& prices,**int** s, **int** e) {

**int** minPrice = INT\_MAX;

**int** maxProfit = 0;

**int** i,p;

**for**(i=s;i<=e;i++){

p = prices[i];

**if**(p<minPrice) minPrice = p;

**if**(p-minPrice>maxProfit) maxProfit = p - minPrice;

}

**return** maxProfit;

}

};

# Two Pointers, Sliding Window

## Container With Most Water

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container.

28ms Solution:

**class** Solution {

**public**:

**int** maxArea(vector<**int**>& height) {

**int** n = height.size();

**if**(n==0) **return** 0;

**int** res = INT\_MIN;

**int** i=0, j=n-1;

**while**(i<j){

**while**(height[i]<height[j] && i<j){

res = max(res, (j-i)\*height[i]);

i++;

}

**while**(height[i]>=height[j] && i<j){

res = max(res, (j-i)\*height[j]);

j--;

}

}

**return** res;

}

};

40ms Solution: Start by evaluating the widest container, using the first and the last line. All other possible containers are less wide, so to hold more water, they need to be higher. Thus, after evaluating that widest container, skip lines at both ends that don't support a higher height. Then evaluate that new container we arrived at. Repeat until there are no more possible containers left.

**int** maxArea(vector<**int**>& height) {

**int** water = 0;

**int** i = 0, j = height.size() - 1;

**while** (i < j) {

**int** h = min(height[i], height[j]);

water = max(water, (j - i) \* h);

**while** (height[i] <= h && i < j) i++;

**while** (height[j] <= h && i < j) j--;

}

**return** water;

}

►Minimum Size Subarray Sum

Given an array of n positive integers and a positive integer s, find the minimal length of a subarray of which the sum ≥ s. If there isn't one, return 0 instead.

For example, given the array [2,3,1,2,4,3] and s = 7,  
the subarray [4,3] has the minimal length under the problem constraint.

Hint: Subarray imply continues subarray.

class Solution {

public:

int minSubArrayLen(int s, vector<int>& nums) {

int firstPos = 0, sum = 0, minLength = INT\_MAX;

for(int i = 0; i<nums.size(); i++) {

sum += nums[i];

while(sum >= s) {

minLength = min(minLength, i - firstPos + 1);

sum -= nums[firstPos++];

}

}

return minLength == INT\_MAX? 0 : minLength;

}

};

## ►Sort Colors

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

**Note:**  
You are not suppose to use the library's sort function for this problem.

**Follow up:**  
A rather straight forward solution is a two-pass algorithm using counting sort.  
First, iterate the array counting number of 0's, 1's, and 2's, then overwrite array with total number of 0's, then 1's and followed by 2's.

Could you come up with an one-pass algorithm using only constant space?

**Solution:** Maintain the tail index for red region, and head index for the blue region. Scan the whole array, and swap the current element with either red tail or blue head respectively.

**class** Solution {

**public**:

**void** sortColors(vector<**int**>& nums) {

**int** tail\_red = 0;

**int** head\_blue = nums.size() - 1;

**int** cur = 0;

**while**( cur <= head\_blue){

**if**(nums[cur] == 0){

swap(nums[tail\_red], nums[cur]);

tail\_red ++;

cur ++;

}**else** **if** (nums[cur] == 2){

swap(nums[head\_blue], nums[cur]);

head\_blue = head\_blue - 1;

}**else**

cur ++;

}

}

};

## ►►►Trapping Rain Water

Given *n* non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,   
Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![http://www.leetcode.com/wp-content/uploads/2012/08/rainwatertrap.png](data:image/png;base64,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)

Solution: Tow Pointors

Keep track of the already safe level and the total water so far. In each step, process and discard the lower one of the leftmost or rightmost elevation.

**class** Solution {

**public**:

**int** trap(vector<**int**>& height) {

**int** l = 0, r = height.size()-1;

**int** level = 0, water = 0;

**while** (l < r) {

**int** lower = height[height[l] < height[r] ? l++ : r--];

level = max(level, lower);

water += level - lower;

}

**return** water;

}

};

## ►►►Minimum Window Substring

Given a string S and a string T, find the minimum window in S which will contain all the characters in T in complexity O(n).

For example,  
**S** = "ADOBECODEBANC"  
**T** = "ABC"

Minimum window is "BANC".

**Note:**  
If there is no such window in S that covers all characters in T, return the emtpy string "".

If there are multiple such windows, you are guaranteed that there will always be only one unique minimum window in S.

**class** Solution {

**public**:

string minWindow(string s, string t) {

vector<**int**> remaining(128,0);

**int** i=0, j=-1, k=0;

**int** n = s.length();

**int** m = t.length();

string res = "";

**int** minStart, minL = INT\_MAX;

**if**(n==0) **return** res;

**for**(**char** c:t){

remaining[c] ++;

}

//init the sliding window s[i,j]

//make it complete

**bool** isComplete = **false**;

**while**(!isComplete && j<n){

j++;

remaining[s[j]]--;

**while**(remaining[t[k]]<=0 && k<m) k++;

**if**(k==m) isComplete = **true**;

}

**while**(j<n){

**while**(!isComplete && j<n){

j++;

remaining[s[j]]--;

**if**(i>=1 && s[i-1]==s[j]) isComplete = **true**;

}

**while**(isComplete && i<=j){

**if**(minL>j-i+1){

minL = j-i+1;

minStart = i;

}

remaining[s[i]] ++;

**if**(remaining[s[i]] > 0) isComplete = **false**;

i++;

}

}

**if**(minL!=INT\_MAX) res = s.substr(minStart, minL);

**return** res;

}

};

# Stack

## Valid Parentheses

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

**class** Solution {

**public**:

**bool** isValid(string s) {

stack<**char**> st;

**char** t;

**if**(s.length()%2 != 0) **return** **false**;

**for**(**char** c:s){

**if**(c=='('||c=='{'||c=='[') st.push(c);

**else** **if**(!st.empty()) {

t = st.top();

**if**((t=='(' && c==')') ||

(t=='{' && c=='}') ||

(t=='[' && c==']' ))

{

st.pop();

}**else** **return** **false**;

}**else** **return** **false**;

}

**return** st.empty();

}

};

## ►►►Longest Valid Parentheses

Given a string containing just the characters '(' and')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

**Failed cases:**

Input:**"()(()"**

Output:**4**

Expected:**2**

Input:**"()()"**

Output:**2**

Expected:**4**

Input:**")()()("**

Output:**2**

Expected:**4**

**class** Solution {

**public**:

**int** longestValidParentheses(string s) {

**int** ret = 0;

stack<**int**> st;

st.push(-1);

**for**(**int** i=0;i<s.length();i++){

**int** t = st.top();

**if**(t!=-1 && s[t]=='(' && s[i]==')') {

st.pop();

ret = max(ret, i-st.top());

}**else** st.push(i);

}

**return** ret;

}

};

## ►►►Largest Rectangle in Histogram

Given *n* non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,  
Given height = [2,1,5,6,2,3],  
return 10.

**Solution on Geeks4geeks:**

<http://www.geeksforgeeks.org/largest-rectangle-under-histogram/>
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For every bar ‘x’, we calculate the area with ‘x’ as the smallest bar in the rectangle. If we calculate such area for every bar ‘x’ and find the maximum of all areas, our task is done. How to calculate area with ‘x’ as smallest bar? We need to know index of the first smaller (smaller than ‘x’) bar on left of ‘x’ and index of first smaller bar on right of ‘x’. Let us call these indexes as ‘left index’ and ‘right index’ respectively.  
We traverse all bars from left to right, maintain a stack of bars. Every bar is pushed to stack once. A bar is popped from stack when a bar of smaller height is seen. When a bar is popped, we calculate the area with the popped bar as smallest bar. How do we get left and right indexes of the popped bar – the current index tells us the ‘right index’ and index of previous item in stack is the ‘left index’.

**Solution 1:**

**1)**Create an empty stack.

**2)**Start from first bar, and do following for every bar ‘height[i]’ where ‘i’ varies from 0 to n-1.

**a)** If stack is empty or height[i] is higher than the bar at top of stack, then push ‘i’ to stack.  
 **b)** If this bar is smaller than the top of stack, then pop up the top of stack. Let the removed bar be height[tp]. Calculate area of rectangle with height[tp] as smallest bar. For height[tp], the ‘left index’ is previous (current top of stack) item in stack and ‘right index’ is ‘i’ (current index).

**int** largestRectangleArea(vector<**int**> &height) {

// push a sentinel node back into the end of height

// to make the code logic more concise

height.push\_back(0);

stack<**int**> s;

**int** ret = 0, h = 0, w = 0;

**int** i = 0, n = height.size();

**while** (i < n) {

//If this bar is higher than the bar on top stack

//push it to stack

**if** (s.empty() || height[s.top()] <= height[i])

s.push(i++);

//If this bar is lower than top of stack,

//then calculate area of rectangle with stack top

//as the smallest (or minimum height) bar.

//'i' is 'right index' for the top

//and element before top in stack is 'left index'

**else** {

h = height[s.top()];

s.pop();

w = s.empty() ? i : i - s.top() - 1;

**if** (h \* w > ret) ret = h \* w;

}

}

**return** ret;

}

**Solution 2:**

// all the nodes just push in and pop out once

// time complexity is O(2n)

**int** largestRectangleArea(vector<**int**> &height) {

**int** ret = 0;

height.push\_back(0);

stack<**int**> s;

**int** h = 0, w = 0;

**for**(**int** i = 0; i < height.size(); i++) {

**while**(!s.empty() && height[s.top()] >= height[i]) {

h = height[s.top()];

s.pop();

w = s.empty() ? i : i - s.top() - 1;

**if**(h \* w > ret) ret = h \* w;

}

s.push(i);

}

**return** ret;

}

## ►►►►Maximal Rectangle

Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing all ones and return its area.

**Solution:** Same Idea with “Largest Rectangle in Histogram”

**int** maximalRectangle(vector<vector<**char**> > &matrix) {

**if** (matrix.size() <= 0 || matrix[0].size() <= 0)

**return** 0;

**int** m = matrix.size();

**int** n = matrix[0].size() + 1;

**int** h = 0, w = 0, ret = 0;

vector<**int**> height(n, 0);

**for** (**int** i = 0; i < m; ++i) {

stack<**int**> s;

**for** (**int** j = 0; j < n; ++j) {

// set value

**if** (j < n - 1) {

**if** (matrix[i][j] == '1') height[j] += 1;

**else** height[j] = 0;

}

// compute area

**while** (!s.empty() && height[s.top()] >= height[j]) {

h = height[s.top()];

s.pop();

w = s.empty() ? j : j - s.top() - 1;

**if** (h \* w > ret) ret = h \* w;

}

s.push(j);

}

}

**return** ret;

}

# [Thinking Recursively](http://www.youtube.com/watch?v=uFJhEPrbycQ&feature=PlayList&p=FE6E58F856038C69&index=8)

## ►Search in Rotated Sorted Array

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

You may assume no duplicate exists in the array.

*Solution: For simple if rotated then search both pre subarray and post subarray.*

**class** Solution {

**public**:

**int** search(vector<**int**>& nums, **int** target) {

**return** search(nums, 0, nums.size()-1, target);

}

**int** search(vector<**int**>& nums,

**int** i, **int** j, **int** target) {

**int** n = j-i+1;

**if**(n<1) **return** -1;

**if**(n==1) **return** nums[i]==target?i:-1;

**int** pre\_ret =-1, post\_ret = -1;

**int** mid=(i+j)/2;

**if**(nums[mid]==target) **return** mid;

**else** **if**(nums[mid]>target){

pre\_ret = search(nums,i,mid-1,target);

**if**(pre\_ret!=-1) **return** pre\_ret;

**if**(nums[i]>nums[j])

post\_ret = search(nums,mid+1,j,target);

**return** max(pre\_ret, post\_ret);

}**else**{

post\_ret = search(nums,mid+1,j,target);

**if**(post\_ret!=-1) **return** post\_ret;

**if**(nums[i]>nums[j])

pre\_ret = search(nums,i,mid-1,target);

**return** max(pre\_ret, post\_ret);

}

}

};

## Search in Rotated Sorted Array II

Follow up for "Search in Rotated Sorted Array":  
What if duplicates are allowed?

Would this affect the run-time complexity? How and why?

Write a function to determine if a given target is in the array.

Test case:

Input: [1, 3, 1, 1, 1, 1, 1] 3

Output: true

Solution: Only change the condition of rotated of not from

**if**(nums[i]>nums[j]) to **if**(nums[i]>=nums[j]);

**class** Solution {

**public**:

**bool** search(vector<**int**>& nums, **int** target) {

**return** search(nums, 0, nums.size()-1, target);

}

**bool** search(vector<**int**>& nums,

**int** i, **int** j, **int** target) {

**int** n = j-i+1;

**if**(n<1) **return** **false**;

**if**(n==1) **return** nums[i]==target;

**bool** pre\_ret =**false**, post\_ret = **false**;

**int** mid=(i+j)/2;

**if**(nums[mid]==target) **return** **true**;

**else** **if**(nums[mid]>target){

pre\_ret = search(nums,i,mid-1,target);

**if**(pre\_ret) **return** **true**;

**if**(nums[i]>=nums[j])

post\_ret = search(nums,mid+1,j,target);

**return** post\_ret;

}**else**{

post\_ret = search(nums,mid+1,j,target);

**if**(post\_ret) **return** **true**;

**if**(nums[i]>=nums[j])

pre\_ret = search(nums,i,mid-1,target);

**return** pre\_ret;

}

}

};

## Search for a Range

Given a sorted array of integers, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of *O*(log *n*).

If the target is not found in the array, return [-1, -1].

For example,  
Given [5, 7, 7, 8, 8, 10] and target value 8,  
return [3, 4].

**class** Solution {

**public**:

vector<**int**> searchRange(vector<**int**>& nums, **int** target) {

**return** searchRange(nums,0,nums.size()-1,target);

}

vector<**int**> searchRange(vector<**int**>& nums,

**int** i, **int** j, **int** target) {

vector<**int**> ret(2,-1);

**int** n = j-i+1;

**if**(n<1) **return** ret;

**if**(n==1){

**if**(nums[i]==target){

ret[0] = i;

ret[1] = j;

}

**return** ret;

}

**int** mid = (j+i)/2;

**if**(nums[mid]==target){

vector<**int**> pre\_ret,post\_ret;

pre\_ret = searchRange(nums,i,mid,target);

post\_ret= searchRange(nums,mid+1,j,target);

**if**(pre\_ret[0]==-1) **return** post\_ret;

**else** **if**(post\_ret[0]==-1) **return** pre\_ret;

**else**{

pre\_ret[1] = post\_ret[1];

**return** pre\_ret;

}

}**else** **if**(nums[mid]>target){

**return** searchRange(nums,i,mid,target);

}**else**{

**return** searchRange(nums,mid+1,j,target);

}

}

};

## ►Unique Binary Search Trees II

 Given *n*, generate all structurally unique **BST's** (binary search trees) that store values 1...*n*.

For example,  
Given *n* = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

vector<TreeNode\*> generateTrees(**int** n) {

**return** generateSubtrees(1, n);

}

vector<TreeNode\*> helper(**int** s, **int** e) {

vector<TreeNode\*> result;

**if** (s > e) {

result.push\_back(NULL); // empty tree

**return** result;

}

**for** (**int** i = s; i <= e; ++i) {

vector<TreeNode\*> leftSubtrees = helper(s, i - 1);

vector<TreeNode\*> rightSubtrees = helper(i + 1, e);

**for** (TreeNode\* left : leftSubtrees) {

**for** (TreeNode\* right : rightSubtrees) {

TreeNode\* root = **new** TreeNode(i);

root->left = left;

root->right = right;

result.push\_back(root);

}

}

}

**return** result;

}

## Symmetric Tree

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following is not:

1

/ \

2 2

\ \

3 3

class Solution {

public:

bool isSymmetric(TreeNode \*root) {

if(root == NULL) return true;

return isSymmetric(root->left,root->right);

}

bool isSymmetric(TreeNode \*p, TreeNode\* q) {

if(p==NULL && q==NULL) return true;

if(p==NULL && q!=NULL || p!=NULL && q==NULL) return false;

if(p->val == q->val && isSymmetric(p->left, q->right) && isSymmetric(p->right, q->left)) {

return true;

}

return false;

}

};

## ►LCA -- Lowest Common Ancestor in a Binary Tree

Given a binary tree (not a binary search tree) and two values say n1 and n2, write a program to find the least common ancestor.
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Method 1 (By Storing root to n1 and root to n2 paths):  
Following is simple O(n) algorithm to find LCA of n1 and n2.  
1) Find path from root to n1 and store it in a vector or array.  
2) Find path from root to n2 and store it in another vector or array.  
3) Traverse both paths till the values in arrays are same. Return the common element just before the mismatch.

Following is C++ implementation of above algorithm.

|  |
| --- |
| // A O(n) solution to find LCA of two given values n1 and n2  #include <iostream>  #include <vector>  using namespace std;    // A Bianry Tree node  struct Node  {      int key;      struct Node \*left, \*right;  };    // Utility function creates a new binary tree node with given key  Node \* newNode(int k)  {      Node \*temp = new Node;      temp->key = k;      temp->left = temp->right = NULL;      return temp;  }    // Finds the path from root node to given root of the tree, Stores the  // path in a vector path[], returns true if path exists otherwise false  bool findPath(Node \*root, vector<int> &path, int k)  {      // base case      if (root == NULL) return false;        // Store this node in path vector. The node will be removed if      // not in path from root to k      path.push\_back(root->key);        // See if the k is same as root's key      if (root->key == k)          return true;        // Check if k is found in left or right sub-tree      if ( (root->left && findPath(root->left, path, k)) ||           (root->right && findPath(root->right, path, k)) )          return true;        // If not present in subtree rooted with root, remove root from      // path[] and return false      path.pop\_back();      return false;  }    // Returns LCA if node n1, n2 are present in the given binary tree,  // otherwise return -1  int findLCA(Node \*root, int n1, int n2)  {      // to store paths to n1 and n2 from the root      vector<int> path1, path2;        // Find paths from root to n1 and root to n1. If either n1 or n2      // is not present, return -1      if ( !findPath(root, path1, n1) || !findPath(root, path2, n2))            return -1;        /\* Compare the paths to get the first different value \*/      int i;      for (i = 0; i < path1.size() && i < path2.size() ; i++)          if (path1[i] != path2[i])              break;      return path1[i-1];  }    // Driver program to test above functions  int main()  {      // Let us create the Binary Tree shown in above diagram.      Node \* root = newNode(1);      root->left = newNode(2);      root->right = newNode(3);      root->left->left = newNode(4);      root->left->right = newNode(5);      root->right->left = newNode(6);      root->right->right = newNode(7);      cout << "LCA(4, 5) = " << findLCA(root, 4, 5);      cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6);      cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4);      cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4);      return 0;  } |

Output:

LCA(4, 5) = 2

LCA(4, 6) = 1

LCA(3, 4) = 1

LCA(2, 4) = 2

Time Complexity: Time complexity of the above solution is O(n). The tree is traversed twice, and then path arrays are compared.  
Thanks to Ravi Chandra Enaganti for suggesting the initial solution based on this method.

**Method 2 (Using Single Traversal)**  
The method 1 finds LCA in O(n) time, but requires three tree traversals plus extra spaces for path arrays. If we assume that the keys n1 and n2 are present in Binary Tree, we can find LCA using single traversal of Binary Tree and without extra storage for path arrays.  
The idea is to traverse the tree starting from root. If any of the given keys (n1 and n2) matches with root, then root is LCA (assuming that both keys are present). If root doesn’t match with any of the keys, we recur for left and right subtree. The node which has one key present in its left subtree and the other key present in right subtree is the LCA. If both keys lie in left subtree, then left subtree has LCA also, otherwise LCA lies in right subtree.

|  |
| --- |
| /\* Program to find LCA of n1 and n2 using one traversal of Binary Tree \*/  #include <iostream>  using namespace std;    // A Binary Tree Node  struct Node  {      struct Node \*left, \*right;      int key;  };    // Utility function to create a new tree Node  Node\* newNode(int key)  {      Node \*temp = new Node;      temp->key = key;      temp->left = temp->right = NULL;      return temp;  }    // This function returns pointer to LCA of two given values n1 and n2.  // This function assumes that n1 and n2 are present in Binary Tree  struct Node \*findLCA(struct Node\* root, int n1, int n2)  {      // Base case      if (root == NULL) return NULL;        // If either n1 or n2 matches with root's key, report      // the presence by returning root (Note that if a key is      // ancestor of other, then the ancestor key becomes LCA  if (root->key == n1 || root->key == n2)        return root;        // Look for keys in left and right subtrees      Node \*left\_lca  = findLCA(root->left, n1, n2);      Node \*right\_lca = findLCA(root->right, n1, n2);        // If both of the above calls return Non-NULL, then one key      // is present in once subtree and other is present in other,      // So this node is the LCA      if (left\_lca && right\_lca)  return root;        // Otherwise check if left subtree or right subtree is LCA      return (left\_lca != NULL)? left\_lca: right\_lca;  }    // Driver program to test above functions  int main()  {      // Let us create binary tree given in the above example      Node \* root = newNode(1);      root->left = newNode(2);      root->right = newNode(3);      root->left->left = newNode(4);      root->left->right = newNode(5);      root->right->left = newNode(6);      root->right->right = newNode(7);      cout << "LCA(4, 5) = " << findLCA(root, 4, 5)->key;      cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6)->key;      cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4)->key;      cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4)->key;      return 0;  } |

Output:

LCA(4, 5) = 2

LCA(4, 6) = 1

LCA(3, 4) = 1

LCA(2, 4) = 2

Thanks to Atul Singh for suggesting this solution.

Time Complexity: Time complexity of the above solution is O(n) as the method does a simple tree traversal in bottom up fashion.  
Note that the above method assumes that keys are present in Binary Tree. If one key is present and other is absent, then it returns the present key as LCA (Ideally should have returned NULL).  
We can extend this method to handle all cases by passing two boolean variables v1 and v2. v1 is set as true when n1 is present in tree and v2 is set as true if n2 is present in tree.

|  |
| --- |
| /\* Program to find LCA of n1 and n2 using one traversal of Binary Tree.     It handles all cases even when n1 or n2 is not there in Binary Tree \*/  #include <iostream>  using namespace std;    // A Binary Tree Node  struct Node  {      struct Node \*left, \*right;      int key;  };    // Utility function to create a new tree Node  Node\* newNode(int key)  {      Node \*temp = new Node;      temp->key = key;      temp->left = temp->right = NULL;      return temp;  }    // This function returns pointer to LCA of two given values n1 and n2.  // v1 is set as true by this function if n1 is found  // v2 is set as true by this function if n2 is found  struct Node \*findLCAUtil(struct Node\* root, int n1, int n2, bool &v1, bool &v2)  {      // Base case      if (root == NULL) return NULL;        // If either n1 or n2 matches with root's key, report the presence      // by setting v1 or v2 as true and return root (Note that if a key      // is ancestor of other, then the ancestor key becomes LCA)      if (root->key == n1)      {          v1 = true;          return root;      }      if (root->key == n2)      {          v2 = true;          return root;      }        // Look for keys in left and right subtrees      Node \*left\_lca  = findLCAUtil(root->left, n1, n2, v1, v2);      Node \*right\_lca = findLCAUtil(root->right, n1, n2, v1, v2);        // If both of the above calls return Non-NULL, then one key      // is present in once subtree and other is present in other,      // So this node is the LCA      if (left\_lca && right\_lca)  return root;        // Otherwise check if left subtree or right subtree is LCA      return (left\_lca != NULL)? left\_lca: right\_lca;  }    // Returns true if key k is present in tree rooted with root  bool find(Node \*root, int k)  {      // Base Case      if (root == NULL)          return false;        // If key is present at root, or in left subtree or right subtree,      // return true;      if (root->key == k || find(root->left, k) ||  find(root->right, k))          return true;        // Else return false      return false;  }    // This function returns LCA of n1 and n2 only if both n1 and n2 are present  // in tree, otherwise returns NULL;  Node \*findLCA(Node \*root, int n1, int n2)  {      // Initialize n1 and n2 as not visited      bool v1 = false, v2 = false;        // Find lca of n1 and n2 using the technique discussed above      Node \*lca = findLCAUtil(root, n1, n2, v1, v2);        // Return LCA only if both n1 and n2 are present in tree      if (v1 && v2 || v1 && find(lca, n2) || v2 && find(lca, n1))          return lca;        // Else return NULL      return NULL;  }    // Driver program to test above functions  int main()  {      // Let us create binary tree given in the above example      Node \* root = newNode(1);      root->left = newNode(2);      root->right = newNode(3);      root->left->left = newNode(4);      root->left->right = newNode(5);      root->right->left = newNode(6);      root->right->right = newNode(7);      Node \*lca =  findLCA(root, 4, 5);      if (lca != NULL)         cout << "LCA(4, 5) = " << lca->key;      else         cout << "Keys are not present ";        lca =  findLCA(root, 4, 10);      if (lca != NULL)         cout << "\nLCA(4, 10) = " << lca->key;      else         cout << "\nKeys are not present ";        return 0;  } |

Output:

LCA(4, 5) = 2

Keys are not present

Thanks to Dhruv for suggesting this extended solution.

We will soon be discussing more solutions to this problem. Solutions considering the following.  
1) If there are many LCA queries and we can take some extra preprocessing time to reduce the time taken to find LCA.  
2) If parent pointer is given with every node.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

## Spiral Matrix

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

For example,  
Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5].

**Corner Cases:**

[ [ 1, 2, 3 ] ];

[

[1],

[4],

[7]

]

[[1]];

**class** Solution {

**public**:

vector<**int**> spiralOrder(vector<vector<**int**>>& matrix) {

vector<**int**> res;

**int** m = matrix.size();

**if**(m==0) **return** res;

**int** n = matrix[0].size();

spiralOrder(matrix, 0, 0, m-1, n-1, res);

**return** res;

}

**void** spiralOrder(vector<vector<**int**>>& matrix, **int** x, **int** y,

**int** m, **int** n, vector<**int**> &res)

{

**int** i,j;

**if**(x==m && y==n){

res.push\_back(matrix[x][y]);

**return**;

}

**for**(i=x;i<n;i++) res.push\_back(matrix[x][i]);

**for**(i=x;i<m;i++) res.push\_back(matrix[i][n]);

**if**(x!=m){

**for**(i=n;i>y;i--) res.push\_back(matrix[m][i]);

}**else** res.push\_back(matrix[x][n]);

**if**(y!=n) {

**for**(i=m;i>x;i--) res.push\_back(matrix[i][y]);

}**else** res.push\_back(matrix[m][n]);

x++; m--; y++; n--;

**if**(m>=x && n>=y) spiralOrder(matrix,x,y,m,n,res);

}

};

## Spiral Matrix II

Given an integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

For example,  
Given *n* = 3,

You should return the following matrix:

[

[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]

]

**class** Solution {

**public**:

vector<vector<**int**>> generateMatrix(**int** n) {

vector<vector<**int**>> matrix(n,vector<**int**> (n, 0));

**if**(n==0) **return** matrix;

**int** count = 1;

generateMatrix(0, n-1, count, matrix);

**return** matrix;

}

**void** generateMatrix(**int** x, **int** n, **int** &count, vector<vector<**int**>> &matrix){

**int** i,j;

**if**(x == n){

matrix[x][x] = count++;

**return**;

}

**for**(i=x; i<n; i++) matrix[x][i] = count++;

**for**(i=x; i<n; i++) matrix[i][n] = count++;

**if**(x != n){

**for**(i=n;i>x;i--) matrix[n][i] = count++;

}**else** matrix[x][n] = count++;

**if**(x != n){

**for**(i=n;i>x;i--) matrix[i][x] = count++;

}**else** matrix[n][n] = count++;

x++; n--;

**if**(n>=x) generateMatrix(x, n, count, matrix);

}

};

## Rotate Image

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

Follow up:  
Could you do this in-place?

**class** Solution {

**public**:

**void** rotate(vector<vector<**int**>>& matrix) {

**int** n = matrix.size();

**if**(n==0) **return**;

rotate(matrix, 0, n-1);

}

**void** rotate(vector<vector<**int**>>& matrix, **int** x, **int** n){

**int** i;

**if**(x==n) **return**;

**for**(i=0;i<n-x;i++) { // i = distance from x

**int** tmp = matrix[x][x+i];

swap(tmp, matrix[x+i][n]);

swap(tmp, matrix[n][n-i]);

swap(tmp, matrix[n-i][x]);

swap(tmp, matrix[x][i+x]);

}

x++; n--;

**if**(n >= x) rotate(matrix,x,n);

}

};

# String ----Trie

## ►Implement Trie (Prefix Tree)

Implement a trie with insert, search, and startsWith methods.

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

**struct** TrieNode{

**char** content;

**bool** wordEnd = **false**;

TrieNode\* children[26];

};

**class** Trie {

**public**:

Trie() {

root = **new** TrieNode();

}

// Inserts a word into the trie.

**void** insert(string word)

{

TrieNode\* p = root;

TrieNode\* tmp;

**for** (**int** i = 0; i < word.length(); ++i) {

tmp = p->child[word[i] - 'a'];

**if** (tmp == NULL) {

p->children[word[i] - 'a'] = **new** TrieNode();

}

p = p->children[word[i] - 'a'];

}

p->wordEnd = **true**;

}

// Returns if the word is in the trie.

**bool** search(string word)

{

TrieNode\* p = root;

TrieNode\* tmp;

**int** i;

**for** (i = 0; i < word.length(); ++i) {

tmp = p->children[word[i] - 'a'];

**if** (tmp == NULL)

**break**;

p = tmp;

}

**if**(i == word.length() && p->wordEnd)

**return** **true**;

**else**

**return** **false**;

}

// Returns if there is any word in the trie

// that starts with the given prefix.

**bool** startsWith(string prefix)

{

TrieNode\* p = root;

TrieNode\* tmp;

**for** (**int** i = 0; i < prefix.length(); ++i){

tmp = p->children[prefix[i] - 'a'];

**if** (tmp == NULL) **return** **false**;

p = tmp;

}

**return** **true**;

}

**private**:

TrieNode\* root;

};

## ►Add and Search Word - Data structure design

Design a data structure that supports the following two operations:

void addWord(word)

bool search(word)

search(word) can search a literal word or a regular expression string containing only letters a-z or .. A . means it can represent any one letter.

For example:

addWord("bad")

addWord("dad")

addWord("mad")

search("pad") -> false

search("bad") -> true

search(".ad") -> true

search("b..") -> true

**Note:**  
You may assume that all words are consist of lowercase letters a-z.

#include <string>

#include <iostream>

#include <vector>

#include <fstream>

**using** **namespace** std;

**static** **const** **int** N = 26;

**class** TrieNode {

**public**:

**bool** wordEnd;

**char** c;

TrieNode\* children[N];

TrieNode() {

wordEnd = **false**;

**for**(**int** i=0;i<N;i++) children[i] = NULL;

}

};

**class** Trie {

**public**:

Trie() {

root = **new** TrieNode();

}

// Adds a word into the data structure.

**void** insert(string word) {

TrieNode\* p = root;

**for** (**int** i=0; i<word.length(); i++) {

**if** (!(p->children[word[i] - 'a'])) {

TrieNode\* tmp = **new** TrieNode();

p->children[word[i] - 'a'] = tmp;

tmp->c = word[i];

}

p = p->children[word[i] - 'a'];

}

p->wordEnd = **true**;

}

// Returns if the word is in the Trie. A word could

// contain the dot character '.' to represent any one letter.

**bool** find(string word) {

**return** findHelper(word.c\_str(), root);

}

**void** dumpAlphabetically()

{

cout<<"Print all words in alphabetical order:"<<endl;

vector<**char**> path;

dumpAlphabeticallyHelper(root, path);

}

**private**:

TrieNode\* root;

**bool** findHelper(**const** **char**\* word, TrieNode\* node) {

TrieNode\* p = node;

**for** (**int** i = 0; word[i]; i++) {

**if** (p && word[i] != '.'){

p = p->children[word[i] - 'a'];

} **else** **if** (p && word[i] == '.') {

TrieNode\* tmp = p;

**for** (**int** j = 0; j < N; j++) {

p = tmp -> children[j];

**if** (findHelper(word + i + 1, p))

**return** **true**;

}

} **else** **break**;

}

**return** p && p->wordEnd;

}

**void** dumpAlphabeticallyHelper(TrieNode \*root, vector<**char**> &path)

{

**int** i;

TrieNode\* p;

**if**(root == NULL) **return**;

**if**(root->wordEnd) {

string s;

**for**(i=0;i<path.size();i++) s += path[i];

cout<<s<<endl;

}

**for**(i=0;i<N;i++){

path.push\_back('a'+i);

dumpAlphabeticallyHelper(root->children[i], path);

path.pop\_back();

}

}

};

**int** main(**int** argc, **char**\* argv[])

{

**if** (argc < 2) {

cerr << "Usage: " << argv[0] << " FileName" <<endl;

**return** 1;

}

Trie w;

string word;

ifstream infile(argv[1]);

cout<<"Read word from file and insert to Trie:"<<endl;

**if**( infile.is\_open() ){

**while**( infile >> word){

cout<<"["<<word<<"]"<<endl;

w.insert(word);

}

}**else**{

cout<<"Unable to open file"<<endl;

**return** 1;

}

w.dumpAlphabetically();

cout<<endl;

cout<<"w.find(\".\") -> "<<w.find(".")<<endl;

cout<<"w.find(\"aa\") -> "<<w.find("aa")<<endl;

cout<<"w.find(\"a\") -> "<<w.find("a")<<endl;

cout<<"w.find(\".a\") -> "<<w.find(".a")<<endl;

cout<<"w.find(\"..t\") -> "<<w.find("..t")<<endl;

cout<<"w.find(\"car\") -> "<<w.find("car")<<endl;

cout<<"w.find(\"c.t\") -> "<<w.find("c.t")<<endl;

**return** 0;

}

# String

## Last Character of a encoded string

#include <iostream>

**using** **namespace** std;

// To execute C++, please define "int main()"

/\*A string is encoded as a list of bytes (integers from 0 to 255) in the following way:

- If a byte starts with a 0 (from 0b0000 0000 to 0b0111 1111, or 0 to 127, or 0x00 to 0x7F), the character value is that byte.

- If a byte starts with a 1 (from 0b1000 0000 to 0b1111 1111, or 128 to 255, or 0x80 to 0xFF), the character value is that byte, followed by the next byte, with the most significant bit dropped. For example, 0x81 followed by 0x7F has a character value of 0x017F.

Note that there is thus a difference between a byte and a character. In particular, a character might be either 1 or 2 bytes in length.

Find the character value of the last character in a given string.

For example:

Input: [0x03, 0xFF, 0xFF, 0x7F]

Output: 1

Input: [0xFF, 0x03 , 0xFF, 0x7F]

Output: 2

input [1,2, 2,1,1]

 1, odd 2s 1 last one is 2 bytes charactor

 1, even 2s 1 last one is 1 bytes charactor

\*/

**bool** isTow(**unsigned** **char** c)

{

**if**(c>>7 == 1) **return** **true**;

**else** **return** **false**;

}

**int** lastCh(**unsigned** **char** s[], **int** n)

{

**int** i, count = 0;

**if**(n<2) **return** 1;

**for**(i=n-2;i>=0;i--){

**if**(isTow(s[i])){

count ++;

}**else**{

**if**(count!=0) **return** count%2==0? 1:2;

}

}

**return** count%2==0? 1:2;

}

**int** main() {

**unsigned** **char** s[] = {0x03, 0xFF, 0xFF, 0x7F};

cout<<lastCh(s, **sizeof**(s))<<endl;

**unsigned** **char** s1[] = {0xFF ,0x03, 0xFF, 0x7F};

cout<<lastCh(s1, **sizeof**(s1))<<endl;

**unsigned** **char** s2[] = {0xFF ,0x03 };

cout<<lastCh(s2, **sizeof**(s2))<<endl;

**return** 0;

}

## ►►►Wildcard Matching

Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false

Method 1: Recursive

Space: N(1) Running Time :O(2^2)

**class** Solution {

**public**:

**bool** isMatch(string &s, string &p,**int** i, **int** j) {

**if**(p.length()==j) **return** s.length()==i;

**if**(p[j]=='\*'){

**while**(j<p.length() && p[j]=='\*') j++;

**while**(i<s.length()){

**if**(isMatch(s,p,i,j)) **return** **true**;

i++;

}

**return** isMatch(s,p,i,j);

}**else** **if**(i<s.length() && (p[j]=='?' || s[i]==p[j])){

**return** isMatch(s,p,i+1,j+1);

}**else** **return** **false**;

}

};

Method 2: DP

Space: N(nm) Running Time :O(nm) 296 ms

**class** Solution {

**public**:

**bool** isMatch(string s, string p) {

**int** pl = 0;

**for** (**int** i = 0; i < p.length(); i++) {

**if** (p[i] != '\*') pl++;

}

**if** (pl > s.length()) **return** **false**;

**if** (s.length() == 0 && pl == 0) **return** **true**;

vector<vector<**bool**>> dp(s.length()+1,

vector<**bool**>(p.length()+1));

dp[0][0] = **true**;

**for** (**int** i = 1; i <= p.length(); i++) {

**if**(p[i-1] == '\*') {

dp[0][i] = dp[0][i-1];

}**else**

dp[0][i] = **false**;

}

**for** (**int** i=1; i<=s.length(); i++) {

**for** (**int** j = 1; j <= p.length(); j++) {

**if** (p[j-1] == '?'|| p[j-1] == s[i-1]) {

dp[i][j] = dp[i-1][j-1];

} **else** **if** (p[j-1] == '\*') {

dp[i][j] = dp[i-1][j] || dp[i][j-1];

} **else** {

dp[i][j] = **false**;

}

}

}

**return** dp[s.length()][p.length()];

}

};

Method 3: DP reduce the space

Space: O(n) Runing Time: O(nm) 430ms

**class** Solution {

**public**:

**bool** isMatch(string s, string p) {

**int** pl = 0;

**for** (**int** i = 0; i < p.length(); i++) {

**if** (p[i] != '\*') pl++;

}

**if** (pl > s.length()) **return** **false**;

**if** (s.length() == 0 && pl == 0) **return** **true**;

// main function

vector<vector<**bool**>> dp(2,

vector<**bool**>(s.length()+1));

dp[0][0] = **true**;

dp[1][0] = **false**;

**for** (**int** ps = 1; ps <= p.length(); ps++) {

// remember to check the first one.

// make "\*" can match ""

**if** (p[ps-1] == '\*') {

dp[1][0] = dp[0][0];

} **else** {

dp[1][0] = **false**;

}

**for** (**int** ss = 1; ss <= s.length(); ss++) {

**if** (p[ps-1] == '?' || p[ps-1] == s[ss-1]) {

dp[1][ss] = dp[0][ss-1];

} **else** **if** (p[ps-1] == '\*') {

dp[1][ss] = dp[1][ss - 1] || dp[0][ss];

} **else** {

dp[1][ss] = **false**;

}

}

**for** (**int** i = 0; i <= s.length(); i++) {

dp[0][i] = dp[1][i];

}

}

**return** dp[1][s.length()];

}

};

Method 4: linear runtime and constant space solution

Space: O(1) Time: O(n+m) 8ms

**bool** isMatch(**const** **char** \*s, **const** **char** \*p) {

**const** **char**\* star=NULL;

**const** **char**\* ss=s;

**while** (\*s){

**if** ((\*p=='?')||(\*p==\*s)){

s++;p++;

}**else** **if** (\*p=='\*'){

star=p;

p++;

ss=s;

}**else** **if** (star){

p = star+1;

ss++;

s=ss;

}**else** **return** **false**;

}

**while** (\*p=='\*') p++;

**return** !\*p;

}

## ►Longest Palindromic Substring

Given a string S, find the longest palindromic substring in S. You may assume that the maximum length of S is 1000, and there exists one unique longest palindromic substring.

class Solution {

public:

string longestPalindrome(string s) {

if (s.empty()) return "";

if (s.size() == 1) return s;

int min\_start = 0, max\_len = 1;

for (int i = 0; i < s.size();) {

if (s.size() - i <= max\_len / 2) break;

int j = i, k = i;

while (k < s.size()-1 && s[k+1] == s[k]) ++k; // Skip duplicate characters.

i = k+1;

while (k < s.size()-1 && j > 0 && s[k + 1] == s[j - 1]) { ++k; --j; } // Expand.

int new\_len = k - j + 1;

if (new\_len > max\_len) { min\_start = j; max\_len = new\_len; }

}

return s.substr(min\_start, max\_len);

}

};

## Basic Calculator

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, non-negative integers and empty spaces .

You may assume that the given expression is always valid.

Some examples:

"1 + 1" = 2

" 2-1 + 2 " = 3

"(1+(4+5+2)-3)+(6+8)" = 23

class Solution {

public:

int calculate(string s) {

int total = 0;

vector<int> signs(2, 1);

for (int i=0; i<s.size(); i++) {

char c = s[i];

if (c >= '0') {

int number = 0;

while (i < s.size() && s[i] >= '0') number = 10 \* number + s[i++] - '0';

total += signs.back() \* number;

signs.pop\_back();

i--;

} else if (c == ')'){

signs.pop\_back();

} else if (c != ' '){

signs.push\_back(signs.back() \* (c == '-' ? -1 : 1));

}

}

return total;

}

};

## ►Basic Calculator II

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only non-negative integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid.

Some examples:

"3+2\*2" = 7

" 3/2 " = 1

" 3+5 / 2 " = 5

class Solution {

public:

int calculate(string s) {

int len = s.length();

if(len==0) return 0;

vector<int> Stack;

int num = 0;

char sign = '+';

for(int i=0;i<len;i++){

if(isdigit(s[i])){

num = num\*10+s[i]-'0';

}

if((!isdigit(s[i]) &&' '!=s[i]) || i==len-1){

if(sign=='-'){

Stack.push\_back(-num);

}

if(sign=='+'){

Stack.push\_back(num);

}

if(sign=='\*'){

int tmp = Stack.back()\*num;

Stack.pop\_back();

Stack.push\_back(tmp);

}

if(sign=='/'){

int tmp = Stack.back()/num;

Stack.pop\_back();

Stack.push\_back(tmp);

}

sign = s[i];

num = 0;

}

}

int re = 0;

for(auto i:Stack){

re += i;

}

return re;

}

};

## Evaluate Reverse Polish Notation

Question Solution

Evaluate the value of an arithmetic expression in [Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

Some examples:

["2", "1", "+", "3", "\*"] -> ((2 + 1) \* 3) -> 9

["4", "13", "5", "/", "+"] -> (4 + (13 / 5)) -> 6

**Learn Something:**

1. Convert c style string to int, first check string is “0”?

#include <stdlib.h> /\* atoi \*/

int atoi (const char \* str);

return 0: faild

Runtime: **56 ms**

class Solution {

public:

int evalRPN(vector<string> &tokens) {

string t;

int a,b,num;

vector<int> stack;

for(int i=0; i<tokens.size(); i++){

t = tokens[i];

num = 1;

num = atoi(t.c\_str());

if(t.compare("0")==0){

num = 0;

stack.push\_back(num);

}else if( num == 0){

b = stack.back();

stack.pop\_back();

a = stack.back();

stack.pop\_back();

if(t.compare("+")==0){

stack.push\_back( a + b);

}else if(t.compare("-")==0){

stack.push\_back( a - b);

}else if(t.compare("\*")==0){

stack.push\_back( a \* b);

}else if(t.compare("/")==0){

stack.push\_back( a / b);

}

}else{

stack.push\_back(num);

}

}

return stack[0];

}

};

## Simplify Path

Given an absolute path for a file (Unix-style), simplify it.

For example,  
**path** = "/home/", => "/home"  
**path** = "/a/./b/../../c/", => "/c"

**Corner Cases:**

* Did you consider the case where **path** = "/../"?  
  In this case, you should return "/".
* Another corner case is the path might contain multiple slashes '/' together, such as "/home//foo/".  
  In this case, you should ignore redundant slashes and return "/home/foo".
* Input: "/..." Expected: "/..."

**class** Solution {

**public**:

string simplifyPath(string path) {

**int** i;

**int** n = path.length();

string ret;

vector<string> S;

vector<string> tmp;

i=0;

**while**(i<n){

**char** c = path[i];

string word = "";

**while**(c!='/') {

word += path[i];

i++;

**if**(i>=n) **break**;

c = path[i];

}

**if**(word.compare("")!=0){

S.push\_back(word);

**continue**;

}

i++;

}

**for**(string d:S){

**if**(d.compare("..")==0){

**if**(!tmp.empty()) tmp.pop\_back();

}**else** **if**(d.compare(".")==0) ;

**else** tmp.push\_back(d);

}

**for**(string d:tmp){

ret += "/"+d;

}

**if**(ret.compare("")==0) ret = "/";

**return** ret;

}

};

## ►►►String ----Rolling Hash

// ASCII a = 97, b = 98, r = 114.

hash("abr") = (97 × 101^2) + (98 × 101^1) + (114 × 101^0) = 999,509

// base old hash old 'a' new 'a'

hash("bra") = [101 × (999,509 - (97 × 101^2))] + (97 × 101^0) = 1,011,309

http://en.wikipedia.org/wiki/Rabin%E2%80%93Karp\_algorithm

[**C++ code of the Rabin Karp Algo given in the CLRS book(7ms)**](https://leetcode.com/discuss/24391/c-code-of-the-rabin-karp-algo-given-in-the-clrs-book-7ms)

**class** Solution {

**public**:

**int** strStr(string haystack, string needle) {

// to find the big prime number: http://www.bigprimes.net/archive/prime/100001/

**unsigned** **int** q = 373591679;

**int** m = needle.length();

**int** n = haystack.length();

**if** (m == 0 || n == 0 || m > n)

**return** m == 0 ? 0 : -1;

**int** d = 3;

**int** t = haystack[0];

**int** p = needle[0];

**int** h = 1;

**for**(**int** i = 1; i < m; i++) {

h = (h\*d)%q;

p = (p\*d + needle[i])%q;

t = (t\*d + haystack[i])%q;

}

**for**(**int** i = 0; i <= n-m; i++) {

**if**(p == t) {

**int** j = 0;

**for**(; j < m && needle[j] ==haystack[i+j]; j++);

**if**(j == m)

**return** i;

}

**if**(i < n-m)

t = ((t-haystack[i]\*h)\*d + haystack[i+m])%q;

}

**return** -1;

}

};

## ►►►Text Justification

 Given an array of words and a length *L*, format the text such that each line has exactly *L* characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly*L* characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

For example,  
**words**: ["This", "is", "an", "example", "of", "text", "justification."]  
**L**: 16.

Return the formatted lines as:

[

"This is an",

"example of text",

"justification. "

]

**Note:** Each word is guaranteed not to exceed *L* in length.

**Corner Cases:**

* A line other than the last line might contain only one word. What should you do in this case?  
  In this case, that line should be left-justified.

**Solution:** For each line, I first figure out which words can fit in. According to the code, these words are words[i] through words[i+k-1]. Then spaces are added between the words. The trick here is to use mod operation to manage the spaces that can't be evenly distrubuted: the first (L-l) % (k-1) gaps acquire an additional space.

**class** Solution {

**public**:

vector<string> fullJustify(vector<string> &words, **int** L) {

vector<string> res;

**for**(**int** i = 0, k, l; i < words.size(); i += k) {

**for**(k = l = 0; i + k < words.size() **and** l + words[i+k].size() <= L - k; k++) {

l += words[i+k].size();

}

string tmp = words[i];

**for**(**int** j = 0; j < k - 1; j++) {

**if**(i + k >= words.size()) tmp += " ";

**else** tmp += string((L - l) / (k - 1) + (j < (L - l) % (k - 1)), ' ');

tmp += words[i+j+1];

}

tmp += string(L - tmp.size(), ' ');

res.push\_back(tmp);

}

**return** res;

}

};

# Heap

## Kth Largest Element in an Array

Find the kth largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

For example,  
Given [3,2,1,5,6,4] and k = 2, return 5.

Note: You may assume k is always valid, 1 ≤ k ≤ array's length.

**class** Solution {

**public**:

**int** findKthLargest(vector<**int**>& nums, **int** k) {

**int** i;

**int** n = nums.size();

priority\_queue<**int**,vector<**int**>, greater<**int**> > q;

**for**(i=0;i<k;i++){

q.push(nums[i]);

}

**for**(i=k;i<n;i++){

**if**(nums[i]>q.top()){

q.pop();

q.push(nums[i]);

}

}

**return** q.top();

}

};

# Hash

## ►Anagrams

Given an array of strings, return all groups of strings that are anagrams.

Note: All inputs will be in lower-case.

First I used this hash function, that make every string has the same sum has the same hash value.

**long** hash(string &s){

**long** h = 0;

**for**(**int** i=0;i<s.length();i++){

h += (s[i]-'a')\*3571 + 3559;

}

**return** h;

}

Input:**["cab","tin","pew","duh","may","ill","buy","bar","max","doc"]**

Output:**["duh","ill"]**

Expected:**[]**

**class** Solution {

**public**:

vector<string> anagrams(vector<string>& strs) {

vector<string> res;

unordered\_map<**long**, vector<**int**>> m;

unordered\_set<string> s;

**int** i;

**for**(i=0;i<strs.size();i++){

**long** h = hash(strs[i]);

**if**(m.count(h)>0){

m[h].push\_back(i);

}**else**{

m[h] = vector<**int**>(1,i);

}

}

**for** (**auto**& kv : m) {

vector<**int**> &p = kv.second;

**if**(p.size()>1)

**for**(i=0;i<p.size();i++)

res.push\_back( strs[p[i]] );

}

**return** res;

}

**long** hash(string &s){

**long** h = 0;

**for**(**int** i=0;i<s.length();i++){

h += s[i]\*s[i]\*s[i]\*s[i]\*3571 ;

}

**return** h;

}

};

Another Hash Function

**long** hash(string &str){

**static** **int** PRIMES[] = {2, 3, 5, 7, 11 ,13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53, 59, 61, 67, 71, 73, 79, 83, 89, 97, 101, 107};

**long** h = 1;

**for**(**int** i=0;i<str.length();i++){

h \*= PRIMES[str[i]-'a'] ;

}

**return** h;

}

## ►Longest Sequence in Array

Given an int array which might contain duplicates, find the largest subset of it which form a sequence.

Eg. {1,6,10,4,7,9,5}

then ans is 4,5,6,7

Sorting is an obvious solution. Can this be done in O(n) time

O(n) time and space

In Python, dict is a hash with O(1) time to retrieve an item.

okay here is an explanation:

Logic here is that each element in the hashtable keeps track of the sequence. So boundary elements of the sequence are important as the end element of the sequence points to beginning element of the sequence and beginning element of the sequence points to the end element. So whenever a new element is to be added to the sequence it picks up the boundary value and becomes the new boundary. Check how 8 is added to the table below:

Array a: [1, 6, 10, 4, 7, 8]

i: 1 Table: {1=1}

i: 6 Table: {1=1, 6=6}

i: 10 Table: {1=1, 6=6, 10=10}

i: 4 Table: {1=1, 4=4, 6=6, 10=10}

i: 7 Table: {1=1, 4=4, 6=7, 7=6, 10=10}

i: 8 Table: {1=1, 4=4, 6=8, 7=6, 8=6, 10=10}

def find(arr):

table = {}

first = 0

last = 0

for i in arr:

beg = end = i

if i in table:

continue

table[i] = 'EXISTED'

if i - 1 in table:

beg = table[i-1]

if i + 1 in table:

end = table[i+1]

table[beg] = end

table[end] = beg

if end - beg > last - first:

first = beg

last = end

return list(range(first, last + 1))

arr = [1,6,10,4,7,9,5, 5,8]

print(find(arr))

## ►Minimum Interval in N Sorted List

You have k lists of sorted integers. Find the smallest range that includes at least one number from each of the k lists.

For example,

List 1: [4, 10, 15, 24, 26]

List 2: [0, 9, 12, 20]

List 3: [5, 18, 22, 30]

The smallest range here would be [20, 24] as it contains 24 from list 1, 20 from list 2, and 22 from list 3.

Solution: There are k lists of sorted integers. Make a min heap of size k containing 1 element from each list. Keep track of min and max element and calculate the range.   
In min heap, minimum element is at top. Delete the minimum element and another element instead of that from the same list to which minimum element belong. Repeat the process till any one of the k list gets empty.   
Keep track of minimum range.   
  
For eg.   
List 1: [4, 10, 15, 24, 26]   
List 2: [0, 9, 12, 20]   
List 3: [5, 18, 22, 30]   
  
Min heap of size 3. containing 1 element of each list   
Heap [0, 4, 5]   
Range - 6   
  
Remove 0 and add 9   
Heap [4, 9, 5]   
Range - 6   
  
Remove 4 and add 10   
Heap [5, 9, 10]   
Range - 6   
  
and so on....   
  
Finally you will yield the result. When you are creating the heap for the first time, make a separate variable that keeps track of max number in the heap. Everytime you add a new element into the heap, check the new element against this variable. That way you can get the max-min range

**Correctness:** This is the same as “merge all the N lists into one long array, then keep a sliding window of N”.

from:2 1 3 2 1 2 1 3 3 2 1 1 3

Num:0 4 5 9 10 12 15 18 22 20 24 26 30

struct pn

{

int n; /\* belong to which array \*/

int d; /\* the data value \*/

pn(int \_n, int \_d) { n = \_n; d = \_d; }

pn(const pn& \_pn) { n = \_pn.n; d = \_pn.d; }

};

inline void swap(pn& a, pn& b) { pn c = a; a = b; b = c; }

void adjust(int n, pn a[])

{

int i = 0, max = 0;

int l = 0, r = 0;

for(i = n / 2; i >= 0; i--)

{

max = i;

l = 2 \* i + 1;

r = 2 \* i + 2;

if(l < n && a[l].d > a[max].d) { max = l; }

if(r < n && a[r].d > a[max].d) { max = r; }

if(max != i) { swap(a[max], a[i]); }

}

}

void heapsort(int n, pn a[])

{

int i = 0;

adjust(n, a);

for(i = n - 1; i > 0; i--)

{

swap(a[0], a[i]);

adjust(i, a);

}

}

int main()

{

int i = 0, j = 0;

const int m = 3;

const int n = 5;

int ms = 0, me = 0;

int ts = 0, te = 0;

int a[m][n] = { {4, 10, 15, 24, 26}, {0, 9, 12, 20, 35}, {5, 18, 22, 30, 50} };

int cur[m] = {1, 1, 1}; /\* record the current positions of each array which haven't been used \*/

pn heap[m] = {pn(0, a[0][0]), pn(1, a[1][0]), pn(2, a[2][0])};

heapsort(m, heap);

ms = heap[0].d;

me = heap[m - 1].d;

while(true)

{

heapsort(m, heap);

ts = heap[0].d;

te = heap[m - 1].d;

/\* if the current range is smaller than the minimum range \*/

if(te - ts < me - ms) { ms = ts; me = te; }

/\* if the sub-array which the smallest element comes from hasn't to the end \*/

if(cur[heap[0].n] != n)

{

heap[0].d = a[heap[0].n][cur[heap[0].n]];

cur[heap[0].n] += 1;

}

else

{

break;

}

}

cout << ms << endl;

cout << me << endl;

return 0;

}

## ►►►Substring with Concatenation of All Words

You are given a string, **s**, and a list of words, **words**, that are all of the same length. Find all starting indices of substring(s) in **s** that is a concatenation of each word in **words**exactly once and without any intervening characters.

For example, given:  
**s**: "barfoothefoobarman"  
**words**: ["foo", "bar"]

You should return the indices: [0,9].  
(order does not matter).

Failed Cases:

Input:**"barfoothefoobarman", ["foo","bar"]**

Output:**[0,6,9]**

Expected:**[0,9]**

Input:**"wordgoodgoodgoodbestword", ["word","good","best","good"]**

Output:**[4,8]**

Expected:**[8]**

**Solution 1: Naive Solution using two unordered\_map**

We use an unordered\_map<string, int> counts to record the expected times of each word and another unordered\_map<string, int> seen to record the times we have seen. Then we check for every possible position of i. Once we meet an unexpected word or the times of some word is larger than its expected times, we stop the check. If we finish the check successfully, push i to the result indexes.

vector<**int**> findSubstring(string s, vector<string>& words) {

unordered\_map<string, **int**> counts;

**for** (string word : words) counts[word]++;

**int** n = s.length();

**int** m = words.size();

**int** len = words[0].length();

vector<**int**> res;

**for** (**int** i = 0; i < n - m \* len + 1; i++) {

unordered\_map<string, **int**> seen;

**int** j = 0;

**for** (; j < m; j++) {

string word = s.substr(i + j \* len, len);

**if** (counts.count(word)>0) {

seen[word]++;

**if** (seen[word] > counts[word])

**break**;

}**else** **break**;

}

**if** (j == m) res.push\_back(i);

}

**return** res;

}

# English

## Describe Merge Sorted List Algorithm

We maintain pointers into both lists and walk through the two postings lists simultaneously, in time linear in the total number of postings entries. At each step, we compare the docID pointed to by both pointers. If they are the same, we put that docID in the results list, and advance both pointers.

![](data:image/png;base64,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)

# Facebook 面经

## isDistanceZeroOrOne

class IntFileIterator {  
boolean hasNext();  
int next();  
}

class{  
public boolean isDistanceZeroOrOne(IntFileIterator a, IntFileIterator b)；

}  
// return if the distance between a and b is at most 1..  
// Distance: minimum number of modifications to make a=b  
// Modification:  
// 1. change an int in a  
// 2. insert an int to a  
// 3. remove an int from a

这题就是one edit distance的变形题，难点在于给的Iterator，事先不知道两个file的长度，也不允许用extra space（所以不能转成两个string再比），那么一个个往前跑的时候就得三种情况都考虑。。。。

难在不能回头，所以用复制两个新的，然后递归。

**public** **bool** isDistanceZeroOrOne(ref **int** cnt,

IntFileIterator A,

IntFileIterator B)

{

**while** (A.hasNext() && B.hasNext()) {

IntFileIterator copyA = A;

IntFileIterator copyB = B;

**int** a = A.next();

**int** b = B.next();

**if** (a == b) **continue**;

**else** {

cnt++;

**if**(cnt >= 2) **return** **false**;

**return** isDistanceZeroOrOne(ref cnt, copyA, B) ||

isDistanceZeroOrOne(ref cnt, A, copyB) ||

isDistanceZeroOrOne(ref cnt, copyA, copyB);

}

}

**while**(A.hasNext()) cnt++;

**while**(B.hasNext()) cnt++;

**return** cnt >= 2 ? **false**: **true**;

}

# Google 面经

## Next Prime Number

Given an integer, return the next prime number bigger than it.  
Ans:

[http://stackoverflow.com/questions/2468412/finding-a-prime-numb](http://stackoverflow.com/questions/2468412/finding-a-prime-number-after-a-given-number)

## New Random()

Given random() that can return 0 or 1 uniformly, implement random\_new() that can return 0 with 90%, and 1 with 10%.

Solution: 算10次，2进制是0-1023，0-99 return 1;100-999 return 0;其他再算一次.

运行四次就行了吧。0000~1111  
0000到1001的话返回0,1010返回1，其它调用自身.缺点是调用自身的概率会有点大，优点就是不用运行那么多次原函数.不过也不好说，都是tradeoff  
  
Design a distributed LRU  
  
Design

## suppose you have a cluster, and each machine in this cluster has a large number of numbers. How can you find out the median of all the numbers on all the machines. Ring

Given a set of points on a plane, and a list of circles centered at the original point, find the ring containing the most number of points.

# AirBNB 面经

## ►CoinChange.java

import java.util.\*;

/\*\*

\* Return the coins combination with the minimum number of coins.

\* Time complexity O(MN), where M is the target value and N is the number of distinct coins.

\* Space complexity O(M).

\*/

public class CoinChange {

public int[] minCoins(int value, int[] coins) {

Arrays.sort(coins);

int[] cache = new int[value + 1]; // stores the min number of coins

Arrays.fill(cache, Integer.MAX\_VALUE);

int[] prev = new int[value + 1]; // stores the previous location

cache[0] = 0;

prev[0] = 0;

for (int i = 0; i <= value; ++i) {

for (int j = coins.length - 1; j >= 0; --j) {

if (coins[j] <= i) {

if (1 + cache[i - coins[j]] < cache[i]) { // find better combination

cache[i] = 1 + cache[i - coins[j]];

prev[i] = i - coins[j];

}

}

}

}

int[] res = new int[cache[value]];

int idx = 0;

int remain = value;

while (remain != 0) {

int coin = remain - prev[remain];

remain = prev[remain];

res[idx] = coin;

++idx;

}

return res;

}

}

## ►LowerUpperCasePermutation.java

import java.util.\*;

/\*\*

\* Given a string, generate all strings with identical character sequence,

\* but with different upper/lower cases.

\*

\* Time complexity: O(2^N), Space complexity: O(2^N).

\*/

public class LowerUpperCasePermutation {

public List<String> lowerUpperCasePermutation(String str) {

List<String> res = new ArrayList<String>();

if (str.length() == 0) {

return res;

}

String upperCase = str.toUpperCase();

int pos = 0;

char[] chars = upperCase.toCharArray();

generate(chars, pos, res);

return res;

}

private void generate(char[] chars, int pos, List<String> res) {

if (pos == chars.length) {

res.add(new String(chars));

} else {

// current character is upper case

generate(chars, pos + 1, res);

// current character is lower case

chars[pos] = Character.toLowerCase(chars[pos]);

generate(chars, pos + 1, res);

chars[pos] = Character.toUpperCase(chars[pos]);

}

}

}

## ►KEditDistance.java

import java.util.\*;

public class KEditDistance {

public Set<String> kDistance(String target, List<String> words, int k) {

Set<String> res = new HashSet<String>();

for (String candidate : words) {

if (similar(target, candidate, k)) {

res.add(candidate);

}

}

return res;

}

private boolean similar(String target, String candidate, int k) {

int first = target.length();

int second = candidate.length();

int[][] dist = new int[first + 1][second + 1];

for (int r = 0; r <= first; ++r) {

for (int c = 0; c <= second; ++c) {

if (r == 0 && c == 0) {

dist[r][c] = 0;

} else if (r == 0) {

dist[r][c] = c;

} else if (c == 0) {

dist[r][c] = r;

} else {

if (target.charAt(r - 1) == candidate.charAt(c - 1)) {

dist[r][c] = dist[r - 1][c - 1];

} else {

dist[r][c] = Math.min(dist[r - 1][c - 1], Math.min(dist[r][c - 1], dist[r - 1][c])) + 1;

}

if (r == c && dist[r][c] > k) {

return false;

}

}

}

}

return true;

}

}

## ►ParseCSV.java

import java.util.\*;

/\*\*

\* Parse the csv string, considering the escapes.

\*

\* Time complexity: O(N), space complexity: O(N).

\*

\*/

public class ParseCSV {

public String[] parseCSV(String line) {

boolean prevEscape = false;

List<String> list = new ArrayList<String>();

StringBuilder sb = new StringBuilder();

for (int i = 0; i < line.length(); ++i) {

char cur = line.charAt(i);

if (cur == '\\' && !prevEscape) {

prevEscape = true;

} else if (cur == ',') {

if (prevEscape) {

sb.append(',');

prevEscape = false;

} else {

list.add(sb.toString().trim());

sb = new StringBuilder();

}

} else {

sb.append(cur);

prevEscape = false;

}

}

list.add(sb.toString().trim());

String[] res = new String[list.size()];

list.toArray(res);

return res;

}

}

## ►Bitwise AND of Numbers Range

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

For example, given the range [5, 7], you should return 4.

class Solution {

public:

int rangeBitwiseAnd(int m, int n) {

if(n==m) return n;

int dif = n - m;

int b = 1;

int sum = 0;

while(b>0){

if(dif < b && n&b && m&b) sum += b;

b = b<<1;

}

return sum;

}

};

# 

# Unclassified

## ►►Insert Interval

Given a set of *non-overlapping* intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

**Example 1:**  
Given intervals [1,3],[6,9], insert and merge [2,5] in as [1,5],[6,9].

**Example 2:**  
Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] in as [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10].

**Solution:**

By far the best solution I have seen is of O(n) time (some solutions claim to be of O(logn) turns out to be O(n)). One of the simplest ideas is to compare each interval in ntervals(intervals[i]) with newInterval and then perform respective operations according to their relationships.

1. If they overlap, merge them to newInterval;
2. If intervals[i] is to the left of newInterval, push intervals[i] to the result vector;
3. If newInterval is to the left of intervals[i], push newInterval and all the remaining intervals (intervals[i], ..., intervals[n - 1]) to the result vector.

The code is as follows.

/\*\*

 \* Definition for an interval.

 \* struct Interval {

 \* int start;

 \* int end;

 \* Interval() : start(0), end(0) {}

 \* Interval(int s, int e) : start(s), end(e) {}

 \* };

 \*/

**class** Solution {

**public**:

vector<Interval> insert(vector<Interval>& intervals,

Interval newI) {

vector<Interval> res;

**int** n = intervals.size();

**for** (**int** i = 0; i < n; i++) {

**if** (intervals[i].end < newI.start)

res.push\_back(intervals[i]);

**else** **if** (newI.end < intervals[i].start) {

res.push\_back(newI);

**for** (**int** j = i; j < n; j++)

res.push\_back(intervals[j]);

**return** res;

}

**else** newI = merge(intervals[i], newI);

}

res.push\_back(newI);

**return** res;

}

**private**:

Interval merge(Interval interval1, Interval interval2) {

**int** start = min(interval1.start, interval2.start);

**int** end = max(interval1.end, interval2.end);

**return** Interval(start, end);

}

};

## ►►►First Missing Positive

Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

**Solution:**

Since we can not use extra space, so thinking about using the nums vector itself to record a positive number occurred.

First, put each number in its right place.

For example:

When we find 5, then swap it with A[4].

At last, the first place where its number is not right, return the place + 1.

**class** Solution {

**public**:

**int** firstMissingPositive(vector<**int**>& nums) {

**for**(**int** i=0; i<nums.size(); i++){

**if**(i+1==nums[i]) **continue**;

**int** x = nums[i];

**while**(x>=1 && x<=nums.size() && x!=nums[x-1]){

swap(x, nums[x-1]);

}

}

**for**(**int** i=0; i<nums.size(); i++){

**if**(i+1!=nums[i]) **return** i+1;

}

**return** nums.size()+1;

}

};

# Reservoir Sampling

[Reservoir sampling](http://en.wikipedia.org/wiki/Reservoir_sampling) is a family of randomized algorithms for randomly choosing *k*samples from a list of *n* items,where *n* is either a very large or unknown number. Typically *n*is large enough that the list doesn’t fit into main memory. For example, a list of search queries in Google and Facebook.

So we are given a big array (or stream) of numbers (to simplify), and we need to write an efficient function to randomly select *k* numbers where *1 <= k <= n*. Let the input array be *stream*[ ]*.*

A **simple solution**is to create an array *reservoir[]* of maximum size *k*. One by one randomly select an item from*stream[0..n-1]*. If the selected item is not previously selected, then put it in *reservoir[]*. To check if an item is previously selected or not, we need to search the item in *reservoir[]*. The time complexity of this algorithm will be*O(k^2)*. This can be costly if *k* is big. Also, this is not efficient if the input is in the form of a stream.

It **can be solved in *O(n)* time**. The solution also suits well for input in the form of stream. The idea is similar to[this](http://www.geeksforgeeks.org/archives/25111)post. Following are the steps.

**1)** Create an array *reservoir[0..k-1]* and copy first *k* items of *stream[]* to it.  
**2)**Now one by one consider all items from *(k+1)*th item to *n*th item.  
…**a)** Generate a random number from 0 to *i* where *i* is index of current item in *stream*[ ]. Let the generated random number is *j*.  
…**b)** If*j* is in range 0 to *k-1*, replace *reservoir[j]* with *arr[i]*

Following is C implementation of the above algorithm.

// An efficient program to randomly select k items from a stream of items

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

// A utility function to print an array

**void** printArray(**int** stream[], **int** n)

{

**for** (**int** i = 0; i < n; i++)

printf("%d ", stream[i]);

printf("\n");

}

// A function to randomly select k items from stream[0..n-1].

**void** selectKItems(**int** stream[], **int** n, **int** k)

{

**int** i; // index for elements in stream[]

// reservoir[] is the output array. Initialize it with

// first k elements from stream[]

**int** reservoir[k];

**for** (i = 0; i < k; i++)

reservoir[i] = stream[i];

// Use a different seed value so that we don't get

// same result each time we run this program

srand(time(NULL));

// Iterate from the (k+1)th element to nth element

**for** (; i < n; i++)

{

// Pick a random index from 0 to i.

**int** j = rand() % (i+1);

//If the randomly picked index is smaller than k, then replace

// the element present at the index with new element from stream

**if** (j < k)

reservoir[j] = stream[i];

}

printf("Following are k randomly selected items \n");

printArray(reservoir, k);

}

// Driver program to test above function.

**int** main()

{

**int** stream[] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12};

**int** n = **sizeof**(stream)/**sizeof**(stream[0]);

**int** k = 5;

selectKItems(stream, n, k);

**return** 0;

}

Output:

Following are k randomly selected items

6 2 11 8 12

Time Complexity: O(n)

**How does this work?**  
To prove that this solution works perfectly, we must prove that the probability that any item *stream[i]*where *0 <= i < n*will be in final *reservoir[]* is *k/n*. Let us divide the proof in two cases as first*k* items are treated differently.

**Case 1: For last *n-k* stream items, i.e., for *stream[i]* where *k <= i < n***  
For every such stream item *stream[i]*, we pick a random index from 0 to *i* and if the picked index is one of the first*k* indexes, we replace the element at picked index with *stream[i]*

To simplify the proof, let us first consider the *last item*. The probability that the last item is in final reservoir = The probability that one of the first *k* indexes is picked for last item = *k/n*(the probability of picking one of the *k* items from a list of size*n*).

We can prove with **Induction**: To prove the probability for any element in the reservoir after ith round is k/i, we just need to come up with that after i+1 round the probability is k/(i+1).

Before round i+1, any element in reservoir is k/i. The probability that they are removed is k/(i+1) \* 1/k = 1/(i+1). (Select one random num from 1~i+1,and choose 1~k; replace one element in k ). So the probability they remain is i/(i+1) and thus the elements' overall probability of being in the reservoir after i rounds is k/i \* i/(i+1) = k/(i+1).

**Case 2: For first *k* stream items, i.e., for *stream[i]* where*0 <= i < k***  
The first *k* items are initially copied to *reservoir[]*and may be removed later in iterations for *stream[k]* to *stream[n]*.  
The probability that an item from *stream[0..k-1]* is in final array = Probability that the item is not picked when items*stream[k], stream[k+1], …. stream[n-1]* are considered = *[k/(k+1)] x [(k+1)/(k+2)] x [(k+2)/(k+3)] x … x [(n-1)/n] = k/n*

References:  
<http://en.wikipedia.org/wiki/Reservoir_sampling>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.