# HTML5 第六天笔记

## Web Workers

### 1. 基础内容

#### 1）什么是 Web Workers

能够把 JavaScript 计算委托给后台线程，通过允许这些活动以防止使交互型事件变得缓慢。

上句话是 MDN 对象 Web Workers 的简单描述。

Web Workers 是可以在后台（页面端）运行的任务，它能够被轻松的创建，还能向它的创建者发送消息。

Web Workers 的三大主要特征：能够长时间运行（响应），理想的启动性能以及理想的内存消耗。

#### 2）两种 Web Workers

Web Workers 可以分为两种类型：Dedicated Web Worker（专用线程）和 Shared Web Worker（共享线程）。

##### a. Dedicated Web Worker

目前绝大多数的应用场景所使用的是 Dedicated Web Worker（专用线程）。Dedicated Web Worker随着 HTML 页面关闭而被终止，这就意味着 Dedicated Web Worker 只能被创建它的 HTML 页面所访问。

在 JavaScript 代码中，Work 类型代表 Dedicated Web Worker。

##### b. Shared Web Worker

与 Dedicated Web Worker（专用线程）相比，Shared Web Worker 一般用于一些特定情况，可以为多个 HTML 页面服务，即可以被多个 HTML 页面所访问。与之对应的，只有将与之相关的所有 HTML 页面都关闭才能被终止。

在 JavaScript 代码中，SharedWorker 类型代表 Shared Web Worker。

#### 3）Web Workers 的限制

Web Workers 在具体使用中，具有以下几种限制：

* Web Workers 无法访问 DOM 节点；
* Web Workers 无法访问全局变量或是全局函数；
* Web Workers 无法调用 alert() 或者 confirm() 之类的函数；
* Web Workers 无法访问 window、document 之类的浏览器全局变量；

Web Workers 可以在它的作用域内访问 navigator 对象。它含有如下能够识别浏览器的字符串，就像在普通脚本中做的那样：

* appName
* appVersion
* platform
* userAgent

#### 4）Web Workers 的使用场景

* Web Workers 线程能够在不干扰 UI 的情况下执行一些计算的任务。
* Web Workers 线程能够使用 XMLHttpRequest 对象与服务器端进行异步交互。

#### 5）参考资料

* [Web Workers - W3C](http://www.w3.org/TR/workers/)
* [使用 Web Workers](https://developer.mozilla.org/zh-CN/docs/Web/API/Web_Workers_API/Using_web_workers)
* [Microsoft Web Workers](https://msdn.microsoft.com/library/hh673568(v=vs.85).aspx)

### 2. Worker API

#### 1）Worker 构造函数

Worker(DOMString scriptURL)

通过该构造函数可以直接创建 Worker 对象，并传递 Worker 文件的路径（scriptURL）。具体用法如下：

var worker = new Worker(my\_task.js);

通过 Worker 的构造函数得到 Worker 对象，在 HTML 页面与 Worker 文件之间创建通信。

**值得注意的是：**指定的 Worker 文件路径必须遵循同源策略。

#### 2）监听通信消息机制

worker.onmessage = function(event){

逻辑编写在这里...

}

当 Worker 传递消息给 HTML 页面（或 HTML 页面传递消息给 Worker）时，可以通过 onmessage 事件进行监听并且捕获。

传递的消息存储在 onmessage 事件处理函数的参数 data 中。

worker.onmessage = function(event) {

console.log("Worker's message: " + event.data);

};

#### 3）发送通信消息方法

postMessage(JSObject message)

HTML 页面通过该方法向 Worker 的内部作用域内传递消息。该方法接收一个单独的参数，即要传递给 Worker 的数据。

message 参数用于传递给 Worker 的数据，该数据将包含于传递给 onmessage 处理函数的事件对象中的 data 字段内。

// 普通数据

worker.postMessage("ali");

// JSON格式的数据

worker.postMessage({"cmd": "init", "timestamp": Date.now()});

#### 4）终止 Worker 通信

terminate()

该方法用于立即终止 Worker。该方法不会给 Worker 留下任何完成操作的机会；就是简单的立即停止。

#### 5）监听通信错误机制

worker.onerror = function(event){

错误处理编写在这里...

}

错误信息对象包含三个属性：

* message：一个可读性良好的错误信息。
* filename：产生错误的脚本文件名。
* lineno：发生错误时所在的脚本文件行号。

### 3. 双向通信

所谓“单向通信”就是指 HTML 页面与 Worker 建立通信后，只是 Worker 向 HTML 页面传递消息。

所谓“双向通信”就是指 HTML 页面与 Worker 之间可以相互传递消息的一种方式。

要建立双向通信，HTML 页面和 Worker 线程都要侦听 onmessage 事件。

* 首先，该脚本创建 worker 线程。

var echo = new Worker('echo.js');

echo.onmessage = function(e) {

alert(e.data);

}

* 当用户单击提交按钮时，脚本会将两条信息以 JavaScript 对象文本的形式传递给 Worker。

<script>

window.onload = function() {

var echoForm = document.getElementById('echoForm');

echoForm.addEventListener('submit', function(e) {

echo.postMessage({

message : e.target.message.value,

timeout : e.target.timeout.value

});

e.preventDefault();

}, false);

}

</script>

<form id="echoForm">

<p>Echo the following message after a delay.</p>

<input type="text" name="message" value="Input message here."/><br/>

<input type="number" name="timeout" max="10" value="2"/> seconds.<br/>

<button type="submit">Send Message</button>

</form>

* 最后，Worker 侦听消息，并在指定的超时间隔之后将其返回。

onmessage = function(e){

setTimeout(function(){

postMessage(e.data.message);

},

e.data.timeout \* 1000);

}

## Web 存储

在开发 Web 应用时，开发人员有时需要在本地存储数据。当前浏览器支持 cookie 存储，但其大小有 4KB 的限制。

HTML5 中新引入了 Web Storage 机制，通过使用键值对在客户端保存数据，并且提供了更大容量的存储空间。

HTML5 中的 Web 存储对象有两种类型：

* sessionStorage 对象负责存储一个会话的数据。如果用户关闭了页面或浏览器，则会销毁数据。
* localStorage 对象负责存储没有到期的数据。当 Web 页面或浏览器关闭时，仍会保持数据的存储，当然这还取决于为此用户的浏览器设置的存储量。

这两种存储对象具有相同的方法和属性。

**值得注意的是：**Web 存储并不比 cookies 安全。所以不要在客户端存储敏感信息，比如密码或信用卡信息。

官方规范资料地址：<https://html.spec.whatwg.org/multipage/webstorage.html>

### 1. sessionStorge

#### 1）浏览器支持性检查

//sessionStorage

if(window.sessionStorage){

alert(“support sessionStorage”);

}else{

alert(“not support sessionStorage”);

// 不支持 sessionStorage

}

#### 2）sessionStorage的方法

| **方法名称** | **描述** |
| --- | --- |
| setItem(key, value) | 为 Web 存储对象添加一个键/值对，供以后使用。该值可以是任何的数据类型：字符串、数值、数组等。 |
| getItem(key) | 基于起初用来存储它的这个键检索值。 |
| clear() | 从此 Web 存储对象清除所有的键/值对。 |
| removeItem(key) | 基于某个键从此 Web 存储对象清除特定的键/值对。 |
| key(n) | 检索 key[n] 的值。 |

##### a. 向 Web 存储对象添加键/值对

* 使用 setItem() 方法

sessionStorage.setItem('myKey', 'myValue');

* 使用 Web 存储对象来直接设置此键的值

sessionStorage.myKey = 'myValue';

##### b. 从 Web 存储对象中检索键/值对

* 使用 getItem() 方法

sessionStorage.getItem('myKey');

* 使用 Web 存储对象来直接获取此键的值

sessionStorage.myKey;

##### c. 删除所有键/值对

sessionStorage.clear();

##### d. 删除单个键/值对

sessionStorage.removeItem('myKey');

#### 示例代码

<!doctype html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>sessionStorage</title>

</head>

<body>

<input type="text" id="data">

<input type="button" id="save" value="保存">

<input type="button" id="read" value="读取">

<input type="button" id="dele" value="删除">

<script>

var save = document.getElementById("save");

save.onclick = function(){

// 将用户输入的数据,保存到sessionStorage中

// 1. 获取用户输入的数据

var value = document.getElementById("data").value;

// 2. 如何生成存储数据所使用的KEY

var key = new Date().getTime();// 时间戳

// 3. 存储数据

window.sessionStorage.setItem(key,value);

}

var read = document.getElementById("read");

read.onclick = function(){

// 读取sessionSotorage中所有的数据

// 1. 获取当前sessionStorage中所有数据的个数

var count = window.sessionStorage.length;

// 2. 进行遍历

for(var i=0;i<count;i++){

// 3. 根据索引值得到key

var key = window.sessionStorage.key(i);

// 4. 根据key值得到value

var value = window.sessionStorage.getItem(key);

// 5. 进行测试

console.log(key + " : " + value);

}

}

var dele = document.getElementById("dele");

dele.onclick = function(){

// removeItem()

//window.sessionStorage.removeItem(1452666425707);

window.sessionStorage.clear();

}

</script>

</body>

</html>

### 2. localStorage

#### 1）浏览器支持性检查

//localStorage

if(window.localStorage){

alert(“support localStorage”);

}else{

alert(“not support localStorage”);

// 不支持 localStorage

}

#### 2）localStorage的方法

| **方法名称** | **描述** |
| --- | --- |
| setItem(key, value) | 为 Web 存储对象添加一个键/值对，供以后使用。该值可以是任何的数据类型：字符串、数值、数组等。 |
| getItem(key) | 基于起初用来存储它的这个键检索值。 |
| clear() | 从此 Web 存储对象清除所有的键/值对。 |
| removeItem(key) | 基于某个键从此 Web 存储对象清除特定的键/值对。 |
| key(n) | 检索 key[n] 的值。 |

##### a. 向 Web 存储对象添加键/值对

* 使用 setItem() 方法

localStorage.setItem('myKey', 'myValue');

* 使用 Web 存储对象来直接设置此键的值

localStorage.myKey = 'myValue';

##### b. 从 Web 存储对象中检索键/值对

* 使用 getItem() 方法

localStorage.getItem('myKey');

* 使用 Web 存储对象来直接获取此键的值

localStorage.myKey;

##### c. 删除所有键/值对

localStorage.clear();

##### d. 删除单个键/值对

localStorage.removeItem('myKey');

#### 3）localStorage的事件

如果想在存储成功或修改存储的值时执行一些操作，可以用 Web Storage 接口提供的事件。

// 显示存储事件的相关内容

function handleStorageEvent(e) {

document.write(“key” + e.key + “oldValue” + e.oldValue + “newValue” + e.newValue);

}

// 添加存储事件监听

window.addEventListener(“storage”, handleStorageEvent, false);

| **事件参数** | **描述** |
| --- | --- |
| key | 发生改变的键 |
| oldValue | 键改变之前的值 |
| newValue | 键改变之后的值 |
| url | 触发存储事件的页面 url |

## Web Sockets

### 1. 什么是 Web Sockets

#### 1）什么是 Web Sockets

Web Sockets 技术使得浏览器直接与服务器端的程序通过 socket 可以实时的推送或者获取信息的通讯方式成为可能。

在 HTML5 之前实现浏览器与服务器端实时通信的技术如下：

* 轮询：原理简单易懂，就是客户端通过一定的时间间隔以频繁请求的方式向服务器发送请求，来保持客户端和服务器端的数据同步。
* Flash：Flash 通过自己的 Socket 实现完成数据交换，再利用 Flash 暴露出相应的接口为 JavaScript 调用，从而达到实时传输目的。

#### 2）Web Sockets 的优势与劣势

##### a. Web Sockets 的优势

* Web Sockets 提供强大的、双向、低延迟和易于处理的错误。
* 它没有很多连接，比如：Comet 长轮询。

##### b. Web Sockets 的劣势

* Web Sockets 是 HTML5 的新规范，并不是所有浏览器都支持。
* 无请求作用域。由于 Web Sockets 是一个 TCP 套接字，而不是一个 HTTP 请求，因此无法轻松使用请求作用域服务。

#### 3）Web Sockets 的实现原理

下图展示了如何使用 WebSockets 进行通信：

![http://i4.buimg.com/567571/d48c5818025f623e.gif](data:image/gif;base64,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)

1. HTTP 握手被发送到带有特定标头的服务器。
2. 在 JavaScript 的服务器或客户端上提供某种类型的套接字。
3. 使用该套接字来通过事件处理器异步接收数据。

### 2. Web Sockets API

#### 1）Web Sockets 的构造函数

var websocket = new WebSocket(url, protocols);

| **参数名称** | **描述** |
| --- | --- |
| url | 表示要连接的URL,这个URL应该是响应WebSocket的地址。 |
| protocols | 单个协议名称或字符串数组,默认为空字符串。 |

**值得注意的是：**Web Sockets 的请求地址（url）必须是 ws:// 或 wss://。

var exampleSocket = new WebSocket("ws://www.example.com/socketserver");

#### 2）Web Sockets 的方法

| **方法名称** | **参数** | **描述** |
| --- | --- | --- |
| send(data) | data表示发送的请求数据。 | 通过 WebSocket 连接向服务器发送数据。 |
| close() |  | 关闭WebSocket连接或停止正在进行的连接请求。 |

exampleSocket.send("Here's some text that the server is urgently awaiting!");

#### 3）Web Sockets 的属性

Web Sockets 的属性主要使用的就是 readyState，该属性表示连接的当前状态。

| **常量名** | **值** | **描述** |
| --- | --- | --- |
| CONNECTING | 0 | 连接还没开启。 |
| OPEN | 1 | 连接已开启并准备好进行通信。 |
| CLOSING | 2 | 连接正在关闭的过程中。 |
| CLOSED | 3 | 连接已经关闭，或者连接无法建立。 |

#### 4）Web Sockets 的事件

| **事件名称** | **描述** |
| --- | --- |
| onopen | 用于监听 Web Sockets 打开的事件。 |
| onmessage | 用于监听 Web Sockets 服务器端传递消息的事件。 |
| onerror | 用于监听 Web Sockets 发生错误的事件。 |
| onclose | 用于监听 Web Sockets 通信关闭的事件。 |

#### 5）Web Sockets 使用步骤

var ws = new WebSocket('ws://127.0.0.1:8080/async');

ws.onopen = function() {

// called when connection is opened

};

ws.onerror = function(e) {

// called in case of error, when connection is broken in example

};

ws.onclose = function() {

// called when connexion is closed

};

ws.onmessage = function(msg) {

// called when the server sends a message to the client.

// msg.data contains the message.

};

// Here is how to send some data to the server

ws.send('some data');

// To close the socket:

ws.close();

### 3. Web Sockets 案例

* 客户端代码示例：

// 假设服务端ip为127.0.0.1

ws = new WebSocket("ws://127.0.0.1:2346");

ws.onopen = function() {

alert("连接成功");

ws.send('tom');

alert("给服务端发送一个字符串：tom");

};

ws.onmessage = function(e) {

alert("收到服务端的消息：" + e.data);

};

* 服务器端代码示例：

这里利用了 PHP 的第三方框架 Workerman 实现 Web Sockets 的服务器端逻辑。

<?php

use Workerman\Worker;

require\_once '/Workerman/Autoloader.php';

// 创建一个Worker监听2346端口，使用websocket协议通讯

$ws\_worker = new Worker("websocket://0.0.0.0:2346");

// 启动4个进程对外提供服务

$ws\_worker->count = 4;

// 当收到客户端发来的数据后返回hello $data给客户端

$ws\_worker->onMessage = function($connection, $data)

{

// 向客户端发送hello $data

$connection->send('hello ' . $data);

};

// 运行worker

Worker::runAll();

?>
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