CS 9053 – Section 2

Wednesday, March 25, 2020

Dr. Dean Christakos

Assignment 5

Due: March 31, 2020

Part I:

Problem Description:

(*Enabling GeometricObject comparable*) Modify the GeometricObject class to implement the Comparable interface, and define a static max method in the GeometricObject class for finding the larger of two GeometricObject objects.

Write a test program that uses the max method to find the larger of two circles and the larger of two rectangles.

public class Test {

// Main method

public static void main(String[] args) {

// Create two comparable circles

Circle1 circle1 = new Circle1(5);

Circle1 circle2 = new Circle1(4);

// Display the max circle

Circle1 circle = (Circle1)GeometricObject1.max(circle1, circle2);

System.out.println("The max circle's radius is " +

circle.getRadius());

System.out.println(circle);

}

}

abstract class GeometricObject1 implements Comparable {

// Implement it

}

// Circle.java: The circle class that extends GeometricObject

class Circle1 extends GeometricObject1 {

// Implement it

}

Part II:

Problem Description:

A complex number is a number of the form ![](data:image/x-wmf;base64,AQAJAAAD0QAAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADALAAeADEgAAACYGDwAaAP////8AABAAAADA////xf///6ADAACFAQAACwAAACYGDwAMAE1hdGhUeXBlAAAwABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvN3sarzdyAw9XdeE2a8BAAAAC0BAAAIAAAAMgpgAWkCAgAAAGJpCAAAADIKYAE3AAEAAABhaRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAMgoKf0DxEwCoqvN3sarzdyAw9XdeE2a8BAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABTgEBAAAAK2kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQC8XhNmvAAACgAhAIoBAAAAAAAAAABc8xMABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==), where a and b are real numbers and i is ![](data:image/x-wmf;base64,AQAJAAADDQEAAAQAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAIgAkADEgAAACYGDwAaAP////8AABAAAADA////tf///wADAADVAQAACwAAACYGDwAMAE1hdGhUeXBlAAAwAAgAAAD6AgAAEAAAAAAAAAAEAAAALQEAAAUAAAAUAmUBSAAFAAAAEwJJAXkACAAAAPoCAAAgAAAAAAAAAAQAAAAtAQEABQAAABQCUQF5AAUAAAATAtABwAAEAAAALQEAAAUAAAAUAtAByAAFAAAAEwJTACYBBQAAABQCUwAmAQUAAAATAlMA7QIcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrzd7Gq83cgMPV3SRpmbQQAAAAtAQIACAAAADIKwAE5AgEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAoxIKrqDxEwCoqvN3sarzdyAw9XdJGmZtBAAAAC0BAwAEAAAA8AECAAgAAAAyCsABQAEBAAAALXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQBtSRpmbQAACgAhAIoBAAAAAAIAAAC88xMABAAAAC0BAgAEAAAA8AEDAAMAAAAAAA==). The numbers a and b are known as the real part and imaginary part of the complex number, respectively. You can perform addition, subtraction, multiplication, and division for complex numbers using the following formula:

![](data:image/x-wmf;base64,AQAJAAADfQEAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAIAAsATEgAAACYGDwAaAP////8AABAAAADA////xf///4ATAADFAQAACwAAACYGDwAMAE1hdGhUeXBlAABQABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvN3sarzdyAw9XcVE2bUBAAAAC0BAAAIAAAAMgpgAQ0TAQAAAGl5CAAAADIKYAGeEQEAAABkeQgAAAAyCmABhA8BAAAAYnkIAAAAMgpgAW4MAQAAAGN5CAAAADIKYAFFCgEAAABheQgAAAAyCmAB+QYCAAAAZGkIAAAAMgpgAe0EAQAAAGNpCAAAADIKYAFbAgIAAABiaQgAAAAyCmABNwABAAAAYWkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrzd7Gq83cgMPV3FRNm1AQAAAAtAQEABAAAAPABAAAIAAAAMgpgAY8SAQAAAClpCAAAADIKYAH9DgEAAAAoaQgAAAAyCmABJg0BAAAAKWkIAAAAMgpgAbkJAQAAAChpHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAABEwocoPETAKiq83exqvN3IDD1dxUTZtQEAAAALQEAAAQAAADwAQEACAAAADIKYAGFEAEAAAAraQgAAAAyCmAB6Q0BAAAAK2kIAAAAMgpgAVULAQAAACtpCAAAADIKYAGOCAEAAAA9aQgAAAAyCmAB4AUBAAAAK2kIAAAAMgpgAdQDAQAAACtpCAAAADIKYAFHAQEAAAAraQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCFAAJAAAAAAC8AgAAAAABAgIiU3lzdGVtANQVE2bUAAAKACEAigEAAAAAAQAAALzzEwAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

![](data:image/x-wmf;base64,AQAJAAADjQEAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAIAAsAUEgAAACYGDwAaAP////8AABAAAADA////xf///4AUAADFAQAACwAAACYGDwAMAE1hdGhUeXBlAABQABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvN3sarzdyAw9XcFE2bGBAAAAC0BAAAIAAAAMgpgARAUAQAAAGl5CAAAADIKYAGhEgEAAABkeQgAAAAyCmABjBABAAAAYnkIAAAAMgpgAXUNAQAAAGN5CAAAADIKYAFRCwEAAABheQgAAAAyCmABfAcCAAAAZGkIAAAAMgpgAXAFAQAAAGNpCAAAADIKYAFbAgIAAABiaQgAAAAyCmABNwABAAAAYWkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrzd7Gq83cgMPV3BRNmxgQAAAAtAQEABAAAAPABAAAIAAAAMgpgAZITAQAAAClpCAAAADIKYAEEEAEAAAAoaQgAAAAyCmABLQ4BAAAAKWkIAAAAMgpgAcQKAQAAAChpCAAAADIKYAG6CAEAAAApaQgAAAAyCmAB4wQBAAAAKGkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAABwTClOg8RMAqKrzd7Gq83cgMPV3BRNmxgQAAAAtAQAABAAAAPABAQAIAAAAMgpgAY0RAQAAAC1pCAAAADIKYAHwDgEAAAAraQgAAAAyCmABYQwBAAAALWkIAAAAMgpgAZkJAQAAAD1pCAAAADIKYAFjBgEAAAAraQgAAAAyCmAB1AMBAAAALWkIAAAAMgpgAUcBAQAAACtpCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIUAAkAAAAAALwCAAAAAAECAiJTeXN0ZW0AxgUTZsYAAAoAIQCKAQAAAAABAAAAvPMTAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)

![](data:image/x-wmf;base64,AQAJAAADnQEAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAIAAuAYEgAAACYGDwAaAP////8AABAAAADA////xf///6AYAADFAQAACwAAACYGDwAMAE1hdGhUeXBlAABQABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvN3sarzdyAw9XcoEmarBAAAAC0BAAAIAAAAMgpgAS8YAQAAAGl5CAAAADIKYAEAFgIAAABhZAgAAAAyCmABJhMCAAAAYmMIAAAAMgpgAQgPAgAAAGJkCAAAADIKYAE4DAIAAABhYwgAAAAyCmABcwgCAAAAZGkIAAAAMgpgAVkGAQAAAGNpCAAAADIKYAHxAgIAAABiaQgAAAAyCmABvwABAAAAYWkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrzd7Gq83cgMPV3KBJmqwQAAAAtAQEABAAAAPABAAAIAAAAMgpgAbEXAQAAAClpCAAAADIKYAGeEgEAAAAoaQgAAAAyCmABuRABAAAAKWkIAAAAMgpgAasLAQAAAChpCAAAADIKYAGxCQEAAAApaQgAAAAyCmABzAUBAAAAKGkIAAAAMgpgAeEEAQAAACppCAAAADIKYAEvBAEAAAApaQgAAAAyCmABMgABAAAAKGkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAADMNCj6g8RMAqKrzd7Gq83cgMPV3KBJmqwQAAAAtAQAABAAAAPABAQAIAAAAMgpgAeAUAQAAACtpCAAAADIKYAGDEQEAAAAraQgAAAAyCmAB8g0BAAAALWkIAAAAMgpgAYgKAQAAAD1pCAAAADIKYAFTBwEAAAAraQgAAAAyCmAB1gEBAAAAK2kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQCrKBJmqwAACgAhAIoBAAAAAAEAAAC88xMABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

![](data:image/x-wmf;base64,AQAJAAADKQIAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAJAAqAkEgAAACYGDwAaAP////8AABAAAADA////tv///2AkAAD2AQAACwAAACYGDwAMAE1hdGhUeXBlAABQABwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvN3sarzdyAw9XdIDmazBAAAAC0BAAAIAAAAMgqgAc8jAQAAACl5CAAAADIKoAFuHgIAAAAvKAgAAAAyCqABRh0BAAAAKSgIAAAAMgqgATgYAQAAACgoCAAAADIKoAFTFgEAAAApKAgAAAAyCqAB8hACAAAALygIAAAAMgqgAT4QAQAAACkoCAAAADIKoAErCwEAAAAoKAgAAAAyCqABMQkBAAAAKSgIAAAAMgqgAeMEAgAAAC8oCAAAADIKoAEvBAEAAAApKAgAAAAyCqABMgABAAAAKCgcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrzd7Gq83cgMPV3SA5mswQAAAAtAQEABAAAAPABAAAIAAAAMgr0ACwjAQAAADIoCAAAADIK9AApIAEAAAAyKAgAAAAyCvQAsBUBAAAAMigIAAAAMgr0AK0SAQAAADIoHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAKiq83exqvN3IDD1d0gOZrMEAAAALQEAAAQAAADwAQEACAAAADIKoAEuIgEAAABkKAgAAAAyCqABZB8BAAAAYygIAAAAMgqgAcQdAQAAAGkoCAAAADIKoAGVGwIAAABhZAgAAAAyCqABwBgCAAAAYmMIAAAAMgqgAbIUAQAAAGRjCAAAADIKoAHoEQEAAABjYwgAAAAyCqABjQ4CAAAAYmQIAAAAMgqgAbgLAgAAAGFjCAAAADIKoAHzBwIAAABkaQgAAAAyCqAB2QUBAAAAY2kIAAAAMgqgAfECAgAAAGJpCAAAADIKoAG/AAEAAABhaRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAA1g0KcqDxEwCoqvN3sarzdyAw9XdIDmazBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABDiEBAAAAK2kIAAAAMgqgAXoaAQAAAC1pCAAAADIKoAEdFwEAAAAraQgAAAAyCqABkhMBAAAAK2kIAAAAMgqgAXINAQAAACtpCAAAADIKoAEICgEAAAA9aQgAAAAyCqAB0wYBAAAAK2kIAAAAMgqgAdYBAQAAACtpCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIUAAkAAAAAALwCAAAAAAECAiJTeXN0ZW0As0gOZrMAAAoAIQCKAQAAAAAAAAAAvPMTAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

You can also obtain the absolute value for a complex number using the following formula:

![](data:image/x-wmf;base64,AQAJAAADnQEAAAQAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAKgAmALEgAAACYGDwAaAP////8AABAAAADA////p////yALAABHAgAACwAAACYGDwAMAE1hdGhUeXBlAABQAAgAAAD6AgAAEAAAAAAAAAAEAAAALQEAAAUAAAAUApQB0AUFAAAAEwJ4AQEGCAAAAPoCAAAgAAAAAAAAAAQAAAAtAQEABQAAABQCgAEBBgUAAAATAhYCSAYEAAAALQEAAAUAAAAUAhYCUAYFAAAAEwJhAK4GBQAAABQCYQCuBgUAAAATAmEAHAscAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A6PASAA6b6HXAYOt1ESJmRgQAAAAtAQIACAAAADIKVAFtCgEAAAAyeQgAAAAyClQBpwcBAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A6PASAA6b6HXAYOt1ESJmRgQAAAAtAQMABAAAAPABAgAIAAAAMgoAAksEAQAAAHx5CAAAADIKAAIiAAEAAAB8eRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgDo8BIADpvodcBg63URImZGBAAAAC0BAgAEAAAA8AEDAAgAAAAyCgACkwkBAAAAYnkIAAAAMgoAAsYGAQAAAGF5CAAAADIKAALTAgIAAABiaQgAAAAyCgACvAABAAAAYWkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdacACl9Y2CoA6PASAA6b6HXAYOt1ESJmRgQAAAAtAQMABAAAAPABAgAIAAAAMgoAAoQIAQAAACtpCAAAADIKAAKTBAEAAAA9aQgAAAAyCgACxAEBAAAAK2kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQBGESJmRgAACgBHAIoBAAAAAAIAAAAE8xIABAAAAC0BAgAEAAAA8AEDAAMAAAAAAA==)

(A complex number can be interpreted as a point on a plane by identifying the ![](data:image/x-wmf;base64,AQAJAAAD4QAAAAIAHAAAAAAABQAAAAkCAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGAAAAAUAAAALAgAAAAAFAAAADAIAAoADEgAAACYGDwAaAP////8AABAAAADA////xv///0ADAADGAQAACwAAACYGDwAMAE1hdGhUeXBlAABQABwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDo8BIADNg6d8BgPXcdG2YXBAAAAC0BAAAIAAAAMgpgAcUCAQAAACl5CAAAADIKYAGDAQEAAAAseQgAAAAyCmABNAABAAAAKHkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A6PASAAzYOnfAYD13HRtmFwQAAAAtAQEABAAAAPABAAAIAAAAMgpgAf8BAQAAAGJ5CAAAADIKYAG9AAEAAABheQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtABcdG2YXAAAKAEcAigEAAAAAAAAAAATzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) values as the coordinates of the point. The absolute value of the complex number corresponds to the distance of the point to the origin, as shown in Figure 13.12b.)

Design a class named Complex for representing complex numbers and the methods add, subtract, multiply, divide, abs for performing complex-number operations, and override toString method for returning a string representation for a complex number. The toString method returns a + bi as a string. If b is 0, it simply returns a.

Provide three constructors Complex(a, b), Complex(a), and Complex(). Complex() creates a Complex object for number 0 and Complex(a) creates a Complex object with 0 for b. Also provide the getRealPart() and getImaginaryPart() methods for returning the real and imaginary part of the complex number, respectively.

Your Complex class should also implement the Cloneable interface.

Write a test program that prompts the user to enter two complex numbers and display the result of their addition, subtraction, multiplication, and division. Here is a sample run:

<Output>

Enter the first complex number: 3.5 5.5

Enter the second complex number: -3.5 1

(3.5 + 5.5i) + (-3.5 + 1.0i) = 0.0 + 6.5i

(3.5 + 5.5i) - (-3.5 + 1.0i) = 7.0 + 4.5i

(3.5 + 5.5i) \* (-3.5 + 1.0i) = -17.75 + -15.75i

(3.5 + 5.5i) / (-3.5 + 1.0i) = -0.5094 + -1.7i

|3.5 + 5.5i| = 6.519202405202649

<End Output>

The template for the code is:

**import** java.util.Scanner;

**public** **class** Test {

**public** **static** **void** main(String[] args) {

Scanner input = **new** Scanner(System.*in*);

System.*out*.print("Enter the first complex number: ");

**double** a = input.nextDouble();

**double** b = input.nextDouble();

Complex c1 = **new** Complex(a, b);

System.*out*.print("Enter the second complex number: ");

**double** c = input.nextDouble();

**double** d = input.nextDouble();

Complex c2 = **new** Complex(c, d);

System.*out*.println("(" + c1 + ")" + " + " + "(" + c2 + ")" + " = " + c1.add(c2));

System.*out*.println("(" + c1 + ")" + " - " + "(" + c2 + ")" + " = " + c1.subtract(c2));

System.*out*.println("(" + c1 + ")" + " \* " + "(" + c2 + ")" + " = " + c1.multiply(c2));

System.*out*.println("(" + c1 + ")" + " / " + "(" + c2 + ")" + " = " + c1.divide(c2));

System.*out*.println("|" + c1 + "| = " + c1.abs());

Complex c3 = (Complex)c1.clone();

System.out.println(c1 == c3);

System.out.println(c3.getRealPart());

System.out.println(c3.getImaginaryPart());

}

}

**class** Complex {

// Write your code

}

Part III

This is a followup to Part II.

A complex number is a type of Number. You should have figured that out, so I don’t feel like I am giving anything away.

Create a class called **maxFinder** with a Generic constraint into which you can add a collection of Numbers and has a method max() which will return the largest value within that collection. How you implement it is up to you, but it should have methods:

add(T t) -> add an object of type T

T max() -> return the maximum valued object, with return type T

The best implementation which will get full credit will be a class that only accepts Comparable objects when creating it using generics.

Here are a few hints and clarifications on Assignment 5, particularly Parts II and III:

declare your ComplexNumber class like so:

**public** **class** ComplexNumber **extends** Number **implements** Comparable<Number>

This will require your complex Number to implement intValue, longValue, floatValue, and doubleValue methods. Why? So that when you have an object

Double db = new Double(5.0)

ComplexNumber cn = new ComplexNumber(4, 3);  // ie, 4 + 3i

and you execute db.compareTo(cn), you can get an answer, because behind the scenes, Double.compareTo will be comparing db.doubleValue() to cn.doubleValue()

Then because ComplexNumber implements the Comparable<Number> inteferface you will have to implement your own

**public** **int** compareTo(Number n)

method.

All of this means that you should be able to create a generate MaxFinder class and you should be able to declare it as:

public class MaxFinder<T>

such that you can instantiate an instance of the class with:

MaxFinder m = new MaxFinder<Number>();

and add Numbers and return the largest ones, and it should be compatible with your ComplexNumber class, and you should show that it uses the ComplexNumber class correctly.

Now, you can experiment with it by first declaring it as MaxFinder m = new MaxFinder<Integer>()and just test it out on integers, and so on.