Michael Kennedy

CS 301 -- Lab 2

Scheme Journal

Chapter 1:

==================================================================

Section 1.1

==================================================================

Scheme is made up of keywords, variables, structure forms, data, whitespace, and comments

Keywords anv variables are called Identifiers.

Characters used:

\* a-z, A-Z, 0-9, and characters.

Identifiers can't start with the @ symbol, and normally can't start with character that

may start with a number.

True and False booleans are written as #t and #f.

Lists are written: (a b c)

Vctors: #(name)

Strings: "String"

Char: #\x

Comments; ';'

==================================================================

Section 1.2

==================================================================

\* Predicate names end in a question mark (?). Predicate names are procedures that return

a true or false answer.

\* Type predicates, e.g. 'pair?' are created from the name of the type, which in this case

is 'pair'

\* The names of most char, string, and vector procecdures start with prefixes such as 'char-',

'string-', and 'vector-' (e.g. 'string-append').

\* Names of procedures that convert an object from one type into an object of another type is

written as type1->type2.

\* Procedures that end with a side effect end with '!'

Questions:

1. What's an example of converting an object from one type into an object of another type? As in

converting an int- to a string-?

2. What does "side effects" mean?

==================================================================

Section 1.3

==================================================================

\* The value of a procedure is said to be unspecefied\*.

Question: What does that even mean?

Chapter 2:

==================================================================

Section 2.1

==================================================================

Scheme follows a 'Read-evaluate-print' cycle, aka REPL. Perhaps similar to Python.

You can write from the keyboard and get the expression back immediately.

To save for later use:

\* transcript-on/off

Lists can contain more than one object, so an int and a string can be in a single list.

'=>' means "evaluates to"

==================================================================

Section 2.2

==================================================================

Scheme expressions are constant data objects.

\* Numbers are constant. Scheme echoes numbers back. (e.g +1/2 1/2 returns 1)

Scheme provides names for arithmatic proceduress: '+, -, \*, /'

Each procedure accepts 2 arguments. Arithmatic procedures take 2 arguments.

'cdr' and 'car' returns the first element of a list and the rest of the elements of a list

respectively.

'cons' constructs a list.

Exercise 2.2.1

A. 1.2 \* (2-1/3) + -8.7 -> (+ (\* 1/2 ( - 2 1/3)) -8.7)

Answer: -6.6999999999

B. (2/3 + 4/9) / (5/11 - 4/3) -> (/ (+ 2/3 4/9) (- 5/11 4/3))

Answer: -1 23/87

C. 1 + 1 / (2 + 1 / (1 + 1/2)) -> (+ 1 (/ 1 (+ 2 (/ 1 (+ 1 1/2)))))

Answer: 1 3/8

D. 1 \* -2 \* 3 \* -4 \* 5 \* -6 \* 7 = (\* 1 (\* -2 (\* 3 (\* -4 (\* 5 (\* -6 7))))))

Answer: -5040

Exercise 2.2.2

(+ 2 3/4) = 2 3/4

(+ 2 3/4 5) = 7 3/4

Exercise 2.2.3

A. '(car . cdr)

B. '(this (is silly))

C. '(is silly)

D. '(+ 2 3)

E. '(+ 2 3)

F. '+

G. '(2 3)

H. #<procedure:cons>

I. 'cons

J. '' cons

K. 'quote

L. 5

M. 5

N. 5

O. 5

Exercise 2.2.4

(car (car '((b a) (c d)))) = b

(car (car '((c d) (a b)))) = c

(car (car '((d c) (a b)))) = d

Exercise 2.2.5

(list (cons 'a 'b) (cons (cons 'c '()) (cons 'd '())) (cons '() '()))

Exercise 2.2.6

![](data:image/png;base64,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)

Exercise 2.2.7

(car '((a b) (c d)))

(cdr '((a b) (c d)))

(car(car '((a b) (c d))))

(car (cdr ‘((a b) (c d))))

(car (cdr ‘((a b) (c d))))

(cdr (cdr ‘((a b) (c d))))

Exercise 2.2.8

Scheme reads, evaluates, then prints.

==================================================================

Section 2.3

==================================================================

Scheme evaluates things in a pretty straightforward fashion. For example, it processes (+ 3 4) like it applies the addition operation (+) to 3 and 4.

Exercise 2.3.1

First, a list of + - \* / is created. ***Cdr*** grabs every element except the first element in that list, which in this case are the symbols + - \* /. Then, of the elements selected with ***cdr, car*** grabs the first element of that list, which in this case is the subtraction symbol. This makes the procedure (- 17 5) which results in 12.

==================================================================

Section 2.4

==================================================================

To assign values to variables use ***let*** (i.e. (let ((x 2))(+ x 3)) → 5 )

You can also assign other mathematical operations with ***let*** (i.e. (let ((+ \*)) (+ 2 3)) → 6)

Exercise 2.4.1

1. (let ((a 1) (b 2))  
    (let ((x (\* a 3)))  
    (+ (- x b) (+ x b))))
2. (let ((x (list a b c)))  
    (cons (car x) (cdr x)))

Exercise 2.4.2

The program assigns 9 to x, re-assigns 9/3 to x, multiplies 9 and 3, and finally adds 27 to itself resulting in 54.

Exercise 2.4.3

1. Results in ‘((c . b) (a . d)) – because the ***let*** statements only change within the scope of the parenthesis. In this case, the ***let*** statements only changes x to c in the scope of that statement. The second ***let*** only changes the value of y to be d.
2. Results in '(c b a b). This block grabs the last value of the list (a b) c (which in this case is c) and assigns c to x as a new value of a list. Next, it grabs the first element of the list which is (a b), then the function grabs the last element of that list. Then after that, it grabs the first element of the list (a b) – a, and lastly it grabs the last element of (a b) – b to form ‘(c b a b).

==================================================================

Section 2.5

==================================================================

I can use ***lambda*** to create a new procedure that has x as a parameter in the same body as a ***let*** expression.

­So really it’s basically another way of completing a procedure.

(let ((double (lambda (x) (+ x x))))  
  (list (double (\* 3 4))  
        (double (/ 99 11))  
        (double (- 2 7)))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (24 18 -10)

This function specifically completes some mathematical operation then uses the lambda to execute yet another operation. It looks like it loops. This function creates a function called ‘double’ which takes in the result of (\* 3 4) or 12 and doubles that using lambda. It then repeats that operation for each item in the list.

Lambda can take any kind of input.

Exercise 2.5.1

1. This just prints out ‘a.
2. This returns ‘(a)
3. This returns ‘a.
4. This returns ‘() because it only prints out x which is an empty value.

Exercise 2.5.2

A list creates an ordered set of elements that don’t necessarily have to be related.

Exercise 2.5.3

1. Both x’s are printed out, and the function f takes in 2 arguments.
2. This takes in 2 integer values and adds them together.
3. This function takes in 2 parameters and prints them out twice.

==================================================================

Section 2.6

==================================================================

In order to have expressions visible outside of let and lambda, you use ***define***. Similar to declaring variables in a parent function. This can be used to declare primitive types or it can be used to create functions.

Exercise 2.6.1

This function would recursively call double-any.

==================================================================

Section 2.7

==================================================================

Conditional expressions using if. For example defining a function ***abs*** that finds the absolute value of an integer value.

(define abs  
  (lambda (n)  
    (if (< n 0)  
        (- 0 n)  
        n)))

Exercise 2.7.1

(define atom?

(lambda (x y)

(= x y)))

==================================================================

Section 2.8

==================================================================

Recursive procedures act on itself until a condition is met to return. That’s all there is to it, it’s not rocket science. Okay maybe it is rocket science but you get the idea.

==================================================================

Section 2.9

==================================================================

Use of top-level variables is useful. You can set those through ***define*** or ***set.***

==================================================================

Section 2.9

==================================================================

The core syntactic forms include top-level define forms, constants, variables, procedure applications, quote expressions, lambda expressions, if expressions, and set! expressions. The grammar below describes the core syntax of Scheme in terms of these definitions and expressions. In the grammar, vertical bars (|) separate alternatives, and a form followed by an asterisk (\*) represents zero or more occurrences of the form. <variable> is any Scheme identifier. <datum> is any Scheme object, such as a number, list, symbol, or vector. <boolean> is either #t or #f, <number> is any number, <character> is any character, and <string> is any string. We have already seen examples of numbers, strings, lists, symbols, and booleans.

|  |  |  |
| --- | --- | --- |
| <program> |  | <form>\* |
| <form> |  | <definition> | <expression> |
| <definition> |  | <variable definition> | (begin <definition>\*) |
| <variable definition> |  | (define <variable> <expression>) |
| <expression> |  | <constant> |
|  | | | <variable> |
|  | | | (quote <datum>) |
|  | | | (lambda <formals> <expression> <expression>\*) |
|  | | | (if <expression> <expression> <expression>) |
|  | | | (set! <variable> <expression>) |
|  | | | <application> |
| <constant> |  | <boolean> | <number> | <character> | <string> |
| <formals> |  | <variable> |
|  | | | (<variable>\*) |
|  | | | (<variable> <variable>\* . <variable>) |
| <application> |  | (<expression> <expression>\*) |

==================================================================

Section 3.1

==================================================================

The let syntactic form is merely a *syntactic extension* defined in terms of a lambda expression and a procedure application, both core syntactic forms. At this point, you might be wondering which syntactic forms are core forms and which are syntactic extensions, and how new syntactic extensions may be defined. This section provides some answers to these questions.

(begin *e1* *e2* ...)

is equivalent to the lambda application

((lambda () *e1* *e2* ...))

Identifiers appearing within a pattern are *pattern variables*, unless they are listed as auxiliary keywords. Pattern variables match any substructure and are bound to that substructure within the corresponding template.

The definition of and below is somewhat more complex than the one for let.

(define-syntax and  
  (syntax-rules ()  
    ((\_) #t)  
    ((\_ e) e)  
    ((\_ e1 e2 e3 ...)  
     (if e1 (and e2 e3 ...) #f))))

This definition is recursive and involves more than one rule. Recall that (and) evaluates to #t; the first rule takes care of this case. The second and third rules specify the base case and recursion steps of the recursion and together translate and expressions with two or more subexpressions into nested if expressions. For example, (and a b c) expands first into

(if a (and b c) #f)

then

(if a (if b (and c) #f) #f)

and finally

(if a (if b c #f) #f)

With this expansion, if a and b evaluate to a true value, then the value is the value of c, otherwise #f, as desired.

==================================================================

Section 3.2

==================================================================

Like let, the letrec syntactic form includes a set of variable-value pairs, along with a sequence of expressions referred to as the *body* of the letrec.

(letrec ((*var* *val*) ...) *exp1* *exp2* ...)

Unlike let, the variables *var* ... are visible not only within the body of the letrec but also within *val* .... Thus, we can rewrite the expression above as follows.

(letrec ((sum (lambda (ls)  
                (if (null? ls)  
                    0  
                    (+ (car ls) (sum (cdr ls)))))))  
  (sum '(1 2 3 4 5))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 15

Using letrec, we can also define mutually recursive procedures, such as the procedures even? and odd? that were the subject of Exercise [2.8.6](https://www.scheme.com/tspl3/start.html#g38).

(letrec ((even?  
          (lambda (x)  
            (or (= x 0)  
                (odd? (- x 1)))))  
         (odd?  
          (lambda (x)  
            (and (not (= x 0))  
                 (even? (- x 1))))))  
  (list (even? 20) (odd? 20))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (#t #f)

Exercise 3.2.1

Factorial and Fibonacci are tail-end recursive

==================================================================

Section 3.3

==================================================================

During the evaluation of a Scheme expression, the implementation must keep track of two things: (1) what to evaluate and (2) what to do with the value. Consider the evaluation of (null? x) within the expression below.

(if (null? x) (quote ()) (cdr x))

The implementation must first evaluate (null? x) and, based on its value, evaluate either (quote ()) or (cdr x). "What to evaluate" is (null? x), and "what to do with the value" is to make the decision which of (quote ()) and (cdr x) to evaluate and to do so. We call "what to do with the value" the *continuation* of a computation.

(define product  
  (lambda (ls)  
    (call/cc  
      (lambda (break)  
        (let f ((ls ls))  
          (cond  
            ((null? ls) 1)  
            ((= (car ls) 0) (break 0))  
            (else (\* (car ls) (f (cdr ls))))))))))

(product '(1 2 3 4 5)) ![](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 120  
(product '(7 3 8 0 1 9 5)) ![](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 0

The nonlocal exit allows product to return immediately, without performing the pending multiplications, when a zero value is detected.

Exercise 3.3.1

(let ((k.n (call/cc (lambda (k) (cons k 0)))))  
  (let ((k (car k.n)) (n (cdr k.n)))  
    (write n)  
    (newline)  
    (k (cons k (+ n 1)))))

Exercise 3.3.2

(define product  
  (lambda (ls)  
    (if (null? ls)  
        1  
        (if (= (car ls) 0)  
            0  
            (let ((n (product (cdr ls))))  
              (if (= n 0) 0 (\* n (car ls))))))))

==================================================================

Section 3.4

==================================================================

When one procedure invokes another via a nontail call, the called procedure receives an implicit continuation that is responsible for completing what is left of the calling procedure's body plus returning to the calling procedure's continuation. If the call is a tail call, the called procedure simply receives the continuation of the calling procedure.

(letrec ((f (lambda (x) (cons 'a x)))  
         (g (lambda (x) (cons 'b (f x))))  
         (h (lambda (x) (g (cons 'c x)))))  
  (cons 'd (h '()))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (d b a c)

conses the symbol b onto the value returned to it, then returns the result of this cons to the continuation of the call to g. This continuation is the same as the continuation of the call to h, which conses the symbol d onto the value returned to it. We can rewrite this in *continuation-passing style*, or CPS, by replacing these implicit continuations with explicit procedures.

(letrec ((f (lambda (x k) (k (cons 'a x))))  
         (g (lambda (x k)  
              (f x (lambda (v) (k (cons 'b v))))))  
         (h (lambda (x k) (g (cons 'c x) k))))  
  (h '() (lambda (v) (cons 'd v))))

The procedure quotient, employed by integer-divide, returns the quotient of its two arguments, truncated toward zero.

Exercise 3.4.1

(define reciprocal  
  (lambda (n success failure)  
    (if (= n 0)  
        ‘()  
        (success (/ 1 n)))))

Exercise 3.4.2

(define retry #f)   
  
(define factorial  
  (lambda (x)  
    (let f ((x x) (k (lambda (x) x)))  
      (if (= x 0)  
          (begin (set! retry k) (k 1))  
          (f (- x 1) (lambda (y) (k (\* x y))))))))

==================================================================

Section 3.5

==================================================================

Definitions may also appear at the front of a lambda, let, or letrec body, in which case the bindings they create are local to the body.

(define f (lambda (x) (\* x x)))  
(let ((x 3))  
  (define f (lambda (y) (+ y x)))

Procedures bound by internal definitions can be mutually recursive, as with letrec

(let ()  
  (define even?  
    (lambda (x)  
      (or (= x 0)  
          (odd? (- x 1)))))  
  (define odd?  
    (lambda (x)  
      (and (not (= x 0))  
           (even? (- x 1)))))

In fact, internal definitions and letrec are practically interchangeable. It should not be surprising, therefore, that a lambda, let, or letrec body containing internal definitions can be replaced with an equivalent letrec expression.

(define *var* *val*)  
  ![<graphic>](data:image/gif;base64,R0lGODlhAQALAIAAAAAAAP///yH5BAEAAAEALAAAAAABAAsAAAIERB6GUAA7)  
*exp1*  
*exp2*  
  ![<graphic>](data:image/gif;base64,R0lGODlhAQALAIAAAAAAAP///yH5BAEAAAEALAAAAAABAAsAAAIERB6GUAA7)

is equivalent to a letrec expression binding the defined variables to the associated values in a body comprising the expressions.

(letrec ((*var* *val*) ...) *exp1* *exp2* ...)

Syntax definitions may also appear at the front of a lambda, let, or letrec body.

(let ((x 3))  
  (define-syntax set-x!  
    (syntax-rules ()  
      ((\_ e) (set! x e))))  
  (set-x! (+ x x))

Exercise 3.5.1

(define-syntax complain  
  (syntax-rules ()  
    ((\_ ek msg exp) (ek (list msg exp)))))

Exercise 3.5.3

(define calc #f)  
(let ()  
  (define do-calc  
    (lambda (exp)  
      (cond  
        ((number? exp) exp)  
        ((and (list? exp) (= (length exp) 3))  
         (let ((op (car exp)) (args (cdr exp)))  
           (case op  
             ((add) (apply-op + args))  
             ((sub) (apply-op - args))  
             ((mul) (apply-op \* args))  
             ((div) (apply-op / args))  
             (else (complain "invalid operator" op)))))  
        (else (complain "invalid expression" exp)))))  
  (define apply-op  
    (lambda (op args)  
      (op (do-calc (car args)) (do-calc (cadr args)))))  
  (define complain  
    (lambda (msg exp)  
      (error 'calc "~a ~s" msg exp)))  
  (set! calc  
    (lambda (exp)  
      (do-calc exp))))

==================================================================

Section 4.1

==================================================================

Any identifier appearing as an expression in a program is a keyword or variable reference.

list ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #<procedure>  
(define x 'a)  
(list x x) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (a a)  
(let ((x 'b))  
  (list x x)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (b b)  
(let ((let 'let)) let) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) let

It is an error to evaluate a top-level variable reference before the variable is defined at top-level, but it is not an error for such a reference to appear within a part of a program that has not yet been evaluated. This permits mutually recursive procedures to be defined using top-level bindings.

i-am-not-defined ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) *error*   
  
(define f  
  (lambda (x)  
    (g x)))  
(define g  
  (lambda (x)  
    (+ x x)))  
(f 3) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 6

==================================================================

Section 4.2

==================================================================

The lambda syntactic form is used to create procedures. Any operation that creates a procedure or establishes local variable bindings is ultimately defined in terms of lambda.

* If *formals* is a proper list of variables, e.g., (x y z), each variable is bound to the corresponding actual parameter. It is an error if too few or too many actual parameters are supplied.
* If *formals* is a single variable (not in a list), e.g., z, it is bound to a list of the actual parameters.
* If *formals* is an improper list of variables terminated by a variable, e.g., (x y . z), each variable but the last is bound to the corresponding actual parameter. The last variable is bound to a list of the remaining actual parameters. It is an error if too few actual parameters are supplied.

(lambda (x) (+ x 3)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #<procedure>

==================================================================

Section 4.2 Local binding

==================================================================

**syntax**: (let ((*var* *val*) ...) *exp1* *exp2* ...)

let establishes local variable bindings. Each variable *var* is bound to the value of the corresponding expression *val*. The body of the let, in which the variables are bound, is the sequence of expressions *exp1* *exp2* ....

The forms let, let\*, and letrec (let\* and letrec are described after let) are similar but serve slightly different purposes. With let, in contrast with let\* and letrec, the expressions *val* ... are all outside the scope of the variables *var* .... Also, in contrast with let\*, no ordering is implied for the evaluation of the expressions *val* .... They may be evaluated from left to right, from right to left, or in any other order at the discretion of the implementation.

(define-syntax let  
  (syntax-rules ()  
    ((\_ ((x v) ...) e1 e2 ...)  
     ((lambda (x ...) e1 e2 ...) v ...))))   
  
(let ((x (\* 3.0 3.0)) (y (\* 4.0 4.0)))  
  (sqrt (+ x y))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 5.0   
  
(let ((x 'a) (y '(b c)))  
  (cons x y)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (a b c)   
  
(let ((x 0) (y 1))  
  (let ((x y) (y x))  
    (list x y))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (1 0)

(define-syntax let\*  
  (syntax-rules ()  
    ((\_ () e1 e2 ...)  
     (let () e1 e2 ...))  
    ((\_ ((x1 v1) (x2 v2) ...) e1 e2 ...)  
     (let ((x1 v1))  
       (let\* ((x2 v2) ...) e1 e2 ...)))))

(letrec ((*var* *val*) ...) *body*)

==================================================================

Section 4.4 – Variable Definitions

==================================================================

In the first form, define creates a new binding of *var* to the value of *exp*. The remaining are shorthand forms for binding variables to procedures; they are identical to the following definition in terms of lambda.

(define *var*  
  (lambda *formals*  
    *exp1* *exp2* ...))

==================================================================

Section 5.1 – Procedure Application

==================================================================

**syntax**: (*procedure* *exp* ...)

(+ 3 4) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 7

**procedure**: (apply *procedure* *obj* ... *list*)

(apply + '(4 5)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 9

(apply min '(6 8 3 2 5)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 2

(apply vector 'a 'b '(c d e)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #5(a b c d e)

==================================================================

Section 5.2 – Sequencing

==================================================================

**syntax**: (begin *exp1* *exp2* ...)

(let ()  
  (begin (define x 3) (define y 4))  
  (+ x y)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 7

==================================================================

Section 5.3 – Conditionals

==================================================================

let ((l '(a b c)))  
  (if (null? l)  
      '()  
      (cdr l))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (b c)   
  
(let ((l '()))  
  (if (null? l)  
      '()  
      (cdr l))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) ()   
  
(let ((abs  
       (lambda (x)  
         (if (< x 0)  
             (- 0 x)  
             x))))  
  (abs -4)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 4   
  
(let ((x -4))  
  (if (< x 0)  
      (list 'minus (- 0 x))  
      (list 'plus 4))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (minus 4)

(not #f) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #t  
(not #t) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #f  
(not '()) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #f  
(not (< 4 5)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #f

(let ((x 3))  
  (or (< x 2) (> x 4))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #f   
  
(let ((x 5))  
  (or (< x 2) (> x 4))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #t   
  
(or #f '(a b) '(c d)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (a b)

(let ((x 0))  
  (cond  
    ((< x 0) (list 'minus (abs x)))  
    ((> x 0) (list 'plus x))  
    (else (list 'zero x)))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (zero 0)

(let ((x 4) (y 5))  
  (case (+ x y)  
    ((1 3 5 7 9) 'odd)  
    ((0 2 4 6 8) 'even)  
    (else 'out-of-range))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) odd

==================================================================

Section 5.4 – Iteration and Mapping

==================================================================

This form of let, called *named* let, is a general-purpose iteration and recursion construct. It is similar to the more common form of let (see Section [4.3](https://www.scheme.com/tspl3/binding.html#g87)) in the binding of the variables *var* ... to the values *val* ... within the body *exp1* *exp2* .... In addition, the variable *name* is bound within the body to a procedure that may be called to recur or iterate; the arguments to the procedure become the new values of the variables *var* ....

(let *name* ((*var* *val*) ...)  
  *exp1* *exp2* ...)

((letrec ((*name* (lambda (*var* ...) *exp1* *exp2* ...)))  
   *name*)  
 *val* ...)

The procedure divisors defined below uses named let to compute the nontrivial divisors of a nonnegative integer.

(define divisors  
  (lambda (n)  
    (let f ((i 2))  
      (cond  
        ((>= i n) '())  
        ((integer? (/ n i))  
         (cons i (f (+ i 1))))  
        (else (f (+ i 1)))))))

do allows a common restricted form of iteration to be expressed succinctly. The variables *var* ... are bound initially to the values of *val* ... and are rebound on each subsequent iteration to the values of *update* .... The expressions *test*, *update* ..., *exp* ..., and *res* ... are all within the scope of the bindings established for *var* ....

(define factorial  
  (lambda (n)  
    (do ((i n (- i 1)) (a 1 (\* a i)))  
        ((zero? i) a))))

(define fibonacci  
  (lambda (n)  
    (if (= n 0)  
        0  
        (do ((i n (- i 1)) (a1 1 (+ a1 a2)) (a2 0 a1))  
            ((= i 1) a1)))))

map applies *procedure* to corresponding elements of the lists *list1* *list2* ... and returns a list of the resulting values. The lists *list1* *list2* ... must be of the same length, and*procedure* must accept as many arguments as there are lists.

(map abs '(1 -2 3 -4 5 -6)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (1 2 3 4 5 6)  
(map (lambda (x y) (\* x y))  
     '(1 2 3 4)  
     '(8 7 6 5)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (8 14 18 20)

for-each is similar to map except that for-each does not create and return a list of the resulting values, and for-each guarantees to perform the applications in sequence over the lists from left to right. for-each may be defined as follows.

(define for-each  
  (lambda (f ls . more)  
    (do ((ls ls (cdr ls)) (more more (map cdr more)))  
        ((null? ls))  
        (apply f (car ls) (map car more)))))

==================================================================

Section 5.5 – Continuations

==================================================================

Continuations in Scheme are procedures that represent the remainder of a computation from a given point in the continuation. They may be obtained with call-with-current-continuation, which can be abbreviated call/cc in many Scheme implementations.

f *procedure* returns normally when passed the continuation procedure, the value returned by call/cc is the value returned by *procedure*.

Continuations allow the implementation of nonlocal exits, backtracking [[9](https://www.scheme.com/tspl3/bibliography.html#g189),[21](https://www.scheme.com/tspl3/bibliography.html#g201)], coroutines [[11](https://www.scheme.com/tspl3/bibliography.html#g191)], and multitasking [[6](https://www.scheme.com/tspl3/bibliography.html#g186),[24](https://www.scheme.com/tspl3/bibliography.html#g204)].

The example below illustrates the use of a continuation to perform a nonlocal exit from a loop.

(define member  
  (lambda (x ls)  
    (call/cc  
      (lambda (break)  
        (do ((ls ls (cdr ls)))  
            ((null? ls) #f)  
            (if (equal? x (car ls))  
                (break ls)))))))   
  
(member 'd '(a b c)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #f  
(member 'b '(a b c)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (b c)

dynamic-wind offers "protection" from continuation invocation. It is useful for performing tasks that must be performed whenever control enters or leaves *body*, either normally or by continuation application.

let ((p (open-input-file "input-file")))  
  (dynamic-wind  
    (lambda () #f)  
    (lambda () (process p))  
    (lambda () (close-input-port p))))

Some Scheme implementations support a controlled form of assignment known as *fluid binding*, in which a variable takes on a temporary value during a given computation and reverts to the old value after the computation has completed. The syntactic form fluid-let defined below in terms of dynamic-wind permits the fluid binding of a single variable x to a value v within a sequence of expressions e1 e2 ....

(define-syntax fluid-let  
  (syntax-rules ()  
    ((\_ ((x v)) e1 e2 ...)  
     (let ((y v))  
       (let ((swap (lambda () (let ((t x)) (set! x y) (set! y t)))))  
         (dynamic-wind swap (lambda () e1 e2 ...) swap))))))

==================================================================

Section 5.6 – Delayed Evaluation

==================================================================

The syntactic form delay and the procedure force may be used in combination to implement *lazy evaluation*. An expression subject to lazy evaluation is not evaluated until its value is required and once evaluated is never reevaluated. delay and force appear in the Revised5 Report but not in the ANSI/IEEE standard.

define-syntax delay  
  (syntax-rules ()  
    ((\_ exp) (make-promise (lambda () exp)))))

where make-promise is defined as

(define make-promise  
  (lambda (p)  
    (let ((val #f) (set? #f))  
      (lambda ()  
        (if (not set?)  
            (let ((x (p)))  
              (if (not set?)  
                  (begin (set! val x)  
                         (set! set? #t)))))  
        val))))

The benefit of using delay and force is that some amount of computation might be avoided altogether if it is delayed until absolutely required. Delayed evaluation may be used to construct conceptually infinite lists, or *streams*. The example below shows how a stream abstraction may be built with delay and force. A stream is a promise that, when forced, returns a pair whose cdr is a stream.

(define stream-car  
  (lambda (s)  
    (car (force s))))   
  
(define stream-cdr  
  (lambda (s)  
    (cdr (force s))))   
  
(define counters  
  (let next ((n 1))  
    (delay (cons n (next (+ n 1))))))

==================================================================

Section 5.7 – Multiple Values

==================================================================

(values 1 2 3) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 1  
               ![/var/folders/rk/14wfbd996h34t6g64dwsvtxh0000gn/T/com.microsoft.Word/WebArchiveCopyPasteTempFiles/ghostRightarrow.gif](data:image/gif;base64,R0lGODlhDQAJAIAAAP///wAAACH5BAEAAAAALAAAAAANAAkAAAIJhI+py+0Po4QFADs=) 2  
               ![/var/folders/rk/14wfbd996h34t6g64dwsvtxh0000gn/T/com.microsoft.Word/WebArchiveCopyPasteTempFiles/ghostRightarrow.gif](data:image/gif;base64,R0lGODlhDQAJAIAAAP///wAAACH5BAEAAAAALAAAAAANAAkAAAIJhI+py+0Po4QFADs=) 3

(define head&tail  
  (lambda (ls)  
    (values (car ls) (cdr ls))))   
  
(head&tail '(a b c)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) a  
                     ![/var/folders/rk/14wfbd996h34t6g64dwsvtxh0000gn/T/com.microsoft.Word/WebArchiveCopyPasteTempFiles/ghostRightarrow.gif](data:image/gif;base64,R0lGODlhDQAJAIAAAP///wAAACH5BAEAAAAALAAAAAANAAkAAAIJhI+py+0Po4QFADs=) (b c)

*producer* and *consumer* must be procedures. call-with-values applies *consumer* to the values returned by invoking *producer* without arguments.

(call-with-values  
  (lambda () (values 'bond 'james))  
  (lambda (x y) (cons y x))) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (james . bond)   
  
(call-with-values values list) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) '()

The example below employs multiple values to divide a list nondestructively into two sublists of alternating elements.

(define split  
  (lambda (ls)  
    (if (or (null? ls) (null? (cdr ls)))  
        (values ls '())  
        (call-with-values  
          (lambda () (split (cddr ls)))  
          (lambda (odds evens)  
            (values (cons (car ls) odds)  
                    (cons (cadr ls) evens)))))))   
  
(split '(a b c d e f)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (a c e)  
                       ![/var/folders/rk/14wfbd996h34t6g64dwsvtxh0000gn/T/com.microsoft.Word/WebArchiveCopyPasteTempFiles/ghostRightarrow.gif](data:image/gif;base64,R0lGODlhDQAJAIAAAP///wAAACH5BAEAAAAALAAAAAANAAkAAAIJhI+py+0Po4QFADs=) (b d f)

The continuation of a call to values need not be one established by a call to call-with-values, nor must only values be used to return to a continuation established by call-with-values. In particular, (values *v*) and *v* are equivalent in all situations. For example:

(+ (values 2) 4) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 6   
  
(if (values #t) 1 2) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 1   
  
(call-with-values  
  (lambda () 4)  
  (lambda (x) x)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) 4

Similarly, since there is no requirement to signal an error when the wrong number of arguments is passed to a procedure (although most implementations do so), the behavior of each of the following expressions is also unspecified.

(call-with-values  
  (lambda () (values 2 3 4))  
  (lambda (x y) x))   
  
(call-with-values  
  (lambda () (call/cc (lambda (k) (k 0))))  
  (lambda (x y) x))

==================================================================

Section 5.8 – Eval

==================================================================

*env-spec* must be an environment specifier returned by interaction-environment, scheme-report-environment, or null-environment. eval treats *obj* as the representation of an expression. It evaluates the expression in the specified environment and returns its value.

(define cons 'not-cons)  
(eval '(let ((x 3)) (cons x 4))  
      (scheme-report-environment 5)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) (3 . 4)

(define lambda 'not-lambda)  
(eval '(lambda (x) x) (null-environment)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) #<procedure>   
  
(eval '(cons 3 4) (null-environment)) ![<graphic>](data:image/gif;base64,R0lGODlhDQAJAIAAAAAAAP///yH5BAEAAAEALAAAAAANAAkAAAIUjB8AyKeuolyNvQqnpvji9BleUAAAOw==) *error*