**Laboratorio Nro. 3  
Vuelta atrás (*Backtracking*)**
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**3) Simulacro de preguntas de sustentación de Proyectos**

**3.1** Se pueden utilizar todas las técnicas de recorridos de grafos, como BFS o DFS.

**3.2** En el peor de los casos (grafo completo) hay caminos posibles, con *V* = número de nodos.

**3.3**

**3.4** En árboles/grafos muy amplios (con muchos nodos a un mismo nivel de profundidad), el recorrido con BFS puede ser lento y consumirá mucha memoria. Sin embargo, si las soluciones/nodos objetivos son muy poco frecuentes, el recorrido usando BFS podría ser mejor.

**3.5** Para el problema 2.1 se utilizó una versión modificada del recorrido BFS. Por lo tanto, se utilizó la estructura de datos de un árbol, el cual utiliza un diccionario que contiene todos los nodos que pertenecen a cada nivel de profundidad. La implementación de la clase Árbol implica una implementación de la clase *Nodo*.

**3.6** En esta implementación de BFS, en el peor de los casos cada vértice se visita una vez, sin embargo, los nodos se pueden visitar hasta veces. Por lo tanto, la complejidad del algoritmo es de

**3.7** *V* es el número de vértices y *E* es el número de arcos

**3.8** El algoritmo del numeral 1.1 es el mismo que el del 2.1, que consiste en una versión modificada de BFS, con la diferencia que los nodos ya visitados puede volver a ser visitado si no pertenece a un nivel de profundidad superior en el árbol. De esta manera, se explorar todos los caminos posibles al nodo destino y se elige la de menor distancia.

***4) Simulacro de Parcial***

* 1. 1. *solucionar(n – a,a,b,c)*
     2. *solucionar(res,solucionar(n – b, a,b,c))*
     3. *solucionar(res,solucionar(n – c, a,b,c))*
     4. *graph.length*
     5. *(v,g,path,pos)*
     6. *(g,path,pos + 1)*

|  |  |
| --- | --- |
| Iniciando en: | Orden: |
| 0 | 0,3,7,4,2,1,5,6 |
| 1 | 1,0,3,7,4,2,6,5 |
| 2 | 2,1,0,3,7,4,5,6 |
| 3 | 3,7 |
| 4 | 4,2,1,0,3,7,5,6 |
| 5 | 5 |
| 6 | 6,2,1,0,3,7,5,4 |
| 7 | 7 |

|  |  |
| --- | --- |
| Iniciando en: | Orden: |
| 0 | 0,3,4,1,2,7,5,6 |
| 1 | 1,0,5,3,4,7,2,6 |
| 2 | 2,1,4,6,0,5,3,7 |
| 3 | 3,7 |
| 4 | 0,2,3,1,6,7,5 |
| 5 | 5 |
| 6 | 2,1,4,0,5,3,7 |
| 7 | 7 |
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