**CHAPTER 8**

**Reading from and Writing to External**

**Systems**

Data can be stored in many different systems, such as filesystems, object stores, rela‐ tional database systems, key-value stores, search indexes, event logs, message queues, and so on. Each class of systems has been designed for specific access patterns and excels at serving a certain purpose. Consequently, today’s data infrastructures often consist of many different storage systems. Before adding a new component into the mix, a logical question to ask should be, “How well does it work with the other com‐ ponents in my stack?”

Adding a data processing system, such as Apache Flink, requires careful considera‐ tions because it does not include its own storage layer but relies on external storage systems to ingest and persist data. Hence, it is important for data processors like Flink to provide a well-equipped library of connectors to read data from and write data to external systems as well as an API to implement custom connectors. However, just being able to read or write data to external datastores is not sufficient for a stream processor that wants to provide meaningful consistency guarantees in the case of fail‐ ure.

In this chapter, we discuss how source and sink connectors affect the consistency guarantees of Flink streaming applications and present Flink’s most popular connec‐ tors to read and write data. You will learn how to implement custom source and sink connectors and how to implement functions that send asynchronous read or write requests to external datastores.

**183**

# Application Consistency Guarantees

In [“Checkpoints, Savepoints, and State Recovery”](#_bookmark20), you learned that Flink’s check‐ pointing and recovery mechanism periodically takes consistent checkpoints of an application’s state. In case of a failure, the state of the application is restored from the latest completed checkpoint and processing continues. However, being able to reset the state of an application to a consistent point is not sufficient to achieve satisfying processing guarantees for an application. Instead, the source and sink connectors of an application need to be integrated with Flink’s checkpointing and recovery mecha‐ nism and provide certain properties to be able to give meaningful guarantees.

In order to provide exactly-once state consistency for an application,[1](#_bookmark29) each source connector of the application needs to be able to set its read positions to a previously checkpointed position. When taking a checkpoint, a source operator persists its read‐ ing positions and restores these positions during recovery. Examples for source con‐ nectors that support the checkpointing of reading positions are file-based sources that store the reading offsets in the byte stream of the file or a Kafka source that stores the reading offsets in the topic partitions it consumes. If an application ingests data from a source connector that is not able to store and reset a reading position, it might suffer from data loss in the case of a failure and only provide at-most-once guarantees.

The combination of Flink’s checkpointing and recovery mechanism and resettable source connectors guarantees that an application will not lose any data. However, the application might emit results twice because all results that have been emitted after the last successful checkpoint (the one to which the application falls back in the case of a recovery) will be emitted again. Therefore, resettable sources and Flink’s recovery mechanism are not sufficient to provide end-to-end exactly-once guarantees even though the application state is exactly-once consistent.

An application that aims to provide end-to-end exactly-once guarantees requires spe‐ cial sink connectors. There are two techniques that sink connectors can apply in dif‐ ferent situations to achieve exactly-once guarantees: *idempotent* writes and *transactional* writes.

## Idempotent Writes

An idempotent operation can be performed several times but will only result in a sin‐ gle change. For example, repeatedly inserting the same key-value pair into a hashmap is an idempotent operation because the first insert operation adds the value for the key into the map and all following insertions will not change the map since it already

1. Exactly-once state consistency is a requirement for end-to-end exactly-once consistency but is not the same.

contains the key-value pair. On the other hand, an append operation is not an idem‐ potent operation, because appending an element multiple times results in multiple appends. Idempotent write operations are interesting for streaming applications because they can be performed multiple times without changing the results. Hence, they can to some extent mitigate the effect of replayed results as caused by Flink’s checkpointing mechanism.

It should be noted an application that relies on idempotent sinks to achieve exactly- once results must guarantee that it overrides previously written results while it replays. For example, an application with a sink that upserts into a key-value store must ensure that it deterministically computes the keys that are used to upsert. More‐ over, applications that read from the sink system might observe unexpected results during the time when an application recovers. When the replay starts, previously emitted results might be overridden by earlier results. Hence, an application that con‐ sumes the output of the recovering application might witness a jump back in time, e.g., read a smaller count than before. Also, the overall result of the streaming appli‐ cation will be in an inconsistent state while the replay is in progress because some results will be overridden while others are not. Once the replay completes and the application is past the point at which it previously failed, the result will be consistent again.

## Transactional Writes

The second approach to achieve end-to-end exactly-once consistency is based on transactional writes. The idea here is to only write those results to an external sink system that have been computed before the last successful checkpoint. This behavior guarantees end-to-end exactly-once because in case of a failure, the application is reset to the last checkpoint and no results have been emitted to the sink system after that checkpoint. By only writing data once a checkpoint is completed, the transac‐ tional approach does not suffer from the replay inconsistency of the idempotent writes. However, it adds latency because results only become visible when a check‐ point completes.

Flink provides two building blocks to implement transactional sink connectors—a generic *write-ahead-log (WAL)* sink and a *two-phase-commit (2PC)* sink. The WAL sink writes all result records into application state and emits them to the sink system once it receives the notification that a checkpoint was completed. Since the sink buf‐ fers records in the state backend, the WAL sink can be used with any kind of sink system. However, it cannot provide bulletproof exactly-once guarantees,[2](#_bookmark29) adds to the state size of an application, and the sink system has to deal with a spiky writing pattern.

1. We discuss the consistency guarantees of a WAL sink in more detail in [“GenericWriteAheadSink”](#_bookmark21).
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In contrast, the 2PC sink requires a sink system that offers transactional support or exposes building blocks to emulate transactions. For each checkpoint, the sink starts a transaction and appends all received records to the transaction, writing them to the sink system without committing them. When it receives the notification that a check‐ point completed, it commits the transaction and materializes the written results. The mechanism relies on the ability of a sink to commit a transaction after recovering from a failure that was opened before a completed checkpoint.

The 2PC protocol piggybacks on Flink’s existing checkpointing mechanism. The checkpoint barriers are notifications to start a new transaction, the notifications of all operators about the success of their individual checkpoint are their commit votes, and the messages of the JobManager that notify about the success of a checkpoint are the instructions to commit the transactions. In contrast to WAL sinks, 2PC sinks can achieve exactly-once output depending on the sink system and the sink’s implementa‐ tion. Moreover, a 2PC sink continuously writes records to the sink system compared to the spiky writing pattern of a WAL sink.

[Table 8-1](#_bookmark8) shows the end-to-end consistency guarantees for different types of source and sink connectors that can be achieved in the *best case*; depending on the imple‐ mentation of the sink, the actual consistency might be worse.

*Table 8-1. End-to-end consistency guarantees for different combinations of sources and sinks*

**Nonresettable source Resettable source**

Any sink At-most-once At-least-once Idempotent sink At-most-once Exactly-once\*

(temporary inconsistencies

during recovery)

WAL sink At-most-once At-least-once

2PC sink At-most-once Exactly-once

# Provided Connectors

Apache Flink provides connectors to read data from and write data to a variety of storage systems. Message queues and event logs, such as Apache Kafka, Kinesis, or RabbitMQ, are common sources to ingest data streams. In batch processing- dominated environments, data streams are also often ingested by monitoring a file‐ system directory and reading files as they appear.

On the sink side, data streams are often produced into message queues to make the events available to subsequent streaming applications, written to filesystems for archiving or making the data available for offline analytics or batch applications, or inserted into key-value stores or relational database systems, like Cassandra, Elastic‐ Search, or MySQL, to make the data searchable and queryable, or to serve dashboard applications.

Unfortunately, there are no standard interfaces for most of these storage systems, except JDBC for relational DBMS. Instead, every system features its own connector library with a proprietary protocol. As a consequence, processing systems like Flink need to maintain several dedicated connectors to be able to read events from and write events to the most commonly used message queues, event logs, filesystems, key- value stores, and database systems.

Flink provides connectors for Apache Kafka, Kinesis, RabbitMQ, Apache Nifi, vari‐ ous filesystems, Cassandra, ElasticSearch, and JDBC. In addition, the Apache Bahir project provides additional Flink connectors for ActiveMQ, Akka, Flume, Netty, and Redis.

In order to use a provided connector in your application, you need to add its depend‐ ency to the build file of your project. We explained how to add connector dependen‐ cies in [“Including External and Flink Dependencies” on page 107](#_bookmark22).

In the following section, we discuss the connectors for Apache Kafka, file-based sour‐ ces and sinks, and Apache Cassandra. These are the most widely used connectors and they also represent important types of source and sink systems. You can find more information about the other connectors in the documentation for [Apache Flink](http://bit.ly/2UtSrGk) or [Apache Bahir](http://bit.ly/2HOGWmE).

## Apache Kafka Source Connector

Apache Kafka is a distributed streaming platform. Its core is a distributed publish- subscribe messaging system that is widely adopted to ingest and distribute event streams. We briefly explain the main concepts of Kafka before we dive into the details of Flink’s Kafka connector.

Kafka organizes event streams as so-called topics. A topic is an event log that guaran‐ tees that events are read in the same order in which they were written. In order to scale writing to and reading from a topic, it can be split into partitions that are dis‐ tributed across a cluster. The ordering guarantee is limited to a partition—Kafka does not provide ordering guarantees when reading from different partitions. The reading position in a Kafka partition is called an offset.

Flink provides source connectors for all common Kafka versions. Through Kafka 0.11, the API of the client library evolved and new features were added. For instance, Kafka 0.10 added support for record timestamps. Since release 1.0, the API has remained stable. Flink provides a universal Kafka connector that works for all Kafka versions since 0.11. Flink also features version-specific connectors for the Kafka ver‐ sions 0.8, 0.9, 0.10, and 0.11. For the remainder of this section, we focus on the uni‐ versal connector and for the version-specific connectors, we refer you to Flink’s documentation.

The dependency for the universal Flink Kafka connector is added to a Maven project as shown in the following:

**<dependency>**

**<groupId>**org.apache.flink**</groupId>**

**<artifactId>**flink-connector-kafka\_2.12**</artifactId>**

**<version>**1.7.1**</version>**

**</dependency>**

The Flink Kafka connector ingests event streams in parallel. Each parallel source task can read from one or more partitions. A task tracks for each partition its current reading offset and includes it into its checkpoint data. When recovering from a fail‐ ure, the offsets are restored and the source instance continues reading from the checkpointed offset. The Flink Kafka connector does not rely on Kafka’s own offset- tracking mechanism, which is based on so-called consumer groups. [Figure 8-1](#_bookmark9) shows the assignment of partitions to source instances.
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*Figure 8-1. Read offsets of Kafka topic partitions*

A Kafka source connector is created as shown in [Example 8-1](#_bookmark23).

*Example 8-1. Creating a Flink Kafka source*

**val** properties **= new Properties**() properties.setProperty("bootstrap.servers", "localhost:9092") properties.setProperty("group.id", "test")

**val** stream**: DataStream**[**String**] **=** env.addSource(

**new FlinkKafkaConsumer**[**String**]( "topic",

**new SimpleStringSchema**(), properties))

The constructor takes three arguments. The first argument defines the topics to read from. This can be a single topic, a list of topics, or a regular expression that matches all topics to read from. When reading from multiple topics, the Kafka connector treats all partitions of all topics the same and multiplexes their events into a single stream.

The second argument is a DeserializationSchema or KeyedDeserialization Schema. Kafka messages are stored as raw byte messages and need to be deserialized into Java or Scala objects. The SimpleStringSchema, which is used in [Example 8-1](#_bookmark23), is a built-in DeserializationSchema that simply deserializes a byte array into a String.

In addition, Flink provides implementations for Apache Avro and text-based JSON encodings. DeserializationSchema and KeyedDeserializationSchema are public interfaces so you can always implement custom deserialization logic.

The third parameter is a Properties object that configures the Kafka client that is internally used to connect to and read from Kafka. A minimum Properties configu‐ ration consists of two entries, "bootstrap.servers" and "group.id". Consult the Kafka documentation for additional configuration properties.

In order to extract event-time timestamps and generate watermarks, you can provide an AssignerWithPeriodicWatermark or an AssignerWithPunctuatedWatermark to a Kafka consumer by calling a FlinkKafkaConsumer.assignTimestampsAndWater mark().[3](#_bookmark29) An assigner is applied to each partition to leverage the per partition order‐ ing guarantees, and the source instance merges the partition watermarks according to

the watermark propagation protocol (see [“Watermark Propagation and Event Time”](#_bookmark10)).
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As of version 0.10.0, Kafka supports message timestamps. When reading from Kafka version 0.10 or later, the consumer will automatically extract the message timestamp as an event-time timestamp if the application runs in event-time mode. In this case,

you still need to generate watermarks and should apply an AssignerWithPeriodicWa termark or an AssignerWithPunctuatedWatermark that forwards the previously assigned Kafka timestamp.

There are a few more notable configuration options. You can configure the starting position from which the partitions of a topic are initially read. Valid options are:

* + The last reading position known by Kafka for the consumer group that was con‐ figured via the group.id parameter. This is the default behavior: FlinkKafkaConsumer.setStartFromGroupOffsets()

1. See [Chapter 6](#_bookmark0) for details about the timestamp assigner interfaces.
   * The earliest offset of each individual partition:

FlinkKafkaConsumer.setStartFromEarliest()

* + The latest offset of each individual partition:

FlinkKafkaConsumer.setStartFromLatest()

* + All records with a timestamp greater than a given timestamp (requires Kafka

0.10.x or later):

FlinkKafkaConsumer.setStartFromTimestamp(long)

* + Specific reading positions for all partitions as provided by a Map object:

FlinkKafkaConsumer.setStartFromSpecificOffsets(Map)

![](data:image/png;base64,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)Note that this configuration only affects the first reading positions. In the case of a recovery or when starting from a savepoint, an application will start reading from the offsets stored in the check‐ point or savepoint.

A Flink Kafka consumer can be configured to automatically discover new topics that match the regular expression or new partitions that were added to a topic. These fea‐ tures are disabled by default and can be enabled by adding the parameter

flink.partition-discovery.interval-millis with a nonnegative value to the

Properties object.

## Apache Kafka Sink Connector

Flink provides sink connectors for all Kafka versions since 0.8. Through Kafka 0.11, the API of the client library evolved and new features were added, such as record timestamp support with Kafka 0.10 and transactional writes with Kafka 0.11. Since release 1.0, the API has remained stable. Flink provides a universal Kafka connector that works for all Kafka versions since 0.11. Flink also features version-specific con‐ nectors for Kafka versions 0.8, 0.9, 0.10, and 0.11. For the remainder of this section, we focus on the universal connector and refer you to Flink’s documentation for the version-specific connectors. The dependency for Flink’s universal Kafka connector is added to a Maven project as shown in the following:

**<dependency>**

**<groupId>**org.apache.flink**</groupId>**

**<artifactId>**flink-connector-kafka\_2.12**</artifactId>**

**<version>**1.7.1**</version>**

**</dependency>**

A Kafka sink is added to a DataStream application as shown in [Example 8-2](#_bookmark1).

*Example 8-2. Creating a Flink Kafka sink*

**val** stream**: DataStream**[**String**] **=** ...

**val** myProducer **= new FlinkKafkaProducer**[**String**]( "localhost:9092", *// broker list*

"topic", *// target topic*

**new SimpleStringSchema**) *// serialization schema*

stream.addSink(myProducer)

The constructor used in [Example 8-2](#_bookmark1) receives three parameters. The first parameter is a comma-separated string of Kafka broker addresses. The second is the name of the

topic to which the data is written, and the last is a SerializationSchema that con‐ verts the input types of the sink (String in [Example 8-2](#_bookmark1)) into a byte array. SerializationSchema is the counterpart of the DeserializationSchema that we dis‐ cussed in the Kafka source section.

FlinkKafkaProducer provides more constructors with different combinations of arguments as follows:

* + Similar to the Kafka source connector, you can pass a Properties object to pro‐ vide custom options to the internal Kafka client. When using Properties, the list of brokers has to be provided as a "bootstrap.servers" property. Have a look at the Kafka documentation for a comprehensive list of parameters.
  + You can specify a FlinkKafkaPartitioner to control how records are mapped to Kafka partitions. We will discuss this feature in more depth later in this section.
  + Instead of using a SerializationSchema to convert records into byte arrays, you can also specify a KeyedSerializationSchema, which serializes a record into two byte arrays—one for the key and one for the value of a Kafka message. Moreover,

KeyedSerializationSchema also exposes more Kafka-specific functionality, such as overriding the target topic to write to multiple topics.

### At-least-once guarantees for the Kafka sink

The consistency guarantees that Flink’s Kafka sink provides depend on its configura‐ tion. The Kafka sink provides at-least-once guarantees under the following condi‐ tions:

* + Flink’s checkpointing is enabled and all sources of the application are resettable.
  + The sink connector throws an exception if a write does not succeed, causing the application to fail and recover. This is the default behavior. The internal Kafka client can be configured to retry writes before declaring them failed by setting the

retries property to a value larger than zero (the default). You can also configure the sink to log write only failures by calling setLogFailuresOnly(true) on the sink object. Note that this will void any output guarantees of the application.

* + The sink connector waits for Kafka to acknowledge in-flight records before com‐ pleting its checkpoint. This is the default behavior. By calling setFlushOnCheck point(false) on the sink object, you can disable this waiting. However, this will

also disable any output guarantees.

### Exactly-once guarantees for the Kafka sink

Kafka 0.11 introduced support for transactional writes. Due to this feature, Flink’s Kafka sink is also able to provide exactly-once output guarantees given that the sink and Kafka are properly configured. Again, a Flink application must enable check‐

pointing and consume from resettable sources. Moreover, FlinkKafkaProducer pro‐ vides a constructor with a Semantic parameter that controls the consistency guarantees provided by the sink. Possible consistency values are:

* + Semantic.NONE, which provides no guarantees—records might be lost or written multiple times.
  + Semantic.AT\_LEAST\_ONCE, which guarantees that no write is lost but might be duplicated. This is the default setting.
  + Semantic.EXACTLY\_ONCE, which builds on Kafka’s transactions to write each record exactly once.

There are a few things to consider when running a Flink application with a Kafka sink that operates in exactly-once mode, and it helps to roughly understand how Kafka processes transactions. In a nutshell, Kafka’s transactions work by appending all messages to the log of a partition and marking messages of open transactions as uncommitted. Once a transaction is committed, the markers are changed to commit‐ ted. A consumer that reads from a topic can be configured with an isolation level (via

the isolation.level property) to declare whether it can read uncommitted mes‐ sages (read\_uncommitted, the default) or not (read\_committed). If the consumer is configured to read\_committed, it stops consuming from a partition once it encoun‐ ters an uncommitted message and resumes when the message is committed. Hence,

open transactions can block consumers from reading a partition and introduce sig‐ nificant delays. Kafka guards against this by rejecting and closing transactions after a

timeout interval, which is configured with the transaction.timeout.ms property.

In the context of Flink’s Kafka sink, this is important because transactions that time out—due to long recovery cycles, for example—lead to data loss. So, it is crucial to configure the transaction timeout property appropriately. By default, the Flink Kafka

sink sets transaction.timeout.ms to one hour, which means you probably need to adjust the transaction.max.timeout.ms property of your Kafka setup, which is set to 15 minutes by default. Moreover, the visibility of committed messages depends on

the checkpoint interval of a Flink application. Refer to the Flink documentation to learn about a few other corner cases when enabling exactly-once consistency.

#### Check the Configuration of Your Kafka Cluster

The default configuration of a Kafka cluster can still lead to data loss, even after a write is acknowledged. You should carefully revise the configuration of your Kafka setup, paying special attention to the following parameters:

* + - acks
    - log.flush.interval.messages
    - log.flush.interval.ms
    - log.flush.\*

We refer you to the Kafka documentation for details about its con‐ figuration parameters and guidelines for a suitable configuration.

### Custom Partitioning and Writing Message Timestamps

When writing messages to a Kafka topic, a Flink Kafka sink task can choose to which partition of the topic to write. FlinkKafkaPartitioner can be defined in some con‐ structors of the Flink Kafka sink. If not specified, the default partitioner maps each

sink task to a single Kafka partition—all records emitted by the same sink task are written to the same partition and a single partition may contain the records of multi‐ ple sink tasks if there are more tasks than partitions. If the number of partitions is larger than the number of subtasks, the default configuration results in empty parti‐ tions, which can cause problems for Flink applications consuming the topic in event- time mode.

By providing a custom FlinkKafkaPartitioner, you can control how records are routed to topic partitions. For example, you can create a partitioner based on a key

attribute of the records or a round-robin partitioner for even distribution. There is also the option to delegate the partitioning to Kafka based on the message key. This

requires a KeyedSerializationSchema in order to extract the message keys and con‐ figure the FlinkKafkaPartitioner parameter with null to disable the default partitioner.

Finally, Flink’s Kafka sink can be configured to write message timestamps as sup‐ ported since Kafka 0.10. Writing the event-time timestamp of a record to Kafka is

enabled by calling setWriteTimestampToKafka(true) on the sink object.

## Filesystem Source Connector

Filesystems are commonly used to store large amounts of data in a cost-efficient way. In big data architectures they often serve as data source and data sink for batch pro‐ cessing applications. In combination with advanced file formats, such as Apache Par‐ quet or Apache ORC, filesystems can efficiently serve analytical query engines such as Apache Hive, Apache Impala, or Presto. Therefore, filesystems are commonly used to “connect” streaming and batch applications.

Apache Flink features a resettable source connector to ingest data in files as streams. The filesystem source is part of the flink-streaming-java module. Hence, you do not need to add any other dependency to use this feature. Flink supports different

types of filesystems, such as local filesystems (including locally mounted NFS or SAN shares, Hadoop HDFS, Amazon S3, and OpenStack Swift FS). Refer to [“Filesystem](#_bookmark11) [Configuration” on page 237](#_bookmark11) to learn how to configure filesystems in Flink. [Example 8-3](#_bookmark12) shows how to ingest a stream by reading text files line-wise.

*Example 8-3. Creating a filesystem source*

**val** lineReader **= new TextInputFormat**(**null**)

**val** lineStream**: DataStream**[**String**] **=** env.readFile[**String**]( lineReader, *// The FileInputFormat* "hdfs:///path/to/my/data", *// The path to read*

**FileProcessingMode**

.**PROCESS\_CONTINUOUSLY**, *// The processing mode*

30000L) *// The monitoring interval in ms*

The arguments of the StreamExecutionEnvironment.readFile() method are:

* + A FileInputFormat, which is responsible for reading the content of the files. We discuss the details of this interface later in this section. The null parameter of TextInputFormat in [Example 8-3](#_bookmark12) defines the path that is separately set.
  + The path that should be read. If the path refers to a file, the single file is read. If it refers to a directory, FileInputFormat scans the directory for files to read.
  + The mode in which the path should be read. The mode can either be PRO CESS\_ONCE or PROCESS\_CONTINUOUSLY. In PROCESS\_ONCE mode, the read path is scanned once when the job is started and all matching files are read. In PRO CESS\_CONTINUOUSLY, the path is periodically scanned (after an initial scan) and

new and modified files are continuously read.

* + The interval in milliseconds in which the path is periodically scanned. The parameter is ignored in PROCESS\_ONCE mode.

FileInputFormat is a specialized InputFormat to read files from a filesystem.[4](#_bookmark30) A FileInputFormat reads files in two steps. First it scans a filesystem path and creates so-called input splits for all matching files. An input split defines a range on a file,

typically via a start offset and a length. After dividing a large file into multiple splits, the splits can be distributed to multiple reader tasks to read the file in parallel. Depending on the encoding of a file, it can be necessary to only generate a single split

to read the file as a whole. The second step of a FileInputFormat is to receive an

input split, read the file range that is defined by the split, and return all corresponding

records.

A FileInputFormat used in a DataStream application should also implement the CheckpointableInputFormat interface, which defines methods to checkpoint and reset the the current reading position of an InputFormat within a file split. The file‐ system source connector provides only at-least-once guarantees when checkpointing is enabled if the FileInputFormat does not implement the CheckpointableInputFor mat interface because the input format will start reading from the beginning of the split that was processed when the last complete checkpoint was taken.

In version 1.7, Flink provides a few classes that extend FileInputFormat and imple‐ ment CheckpointableInputFormat. TextInputFormat reads text files line-wise (split by newline characters), subclasses of CsvInputFormat read files with comma- separated values, and AvroInputFormat reads files with Avro-encoded records.

In PROCESS\_CONTINUOUSLY mode, the filesystem source connector identifies new files based on their modification timestamp. This means a file is completely reprocessed if

it is modified because its modification timestamp changes. This includes modifica‐ tions due to appending writes. Therefore, a common technique to continuously ingest files is to write them in a temporary directory and atomically move them to the monitored directory once they are finalized. When a file is completely ingested and a checkpoint completed, it can be removed from the directory. Monitoring ingested files by tracking the modification timestamp also has implications if you read from file stores with eventually consistent list operations, such as S3. Since files might not appear in order of their modification timestamps, they may be ignored by the filesys‐ tem source connector.

Note that in PROCESS\_ONCE mode, no checkpoints are taken after the filesystem path is scanned and all splits are created.

If you want to use a filesystem source connector in an event-time application, you should be aware that it can be challenging to generate watermarks since input splits are generated in a single process and round-robin distributed to all parallel readers

1. InputFormat is Flink’s interface to define data sources in the DataSet API.

that process them in order of the modification timestamp of the file. In order to gen‐ erate satisfying watermarks you need to reason about the smallest timestamp of a record that is included in a split later processed by the task.

## Filesystem Sink Connector

Writing a stream into files is a common requirement, for example, to prepare data with low latency for offline ad-hoc analysis. Since most applications can only read files once they are finalized and streaming applications run for long periods of time, streaming sink connectors typically chunk their output into multiple files. Moreover, it is common to organize records into so-called buckets, so that consuming applica‐ tions have more control over which data to read.

Like the filesystem source connector, Flink’s StreamingFileSink connector is con‐ tained in the flink-streaming-java module. Hence, you do not need to add a dependency to your build file to use it.

StreamingFileSink provides end-to-end exactly-once guarantees for an application given that the application is configured with exactly-once checkpoints and all its

sources are reset in the case of a failure. We will discuss the recovery mechanism in more detail later in this section. [Example 8-4](#_bookmark13) shows how to create a StreamingFile Sink with minimal configuration and append it to a stream.

*Example 8-4. Creating a StreamingFileSink in row-encoding mode*

**val** input**: DataStream**[**String**] **=** …

**val** sink**: StreamingFileSink**[**String**] **= StreamingFileSink**

.forRowFormat(

**new Path**("/base/path"),

**new SimpleStringEncoder**[**String**]("UTF-8"))

.build()

input.addSink(sink)

When a StreamingFileSink receives a record, the record is assigned to a bucket. A bucket is a subdirectory of the base path that is configured with the builder of Stream ingFileSink—"/base/path" in [Example 8-4](#_bookmark13).

The bucket is chosen by a BucketAssigner, which is a public interface and returns for every record a BucketId that determines the directory to which the record will be written. The BucketAssigner can be configured on the builder using the withBucketAssigner() method. If no BucketAssigner is explicitly specified, it uses a DateTimeBucketAssigner that assigns records to hourly buckets based on the pro‐

cessing time when they are written.

Each bucket directory contains multiple part files that are concurrently written by multiple parallel instances of the StreamingFileSink. Moreover, each parallel instance chunks its output into multiple part files. The path of a part file has the fol‐

lowing format:

[base-path]/[bucket-path]/part-[task-idx]-[id]

For example, given a base path of "/johndoe/demo" and a part prefix of "part", the path "/johndoe/demo/2018-07-22--17/part-4-8" points to the eight file that was written by the fifth (0-indexed) sink task to bucket "2018-07-22--17"—the 5 p.m. bucket of July 22, 2018.

#### IDs of Committed Files May Not Be Consecutive

Nonconsecutive file IDs, the last number in a committed file’s name, do not indicate data loss. StreamingFileSink simply incre‐ ments the file IDs. When discarding pending files it does not reuse

their IDs.

A RollingPolicy determines when a task creates a new part file. You can configure the RollingPolicy with the withRollingPolicy() method on the builder. By default, StreamingFileSink uses a DefaultRollingPolicy, which is configured to roll part files when they exceed 128 MB or are older than 60 seconds. You can also

configure an inactivity interval after which a part file is rolled.

StreamingFileSink supports two modes of writing records to part files: row encod‐ ing and bulk encoding. In row encoding mode, every record is individually encoded

and appended to a part file. In bulk encoding, records are collected and written in batches. Apache Parquet, which organizes and compresses records in a columnar for‐ mat, is a file format that requires bulk encoding.

[Example 8-4](#_bookmark13) creates a StreamingFileSink with row encoding by providing an Encoder that writes single records to a part file. In [Example 8-4](#_bookmark13), we use a Sim pleStringEncoder, which calls the toString() method of the record and writes the String representation of the record to the file. Encoder is a simple interface with a

single method that can be easily implemented.

A bulk-encoding StreamingFileSink is created as shown in [Example 8-5](#_bookmark27).

*Example 8-5. Creating a StreamingFileSink in bulk-encoding mode*

**val** input**: DataStream**[**String**] **=** …

**val** sink**: StreamingFileSink**[**String**] **= StreamingFileSink**

.forBulkFormat(

**new Path**("/base/path"), **ParquetAvroWriters**.forSpecificRecord(classOf[**AvroPojo**]))

.build()

input.addSink(sink)

A StreamingFileSink in bulk-encoding mode requires a BulkWriter.Factory. In [Example 8-5](#_bookmark27) we use a Parquet writer for Avro files. Note that the Parquet writer is contained in the flink-parquet module, which needs to be added as a dependency.

As usual, BulkWriter.Factory is an interface that can be implemented for custom

file formats, such as Apache Orc.
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StreamingFileSink provides exactly-once output guarantees. The sink achieves this by a commit protocol that moves files through different stages, in progress, pending,

and finished, and that is based on Flink’s checkpointing mechanism. While a sink writes to a file, the file is in the in-progress state. When the RollingPolicy decides to roll a file, it is closed and moved into the pending state by renaming it. Pending files

are moved into the finished state (again by renaming) when the next checkpoint completes.

#### Pending Files Might Never Be Committed

In some situations, a pending file is never committed. The Stream ingFileSink ensures this does not result in data loss. However, these files are not automatically cleaned up.

Before manually deleting a pending file, you need to check whether it is lingering or about to be committed. Once you find a commit‐ ted file with the same task index and a higher ID, you can safely remove a pending file.

In the case of a failure, a sink task needs to reset its current in-progress file to its writ‐ ing offset at the last successful checkpoint. This is done by closing the current in- progress file and discarding the invalid part at the file’s end, for example, by using the filesystem’s truncate operation.

#### StreamingFileSink Requires Checkpointing Be Enabled

StreamingFileSink will never move files from pending into fin‐ ished state, if an application does not enable checkpointing.

## Apache Cassandra Sink Connector

Apache Cassandra is a popular, scalable, and highly available column store database system. Cassandra models datasets as tables of rows that consist of multiple typed col‐ umns. One or more columns have to be defined as (composite) primary keys. Each row can be uniquely identified by its primary key. Among other APIs, Cassandra fea‐ tures the Cassandra Query Language (CQL), a SQL-like language to read and write records and create, modify, and delete database objects, such as keyspaces and tables.

Flink provides a sink connector to write data streams to Cassandra. Cassandra’s data model is based on primary keys, and all writes to Cassandra happen with upsert semantics. In combination with exactly-once checkpointing, resettable sources, and deterministic application logic, upsert writes yield eventually exactly-once output consistency. The output is only eventually consistent, because results are reset to a previous version during recovery, meaning consumers might read older results than read previously. Also, the versions of values for multiple keys might be out of sync.

In order to prevent temporal inconsistencies during recovery and provide exactly- once output guarantees for applications with nondeterministic application logic, Flink’s Cassandra connector can be configured to leverage a WAL. We will discuss the WAL mode in more detail later in this section. The following code shows the depend‐ ency you need to add to the build file of your application in order to use the Cassan‐ dra sink connector:

**<dependency>**

**<groupId>**org.apache.flink**</groupId>**

**<artifactId>**flink-connector-cassandra\_2.12**</artifactId>**

**<version>**1.7.1**</version>**

**</dependency>**

To illustrate the use of the Cassandra sink connector, we use the simple example of a Cassandra table that holds data about sensor readings and consists of two columns,

sensorId and temperature. The CQL statements in [Example 8-6](#_bookmark24) create a keyspace

“example” and a table “sensors” in that keyspace.

*Example 8-6. Defining a Cassandra example table*

CREATE KEYSPACE IF NOT EXISTS example

WITH replication = {'class': 'SimpleStrategy', 'replication\_factor': '1'};

CREATE TABLE IF NOT EXISTS example.sensors ( sensorId VARCHAR,

temperature FLOAT, PRIMARY KEY(sensorId)

);

Flink provides different sink implementations to write data streams of different data types to Cassandra. Flink’s Java tuples and Row type and Scala’s built-in tuples and case classes are handled differently than user-defined POJO types. We discuss both cases separately. [Example 8-7](#_bookmark7) shows how to create a sink that writes a DataStream of tuples,

case classes, or rows into a Cassandra table. In this example, a DataStream[(String,

Float)] is written into the “sensors” table.

*Example 8-7. Creating a Cassandra sink for tuples*

**val** readings**: DataStream**[(**String**, **Float**)] **=** ???

**val** sinkBuilder**: CassandraSinkBuilder**[(**String**, **Float**)] **= CassandraSink**.addSink(readings)

sinkBuilder

.setHost("localhost")

.setQuery(

"INSERT INTO example.sensors(sensorId, temperature) VALUES (?, ?);")

.build()

Cassandra sinks are created and configured using a builder that is obtained by calling the CassandraSink.addSink() method with the DataStream object that should be emitted. The method returns the right builder for the data type of the DataStream. In

[Example 8-7](#_bookmark7), it returns a builder for a Cassandra sink that handles Scala tuples.

The Cassandra sink builders for tuples, case classes, and rows require the specifica‐ tion of a CQL INSERT query.[5](#_bookmark31) The query is configured using the CassandraSink Builder.setQuery() method. During execution, the sink registers the query as a

prepared statement and converts the fields of tuples, case classes, or rows into param‐

eters for the prepared statement. The fields are mapped to the parameters based on their position; the first value is converted to the first parameter and so on.

Since POJO fields do not have a natural order, they need to be treated differently. [Example 8-8](#_bookmark28) shows how to configure a Cassandra sink for a POJO of type

SensorReading.

*Example 8-8. Create a Cassandra sink for POJOs*

**val** readings**: DataStream**[**SensorReading**] **=** ???

**CassandraSink**.addSink(readings)

.setHost("localhost")

.build()

1. In contrast to SQL INSERT statements, CQL INSERT statements behave like upsert queries—they override existing rows with the same primary key.

As you can see in [Example 8-8](#_bookmark28), we do not specify an INSERT query. Instead, POJOs are handed to Cassandra’s Object Mapper, which automatically maps POJO fields to fields of a Cassandra table. In order for this to work, the POJO class and its fields need to be annotated with Cassandra annotations and provide setters and getters for all fields as shown in [Example 8-9](#_bookmark14). The default constructor is required by Flink as mentioned in [“Supported Data Types” on page 98](#_bookmark15) when discussing supported data types.

*Example 8-9. POJO class with Cassandra Object Mapper annotations*

@Table(keyspace **=** "example", name **=** "sensors")

**class SensorReadings**(

@Column(name **=** "sensorId") **var** id**: String**, @Column(name **=** "temperature") **var** temp**: Float**) {

**def this**() **=** {

**this**("", 0.0)

}

**def** setId(id**: String**)**: Unit** = **this**.id **=** id

**def** getId**: String** = id

**def** setTemp(temp**: Float**)**: Unit** = **this**.temp **=** temp

**def** getTemp**: Float** = temp

}

In addition to the configuration options in Figures [8-7](#_bookmark7) and [8-8](#_bookmark28), a Cassandra sink builder provides a few more methods to configure the sink connector:

* + setClusterBuilder(ClusterBuilder): The ClusterBuilder builds a Cassandra Cluster that manages the connection to Cassandra. Among other options, it can configure the hostnames and ports of one or more contact points; define load

balancing, retry, and reconnection policies; and provide access credentials.

* + setHost(String, [Int]): This method is a shortcut for a simple Cluster Builder configured with the hostname and port of a single contact point. If no port is configured, Cassandra’s default port 9042 is used.
  + setQuery(String): This specifies the CQL INSERT query to write tuples, case classes, or rows to Cassandra. A query must not be configured to emit POJOs.
  + setMapperOptions(MapperOptions): This provides options for Cassandra’s Object Mapper, such as configurations for consistency, time-to-live (TTL), and

null field handling. The options are ignored if the sink emits tuples, case classes, or rows.

* + enableWriteAheadLog([CheckpointCommitter]): This enables the WAL to pro‐ vide exactly-once output guarantees in the case of nondeterministic application logic. CheckpointCommitter is used to store information about completed check‐

points in an external datastore. If no CheckpointCommitter is configured, the information is written into a specific Cassandra table.

The Cassandra sink connector with WAL is implemented based on Flink’s GenericWriteAheadSink operator. How this operator works, including the role of the CheckpointCommitter, and which consistency guarantees it provides, is described in

more detail in [“Transactional Sink Connectors” on page 209](#_bookmark2).

# Implementing a Custom Source Function

The DataStream API provides two interfaces to implement source connectors along with corresponding RichFunction abstract classes:

* + SourceFunction and RichSourceFunction can be used to define nonparallel source connectors—sources that run with a single task.
  + ParallelSourceFunction and RichParallelSourceFunction can be used to define source connectors that run with multiple parallel task instances.

With the exception of being nonparallel and parallel, both interfaces are identical. Just like the rich variants of processing functions,[6](#_bookmark29) subclasses of RichSourceFunction and RichParallelSourceFunction can override the open() and close() methods and access a RuntimeContext that provides the number of parallel task instances and the index of the current instance, among other things.

SourceFunction and ParallelSourceFunction define two methods:

* + void run(SourceContext<T> ctx)
  + void cancel()

The run() method is doing the actual work of reading or receiving records and ingesting them into a Flink application. Depending on the system from which the data is received, the data might be pushed or pulled. The run() method is called once by Flink and runs in a dedicated source thread, typically reading or receiving data

and emitting records in an endless loop (infinite stream). The task can be explicitly canceled at some point in time or terminated in the case of a finite stream when the input is fully consumed.

The cancel() method is invoked by Flink when the application is canceled and shut down. In order to perform a graceful shutdown, the run() method, which runs in a separate thread, should terminate as soon as the cancel() method is called. [Example 8-10](#_bookmark1) shows a simple source function that counts from 0 to Long.MaxValue.

1. Rich functions were discussed in [Chapter 5](#_bookmark0).

*Example 8-10. SourceFunction that counts to Long.MaxValue*

**class CountSource extends SourceFunction**[**Long**] {

**var** isRunning**: Boolean** = **true**

**override def** run(ctx**: SourceFunction.SourceContext**[**Long**]) **=** {

**var** cnt**: Long** = -1

**while** (isRunning && cnt < **Long**.**MaxValue**) { cnt += 1

ctx.collect(cnt)

}

}

**override def** cancel() **=** isRunning **= false**

}

## Resettable Source Functions

Earlier in this chapter we explained that Flink can only provide satisfying consistency guarantees for applications that use source connectors that can replay their output data. A source function can replay its output if the external system that provides the data exposes an API to retrieve and reset a reading offset. Examples of such systems are filesystems that provide the offset of a file stream and a seek method to move a file stream to a specific position or Apache Kafka, which provides offsets for each parti‐ tion of a topic and can set the reading position of a partition. A counterexample is a source connector that reads data from a network socket, which immediately discards delivered the data.

A source function that supports output replay needs to be integrated with Flink’s checkpointing mechanism and must persist all current reading positions when a checkpoint is taken. When the application is started from a savepoint or recovers from a failure, the reading offsets are retrieved from the latest checkpoint or save‐ point. If the application is started without existing state, the reading offsets must be

set to a default value. A resettable source function needs to implement the Checkpoin tedFunction interface and should store the reading offsets and all related meta infor‐ mation, such as file paths or partition ID, in operator list state or operator union list

state depending on how the offsets should be distributed to parallel task instances in the case of a rescaled application. See [“Scaling Stateful Operators” on page 56](#_bookmark16) for details on the distribution behavior of operator list state and union list state.

In addition, it is important to ensure that the SourceFunction.run() method, which runs in a separate thread, does not advance the reading offset and emit data while a checkpoint is taken; in other words, while the CheckpointedFunction.snapshot

State() method is called. This is done by guarding the code in run() that advances

the reading position and emits records in a block that synchronizes on a lock object,

which is obtained from the SourceContext.getCheckpointLock() method. [Example 8-11](#_bookmark5) makes the CountSource of [Example 8-10](#_bookmark1) resettable.

*Example 8-11. A resettable SourceFunction*

**class ResettableCountSource**

**extends SourceFunction**[**Long**] **with CheckpointedFunction** {

**var** isRunning**: Boolean** = **true var** cnt**: Long** = **\_**

**var** offsetState**: ListState**[**Long**] **= \_**

**override def** run(ctx**: SourceFunction.SourceContext**[**Long**]) **=** {

**while** (isRunning && cnt < **Long**.**MaxValue**) {

*// synchronize data emission and checkpoints*

ctx.getCheckpointLock.synchronized { cnt += 1

ctx.collect(cnt)

}

}

}

**override def** cancel() **=** isRunning **= false**

**override def** snapshotState(snapshotCtx**: FunctionSnapshotContext**)**: Unit** = {

*// remove previous cnt*

offsetState.clear()

*// add current cnt*

offsetState.add(cnt)

}

**override def** initializeState(

initCtx**: FunctionInitializationContext**)**: Unit** = {

**val** desc **= new ListStateDescriptor**[**Long**]("offset", classOf[**Long**]) offsetState **=** initCtx.getOperatorStateStore.getListState(desc)

*// initialize cnt variable*

**val** it **=** offsetState.get()

cnt **= if** (**null** == it || !it.iterator().hasNext) {

-1L

} **else** { it.iterator().next()

}

}

}

## Source Functions, Timestamps, and Watermarks

Another important aspect of source functions are timestamps and watermarks. As pointed out in [“Event-Time Processing”](#_bookmark17) and [“Assigning Timestamps and Generating](#_bookmark3)

[Watermarks”](#_bookmark3), the DataStream API provides two options to assign timestamps and generate watermarks. Timestamps and watermarks can be assigned and generate by a

dedicated TimestampAssigner (see [“Assigning Timestamps and Generating Water‐](#_bookmark3)

[marks”](#_bookmark3) for details) or be assigned and generated by a source function.

A source function assigns timestamps and emits watermarks through its SourceCon text object. SourceContext provides the following methods:

* + def collectWithTimestamp(T record, long timestamp): Unit
  + def emitWatermark(Watermark watermark): Unit

collectWithTimestamp() emits a record with its associated timestamp and

emitWatermark() emits the provided watermark.

Besides removing the need for an additional operator, assigning timestamps and gen‐ erating watermarks in a source function can be beneficial if one parallel instance of a source function consumes records from multiple stream partitions, such as partitions of a Kafka topic. Typically, external systems, such as Kafka, only guarantee message order within a stream partition. Given the case of a source function operator that runs with a parallelism of two and that reads data from a Kafka topic with six parti‐ tions, each parallel instance of the source function will read records from three Kafka topic partitions. Consequently, each instance of the source function multiplexes the records of three stream partitions to emit them. Multiplexing records most likely introduces additional out-of-orderness with respect to the event-time timestamps such that a downstream timestamp assigner might produce more late records than expected.

To avoid such behavior, a source function can generate watermarks for each stream partition independently and always emit the smallest watermark of its partitions as its watermark. This way, it can ensure that the order guarantees on each partition are leveraged and no unnecessary late records are emitted.

Another problem source functions have to deal with are instances that become idle and do not emit anymore data. This can be very problematic, because it may prevent the whole application from advancing its watermarks and hence lead to a stalling application. Since watermarks should be data driven, a watermark generator (either integrated in a source function or in a timestamp assigner) will not emit new water‐ marks if it does not receive input records. If you look at how Flink propagates and updates watermarks (see [“Watermark Propagation and Event Time”](#_bookmark10)), you can see that a single operator that does not advance watermarks can grind all watermarks of an

application to a halt if the application involves a shuffle operation (keyBy(),

rebalance(), etc.).

Flink provides a mechanism to avoid such situations by marking source functions as temporarily idle. While being idle, Flink’s watermark propagation mechanism will

ignore the idle stream partition. The source is automatically set as active as soon as it starts to emit records again. A source function can decide when to mark itself as idle

and does so by calling the method SourceContext.markAsTemporarilyIdle().

# Implementing a Custom Sink Function

In Flink’s DataStream API, any operator or function can send data to an external sys‐ tem or application. A DataStream does not have to eventually flow into a sink opera‐ tor. For instance, you could implement a FlatMapFunction that emits each incoming

record via an HTTP POST call and not via its Collector. Nonetheless, the Data‐ Stream API provides a dedicated SinkFunction interface and a corresponding Rich SinkFunction abstract class.[7](#_bookmark32) The SinkFunction interface provides a single method:

void invoke(IN value, Context ctx)

The Context object of SinkFunction provides access to the current processing time, the current watermark (i.e., the current event time at the sink), and the timestamp of

the record.

[Example 8-12](#_bookmark25) shows a simple SinkFunction that writes sensor readings to a socket. Note that you need to start a process that listens on the socket before starting the pro‐ gram. Otherwise, the program fails with a ConnectException because a connection to

the socket could not be opened. Run the command nc -l localhost 9191 on Linux

to listen on localhost:9191.

*Example 8-12. A simple SinkFunction that writes to a socket*

**val** readings**: DataStream**[**SensorReading**] **=** ???

*// write the sensor readings to a socket*

readings.addSink(**new SimpleSocketSink**("localhost", 9191))

*// set parallelism to 1 because only one thread can write to a socket*

.setParallelism(1)

*// -----*

**class SimpleSocketSink**(**val** host**: String**, **val** port**: Int**) **extends RichSinkFunction**[**SensorReading**] {

**var** socket**: Socket** = **\_**

**var** writer**: PrintStream** = **\_**

1. Usually the RichSinkFunction interface is used because sink functions typically need to set up a connection to an external system in the RichFunction.open() method. See [Chapter 5](#_bookmark0) for details on the RichFunction interface.

**override def** open(config**: Configuration**)**: Unit** = {

*// open socket and writer*

socket **= new Socket**(**InetAddress**.getByName(host), port) writer **= new PrintStream**(socket.getOutputStream)

}

**override def** invoke( value**: SensorReading**,

ctx**: SinkFunction.Context**[**\_**])**: Unit** = {

*// write sensor reading to socket* writer.println(value.toString) writer.flush()

}

**override def** close()**: Unit** = {

*// close writer and socket* writer.close() socket.close()

}

}

As discussed, the end-to-end consistency guarantees of an application depend on the properties of its sink connectors. In order to achieve end-to-end exactly-once seman‐ tics, an application requires either idempotent or transactional sink connectors. The

SinkFunction in [Example 8-12](#_bookmark25) neither performs idempotent writes nor features

transactional writes. Due to the append-only characteristic of a socket, it is not possi‐

ble to perform idempotent writes. Since a socket does not have built-in transactional support, transactional writes can only be done using Flink’s generic WAL sink. In the following sections, you will learn how to implement idempotent or transactional sink connectors.

## Idempotent Sink Connectors

For many applications, the SinkFunction interface is sufficient to implement an idempotent sink connector. This is possible if the following two properties hold:

1. The result data has a deterministic (composite) key, on which idempotent updates can be performed. For an application that computes the average temper‐ ature per sensor and minute, a deterministic key could be the ID of the sensor and the timestamp for each minute. Deterministic keys are important to ensure all writes are correctly overwritten in case of a recovery.
2. The external system supports updates per key, such as a relational database sys‐ tem or a key-value store.

[Example 8-13](#_bookmark1) illustrates how to implement and use an idempotent SinkFunction that writes to a JDBC database, in this case an embedded Apache Derby database.

*Example 8-13. An idempotent SinkFunction that writes to a JDBC database*

**val** readings**: DataStream**[**SensorReading**] **=** ???

*// write the sensor readings to a Derby table*

readings.addSink(**new DerbyUpsertSink**)

*// -----*

**class DerbyUpsertSink extends RichSinkFunction**[**SensorReading**] {

**var** conn**: Connection** = **\_**

**var** insertStmt**: PreparedStatement** = **\_ var** updateStmt**: PreparedStatement** = **\_**

**override def** open(parameters**: Configuration**)**: Unit** = {

*// connect to embedded in-memory Derby*

conn **= DriverManager**.getConnection( "jdbc:derby:memory:flinkExample", **new Properties**())

*// prepare insert and update statements*

insertStmt **=** conn.prepareStatement(

"INSERT INTO Temperatures (sensor, temp) VALUES (?, ?)") updateStmt **=** conn.prepareStatement(

"UPDATE Temperatures SET temp = ? WHERE sensor = ?")

}

**override def** invoke(r**: SensorReading**, context**: Context**[**\_**])**: Unit** = {

*// set parameters for update statement and execute it* updateStmt.setDouble(1, r.temperature) updateStmt.setString(2, r.id)

updateStmt.execute()

*// execute insert statement if update statement did not update any row*

**if** (updateStmt.getUpdateCount == 0) {

*// set parameters for insert statement* insertStmt.setString(1, r.id) insertStmt.setDouble(2, r.temperature)

*// execute insert statement*

insertStmt.execute()

}

}

**override def** close()**: Unit** = { insertStmt.close() updateStmt.close() conn.close()

}

}

Since Apache Derby does not provide a built-in UPSERT statement, the example sink performs UPSERT writes by first trying to update a row and inserting a new row if no

row with the given key exists. The Cassandra sink connector follows the same approach when the WAL is not enabled.

## Transactional Sink Connectors

Whenever an idempotent sink connector is not suitable, either the characteristics of the application’s output, the properties of the required sink system, or due to stricter consistency requirements, transactional sink connectors can be an alternative. As described before, transactional sink connectors need to be integrated with Flink’s checkpointing mechanism because they may only commit data to the external system when a checkpoint completes successfully.

In order to ease the implementation of transactional sinks, Flink’s DataStream API provides two templates that can be extended to implement custom sink operators.

Both templates implement the CheckpointListener interface to receive notifications

from the JobManager about completed checkpoints (see [“Receiving Notifications](#_bookmark1)

[About Completed Checkpoints”](#_bookmark1) for details about the interface):

* + The GenericWriteAheadSink template collects all outgoing records per check‐ point and stores them in the operator state of the sink task. The state is check‐

pointed and recovered in the case of a failure. When a task receives a checkpoint completion notification, it writes the records of the completed checkpoints to the external system. The Cassandra sink connector with WAL-enabled implements this interface.

* + The TwoPhaseCommitSinkFunction template leverages transactional features of the external sink system. For every checkpoint, it starts a new transaction and

writes all following records to the sink system in the context of the current trans‐ action. The sink commits a transaction when it receives the completion notifica‐ tion of the corresponding checkpoint.

In the following, we describe both interfaces and their consistency guarantees.

### GenericWriteAheadSink

GenericWriteAheadSink eases the implementation of sink operators with improved consistency properties. The operator is integrated with Flink’s checkpointing mecha‐

nism and aims to write each record exactly once to an external system. However, you should be aware that failure scenarios exist in which a write-ahead log sink emits

records more than once. Hence, a GenericWriteAheadSink does not provide bullet‐

proof exactly-once guarantees but only at-least-once guarantees. We will discuss these

scenarios in more detail later in this section.

GenericWriteAheadSink works by appending all received records to a write-ahead log that is segmented by checkpoints. Every time the sink operator receives a check‐

point barrier, it starts a new section and all the following records are appended to the new section. The WAL is stored and checkpointed as operator state. Since the log will be recovered, no records will be lost in the case of a failure.

When GenericWriteAheadSink receives a notification about a completed checkpoint, it emits all records that are stored in the WAL in the segment corresponding to the

successful checkpoint. Depending on the concrete implementation of the sink opera‐ tor, the records can be written to any kind of storage or message system. When all records have been successfully emitted, the corresponding checkpoint must be inter‐ nally committed.

A checkpoint is committed in two steps. First, the sink persistently stores the infor‐ mation that the checkpoint was committed and secondly it removes the records from the WAL. It is not possible to store the commit information in Flink’s application state because it is not persistent and would be reset in case of a failure. Instead,

GenericWriteAheadSink relies on a pluggable component called CheckpointCommit ter to store and look up information about committed checkpoints in an external persistent storage. For example, the Cassandra sink connector by default uses a Check pointCommitter that writes to Cassandra.

Thanks to the built-in logic of GenericWriteAheadSink, it is not difficult to imple‐ ment a sink that leverages a WAL. Operators that extend GenericWriteAheadSink need to provide three constructor parameters:

* + A CheckpointCommitter as discussed before
  + A TypeSerializer to serialize the input records
  + A job ID that is passed to the CheckpointCommitter to identify commit informa‐ tion across application restarts

Moreover, the write-ahead operator needs to implement a single method:

boolean sendValues(**Iterable**<**IN**> values, long chkpntId, long timestamp) GenericWriteAheadSink calls the sendValues() method to write the records of a completed checkpoint to the external storage system. The method receives an

Iterable over all records of a checkpoint, the ID of the checkpoint, and the time‐ stamp of when the checkpoint was taken. The method must return true if all writes succeeded and false if a write failed.

[Example 8-14](#_bookmark6) shows the implementation of a write-ahead sink that writes to the stan‐ dard output. It uses FileCheckpointCommitter, which we do not discuss here. You can look up its implementation in the repository that contains the examples of the

book.
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*Example 8-14. A WAL sink that writes to the standard output*

**val** readings**: DataStream**[**SensorReading**] **=** ???

*// write the sensor readings to the standard out via a write-ahead log*

readings.transform(

"WriteAheadSink", **new SocketWriteAheadSink**)

*// -----*

**class StdOutWriteAheadSink extends GenericWriteAheadSink**[**SensorReading**](

*// CheckpointCommitter that commits checkpoints to the local filesystem*

**new FileCheckpointCommitter**(**System**.getProperty("java.io.tmpdir")),

*// Serializer for records*

createTypeInformation[**SensorReading**]

.createSerializer(**new ExecutionConfig**),

*// Random JobID used by the CheckpointCommitter*

**UUID**.randomUUID.toString) {

**override def** sendValues(

readings**: Iterable**[**SensorReading**], checkpointId**: Long**,

timestamp**: Long**)**: Boolean** = {

**for** (r **<-** readings.asScala) {

*// write record to standard out*

println(r)

}

**true**

}

}

The examples repository contains an application that fails and recovers in regular intervals to demonstrate the behavior of StdOutWriteAheadSink and a regular Data Stream.print() sink in case of failures.

As mentioned earlier, GenericWriteAheadSink cannot provide bulletproof exactly- once guarantees. There are two failure cases that can result in records being emitted

more than once:

1. The program fails while a task is running the sendValues() method. If the exter‐ nal sink system cannot atomically write multiple records—either all or none—

some records might have been written and others not. Since the checkpoint was not committed yet, the sink will write all records again during recovery.

1. All records are correctly written and the sendValues() method returns true; however, the program fails before CheckpointCommitter is called or Checkpoint Committer fails to commit the checkpoint. During recovery, all records of not- yet-committed checkpoints will be written again.
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### TwoPhaseCommitSinkFunction

Flink provides the TwoPhaseCommitSinkFunction interface to ease the implementa‐ tion of sink functions that provide end-to-end exactly-once guarantees. However,

whether a 2PC sink function provides such guarantees or not depends on the imple‐ mentation details. We start the discussion of this interface with a question: “Isn’t the 2PC protocol too expensive?”

In general, 2PCs are an expensive approach to ensuring consistency in a distributed system. However, in the context of Flink, the protocol is only run once for every

checkpoint. Moreover, the protocol of TwoPhaseCommitSinkFunction piggybacks on Flink’s regular checkpointing mechanism and thus adds little overhead. The TwoPhase CommitSinkFunction works quite similar to the WAL sink, but it does not collect records in Flink’s application state; rather, it writes them in an open transaction to an

external sink system.

The TwoPhaseCommitSinkFunction implements the following protocol. Before a sink task emits its first record, it starts a transaction on the external sink system. All subse‐

quently received records are written in the context of the transaction. The voting phase of the 2PC protocol starts when the JobManager initiates a checkpoint and injects barriers in the sources of the application. When an operator receives the bar‐ rier, it checkpoints it state and sends an acknowledgment message to the JobManager once it is done. When a sink task receives the barrier, it persists its state, prepares the current transaction for committing, and acknowledges the checkpoint at the JobMan‐ ager. The acknowledgment messages to the JobManager are analogous to the commit vote of the textbook 2PC protocol. The sink task must not yet commit the transac‐ tion, because it is not guaranteed that all tasks of the job will complete their check‐ points. The sink task also starts a new transaction for all records that arrive before the next checkpoint barrier.

When the JobManager receives successful checkpoint notifications from all task instances, it sends the checkpoint completion notification to all interested tasks. This

notification corresponds to the 2PC protocol’s commit command. When a sink task receives the notification, it commits all open transactions of previous checkpoints.[8](#_bookmark29) Once a sink task acknowledges its checkpoint, it must be able to commit the corre‐ sponding transaction, even in the case of a failure. If the transaction cannot be com‐ mitted, the sink loses data. An iteration of the 2PC protocol succeeds when all sink tasks committed their transactions.

Let’s summarize the requirements for the external sink system:

* + The external sink system must provide transactional support or the sink must be able to emulate transactions on the external system. Hence, the sink should be able to write to the sink system, but the written data must not be made visible to the outside before it is committed.
  + A transaction must be open and accept writes for the duration of a checkpoint interval.
  + A transaction must wait to be committed until a checkpoint completion notifica‐ tion is received. In the case of a recovery cycle, this may take some time. If the sink system closes a transaction (e.g., with a timeout), the not committed data will be lost.
  + The sink must be able to recover a transaction after a process failed. Some sink systems provide a transaction ID that can be used to commit or abort an open transaction.
  + Committing a transaction must be an idempotent operation—the sink or exter‐ nal system should be able to notice that a transaction was already committed or a repeated commit must have no effect.

The protocol and the requirements of the sink system might be easier to understand by looking at a concrete example. [Example 8-15](#_bookmark26) shows a TwoPhaseCommitSinkFunc tion that writes with exactly-once guarantees to a filesystem. Essentially, this is a sim‐ plified version of the BucketingFileSink discussed earlier.

*Example 8-15. A transactional sink that writes to files*

**class TransactionalFileSink**(**val** targetPath**: String**, **val** tempPath**: String**) **extends TwoPhaseCommitSinkFunction**[(**String**, **Double**), **String**, **Void**]( createTypeInformation[**String**].createSerializer(**new ExecutionConfig**), createTypeInformation[**Void**].createSerializer(**new ExecutionConfig**)) {

**var** transactionWriter**: BufferedWriter** = **\_**

1. A task might need to commit multiple transactions if an acknowledgment message is lost.

*/\*\* Creates a temporary file for a transaction into which the records are*

*\* written.*

*\*/*

**override def** beginTransaction()**: String** = {

*// path of transaction file is built from current time and task index*

**val** timeNow **= LocalDateTime**.now(**ZoneId**.of("UTC"))

.format(**DateTimeFormatter**.**ISO\_LOCAL\_DATE\_TIME**)

**val** taskIdx **= this**.getRuntimeContext.getIndexOfThisSubtask **val** transactionFile **=** s"$timeNow-$taskIdx"

*// create transaction file and writer*

**val** tFilePath **= Paths**.get(s"$tempPath/$transactionFile") **Files**.createFile(tFilePath)

**this**.transactionWriter **= Files**.newBufferedWriter(tFilePath) println(s"Creating Transaction File: $tFilePath")

*// name of transaction file is returned to later identify the transaction*

transactionFile

}

*/\*\* Write record into the current transaction file. \*/*

**override def** invoke( transaction**: String**, value**:** (**String**, **Double**),

context**: Context**[**\_**])**: Unit** = { transactionWriter.write(value.toString) transactionWriter.write('\n')

}

*/\*\* Flush and close the current transaction file. \*/* **override def** preCommit(transaction**: String**)**: Unit** = { transactionWriter.flush()

transactionWriter.close()

}

*/\*\* Commit a transaction by moving the precommitted transaction file*

*\* to the target directory.*

*\*/*

**override def** commit(transaction**: String**)**: Unit** = {

**val** tFilePath **= Paths**.get(s"$tempPath/$transaction")

*// check if the file exists to ensure that the commit is idempotent*

**if** (**Files**.exists(tFilePath)) {

**val** cFilePath **= Paths**.get(s"$targetPath/$transaction") **Files**.move(tFilePath, cFilePath)

}

}

*/\*\* Aborts a transaction by deleting the transaction file. \*/*

**override def** abort(transaction**: String**)**: Unit** = {

**val** tFilePath **= Paths**.get(s"$tempPath/$transaction") **if** (**Files**.exists(tFilePath)) { **Files**.delete(tFilePath)

}

}

}

TwoPhaseCommitSinkFunction[IN, TXN, CONTEXT] has three type parameters:

* + IN specifies the type of the input records. In [Example 8-15](#_bookmark26), this is a Tuple2 with a

String and a Double field.

* + TXN defines a transaction identifier that can be used to identify and recover a transaction after a failure. In [Example 8-15](#_bookmark26), this is a string holding the name of

the transaction file.

* + CONTEXT defines an optional custom context. TransactionalFileSink

in [Example 8-15](#_bookmark26) does not need the context and hence sets the type to Void.

The constructor of TwoPhaseCommitSinkFunction requires two TypeSerializer— one for the TXN type and the other for the CONTEXT type.

Finally, TwoPhaseCommitSinkFunction defines five functions that need to be imple‐ mented:

* + beginTransaction(): TXN starts a new transaction and returns the transaction identifier. TransactionalFileSink in [Example 8-15](#_bookmark26) creates a new transaction file and returns its name as the identifier.
  + invoke(txn: TXN, value: IN, context: Context[\_]): Unit writes a value to the current transaction. The sink in [Example 8-15](#_bookmark26) appends the value as a String to the transaction file.
  + preCommit(txn: TXN): Unit precommits a transaction. A precommitted trans‐ action may not receive further writes. Our implementation in [Example 8-15](#_bookmark26)

flushes and closes the transaction file.

* + commit(txn: TXN): Unit commits a transaction. This operation must be idem‐ potent—records must not be written twice to the output system if this method is

called twice. In [Example 8-15](#_bookmark26), we check if the transaction file still exists and move it to the target directory if that is the case.

* + abort(txn: TXN): Unit aborts a transaction. This method may also be called twice for a transaction. Our TransactionalFileSink in [Example 8-15](#_bookmark26) checks if the transaction file still exists and deletes it if that is the case.

As you can see, the implementation of the interface is not too involved. However, the complexity and consistency guarantees of an implementation depend on, among other things, the features and capabilities of the sink system. For instance, Flink’s

Kafka producer implements the TwoPhaseCommitSinkFunction interface. As men‐

tioned before, the connector might lose data if a transaction is rolled back due to a

timeout.[9](#_bookmark29) Hence, it does not offer definitive exactly-once guarantees even though it implements the TwoPhaseCommitSinkFunction interface.

# Asynchronously Accessing External Systems

Besides ingesting or emitting data streams, enriching a data stream by looking up information in a remote database is another common use case that requires interact‐ ing with an external storage system. An example is the well-known Yahoo! stream processing benchmark, which is based on a stream of advertisement clicks that need to be enriched with details about their corresponding campaign that are stored in a key-value store.

The straightforward approach for such use cases is to implement a MapFunction that queries the datastore for every processed record, waits for the query to return a result,

enriches the record, and emits the result. While this approach is easy to implement, it suffers from a major issue: each request to the external datastore adds significant

latency (a request/response involves two network messages) and the MapFunction

spends most of its time waiting for query results.

Apache Flink provides the AsyncFunction to mitigate the latency of remote I/O calls. AsyncFunction concurrently sends multiple queries and processes their results asyn‐ chronously. It can be configured to preserve the order of records (requests might

return in a different order than the order in which they were sent out) or return the results in the order of the query results to further reduce the latency. The function is also properly integrated with Flink’s checkpointing mechanism—input records that are currently waiting for a response are checkpointed and queries are repeated in the

case of a recovery. Moreover, AsyncFunction properly works with event-time pro‐

cessing because it ensures watermarks are not overtaken by records even if out-of-

order results are enabled.

In order to take advantage of AsyncFunction, the external system should provide a client that supports asynchronous calls, which is the case for many systems. If a sys‐

tem only provides a synchronous client, you can spawn threads to send requests and handle them. The interface of AsyncFunction is shown in the following:

**trait AsyncFunction**[**IN**, **OUT**] **extends Function** {

**def** asyncInvoke(input**: IN**, resultFuture**: ResultFuture**[**OUT**])**: Unit**

}

The type parameters of the function define its input and output types. The asyncInvoke() method is called for each input record with two parameters. The first parameter is the input record and the second parameter is a callback object to return

1. See details in [“Apache Kafka Sink Connector”](#_bookmark18).

the result of the function or an exception. In [Example 8-16](#_bookmark4), we show how to apply

AsyncFunction on a DataStream.

*Example 8-16. Applying AsyncFunction on a DataStream*

**val** readings**: DataStream**[**SensorReading**] **=** ???

**val** sensorLocations**: DataStream**[(**String**, **String**)] **= AsyncDataStream**

.orderedWait( readings,

**new DerbyAsyncFunction**,

5, **TimeUnit**.**SECONDS**, *// timeout requests after 5 seconds*

100) *// at most 100 concurrent requests*

The asynchronous operator that applies an AsyncFunction is configured with the AsyncDataStream object,[10](#_bookmark30) which provides two static methods: orderedWait() and unorderedWait(). Both methods are overloaded for different combinations of parameters. orderedWait() applies an asynchronous operator that emits results in the order of the input records, while the operator of unorderWait() only ensures

watermarks and checkpoint barriers remain aligned. Additional parameters specify

when to time out the asynchronous call for a record and how many concurrent requests to start. [Example 8-17](#_bookmark19) shows DerbyAsyncFunction, which queries an embedded Derby database via its JDBC interface.

*Example 8-17. AsyncFunction that queries a JDBC database*

**class DerbyAsyncFunction**

**extends AsyncFunction**[**SensorReading**, (**String**, **String**)] {

*// caching execution context used to handle the query threads* **private lazy val** cachingPoolExecCtx **= ExecutionContext**.fromExecutor(**Executors**.newCachedThreadPool())

*// direct execution context to forward result future to callback object*

**private lazy val** directExecCtx **= ExecutionContext**.fromExecutor(

org.apache.flink.runtime.concurrent.**Executors**.directExecutor())

*/\*\**

* *Executes JDBC query in a thread and handles the resulting Future*
* *with an asynchronous callback.*

*\*/*

**override def** asyncInvoke( reading**: SensorReading**,

resultFuture**: ResultFuture**[(**String**, **String**)])**: Unit** = {

1. The Java API provides an AsyncDataStream class with the respective static methods.
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**val** sensor **=** reading.id

*// get room from Derby table as Future*

**val** room**: Future**[**String**] **= Future** {

*// Creating a new connection and statement for each record.*

*// Note: This is NOT best practice!*

*// Connections and prepared statements should be cached.*

**val** conn **= DriverManager**

.getConnection( "jdbc:derby:memory:flinkExample", **new Properties**())

**val** query **=** conn.createStatement()

*// submit query and wait for result; this is a synchronous call*

**val** result **=** query.executeQuery(

s"SELECT room FROM SensorLocations WHERE sensor = '$sensor'")

*// get room if there is one*

**val** room **= if** (result.next()) { result.getString(1)

} **else** { "UNKNOWN ROOM"

}

*// close resultset, statement, and connection*

result.close() query.close() conn.close()

*// return room*

room

}(cachingPoolExecCtx)

*// apply result handling callback on the room future*

room.onComplete {

**case Success**(r) **=>** resultFuture.complete(**Seq**((sensor, r)))

**case Failure**(e) **=>** resultFuture.completeExceptionally(e)

}(directExecCtx)

}

}

The asyncInvoke() method of DerbyAsyncFunction in [Example 8-17](#_bookmark19) wraps the blocking JDBC query in a Future, which is executed via CachedThreadPool. To keep the example concise, we create a new JDBC connection for each record, which is, of

course, quite inefficient and should be avoided. Future[String] holds the result of the JDBC query.

Finally, we apply an onComplete() callback on Future and pass the result (or a possi‐ ble exception) to the ResultFuture handler. In contrast to the JDBC query Future, the onComplete() callback is processed by DirectExecutor because passing the result

to ResultFuture is a lightweight operation that does not require a dedicated thread. Note that all operations are done in a nonblocking fashion.

It is important to point out that an AsyncFunction instance is sequentially called for each of its input records—a function instance is not called in a multithreaded fashion. Therefore, the asyncInvoke() method should quickly return by starting an asynchro‐ nous request and handling the result with a callback that forwards the result to ResultFuture. Common antipatterns that must be avoided include:

* + Sending a request that blocks the asyncInvoke() method
  + Sending an asynchronous request but waiting inside the asyncInvoke() method for the request to complete

# Summary

In this chapter you learned how Flink DataStream applications can read data from and write data to external systems and the requirements for an application to achieve different end-to-end consistency guarantees. We presented Flink’s most commonly used built-in source and sink connectors, which also serve as representatives for dif‐ ferent types of storage systems, such as message queues, filesystems, and key-value stores.

Subsequently, we showed you how to implement custom source and sink connectors, including WAL and 2PC sink connectors, providing detailed examples. Finally, you

learned about Flink’s AsyncFunction, which can significantly improve the perfor‐

mance of interacting with external systems by performing and handling requests

asynchronously.
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