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# 1.Введение

Списки являются чрезвычайно гибкой структурой, так как их легко сделать большими или меньшими, и их элементы доступны для вставки или удаления в любой позиции списка. Списки также можно объединять или разбивать на меньшие списки. Списки регулярно используются в приложениях, например в программах информационного поиска, трансляторах программных языков или при моделировании различных процессов.

В математике список представляет собой последовательность элементов определенного типа ( elementtype ). Представим список в виде последовательности элементов, разделенных запятыми: a1, а2, ..., аn, где n≥ 0 и всё ai имеют тип elementtype. Количество элементов n - длина списка. Если n ≥ 1, то а1 называется первым элементом, а аn—последним элементом списка. В случае n = 0 имеем пустой список, который не содержит элементов.

Важное свойство списка заключается в том, что его элементы можно линейно упорядочить в соответствии с их позицией в списке. Говорим, что элемент ai предшествует ai+1 для і = 1, 2, ..., n — 1 и ai следует за ai-1 для і =2, 3, .., n. Также будем говорить, что элемент аi имеет позицию і.

Реализация списков посредством массивов

При реализации списков с помощью массивов элементы списка располагаются в смежных ячейках массива. Это представление позволяет легко просматривать содержимое списка и вставлять новые элементы в его конец. Но вставка нового элемента в середину списка требует перемещения всех, последующих элементов на одну позицию к концу массива, чтобы освободить место для нового элемента. Удаление элемента также требует перемещения элементов, чтобы закрыть освободившуюся ячейку.

# 2. Цели и задачи

В рамках лабораторной работы ставится задача эффективной реализации структуры данных – линейный односвязный список на массивах и выполнение основных операций над ним:

* добавления элемента в начало списка,
* добавления элемента в конец списка,
* добавления, извлечения с удалением промежуточного элемента списка,
* извлечения с удалением элемента из начала списка,
* извлечения с удалением элемента из конца списка,
* проверка списка на полноту/пустоту.

В процессе выполнения лабораторной работы требуется использовать систему контроля версий [Git](https://git-scm.com/book/ru/v2) и фрэймворк для разработки автоматических тестов [Google Test](https://github.com/google/googletest).

Выполнение работы предполагает решение следующих задач:

1. Реализация методов шаблонного класса Arraylist согласно заданному интерфейсу.
2. Обеспечение работоспособности тестов и примера использования.
3. Реализация заготовок тестов, покрывающих все методы Arraylist.
4. Модификация примера использования в тестовое приложение, позволяющее задавать списки и осуществлять основные операции над ними.

## 2.1. Используемые инструменты

* Система контроля версий [Git](https://git-scm.com/book/ru/v2). Рекомендуется использовать один из следующих клиентов на выбор студента:
  + [Git](https://git-scm.com/downloads)
  + [GitHub Desktop](https://desktop.github.com/)
* Фреймворк для написания автоматических тестов [Google Test](https://github.com/google/googletest).
* Среда разработки Microsoft Visual Studio (2008 или старше).
* Опционально. Утилита [CMake](http://www.cmake.org/) для генерации проектов по сборке исходных кодов. Может быть использована для генерации решения для среды разработки, отличной от Microsoft Visual Studio 2008 или 2010.

# 3. Руководство пользователя

Запускаем программу из файла sample\_tarrlist.cpp (Рис.1):

![C:\Users\Nadya\Pictures\list1.png](data:image/png;base64,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)

# 

# 

# 

# 

# 

# 4. Руководство программиста

Разработка системы вычисления проводились в среде “Microsoft Visual Studio 2010”.

В данной работе будет использовано 4 класса:

* Класс «Список» (Arraylist), реализованный с использованием массивов и использующий класс очередь.

## 4.1. Описание структуры программы

Модульная структура программы:

1. Arraylist.h– модуль с классом Arraylist, в котором определен интерфейс шаблонного класса Список и реализация его методов.
2. test\_main.cpp, test\_tarrlist.cpp – модуль с функциями тестирования для созданных классов. Содержит 24 теста для класса Arraylist.

## 4.2. Описание функций и процедур, их алгоритмов

Рассмотрим реализацию методов шаблонного класса TArrList:

template <class ArrListType>

class TArrList

1. TArrList(int \_size = 10) – конструктор класса, принимающий размер списка. По умолчанию создается список размера 10.

2. TArrList(TArrList<ArrListType> &List) - конструктор копирования.

Принимает ссылку на объект класса TArrList.

3. ~TArrList() - деструктор. Освобождает выделенную память.

4. void Put(int n, ArrListType elem) - метод, позволяющий добавить новый элемент в список на определенную позицию.

5. void PutStart(ArrListType elem) - метод, позволяющий добавить новый элемент в начало списка.

6. void PutEnd(ArrListType elem) - метод, позволяющий добавить новый элемент в конец списка.

7. ArrListType Get(int n) - метод изъятия элемента на определенной позиции из списка с удалением.

8. ArrListType GetStart() - метод изъятия элемента из начала списка с удалением.

9. ArrListType GetEnd() - метод изъятия элемента с конца списка с удалением.

10. bool IsFull() - метод проверки списка на полноту.

11. bool IsEmpty() - метод проверки списка на пустоту.

12. void Print() - метод отображения текущих элементов списка.

# 5. Эксперименты

В качестве примера рассмотрим операцию добавления элемента в конец и в начало списка для класса Arraylist.

Теоретическая сложность выполнения алгоритмов O(1).

Мы провели измерение скорости добавления элемента в конец и в начало списка при разном количестве элементов: 10, 100, …, 1000000. Ниже вы можете увидеть таблицу зависимости времени выполнения операции от количества элементов списка. (Таблица.1)

По приведенным данным можно сделать вывод, что практическая сложность выполнения алгоритма равна теоретической.

|  |  |  |
| --- | --- | --- |
| Кол-во элементов | метод PutEnd() | метод PutStart() |
| 10 | 0 | 0 |
| 100 | 0 | 0 |
| 1000 | 0 | 0 |
| 10000 | 0 | 0 |
| 100000 | 0 | 0 |

Таблица.1. Зависимость времени выполнения операций от размера списка.

# 6. Заключение

В результате лабораторной работы была разработана структура данных – односвязный линейный список на массивах, а также освоены такие инструменты разработки программного обеспечения, как система контроля версий [Git](https://git-scm.com/book/ru/v2) и фрэймворк для разработки автоматических тестов [Google Test](https://github.com/google/googletest).

Созданный шаблонный класс был протестированы с использованием Google Tests, а также были проведены эксперименты для сравнения теоретической и практической сложности выполнения операций на методе класса.
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# 8. Приложения

## 8.1. Приложение 1:Класс Arraylist

|  |
| --- |
| **tarrlist.h** |
| #ifndef \_ARRAY\_LIST\_  #define \_ARRAY\_LIST\_  #include <iostream>  using namespace std;  template <class T1>  class TArrayListIterator;  template <class T>  class TArrayList  {  protected:  T\* data;  int\* links;  int size;  int count;  int root;  public:  TArrayList(int \_size = 1);  TArrayList(TArrayList<T>& \_v);  ~TArrayList();  TArrayList<T>& operator =(TArrayList<T>& \_v);  void InsFirst(T d);  void InsLast(T d);  void Ins(TArrayListIterator<T>& e, T d);  bool IsFull(void) const;  bool IsEmpty(void) const;  TArrayListIterator<T> Begin();  TArrayListIterator<T> End();  void DelFirst();  void DelLast();  T GetFirst();  T GetLast();  void Del(TArrayListIterator<T>& e);  int GetCount();  template <class T1>  friend ostream& operator<< (ostream& ostr, const TArrayList<T1>& A);  template <class T1>  friend istream& operator >> (istream& istr, TArrayList<T1>& A);  template <class T1>  friend class TArrayListIterator;  };  template <class T>  class TArrayListIterator  {  protected:  TArrayList<T>& list;  int index;  public:  TArrayListIterator(TArrayList<T>& \_list, int \_index = -2);  TArrayListIterator(TArrayListIterator<T>& \_v);  ~TArrayListIterator();  bool IsGoNext();  void GoNext();  bool operator == (const TArrayListIterator<T>& \_v);  TArrayListIterator<T>& operator ++ ();  TArrayListIterator<T>& operator =(const TArrayListIterator<T>& \_v);  T GetData();  T GetIndex();  };  template <class T1>  ostream& operator<< (ostream& ostr, const TArrayList<T1>& A)  {  int i = A.root;  while (A.links[i] != -1)  {  ostr << A.data[i];  i = A.links[i];  }  return ostr;  }  template <class T1>  istream& operator >> (istream& istr, TArrayList<T1>& A)  {  int count;  istr >> count;  for (int i = 0; i < count; i++)  {  T1 d;  istr >> d;  A.InsLast(d);  }  return istr;  }  template<class T>  inline TArrayList<T>::TArrayList(int \_size)  {  if (\_size <= 0)  {  throw logic\_error("Error");  }  size = \_size;  data = new T[size];  links = new int[size];  count = 0;  for (int i = 0; i < size; i++)  {  links[i] = -2;  }  root = -1;  }  template <class T>  TArrayList<T>::TArrayList(TArrayList<T>& \_v)  {  count = \_v.count;  size = \_v.size;  root = \_v.root;  data = new T[size];  links = new int[size];  for (int i = 0; i < size; i++)  {  links[i] = \_v.links[i];  data[i] = \_v.data[i];  }  }  template <class T>  TArrayList<T>::~TArrayList()  {  if (data != 0)  {  delete[] data;  delete[] links;  data = 0;  links = 0;  count = 0;  size = 0;  root = -1;  }  }  template <class T>  TArrayList<T>& TArrayList<T>::operator =(TArrayList<T>& \_v)  {  if (this == &\_v)  return \*this;  if (size != \_v.size)  {  delete[] data;  delete[] links;  data = new T[\_v.size];  links = new int[\_v.size];  }  count = \_v.count;  size = \_v.size;  root = \_v.root;  for (int i = 0; i < size; i++)  {  links[i] = \_v.links[i];  data[i] = \_v.data[i];  }  return \*this;  }  template<class T>  inline void TArrayList<T>::InsFirst(T d)  {  if (this->IsFull())  {  throw logic\_error("Error");  }  int i = 0;  for (i = 0; i < size; i++)  {  if (links[i] == -2)  {  break;  }  }  data[i] = d;  links[i] = root;  root = i;  count++;  }  template<class T>  inline void TArrayList<T>::InsLast(T d)  {  if (this->IsFull())  {  throw logic\_error("Error");  }  if (this->IsEmpty())  {  root = 0;  data[0] = d;  links[0] = -1;  }  else  {  int i = 0;  for (i = 0; i < size; i++)  {  if (links[i] == -2)  {  break;  }  }  int end = root;  while (links[end] != -1)  {  end = links[end];  }  data[i] = d;  links[i] = -1;  links[end] = i;  }  count++;  }  template<class T>  inline void TArrayList<T>::Ins(TArrayListIterator<T>& e, T d)  {  if (this->IsFull())  {  throw logic\_error("Error");  }  if (this->IsEmpty())  {  root = 0;  data[0] = d;  links[0] = -1;  }  else  {  int temp = e.GetIndex();  if (links[temp] == -2)  {  int end = root;  while (links[end] != -1)  {  end = links[end];  }  data[temp] = d;  links[temp] = -1;  links[end] = temp;  }  }  count++;  }  template<class T>  inline bool TArrayList<T>::IsFull(void) const  {  return count >= size;  }  template<class T>  inline bool TArrayList<T>::IsEmpty(void) const  {  return count == 0;  }  template<class T>  inline void TArrayList<T>::DelFirst()  {  if (this->IsEmpty())  {  throw logic\_error("Error");  }  int i = root;  root = links[root];  links[i] = -2;  count--;  }  template<class T>  inline void TArrayList<T>::DelLast()  {  if (this->IsEmpty())  {  throw logic\_error("Error");  }  if (links[root] == -1)  {  links[root] = -2;  root = -1;  }  else  {  int pEnd = root;  int end = links[root];  while (links[end] != -1)  {  pEnd = end;  end = links[end];  }  links[pEnd] = -1;  links[end] = -2;  }  count--;  }  template<class T>  inline T TArrayList<T>::GetFirst()  {  if (this->IsEmpty())  {  throw logic\_error("Error");  }  return data[root];  }  template<class T>  inline T TArrayList<T>::GetLast()  {  if (this->IsEmpty())  {  throw logic\_error("Error");  }  int end = root;  while (links[end] != -1)  {  end = links[end];  }  return data[end];  }  template<class T>  inline void TArrayList<T>::Del(TArrayListIterator<T>& e)  {  if (this->IsEmpty())  {  throw logic\_error("Error");  }  if (links[root] == -1)  {  links[root] = -2;  root = -1;  }  else  {  int pEnd = e.GetIndex();  int end = links[root];  while (links[end] != -1)  {  pEnd = end;  end = links[end];  }  links[pEnd] = -1;  links[end] = -2;  }  count--;  }  template<class T>  inline int TArrayList<T>::GetCount()  {  return count;  }  #endif  template<class T>  inline TArrayListIterator<T> TArrayList<T>::Begin()  {  return TArrayListIterator<T>(\*this, this->root);  }  template<class T>  inline TArrayListIterator<T> TArrayList<T>::End()  {  return TArrayListIterator<T>(\*this, -1);  }  template<class T>  inline TArrayListIterator<T>::TArrayListIterator(TArrayList<T>& \_list, int \_index) : list(\_list)  {  this->index = \_index;  }  template<class T>  inline TArrayListIterator<T>::TArrayListIterator(TArrayListIterator<T>& \_v) : list(\_v.list), index(\_v.index)  {  }  template<class T>  inline TArrayListIterator<T>::~TArrayListIterator()  {  index = -2;  }  template<class T>  inline bool TArrayListIterator<T>::IsGoNext()  {  return (index >= 0);  }  template<class T>  inline void TArrayListIterator<T>::GoNext()  {  if (IsGoNext())  {  index = list.links[index];  }  }  template<class T>  inline bool TArrayListIterator<T>::operator==(const TArrayListIterator<T>& \_v)  {  return (index == \_v.index && \*list == \*(\_v.list));  }  template<class T>  inline TArrayListIterator<T>& TArrayListIterator<T>::operator++()  {  GoNext();  return \*this;  }  template<class T>  inline TArrayListIterator<T>& TArrayListIterator<T>::operator=(const TArrayListIterator<T>& \_v)  {  list = \_v.list;  index = \_v.index;  }  template<class T>  inline T TArrayListIterator<T>::GetData()  {  if (index < 0)  {  throw logic\_error("Error");  }  return list.data[index];  }  template<class T>  inline T TArrayListIterator<T>::GetIndex()  {  if (index < 0)  {  throw logic\_error("Error");  }  return index;  } |

## 8.2. Приложение 2:Тесты для класса

|  |
| --- |
| **test\_main.cpp** |
| #include <gtest.h>  int main(int argc, char \*\*argv)  {  ::testing::InitGoogleTest(&argc, argv);  return RUN\_ALL\_TESTS();  } |

|  |
| --- |
| **test\_TArraylist.cpp** |
| #include "../gtest/gtest.h"  #include "../Arraylist/Arraylist.h"  TEST(TArrayList, can\_create\_Arraylist)  {  ASSERT\_NO\_THROW(TArrayList<int> temp(10));  }  TEST(TArrayList, can\_create\_Arraylist\_Iterator)  {  TArrayList<int> temp(10);  ASSERT\_NO\_THROW(TArrayListIterator<int> i(temp));  }  TEST(TArrayList, can\_copy\_Arraylist)  {  TArrayList<int> temp(10);  ASSERT\_NO\_THROW(TArrayList<int> temp2(temp));  }  TEST(TArrayList, can\_copy\_Arraylist\_Iterator)  {  TArrayList<int> temp(10);  TArrayListIterator<int> i(temp);  ASSERT\_NO\_THROW(TArrayListIterator<int> j = i);  }  TEST(TArrayList, can\_insert\_elem\_first)  {  TArrayList<int> temp(10);  ASSERT\_NO\_THROW(temp.InsFirst(1));  }  TEST(TArrayList, cant\_insert\_elem\_isFull)  {  TArrayList<int> temp(1);  temp.InsFirst(1);  ASSERT\_ANY\_THROW(temp.InsFirst(2));  }  TEST(TArrayList, can\_insert\_elem\_last)  {  TArrayList<int> temp(10);  ASSERT\_NO\_THROW(temp.InsLast(1));  }  TEST(TArrayList, can\_insert\_through\_iterator)  {  TArrayList<char> temp(10);  temp.InsFirst('a');  temp.InsLast('b');  temp.InsFirst('c');  TArrayListIterator<char> i(temp, 1);  ASSERT\_NO\_THROW(temp.Ins(i, 'd'));  }  TEST(TArrayList, check\_isFull)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  EXPECT\_EQ(temp.IsFull(), true);  }  TEST(TArrayList, check\_isEmpty)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  EXPECT\_EQ(temp.IsEmpty(), false);  }  TEST(TArrayList, can\_del\_first)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  ASSERT\_NO\_THROW(temp.DelFirst());  }  TEST(TArrayList, can\_del\_last)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  ASSERT\_NO\_THROW(temp.DelLast());  }  TEST(TArrayList, can\_Get\_first)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  EXPECT\_EQ(temp.GetFirst(), 'a');  }  TEST(TArrayList, can\_Get\_last)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  EXPECT\_EQ(temp.GetLast(), 'a');  }  TEST(TArrayList, can\_del\_iterator)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  TArrayListIterator<char> i(temp, 1);  ASSERT\_NO\_THROW(temp.Del(i));  }  TEST(TArrayList, can\_get\_count)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  EXPECT\_EQ(temp.GetCount(), 1);  }  TEST(TArrayList, can\_GetData\_iterator)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  TArrayListIterator<char> i(temp, 1);  ASSERT\_NO\_THROW(i.GetData());  }  TEST(TArrayList, can\_GetIndex\_iterator)  {  TArrayList<char> temp(1);  temp.InsFirst('a');  TArrayListIterator<char> i(temp, 1);  ASSERT\_NO\_THROW(i.GetIndex());  } |