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# Введение.

**Очередь** — абстрактный тип данных с дисциплиной доступа к элементам «первый пришёл — первый вышел». Добавление элемента возможно лишь в конец очереди, выборка — только из начала очереди, при этом выбранный элемент из очереди удаляется.

Очередь в программировании в основном применяется, когда нужно провести какие-то действия с элементами последовательно.

# Постановка задачи.

В данной лабораторной работе нужно разработать эффективную библиотеку для хранения и работы с такой структурой данных, как очередь.

Для этого нам нужно:

* Описать и реализовать класс **TQueue**.
* Протестировать класс **TQueue** с помощью Google Test.
* Продемонстрировать работу класса **TQueue**.

# Руководство пользователя.

Пример работы класса **TQueue**:

**![C:\Users\Евгений\Desktop\queue.png](data:image/png;base64,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)**

*Рис 1. Пример работы программы*

Программа работает следующим образом:

* Создается очередь (в данном примере её размер равен 10).
* Проверяем очередь на пустоту.
* Заполняем очередь значениями от 1 до 10.
* Проверяем очередь на полноту.
* Забираем элемент из очереди.
* Проверяем очередь на полноту и пустоту.

# Руководство программиста.

# Описание структуры программы.

Программа состоит из модулей:

* **Queue** – содержит в себе файл **queue.cpp** с реализацией примера использования класса **TQueue.**
* **QueueLib –** содержит в себе файл **Queue.h**, в котором описан и реализован класс **TQueue**.
* **Test** – содержит в себе файл **test\_queue.cpp**, в котором находится набор тестов, для проверки работоспособности класса **TQueue**.

# Описание структур данных.

**Класс TQueue.**

Класс **TQueue** является шаблонным наследником от стека и содержит два поля со спецификатором **protected**:

* **int start** – индекс,куда помещается новый элемент.
* **int count** – количество элементов в очереди.

Далее идут методы класса со спецификатором доступа **public**:

* **TQueue(int \_size=0)** – конструктор инициализатор.
* **TQueue(TQueue<T> &obj)** – конструктор копирования.
* **void Put(T elem)** – функция, помещающая элемент в начало очереди.
* **T Get()** – функция, возвращающая элемент из конца очереди.
* **bool IsEmpty()** – функция, проверяющая очередь на пустоту.
* **bool IsFull()** – функция, проверяющая очередь на полноту.

# Описание алгоритмов.

**Добавление элемента в очередь.**

Добавляя элемент в очередь, мы помещаем его начало очереди, на которое указывает поле **start**. После добавления элемента в очередь, значение поля **start** увеличивается на 1 следующим образом: . Это нужно для того, чтобы мы могли заполнить всю свободную память, как показано на *Рис. 2*. Количество элементов в очереди **count** увеличиваем на 1.
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*Рис. 2 Добавление элемента в очередь.*

**Удаление элемента из очереди.**

Удаляя элемент из очереди, мы забираем его из конца очереди. На конец очереди указывает поле **top**. После чего, значение поле **top** уменьшаем на 1 следующим образом: . Количество элементов в очереди **count** уменьшаем на 1.
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*Рис. 3 Удаление элемента из очереди.*

# Заключение.

В данной лабораторной работе мне удалось реализовать библиотеку для хранения и работы с очередью, а именно:

* Удалось реализовать класс **TQueue**.
* Удалось протестировать методы класса **TQueue**, а также обеспечить их работоспособность.

Таким образом, я смог реализовать структуру данных под названием очередь, использующую кольцевой буфер.
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# Приложения

|  |
| --- |
| **Queue.h** |
| #pragma once  #ifndef \_QUEUE\_  #define \_QUEUE\_  #include <iostream>  #include <fstream>  using namespace std;  template <class T>  class TQueue  {  protected:  int length;  T\* x;  int ind;  int end;  int count;  public:  TQueue(int size = 0);  TQueue(TQueue<T>& \_v);  ~TQueue();  TQueue<T>& operator =(TQueue<T>& \_v);  void Push(T d);  T Get();  int Length();  int IsEmpty(void) const;  inline int min\_elem();  inline int max\_elem();  template <class T1>  friend ostream& operator<< (ostream& ostr, const TQueue<T1>& A);  template <class T1>  friend istream& operator >> (istream& istr, TQueue<T1>& A);  };  template <class T1>  ostream& operator<< (ostream& ostr, const TQueue<T1>& A)  {  for (int i = A.ind; i < A.end; i++)  {  ostr << A.x[i] << endl;  }  return ostr;  }  template <class T1>  istream& operator >> (istream& istr, TQueue<T1>& A)  {  int count;  istr >> count;  for (int i = 0; i < A.count; i++) {  T1 d;  istr >> d;  A.Push(d);  }  return istr;  }  template<class T>  inline TQueue<T>::TQueue(int size)  {  if (size > 0)  {  this->length = size;  x = new T[length];  for (int i = 0; i < length; i++)  {  x[i] = 0;  }  this->ind = 0;  this->end = 0;  this->count = 0;  }  else  {  throw logic\_error("ERROR");  }  }  template <class T>  TQueue<T>::TQueue(TQueue<T>& \_v)  {  length = \_v.length;  ind = \_v.ind;  end = \_v.end;  count = \_v.count;  x = new T[length];  for (int i = 0; i < length; i = i + 1)  {  x[i] = \_v.x[i];  }  }  template <class T>  TQueue<T>::~TQueue()  {  length = 0;  if (x != 0)  delete[] x;  x = 0;  }  template <class T>  TQueue<T>& TQueue<T>::operator =(TQueue<T>& \_v)  {  if (this == &\_v)  return \*this;  this->length = \_v.length;  if (x != NULL)  {  delete[] x;  }  this->x = new T[length];  for (int i = 0; i < length; i++)  x[i] = \_v.x[i];  this->ind = \_v.ind;  this->end = \_v.end;  this->count = \_v.count;  return \*this;  }  template<class T>  inline void TQueue<T>::Push(T d)  {  if (count >= length)  {  ind++;  count--;  }  x[end] = d;  end = (end + 1) % length;  count++;  }  template<class T>  inline T TQueue<T>::Get()  {  if (count == 0)  {  throw logic\_error("ERROR");  }  T d = x[ind];  ind = (ind + 1) % length;  return d;  }  template <class T>  int TQueue<T>::Length()  {  return length;  }  template<class T>  inline int TQueue<T>::IsEmpty(void) const  {  return count == 0;  }  template<class T>  inline int TQueue<T>::min\_elem()  {  int res = x[0];  for (int i = 1; i < length; i++)  {  if (x[i] < res)  {  res = x[i];  }  }  return res;  }  template<class T>  inline int TQueue<T>::max\_elem()  {  int res = x[0];  for (int i = 1; i < length; i++)  {  if (x[i] > res)  {  res = x[i];  }  }  return res;  }  #endif |

|  |
| --- |
| **Test\_TQueue** |
| #include "Queue.h"  #include "Queue.cpp"  #include "../gtest/gtest.h"  TEST(TQueue, can\_create\_queue\_with\_positive\_length)  {  ASSERT\_NO\_THROW(TQueue<int> qe(3));  }  TEST(TQueue, cant\_create\_queue\_with\_null)  {  ASSERT\_ANY\_THROW(TQueue<int> qe(0));  }  TEST(TQueue, create\_empty\_queue)  {  TQueue<int> qe(3);  EXPECT\_EQ(true, qe.IsEmpty());  }  TEST(TQueue, can\_push\_if\_ok)  {  TQueue<int> qe(3);  ASSERT\_NO\_THROW(qe.Push(3));  }  TEST(TQueue, can\_get\_elem)  {  TQueue<int> qe(2);  qe.Push(4);  EXPECT\_EQ(4, qe.Get());  }  TEST(TQueue, cant\_get\_if\_empty)  {  TQueue<int> qe(1);  ASSERT\_ANY\_THROW(qe.Get());  }  TEST(TQueue, can\_copy\_queue)  {  TQueue<int> qe1(2);  qe1.Push(1);  ASSERT\_NO\_THROW(TQueue<int> qe2(qe1));  }  TEST(TQueue, can\_assing\_queue)  {  TQueue<int> qe1(2);  qe1.Push(1);  TQueue<int> qe2(2);  qe2 = qe1;  EXPECT\_EQ(1, qe2.Get());  }  TEST(TQueue, test\_ring\_queue)  {  TQueue<int> qe(2);  qe.Push(1);  qe.Push(2);  qe.Push(3);  EXPECT\_EQ(2, qe.Get());  }  TEST(TQueue, can\_get\_Lenght)  {  TQueue<int> qe(2);  EXPECT\_EQ(2, qe.Length());  }  TEST(TQueue, can\_get\_MIN\_elem)  {  TQueue<int> qe(3);  qe.Push(1);  qe.Push(14);  qe.Push(7);  EXPECT\_EQ(1, qe.min\_elem());  }  TEST(TQueue, can\_get\_MAX\_elem)  {  TQueue<int> qe(3);  qe.Push(1);  qe.Push(14);  qe.Push(7);  EXPECT\_EQ(14, qe.max\_elem());  } |