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# Введение.

**Список** — это абстрактный тип данных, представляющий собой упорядоченный набор значений, в котором некоторое значение может встречаться более одного раза. Экземпляр списка является компьютерной реализацией математического понятия конечной последовательности. Экземпляры значений, находящихся в списке, называются **элементами**; если значение встречается несколько раз, каждое вхождение считается отдельным элементом.

**Связный список** — базовая динамическая структура данных в информатике, состоящая из узлов, каждый из которых содержит как собственно данные, так и ссылку на следующий и/или предыдущий узел списка. Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задаётся его внутренними связями.

# Постановка задачи.

В данной лабораторной работе нужно разработать эффективную библиотеку для хранения и работы с такой структурой данных, как список на указателях.

Для этого нам нужно:

* Описать и реализовать класс элемента списка **TElem**.
* Описать и реализовать класс списка **TList**.
* Протестировать класс **TList** с помощью Google Test.
* Продемонстрировать работу класса **TList**.

# Руководство пользователя.

Пример работы класса **TList**:

**![C:\Users\Евгений\Desktop\list.png](data:image/png;base64,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)**

*Рис 1. Пример работы программы*

Программа работает следующим образом:

* Создается список.
* Проверяем список на пустоту.
* Заполняем список значениями от 1 до 10.
* Проверяем список на полноту.
* Забираем элемент из конца списка.
* Проверяем список на полноту и пустоту.
* Забираем элемент из начала списка.
* Проверяем список на полноту и пустоту.

# Руководство программиста.

# Описание структуры программы.

Программа состоит из модулей:

* **List** – содержит в себе файл **list\_main.cpp** с реализацией примера использования класса **TList.**
* **ListLib –** содержит в себе файлы **List.h** и **Elem.h**, в которых описаны и реализованы классы **TList** и **TElem** соответственно.
* **ListTest** – содержит в себе файл **test\_list.cpp**, в котором находится набор тестов, для проверки работоспособности класса **TList**.

# Описание структур данных.

**Класс TElem.**

Класс **TElem** является шаблонным классом и содержит два поля со спецификатором **protected**:

* **T elem** – переменная, для хранения элемента списка.
* **TElem<T>\* next** – указатель на следующий элемент списка.

Далее идут методы класса со спецификатором доступа **public**:

* **TElem(T \_elem = 0, TElem<T>\* \_next = 0)** – конструктор инициализатор.
* **TElem(TElem<T> &obj)** – конструктор копирования.
* **T GetElem()** – метод для получения элемента списка.
* **TElem<T>\* GetNext()** – метод для получения указателя на следующий элемент списка.
* **void SetElem(T \_elem)** – метод для добавления элемента в список.
* **void SetNext(TElem<T>\* \_next)** – метод для добавления указателя на следующий элемент списка.

**Класс TList.**

Класс **TList** является шаблонным классом и содержит одно поля со спецификатором **protected**:

* **TElem<T>\* begin** – указатель на начало списка.

Далее идут методы класса со спецификатором доступа **public**:

* **TList()** – конструктор по умолчанию.
* **TList(TList<T> &obj)** – конструктор копирования.
* **void PutBegin(T \_elem)** – метод для добавления элемента в начало списка.
* **void PutEnd(T \_elem)** – метод для добавления элемента в конец списка.
* **T GetBegin()** – метод для получения элемента из начала списка.
* **T GetEnd()** – метод для получения элемента из конца списка.
* **bool IsEmpty()** – метод для проверки списка на пустоту.
* **bool IsFull() –** метод для проверки списка на полноту.

# Описание алгоритмов.

**Добавление элемента в начало списка.**

При добавлении элемента в начало списка, мы создаем указатель на объект класса **TElem**. После этого выделяем память под объект этого класса и, передав туда значение, которое необходимо положить в список, и указатель на текущее начало, создаем очередное элемент списка. Указатель на начало списка переопределяем на только что добавленный элемент.

**Добавление элемента в конец списка.**

При добавлении элемента списка в конец проверяем, есть ли элементы в списке. Если они есть, то создаем указатель на объект класса **TElem** и записываем в него значение начала списка. В цикле ищем текущий последний элемент, путем изменения значения указателя на объект класса **TElem***.* Как только конец списка будет найден, выделяем память под новой элемент списка и создаем его. Указатель для текущего последнего элемента переопределяем на следующий – только что созданный.

**Удаление элемента списка из начала.**

Для удаления элемента списка из начала выполняем проверку на пустоту списка. Если список пуст, то бросаем исключение. Иначе создаем указатель на объект класса **TElem**, которому присваиваем значение текущего начала списка. Создаем временную переменную*,* в которую записываем значение, хранящееся в первом элементе списка. Начало списка устанавливаем на следующий за удаляемый элемент. Удаляем указатель на объект класса **TElem** для того, чтобы очистить память, занимаемую бывшим первым элементом.

**Удаление элемента списка из конца.**

Для удаления элемента списка из конца выполняем проверку на пустоту списка. Если список пуст, то бросаем исключение. Иначе необходимо проверить: в списке больше одного элемента или ровно один. Для этого смотрим на следующий за первым элемент. Если указатель на него равен нулю, то мы возвращаем только данные из первого элемента списка, начало списка обнуляем.

Ели элементов больше нуля, то создаем указатель **\*tmp1** на объект класса **TElem**. Ищем в цикле предпоследнее звено списка. Далее, оздаем еще один указатель **\*tmp2** на объект класса **TElem**. В него записываем указатель на последний элемент списка и получаем данные из этого элемента. Затем удаляем указатель **\*tmp2**. Для **\*tmp1***,* устанавливаем в качестве следующего за ним 0, т.к. он теперь стал последним.

# Эксперименты.

|  |  |  |
| --- | --- | --- |
| Количество элементов в списке | Время работы метода **GetBegin()** (в млс) | Время работы метода **GetEnd()** (в млс) |
| 10000 | 0 | 1 |
| 100000 | 0 | 1 |
| 1000000 | 0 | 3 |

*Таблица 1. Результаты экспериментов.*

Таким образом, можно увидеть, что сложность работы метода **GetBegin()** – O(1). А сложность работы метода **GetEnd()** – O(n).

# Заключение.

В данной лабораторной работе мне удалось реализовать библиотеку для хранения и работы со списком на указателях, а именно:

* Удалось реализовать вспомогательный класс элемента списка **TElem**.
* Удалось реализовать класс списка **TList**.
* Удалось протестировать методы класса **TList**, а также обеспечить их работоспособность.

Таким образом, я смог реализовать структуру данных под названием список на указателях, каждый элемент которого указывает на следующий за ним элемент.
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# Приложения.

|  |
| --- |
| **List.h** |
| #ifndef \_LIST\_  #define \_LIST\_  #include <iostream>  using namespace std;  template <class T>  class TListElem  {  protected:  T data;  TListElem\* next = 0;  TListElem\* prev = 0;  public:  TListElem(T \_data);  ~TListElem();  T GetData();  TListElem\* GetNext();  TListElem\* GetPrev();  void SetData(T \_data);  void SetNext(TListElem\* \_next);  void SetPrev(TListElem\* \_prev);  template <class T1>  friend ostream& operator<< (ostream& ostr, const TListElem<T1>& A);  template <class T1>  friend istream& operator>> (istream& istr, TListElem<T1> A);  };  template <class T>  class TList  {  protected:  TListElem<T>\* root = 0;  TListElem<T>\* end = 0;  int count;  public:  TList();  TList(TList<T>& \_v);  ~TList();  TList<T>& operator =(TList<T>& \_v);  void InsFirst(T d);  void InsLast(T d);  void Ins(TListElem<T>\* e, T d);  bool IsFull(void) const;  bool IsEmpty(void) const;  TListElem<T>\* GetFirst();  TListElem<T>\* GetLast();  void DelFirst();  void DelLast();  void Del(TListElem<T>\* e);  int GetCount();  template <class T1>  friend ostream& operator<< (ostream& ostr, const TList<T1>& A);  template <class T1>  friend istream& operator >> (istream& istr, TList<T1>& A);  };  template<class T1>  inline ostream& operator<<(ostream& ostr, const TListElem<T1>& A)  {  return ostr << A.data;  }  template<class T1>  inline istream& operator>>(istream& istr, TListElem<T1> A)  {  return istr >> A.data;  }  template <class T1>  ostream& operator<< (ostream& ostr, const TList<T1>& A)  {  TListElem<T1>\* i = A.root;  while (i != 0)  {  ostr << \*i << endl;  i = i->GetNext();  }  return ostr;  }  template <class T1>  istream& operator >> (istream& istr, TList<T1>& A) {  int count;  istr >> count;  for (int i = 0; i < A.count; i++) {  T1 d;  istr >> d;  A.InsLast(d);  }  return istr;  }  template<class T>  inline TList<T>::TList()  {  root = 0;  end = 0;  count = 0;  }  template <class T>  TList<T>::TList(TList<T>& \_v)  {  count = \_v.count;  TListElem<T>\* i = \_v.root;  TListElem<T>\* j = this->root;  TListElem<T>\* p = 0;  while (i != 0)  {  j = new TListElem<T>(\*i);  j->SetNext(0);  if (p != 0)  {  p->SetNext(j);  j->SetPrev(p);  }  p = j;  if (root == 0)  {  root = j;  }  end = j;  i = i->GetNext();  }  }  template <class T>  TList<T>::~TList()  {  if (this->root != 0)  {  TListElem<T>\* i = this->root;  TListElem<T>\* p = 0;  while (i != 0)  {  p = i;  i = i->GetNext();  delete p;  }  this->root = 0;  this->end = 0;  count = 0;  }  }  template <class T>  TList<T>& TList<T>::operator =(TList<T>& \_v)  {  if (this == &\_v)  return \*this;  if (this->root != 0)  {  TListElem<T>\* i = this->root;  TListElem<T>\* p = 0;  while (i != 0)  {  p = i;  i = i->GetNext();  delete p;  }  this->root = 0;  this->end = 0;  count = 0;  }  count = \_v.count;  TListElem<T>\* i = \_v.root;  TListElem<T>\* j = this->root;  TListElem<T>\* p = 0;  while (i != 0)  {  j = new TListElem<T>(\*i);  j->SetNext(0);  if (p != 0)  {  p->SetNext(j);  j->SetPrev(p);  }  p = j;  if (root == 0)  {  root = j;  }  end = j;  i = i->GetNext();  }  return \*this;  }  template<class T>  inline void TList<T>::InsFirst(T d)  {  TListElem<T>\* temp = new TListElem<T>(d);  temp->SetNext(root);  root = temp;  count++;  }  template<class T>  inline void TList<T>::InsLast(T d)  {  TListElem<T>\* temp = new TListElem<T>(d);  temp->SetNext(end);  end = temp;  count++;  }  template<class T>  inline void TList<T>::Ins(TListElem<T>\* e, T d)  {  TListElem<T>\* temp = new TListElem<T>(d);  temp->SetNext(e->GetNext());  temp->SetPrev(e);  e->GetNext()->SetPrev(temp);  e->SetNext(temp);  count++;  }  template<class T>  inline bool TList<T>::IsFull(void) const  {  try  {  TListElem<T>\* temp = new TListElem<T>(1);  delete temp;  return false;  }  catch (...)  {  return true;  }  }  template<class T>  inline bool TList<T>::IsEmpty(void) const  {  return count == 0;  }  template<class T>  inline TListElem<T>\* TList<T>::GetFirst()  {  return root;  }  template<class T>  inline TListElem<T>\* TList<T>::GetLast()  {  return end;  }  template<class T>  inline void TList<T>::DelFirst()  {  TListElem<T>\* i = this->root;  root = root->GetNext();  count--;  delete i;  }  template<class T>  inline void TList<T>::DelLast()  {  TListElem<T>\* i = this->end;  end = root->GetPrev();  count--;  delete i;  }  template<class T>  inline void TList<T>::Del(TListElem<T>\* e)  {  e->GetPrev()->SetNext(e->GetNext());  e->GetNext()->SetPrev(e->GetPrev());  count--;  delete e;  }  template<class T>  inline int TList<T>::GetCount()  {  return count;  }  #endif  template<class T>  inline TListElem<T>::TListElem(T \_data)  {  data = \_data;  next = 0;  prev = 0;  }  template<class T>  inline TListElem<T>::~TListElem()  {  next = 0;  prev = 0;  }  template<class T>  inline T TListElem<T>::GetData()  {  return data;  }  template<class T>  inline TListElem<T>\* TListElem<T>::GetNext()  {  return next;  }  template<class T>  inline TListElem<T>\* TListElem<T>::GetPrev()  {  return prev;  }  template<class T>  inline void TListElem<T>::SetData(T \_data)  {  data = \_data;  }  template<class T>  inline void TListElem<T>::SetNext(TListElem\* \_next)  {  next = \_next;  }  template<class T>  inline void TListElem<T>::SetPrev(TListElem\* \_prev)  {  prev = \_prev;  } |