**Лабораторная работа 4**

**28.03.2024**

**Уважаемые студенты!**

**Отчет по этому занятию следует представить в двух вариантах:**

**1) в конце занятия, чтобы подтвердить свое присутствие и активность на занятии;**

**2) к следующему занятию в завершенном виде.**

**Синхронизация**

**Модели создания и функционирования потоков: Производитель и потребитель**

**Проведение вычислительных экспериментов**

**Задания**

***Задание 1.*** Необходимость синхронизации. Доказательство с помощью эксперимента.

**Читать**

[**https://docs.oracle.com/javase/tutorial/essential/concurrency/sync.html**](https://docs.oracle.com/javase/tutorial/essential/concurrency/sync.html)

[**https://docs.oracle.com/javase/tutorial/essential/concurrency/sync.html**](https://docs.oracle.com/javase/tutorial/essential/concurrency/sync.html)

1. class Counter

2. Напишите класс потока IncrementThread, который будет неоднократно вызывать метод increment() для объекта типа Counter. Параметры конструктора этого класса:

* объект типа Counter
* количество вызовов метода increment()

3. Напишите класс потока DecrementThread, который будет неоднократно вызывать метод Decrement() для объекта типа Counter. Параметры конструктора этого класса:

* объект типа Counter
* количество вызовов метода decrement()

4. class UnsynchronizedCounterTest, method main()

Реализовать эксперимент, описанный в <https://docs.oracle.com/javase/tutorial/essential/concurrency/interfere.html>

Thread A invokes increment at about the same time Thread B invokes decrement

Использовать join() для ожидания завершения потока.

Вывести итоговое значение счетчика.

5. Чтобы увидеть ошибку, может потребоваться довольно большое количество приращений и экспериментов.

***Отчет:***

class Counter {  
 private int c = 0;  
  
 public void increment() {  
 c++;  
 }  
  
 public void decrement() {  
 c--;  
 }  
  
 public int value() {  
 return c;  
 }  
}  
  
class IncrementThread extends Thread {  
 private Counter counter;  
 private int numIncrements;  
  
 public IncrementThread(Counter counter, int numIncrements) {  
 this.counter = counter;  
 this.numIncrements = numIncrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numIncrements; i++) {  
 counter.increment();  
 }  
 }  
}  
  
class DecrementThread extends Thread {  
 private Counter counter;  
 private int numDecrements;  
  
 public DecrementThread(Counter counter, int numDecrements) {  
 this.counter = counter;  
 this.numDecrements = numDecrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numDecrements; i++) {  
 counter.decrement();  
 }  
 }  
}  
  
public class UnsynchronizedCounterTest {  
 public static void main(String[] args) throws InterruptedException {  
 Counter counter = new Counter();  
 int numIncrements = 1000000;  
 int numDecrements = 1000000;  
  
 IncrementThread incrementThread = new IncrementThread(counter, numIncrements);  
 DecrementThread decrementThread = new DecrementThread(counter, numDecrements);  
  
 incrementThread.start();  
 decrementThread.start();  
  
 incrementThread.join();  
 decrementThread.join();  
  
 System.*out*.println("Final counter value: " + counter.value());  
 }  
}

Экран вывода с ошибкой

***Задание 2. Synchronized Methods***

**Читать**

[**https://docs.oracle.com/javase/tutorial/essential/concurrency/syncmeth.html**](https://docs.oracle.com/javase/tutorial/essential/concurrency/syncmeth.html)

1. class SynchronizedCounter

2. class IncrementThread

3. class DecrementThread

4. class SynchronizedCounterTest, method main() – отличается от class UnsynchronizedCounterTest только тем, что использует SynchronizedCounter

5. Запустить программу

***Отчет:***

class SynchronizedCounter {  
 private int c = 0;  
  
 public synchronized void increment() {  
 c++;  
 }  
  
 public synchronized void decrement() {  
 c--;  
 }  
  
 public synchronized int value() {  
 return c;  
 }  
}  
  
class IncrementThread extends Thread {  
 private SynchronizedCounter counter;  
 private int numIncrements;  
  
 public IncrementThread(SynchronizedCounter counter, int numIncrements) {  
 this.counter = counter;  
 this.numIncrements = numIncrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numIncrements; i++) {  
 counter.increment();  
 }  
 }  
}  
  
class DecrementThread extends Thread {  
 private SynchronizedCounter counter;  
 private int numDecrements;  
  
 public DecrementThread(SynchronizedCounter counter, int numDecrements) {  
 this.counter = counter;  
 this.numDecrements = numDecrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numDecrements; i++) {  
 counter.decrement();  
 }  
 }  
}  
  
public class SynchronizedCounterTest {  
 public static void main(String[] args) throws InterruptedException {  
 SynchronizedCounter counter = new SynchronizedCounter();  
 int numIncrements = 1000000;  
 int numDecrements = 1000000;  
  
 IncrementThread incrementThread = new IncrementThread(counter, numIncrements);  
 DecrementThread decrementThread = new DecrementThread(counter, numDecrements);  
  
 incrementThread.start();  
 decrementThread.start();  
  
 incrementThread.join();  
 decrementThread.join();  
  
 System.*out*.println("Final counter value: " + counter.value());  
 }  
}

***Задание 3. Atomic Variables***

**Читать**

[**https://docs.oracle.com/javase/tutorial/essential/concurrency/atomicvars.html**](https://docs.oracle.com/javase/tutorial/essential/concurrency/atomicvars.html)

1. class AtomicCounter

2. class IncrementThread

3. class DecrementThread

4. class AtomicCounterTest, method main() – отличается от предыдущего только тем, что использует AtomicCounter

5. Запустить программу

***Отчет:***

import java.util.concurrent.atomic.AtomicInteger;  
  
class AtomicCounter {  
 private AtomicInteger c = new AtomicInteger(0);  
  
 public void increment() {  
 c.incrementAndGet();  
 }  
  
 public void decrement() {  
 c.decrementAndGet();  
 }  
  
 public int value() {  
 return c.get();  
 }  
}  
  
class IncrementThread extends Thread {  
 private AtomicCounter counter;  
 private int numIncrements;  
  
 public IncrementThread(AtomicCounter counter, int numIncrements) {  
 this.counter = counter;  
 this.numIncrements = numIncrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numIncrements; i++) {  
 counter.increment();  
 }  
 }  
}  
  
class DecrementThread extends Thread {  
 private AtomicCounter counter;  
 private int numDecrements;  
  
 public DecrementThread(AtomicCounter counter, int numDecrements) {  
 this.counter = counter;  
 this.numDecrements = numDecrements;  
 }  
  
 @Override  
 public void run() {  
 for (int i = 0; i < numDecrements; i++) {  
 counter.decrement();  
 }  
 }  
}  
  
public class AtomicCounterTest {  
 public static void main(String[] args) throws InterruptedException {  
 AtomicCounter counter = new AtomicCounter();  
 int numIncrements = 1000000;  
 int numDecrements = 1000000;  
  
 IncrementThread incrementThread = new IncrementThread(counter, numIncrements);  
 DecrementThread decrementThread = new DecrementThread(counter, numDecrements);  
  
 incrementThread.start();  
 decrementThread.start();  
  
 incrementThread.join();  
 decrementThread.join();  
  
 System.*out*.println("Final counter value: " + counter.value());  
 }  
}

**Задача производитель-потребитель** (Producer-Consumer problem) является классическим примером синхронизации потоков в параллельном программировании. В этой задаче у нас есть производитель (Producer), который создает данные, и потребитель (Consumer), который потребляет или обрабатывает эти данные. Задача состоит в том, чтобы обеспечить правильную и безопасную передачу данных между производителем и потребителем, учитывая возможность конфликтов при доступе к данным.

Условие:

- Есть ограниченный буфер, который может хранить только ограниченное количество элементов.

- Производитель должен помещать элементы в буфер.

- Потребитель должен извлекать элементы из буфера.

- Если буфер пуст, потребитель должен ждать, пока в буфере не появятся элементы.

- Если буфер заполнен, производитель должен ждать, пока потребитель не извлечет элемент.

Подход к решению:

Для решения этой задачи можно использовать механизм синхронизации, такой как мьютексы, семафоры или условные переменные, чтобы обеспечить безопасное взаимодействие между производителем и потребителем.

**Реализации задачи Производитель-Потребитель на Java**

**Вариант 1**

***BlockingQueue*** имеет подходящий интерфейс <https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/BlockingQueue.html>

class Producer implements Runnable {

private final BlockingQueue queue;

Producer(BlockingQueue q) { queue = q; }

public void run() {

try {

while (true) { queue.put(produce()); }

} catch (InterruptedException ex) { ... handle ...}

}

Object produce() { ... }

}

class Consumer implements Runnable {

private final BlockingQueue queue;

Consumer(BlockingQueue q) { queue = q; }

public void run() {

try {

while (true) { consume(queue.take()); }

} catch (InterruptedException ex) { ... handle ...}

}

void consume(Object x) { ... }

}

class Setup {

void main() {

BlockingQueue q = new SomeQueueImplementation();

Producer p = new Producer(q);

Consumer c1 = new Consumer(q);

Consumer c2 = new Consumer(q);

new Thread(p).start();

new Thread(c1).start();

new Thread(c2).start();

}

}

***Задание 4. Вычисление числа Пи методом Монте-Карло***

It is possible to get an estimate of the mathematical constant π by using a random process. The idea is based on the fact that the area of a circle of radius 1 is equal to π, and the area of a *quarter* of that circle is π/4. Here is a picture of a quarter of a circle of radius 1, inside a 1-by-1 square:

![https://math.hws.edu/javanotes/c12/estimate_pi_figure.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAACECAIAAAA8+g+JAAAAAXNSR0IArs4c6QAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9sBDhEdOdQfNZwAAAAZdEVYdENvbW1lbnQAQ3JlYXRlZCB3aXRoIEdJTVBXgQ4XAAAJHklEQVR42u2de0iT3x/Hpy6bNjVGalZoX4qVylS8MU1xqcumTPEW5ioN1GGUaeCYEUoXupmhJoUmQaESCqKZkWheqPDK1DQxm5SXxPLWdBteHrfvH/0If88z/c3azla/z+sP/3ifR9mel+c8zznPOechkQA9QKlUGsJZ0BPIGvxbFAqFwWC4ubkxmUwmk0mn0w0MDOAUb8zPU6TFM0Wj0by8vHx8fFgslru7O5lMhvO+ngmlUonof9bc3JzFYgUGBrLZ7IMHD4IAnZlYy969e0NCQsLCwvz8/IyNjcHEf5nIzs4mHoRhGIZhUql0aWlJKpXOzc1JpdKxsbGFhYXJycmVlZXf/BAWFhYcDiciIiI4OHjbtm1ggkQikSorKzf7J2ZnZycnJz9//jwxMfHp06fR0VGZTPZrn8bU1DQ0NPT48eNBQUFbt24FE7/L169fh4aGhoeHf/z8hUpDo9GioqLi4+O9vLzAhGZYWVn5+PHjhw8furu7xWLx4uLipn6dwWAkJibyeDwajQYmNAaGYYODg11dXQMDA2KxWP1fNDExiY2NPXfunLOzM5jQMLOzsyKRqKOjo7e3V/3mKyAgID09/ciRI39fV1FnJn6yuLgoEolaWlr6+vrUbLucnZ2FQuGxY8cMDQ3BhFaUdHZ2Njc3d3d3q3O8vb395cuXo6Ki/o76oUcmfiKRSBobG5ubm8fGxtSpH1evXuVyuWBCiwwODlZXV4tEov95IfHx8cnOzmYymWBCi8zPzz9//ry+vl4ikWz8TWJiYnJycmxsbMCEFllZWWlqaiorK5ufn9/gMCqVKhQK09PT/7iBrD/GxA8UCkVjY2NVVdXExMQGh9Hp9AcPHvj7+4MJ7bK6utrS0vL06dPp6ekNvlhcXFxOTs6f0jn/I038bK/q6uoeP368urq63jFWVlYFBQXR0dFgQuvIZLKKiora2toNfERHR9+/f3/Hjh1gQuuMjY0VFhYODAysd4CNjc2jR4+OHj0KJlDQ2tpaVFS03s2ugYHBmTNn7ty5Q6FQwITWkcvlpaWlL1++VCqVKg9gMBjl5eV6+Aj9p4m/ZCjN1NQ0MTHxypUr6/Xv+vr6PDw8SkpK9PYr/FUzzxwdHXNzczkcjsrBQalUevLkST6fv9nHVogqx9/ROhFrwL1799brdri4uFRUVOzfvx9aJ63DYDByc3PXGxns6enx9PSsr6+H1gnRlUMgEPD5fJWTRebm5oKDg/Py8sAEIoKCgm7durV7925iEYZhqampfD5/g74hmNAktra22dnZvr6+KkuLiorCw8N/eaYWmNgcFAolLS2Nx+OpLK2pqfH39//27RuYQERkZOS1a9fMzc2JRR0dHd7e3puaAQQmfgsHB4fbt2+rHDAfHh729vZub28HE4iwsrLKz893cnIiFk1NTbHZ7JaWFjCB7gb30qVLfn5+xKKFhYXg4OC6ujowgQgymZySkhIZGUksksvlYWFhDQ0NYALdMAOPx+Pz+cSipaWlsLCw169fgwmkXb+0tDTiGkC5XM7lclFewGEVMMnX11coFBJziUTC4XB6e3vBBDpcXV0zMjK2bNmCy+fm5thsNpp+Bpj4Dx4eHunp6cRmampqisPhTE1NgQl0uLu7p6amEpcEiMViLpcrl8vBBDq8vb3Pnj1LfOTX3t5++vTp9R6SgwmtwGKxYmNjiXl5efn169fBBFIiIyMjIiKIeWZm5rNnz8AEUng8nqurKy5UKBSnTp3q7+8HE0h74EKhkE6nEzsZ4eHh379/BxPoIJPJAoGAOIQuFou1cfUGExtBo9EEAgGxx1dVVZWfnw8mkEKn05OTk4m5QCDQ7EAImFDrvjYwMBAXLi8vnzhxQoPTCcGEWiQlJRHnDPb392dkZIAJ1FfvCxcuEPO8vLxXr16BCaTs3Lnz/PnzuFCpVMbFxc3OzoIJpPj5+R06dAgXfvnyhWgITGgdPp9P7GGUlJS8ePECTCCFSqWmpKSoNLTx2n0woXmcnJyIi+/Hx8ezsrLABGoSEhKsra1xYUFBQU9PD5hACoVCIXa8MQxLTk5WKBRgAnUbRZxF2NbWVlxcDCZQEx8fT6VSceHFixdnZmbABFIsLCyIz1lnZmYyMzPBBGqCgoKI41FFRUXv378HE0gxMDBISEggXrp/YWQQTPwudDqdOGZeU1Pz5s0bMIGamJgYIyMjXCgQCDb1hBVMaIAfG9PjwtbW1urqajCBmtDQ0O3bt+PCrKws9asFmNAMJiYmxM3u3r17p/6GKGBCY7DZbOKA+c2bN8EEashkckxMDC7s6upSc6sWMKFJWCwWcQPIGzdugAkdVIvw8HBc2NTUpM56PTChYQICAiwsLHDh3bt3wQRqjI2NiZuiVlZWjo+PgwnUhISE4HZExTDs4cOHYAI1VCqVuJ1UcXExhmFgAjVcLhe3WG9iYmLj9UhgQivs2bPHwcEBFxYWFoIJHRAUFIRLGhoaRkdHwQRqmEwmbp29QqF48uQJmNBBLy8kJAQXlpaWggkdcPjwYVwyODi43uw0MKFFbG1t//nnH1xYVlYGJnSAj48PLikvL1f5+AhMaN0ErmMxMjLS2dkJJlBjaWlpa2uLC1U+yAMTWoc4xV/lTAMwoXU8PT2Jd1AjIyNgAjXW1tZ2dna4kLgaDEygwMXFBZfU1taCCR3g5uaGS5qbm5eXl8EEauzt7XGJTCZra2sDE6gxMjLy8PDAhU1NTWBCL6oFbjI5mECEs7MzLmltbV37iiQwgQg7OzvcNAOZTLZ2XBZMIMLQ0PDAgQO48O3bt2BCBxBX5HV1dYEJHeDo6IhL1g7Kggl07Nu3D5cMDQ2BCR1gZmaGm0m+dmsJMIH6DmrdSzqcHTABJsCE7ti1axeY0AtUvh8aTOgACoWi8s3pYEIHEOeigQndYGlpCSbABLAG4vYeYALqxP835ubmYEIvIK6bBxO6gbixKZjQIxOrq6tgAjXEN9ySSCSpVAomdABx5yGJRAImdABxF3iZTAYmdICZmRkuwTAMTOjN9QNOAXpwkwFJJNL8/DyY0AFLS0u4RKlUggkdYGJiAq2TXqDBt6UCGkYkEkGd0AvIZDJZ/Y2vAU2RlJQ0PT2N62H8C5IgqB3hm70AAAAAAElFTkSuQmCC)

The area of the whole square is one, while the area of the part inside the circle is π/4. If we choose a point in the square at random, the probability that it is inside the circle is π/4. If we choose N points in the square at random, and if C of them are inside the circle, we expect the fraction C/N of points that fall inside the circle to be about π/4. That is, we expect 4\*C/N to be close to π. If N is large, we can expect 4\*C/N to be a good estimate for π, and as N gets larger and larger, the estimate is likely to improve.

We can pick a random point in the square by choosing numbers x and y in the range 0 to 1 (using Math.random()). Since the equation of the circle is x\*x+y\*y=1, the point lies inside the circle if x\*x+y\*y is less than 1. One trial consists of picking x and y and testing whether x\*x+y\*y is less than 1. To get an estimate for π, you have to do many trials, count the trials, and count the number of trials in which x\*x+y\*y is less than 1.

for (int i = 0; i < MAX\_SIZE; i++) {

double x = Math.random();

double y = Math.random();

trialCount++;

if (x\*x + y\*y < 1)

inCircleCount++;

}

double estimateForPi = 4 \* ((double)inCircleCount / trialCount);

1. class SequentialProgram, method main()

Вычисляем число Пи, используя приведенные выше подсказки.

2. Решаем задачу, используя два потока один Производитель и один Потребитель и ***BlockingQueue***.

Производитель генерирует случайные точки, а потребитель проверяет, попадает ли точка внутрь области.

***Отчет:***

* Текст последовательной программы
* class SequentialProgram {  
   public static void main(String[] args) {  
   final int MAX\_SIZE = 1000000;  
   int inCircleCount = 0;  
   int trialCount = 0;  
    
   for (int i = 0; i < MAX\_SIZE; i++) {  
   double x = Math.*random*();  
   double y = Math.*random*();  
   trialCount++;  
   if (x \* x + y \* y < 1)  
   inCircleCount++;  
   }  
    
   double estimateForPi = 4 \* ((double) inCircleCount / trialCount);  
   System.*out*.println("Estimate for Pi: " + estimateForPi);  
   }  
  }
* Текст многопоточной программы
* import java.util.concurrent.BlockingQueue;  
  import java.util.concurrent.ArrayBlockingQueue;  
    
  class Producer implements Runnable {  
   private final BlockingQueue<Boolean> queue;  
   private final int maxTrials;  
    
   Producer(BlockingQueue<Boolean> q, int maxTrials) {  
   queue = q;  
   this.maxTrials = maxTrials;  
   }  
    
   public void run() {  
   try {  
   for (int i = 0; i < maxTrials; i++) {  
   double x = Math.*random*();  
   double y = Math.*random*();  
   if (x \* x + y \* y < 1)  
   queue.put(true);  
   else  
   queue.put(false);  
   }  
   } catch (InterruptedException ex) {  
   }  
   }  
  }  
    
  class Consumer implements Runnable {  
   private final BlockingQueue<Boolean> queue;  
   private final int maxTrials;  
   private int inCircleCount = 0;  
    
   Consumer(BlockingQueue<Boolean> q, int maxTrials) {  
   queue = q;  
   this.maxTrials = maxTrials;  
   }  
    
   public void run() {  
   try {  
   for (int i = 0; i < maxTrials; i++) {  
   if (queue.take())  
   inCircleCount++;  
   }  
   double estimateForPi = 4 \* ((double) inCircleCount / maxTrials);  
   System.*out*.println("Estimate for Pi: " + estimateForPi);  
   } catch (InterruptedException ex) {  
   }  
   }  
  }  
    
  class MultithreadedProgram {  
   public static void main(String[] args) {  
   final int MAX\_SIZE = 1000000;  
   BlockingQueue<Boolean> queue = new ArrayBlockingQueue<>(MAX\_SIZE);  
   int numProducers = 1;  
   int numConsumers = 1;  
    
   for (int i = 0; i < numProducers; i++) {  
   Thread producerThread = new Thread(new Producer(queue, MAX\_SIZE));  
   producerThread.start();  
   }  
    
   for (int i = 0; i < numConsumers; i++) {  
   Thread consumerThread = new Thread(new Consumer(queue, MAX\_SIZE));  
   consumerThread.start();  
   }  
   }  
  }
* Определить, равномерно ли загружены потоки

В данном коде каждый производитель и каждый потребитель работают с одной и той же очередью queue. Загрузка потоков считается равномерной, если они имеют примерно одинаковое количество работы. В данном случае, каждый производитель и потребитель выполняют maxTrials итераций, поэтому загрузка считается равномерной.

* Увеличить количество производителей и потребителей

int numProducers = 2;

int numConsumers = 2;

* Таблица с результатами экспериментов

***Последоват:***

Estimate for Pi: 3.14074

Execution Time: 57 ms

***Паралл.:***

Producer Thread: 272 ms

Consumer Thread: 271 ms

Estimate for Pi: 3.138496

***Задание 5. Реализация BlockingQueue***

**Читать**

[**https://docs.oracle.com/javase/tutorial/essential/concurrency/guardmeth.html**](https://docs.oracle.com/javase/tutorial/essential/concurrency/guardmeth.html)

class Drop – вариант реализации BlockingQueue

Вычисляем Пи, используя class Drop

***Отчет:***

* Текст многопоточной программы
* Таблица с результатами экспериментов
* Сравнить с результатами экспериментов, полученными в предыдущем задании

***Задание 6. Используем AtomicInteger***

***Задача*.** Посчитать количество простых чисел в заданном диапазоне.

***ИДЕЯ.*** Модель делегирования 2. Вместо очереди заданий Рабочие потоки используют общий счетчик типа AtomicInteger, у которого запрашивают очередное число для проверки на простоту.

***Отчет:***

* Главный поток (текст программы)
* Рабочий поток (текст программы)
* Таблица с результатами экспериментов

Размерности задачи: 10 000 000, 50 000 000, 100 000 000.

Количество потоков: 2 потока, 4 потока.

Количество подзадач: 10, 100, 1 000.