# Linux驱动\_GPIO子系统

## 1.向GPIO子系统注册

### 1.1 gpio\_chip结构体初始化

GPIO子系统主要结构体为gpio\_chip。主要定义了gpio相关操作的通用函数，例如设置输入输出，拉高拉低，获取gpio对应的中断号等。

struct gpio\_chip **{**

const char **\***label**;**

struct device **\***dev**;**

struct module **\***owner**;**

int **(\***request**)(**struct gpio\_chip **\***chip**,**

unsigned offset**);**

void **(\***free**)(**struct gpio\_chip **\***chip**,**

unsigned offset**);**

int **(\***direction\_input**)(**struct gpio\_chip **\***chip**,**

unsigned offset**);**

int **(\***get**)(**struct gpio\_chip **\***chip**,**

unsigned offset**);**

int **(\***direction\_output**)(**struct gpio\_chip **\***chip**,**

unsigned offset**,** int value**);**

int **(\***set\_debounce**)(**struct gpio\_chip **\***chip**,**

unsigned offset**,** unsigned debounce**);**

void **(\***set**)(**struct gpio\_chip **\***chip**,**

unsigned offset**,** int value**);**

int **(\***to\_irq**)(**struct gpio\_chip **\***chip**,**

unsigned offset**);**

void **(\***dbg\_show**)(**struct seq\_file **\***s**,**

struct gpio\_chip **\***chip**);**

int base**;**

u16 ngpio**;**

const char **\***const **\***names**;**

unsigned can\_sleep**:**1**;**

unsigned exported**:**1**;**

**};**

2440 gpio在3.4内核中的注册函数为：

core\_initcall**(**samsung\_gpiolib\_init**);**

在samsung\_gpiolib\_init中会继续调用如下函数：

s3c24xx\_gpiolib\_add\_chips**(**s3c24xx\_gpios**,**ARRAY\_SIZE**(**s3c24xx\_gpios**),** S3C24XX\_VA\_GPIO**);**

s3c24xx\_gpios的定义如下：

struct samsung\_gpio\_chip **{**

struct gpio\_chip chip**;**

struct samsung\_gpio\_cfg **\***config**;**

struct samsung\_gpio\_pm **\***pm**;**

void \_\_iomem **\***base**;**

int irq\_base**;**

int group**;**

spinlock\_t lock**;**

#ifdef CONFIG\_PM

u32 pm\_save**[**4**];**

#endif

**};**

struct samsung\_gpio\_chip s3c24xx\_gpios**[]** **=** **{**

#ifdef CONFIG\_PLAT\_S3C24XX

**{**

**.**config **=** **&**s3c24xx\_gpiocfg\_banka**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPA**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOA"**,**

**.**ngpio **=** 24**,**

**.**direction\_input **=** s3c24xx\_gpiolib\_banka\_input**,**

**.**direction\_output **=** s3c24xx\_gpiolib\_banka\_output**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPB**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOB"**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPC**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOC"**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPD**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOD"**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPE**(**0**),**

**.**label **=** "GPIOE"**,**

**.**owner **=** THIS\_MODULE**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPF**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOF"**,**

**.**ngpio **=** 8**,**

**.**to\_irq **=** s3c24xx\_gpiolib\_fbank\_to\_irq**,**

**},**

**},** **{**

**.**irq\_base **=** IRQ\_EINT8**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPG**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOG"**,**

**.**ngpio **=** 16**,**

**.**to\_irq **=** samsung\_gpiolib\_to\_irq**,**

**},**

**},** **{**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPH**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOH"**,**

**.**ngpio **=** 11**,**

**},**

**},**

/\* GPIOS for the S3C2443 and later devices. \*/

**{**

**.**base **=** S3C2440\_GPJCON**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPJ**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOJ"**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**base **=** S3C2443\_GPKCON**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPK**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOK"**,**

**.**ngpio **=** 16**,**

**},**

**},** **{**

**.**base **=** S3C2443\_GPLCON**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPL**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOL"**,**

**.**ngpio **=** 15**,**

**},**

**},** **{**

**.**base **=** S3C2443\_GPMCON**,**

**.**chip **=** **{**

**.**base **=** S3C2410\_GPM**(**0**),**

**.**owner **=** THIS\_MODULE**,**

**.**label **=** "GPIOM"**,**

**.**ngpio **=** 2**,**

**},**

**},**

#endif

**};**

注意chip部分不一样的地方

（1）GPA的in/out函数单独写出来了，因为GPA的功能设置bit位只有一个bit，其他GPIO则是两个bit。
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![](data:image/png;base64,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)

（2）GPF和GPG具备外部中断功能，所以有to\_irq函数。但是因为GPF的后4个中断对用的是IRQ\_EINT4t7，所以处理会有不一样。

s3c24xx\_gpiolib\_add\_chips的另外一个参数为GPIO寄存器对应的虚拟地址。

#define S3C24XX\_VA\_GPIO ((S3C24XX\_PA\_GPIO - S3C24XX\_PA\_UART) + S3C24XX\_VA\_UART)

s3c24xx\_gpiolib\_add\_chip函数代码如下：

static void \_\_init s3c24xx\_gpiolib\_add\_chips**(**struct samsung\_gpio\_chip **\***chip**,**int nr\_chips**,** void \_\_iomem **\***base**)**

**{**

int i**;**

//gpio\_chip是gpio子系统的核心结构体，对应的操作都放在该结构体中

struct gpio\_chip **\***gc **=** **&**chip**->**chip**;**

//依次将所有的GPIO组添加到GPIO子系统中

**for** **(**i **=** 0 **;** i **<** nr\_chips**;** i**++,** chip**++)** **{**

/\* skip banks not present on SoC \*/

**if** **(**chip**->**chip**.**base **>=** S3C\_GPIO\_END**)**

**continue;**

//config函数主要用于非GPIO子系统的GPIO操作。

**if** **(!**chip**->**config**)**

chip**->**config **=** **&**s3c24xx\_gpiocfg\_default**;**

**if** **(!**chip**->**pm**)**

chip**->**pm **=** \_\_gpio\_pm**(&**samsung\_gpio\_pm\_2bit**);**

//设置GPIO操作寄存器地址

**if** **((**base **!=** **NULL)** **&&** **(**chip**->**base **==** **NULL))**

chip**->**base **=** base **+** **((**i**)** **\*** 0x10**);**

//设置输入输出操作函数

**if** **(!**gc**->**direction\_input**)**

gc**->**direction\_input **=** samsung\_gpiolib\_2bit\_input**;**

**if** **(!**gc**->**direction\_output**)**

gc**->**direction\_output **=** samsung\_gpiolib\_2bit\_output**;**

//添加到GPIO子系统

samsung\_gpiolib\_add**(**chip**);**

**}**

**}**

static void \_\_init samsung\_gpiolib\_add**(**struct samsung\_gpio\_chip **\***chip**)**

**{**

struct gpio\_chip **\***gc **=** **&**chip**->**chip**;**

int ret**;**

BUG\_ON**(!**chip**->**base**);**

BUG\_ON**(!**gc**->**label**);**

BUG\_ON**(!**gc**->**ngpio**);**

spin\_lock\_init**(&**chip**->**lock**);**

**if** **(!**gc**->**direction\_input**)**

gc**->**direction\_input **=** samsung\_gpiolib\_2bit\_input**;**

**if** **(!**gc**->**direction\_output**)**

gc**->**direction\_output **=** samsung\_gpiolib\_2bit\_output**;**

//GPIO寄存器设置/读取函数

**if** **(!**gc**->**set**)**

gc**->**set **=** samsung\_gpiolib\_set**;**

**if** **(!**gc**->**get**)**

gc**->**get **=** samsung\_gpiolib\_get**;**

#ifdef CONFIG\_PM

**if** **(**chip**->**pm **!=** **NULL)** **{**

**if** **(!**chip**->**pm**->**save **||** **!**chip**->**pm**->**resume**)**

printk**(**KERN\_ERR "gpio: %s has missing PM functions\n"**,**

gc**->**label**);**

**}** **else**

printk**(**KERN\_ERR "gpio: %s has no PM function\n"**,** gc**->**label**);**

#endif

//这里将GPIO组添加到GPIO子系统

ret **=** gpiochip\_add**(**gc**);**

**if** **(**ret **>=** 0**)**

s3c\_gpiolib\_track**(**chip**);**

**}**

### 1.2 gpiochip\_add流程

gpiochip\_add将每个gpio分别添加到gpio\_desc结构体数组中，并创建了/sys/class/gpio/gpiochipN目录。

gpiochip\_add函数源代码如下：

int gpiochip\_add**(**struct gpio\_chip **\***chip**)**

**{**

unsigned long flags**;**

int status **=** 0**;**

unsigned id**;**

int base **=** chip**->**base**;**

//判断GPIO口是否超过了最大值

**if** **((!**gpio\_is\_valid**(**base**)** **||** **!**gpio\_is\_valid**(**base **+** chip**->**ngpio **-** 1**))**

**&&** base **>=** 0**)** **{**

status **=** **-**EINVAL**;**

**goto** fail**;**

**}**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

**if** **(**base **<** 0**)** **{**

base **=** gpiochip\_find\_base**(**chip**->**ngpio**);**

**if** **(**base **<** 0**)** **{**

status **=** base**;**

**goto** unlock**;**

**}**

chip**->**base **=** base**;**

**}**

//确保所有的gpio\_desc对应的结构体未被占用

**for** **(**id **=** base**;** id **<** base **+** chip**->**ngpio**;** id**++)** **{**

**if** **(**gpio\_desc**[**id**].**chip **!=** **NULL)** **{**

status **=** **-**EBUSY**;**

**break;**

**}**

**}**

**if** **(**status **==** 0**)** **{**

**for** **(**id **=** base**;** id **<** base **+** chip**->**ngpio**;** id**++)** **{**

//将gpio\_chip结构体添加到gpio\_desc数组中

//每个gpio都有一个对应的gpio\_desc位置

gpio\_desc**[**id**].**chip **=** chip**;**

gpio\_desc**[**id**].**flags **=** **!**chip**->**direction\_input

**?** **(**1 **<<** FLAG\_IS\_OUT**)**

**:** 0**;**

**}**

**}**

of\_gpiochip\_add**(**chip**);**

unlock**:**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

**if** **(**status**)**

**goto** fail**;**

//创建 /sys/class/gpio/gpiochipN

status **=** gpiochip\_export**(**chip**);**

**if** **(**status**)**

**goto** fail**;**

//打印添加信息

pr\_info**(**"gpiochip\_add: registered GPIOs %d to %d on device: %s\n"**,**

chip**->**base**,** chip**->**base **+** chip**->**ngpio **-** 1**,**

chip**->**label **?** **:** "generic"**);**

**return** 0**;**

fail**:**

/\* failures here can mean systems won't boot... \*/

pr\_err**(**"gpiochip\_add: gpios %d..%d (%s) failed to register\n"**,**

chip**->**base**,** chip**->**base **+** chip**->**ngpio **-** 1**,**

chip**->**label **?** **:** "generic"**);**

**return** status**;**

**}**

其中gpiochi\_export主要完成了/sys/class/gpio/gpiochipN目录及相关文件的添加。

static int gpiochip\_export**(**struct gpio\_chip **\***chip**)**

**{**

int status**;**

struct device **\***dev**;**

**if** **(!**gpio\_class**.**p**)**

**return** 0**;**

mutex\_lock**(&**sysfs\_lock**);**

//创建 /sys/class/gpio/gpiochipN

//gpiochipN表示的就是一个gpio\_chip,用来管理和控制一组gpio端口的控制器

//MKDEV(0,0)不在/dev下产生设备文件

dev **=** device\_create**(&**gpio\_class**,** chip**->**dev**,** MKDEV**(**0**,** 0**),** chip**,**

"gpiochip%d"**,** chip**->**base**);**

**if** **(!**IS\_ERR**(**dev**))** **{**

//创建gpiochipN目录下的属性文件base label ngpio

status **=** sysfs\_create\_group**(&**dev**->**kobj**,**

**&**gpiochip\_attr\_group**);**

**}** **else**

status **=** PTR\_ERR**(**dev**);**

chip**->**exported **=** **(**status **==** 0**);**

mutex\_unlock**(&**sysfs\_lock**);**

**if** **(**status**)** **{**

unsigned long flags**;**

unsigned gpio**;**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

gpio **=** chip**->**base**;**

**while** **(**gpio\_desc**[**gpio**].**chip **==** chip**)**

gpio\_desc**[**gpio**++].**chip **=** **NULL;**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

pr\_debug**(**"%s: chip %s status %d\n"**,** \_\_func\_\_**,**

chip**->**label**,** status**);**

**}**

**return** status**;**

**}**

//访问base，显示寄存器地址

static ssize\_t chip\_base\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

//drvdata在device\_create(&gpio\_class, chip->dev, MKDEV(0, 0), chip,"gpiochip%d", chip->base);

//已经指定为chip

const struct gpio\_chip **\***chip **=** dev\_get\_drvdata**(**dev**);**

**return** sprintf**(**buf**,** "%d\n"**,** chip**->**base**);**

**}**

static DEVICE\_ATTR**(**base**,** 0444**,** chip\_base\_show**,** **NULL);**

//显示GPIOA类似信息

static ssize\_t chip\_label\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_chip **\***chip **=** dev\_get\_drvdata**(**dev**);**

**return** sprintf**(**buf**,** "%s\n"**,** chip**->**label **?** **:** ""**);**

**}**

static DEVICE\_ATTR**(**label**,** 0444**,** chip\_label\_show**,** **NULL);**

//显示gpio个数

static ssize\_t chip\_ngpio\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_chip **\***chip **=** dev\_get\_drvdata**(**dev**);**

**return** sprintf**(**buf**,** "%u\n"**,** chip**->**ngpio**);**

**}**

static DEVICE\_ATTR**(**ngpio**,** 0444**,** chip\_ngpio\_show**,** **NULL);**

static const struct attribute **\***gpiochip\_attrs**[]** **=** **{**

**&**dev\_attr\_base**.**attr**,**

**&**dev\_attr\_label**.**attr**,**

**&**dev\_attr\_ngpio**.**attr**,**

**NULL,**

**};**

static const struct attribute\_group gpiochip\_attr\_group **=** **{**

**.**attrs **=** **(**struct attribute **\*\*)** gpiochip\_attrs**,**

**};**

### 1.3 gpiolib\_sysfs\_init流程

gpiolib\_sysfs\_init是整个gpio子系统的初始化函数。

static struct class\_attribute gpio\_class\_attrs**[]** **=** **{**

\_\_ATTR**(**export**,** 0200**,** **NULL,** export\_store**),**

\_\_ATTR**(**unexport**,** 0200**,** **NULL,** unexport\_store**),**

\_\_ATTR\_NULL**,**

**};**

//创建/sys/class/gpio export unexport用于导出gpio方便应用层操作

static struct class gpio\_class **=** **{**

**.**name **=** "gpio"**,**

**.**owner **=** THIS\_MODULE**,**

**.**class\_attrs **=** gpio\_class\_attrs**,**

**};**

static int \_\_init gpiolib\_sysfs\_init**(**void**)**

**{**

int status**;**

unsigned long flags**;**

unsigned gpio**;**

//创建/sys/class/gpio目录

status **=** class\_register**(&**gpio\_class**);**

**if** **(**status **<** 0**)**

**return** status**;**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

**for** **(**gpio **=** 0**;** gpio **<** ARCH\_NR\_GPIOS**;** gpio**++)** **{**

struct gpio\_chip **\***chip**;**

chip **=** gpio\_desc**[**gpio**].**chip**;**

**if** **(!**chip **||** chip**->**exported**)**

**continue;**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

status **=** gpiochip\_export**(**chip**);**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

**}**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

**return** status**;**

**}**

postcore\_initcall**(**gpiolib\_sysfs\_init**);**

#### 1.3.1 GPIO export

export/unexport主要用于gpio的导出/导入，方便在应用层操作gpio。下面来分析下export/unexport。

导出在应用层的操作为：

**/**sys**/**class**/**gpio# echo 44 **>** export

export\_store函数代码如下，当导出gpio后便会在/sys/class/gpio下创建gpioN目录，方便应用层操作。

static ssize\_t export\_store**(**struct class **\***class**,**

struct class\_attribute **\***attr**,**

const char **\***buf**,** size\_t len**)**

**{**

long gpio**;**

int status**;**

//获取gpio的number

status **=** strict\_strtol**(**buf**,** 0**,** **&**gpio**);**

**if** **(**status **<** 0**)**

**goto** done**;**

//检查该gpio是否被导出，根据需求调用request函数

status **=** gpio\_request**(**gpio**,** "sysfs"**);**

**if** **(**status **<** 0**)**

**goto** done**;**

//创建/sys/class/gpio/gpioN下面对应的操作文件

status **=** gpio\_export**(**gpio**,** **true);**

**if** **(**status **<** 0**)**

gpio\_free**(**gpio**);**

**else**

set\_bit**(**FLAG\_SYSFS**,** **&**gpio\_desc**[**gpio**].**flags**);**

done**:**

**if** **(**status**)**

pr\_debug**(**"%s: status %d\n"**,** \_\_func\_\_**,** status**);**

**return** status **?** **:** len**;**

**}**

其中gpio\_request源码如下：

int gpio\_request**(**unsigned gpio**,** const char **\***label**)**

**{**

struct gpio\_desc **\***desc**;**

struct gpio\_chip **\***chip**;**

int status **=** **-**EINVAL**;**

unsigned long flags**;**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

//gpio number是否超出范围

**if** **(!**gpio\_is\_valid**(**gpio**))**

**goto** done**;**

//获取对应gpio number对应的desc

desc **=** **&**gpio\_desc**[**gpio**];**

//获取对应的gpio\_chip

chip **=** desc**->**chip**;**

**if** **(**chip **==** **NULL)**

**goto** done**;**

**if** **(!**try\_module\_get**(**chip**->**owner**))**

**goto** done**;**

//检查该gpio是否被导出过

**if** **(**test\_and\_set\_bit**(**FLAG\_REQUESTED**,** **&**desc**->**flags**)** **==** 0**)** **{**

//设置gpio\_desc的label

desc\_set\_label**(**desc**,** label **?** **:** "?"**);**

status **=** 0**;**

**}** **else** **{**

status **=** **-**EBUSY**;**

module\_put**(**chip**->**owner**);**

**goto** done**;**

**}**

//是否有request函数,如果有就调用

**if** **(**chip**->**request**)** **{**

/\* chip->request may sleep \*/

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

status **=** chip**->**request**(**chip**,** gpio **-** chip**->**base**);**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

**if** **(**status **<** 0**)** **{**

desc\_set\_label**(**desc**,** **NULL);**

module\_put**(**chip**->**owner**);**

clear\_bit**(**FLAG\_REQUESTED**,** **&**desc**->**flags**);**

**}**

**}**

done**:**

**if** **(**status**)**

pr\_debug**(**"gpio\_request: gpio-%d (%s) status %d\n"**,**

gpio**,** label **?** **:** "?"**,** status**);**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

**return** status**;**

**}**

gpio\_export函数如下：

int gpio\_export**(**unsigned gpio**,** bool direction\_may\_change**)**

**{**

unsigned long flags**;**

struct gpio\_desc **\***desc**;**

int status **=** **-**EINVAL**;**

const char **\***ioname **=** **NULL;**

/\* can't export until sysfs is available ... \*/

**if** **(!**gpio\_class**.**p**)** **{**

pr\_debug**(**"%s: called too early!\n"**,** \_\_func\_\_**);**

**return** **-**ENOENT**;**

**}**

**if** **(!**gpio\_is\_valid**(**gpio**))**

**goto** done**;**

mutex\_lock**(&**sysfs\_lock**);**

spin\_lock\_irqsave**(&**gpio\_lock**,** flags**);**

//获取gpio对应的desc

desc **=** **&**gpio\_desc**[**gpio**];**

//如果该gpio已经被request了但是未被export

**if** **(**test\_bit**(**FLAG\_REQUESTED**,** **&**desc**->**flags**)**

**&&** **!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))** **{**

status **=** 0**;**

**if** **(!**desc**->**chip**->**direction\_input

**||** **!**desc**->**chip**->**direction\_output**)**

direction\_may\_change **=** **false;**

**}**

spin\_unlock\_irqrestore**(&**gpio\_lock**,** flags**);**

//这里names为空

**if** **(**desc**->**chip**->**names **&&** desc**->**chip**->**names**[**gpio **-** desc**->**chip**->**base**])**

ioname **=** desc**->**chip**->**names**[**gpio **-** desc**->**chip**->**base**];**

**if** **(**status **==** 0**)** **{**

struct device **\***dev**;**

//创建/sys/class/gpio/gpioN

dev **=** device\_create**(&**gpio\_class**,** desc**->**chip**->**dev**,** MKDEV**(**0**,** 0**),**

desc**,** ioname **?** ioname **:** "gpio%u"**,** gpio**);**

**if** **(!**IS\_ERR**(**dev**))** **{**

//创建value active\_low操作接口

status **=** sysfs\_create\_group**(&**dev**->**kobj**,**

**&**gpio\_attr\_group**);**

//创建direction操作接口

**if** **(!**status **&&** direction\_may\_change**)**

status **=** device\_create\_file**(**dev**,**

**&**dev\_attr\_direction**);**

//如果支持中断并且可以作为输入，创建edge接口

**if** **(!**status **&&** gpio\_to\_irq**(**gpio**)** **>=** 0

**&&** **(**direction\_may\_change

**||** **!**test\_bit**(**FLAG\_IS\_OUT**,**

**&**desc**->**flags**)))**

status **=** device\_create\_file**(**dev**,**

**&**dev\_attr\_edge**);**

**if** **(**status **!=** 0**)**

device\_unregister**(**dev**);**

**}** **else**

status **=** PTR\_ERR**(**dev**);**

**if** **(**status **==** 0**)**

set\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**);**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

done**:**

**if** **(**status**)**

pr\_debug**(**"%s: gpio%d status %d\n"**,** \_\_func\_\_**,** gpio**,** status**);**

**return** status**;**

**}**

下面对gpioN的操作函数进行分析：

##### 1.3.1.1 GPIO value

value属性和active\_low属性共同决定高低电平的设置值。

active\_low：具有读写属性，值为“0”或“1”，用于决定value中的值是否进行翻转。当值为“0”时，value中的“0”表示低电平，“1”表示高电平；当值为“1”时，value中的“1”表示低电平，“0”表示高电平。

active\_low对应的代码如下：

static const DEVICE\_ATTR**(**active\_low**,** 0644**,**

gpio\_active\_low\_show**,** gpio\_active\_low\_store**);**

static int sysfs\_set\_active\_low**(**struct gpio\_desc **\***desc**,** struct device **\***dev**,**int value**)**

**{**

int status **=** 0**;**

**if** **(!!**test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**)** **==** **!!**value**)**

**return** 0**;**

**if** **(**value**)**

set\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**);**

**else**

clear\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**);**

//如果只设置了上升沿或下降沿 需要重新设置中断

**if** **(**dev **!=** **NULL** **&&** **(!!**test\_bit**(**FLAG\_TRIG\_RISE**,** **&**desc**->**flags**)** **^**

**!!**test\_bit**(**FLAG\_TRIG\_FALL**,** **&**desc**->**flags**)))** **{**

//判断是上升沿还是下降沿

//GPIO\_TRIGGER\_MASK屏蔽TRIGGER以外的其他bit位

unsigned long trigger\_flags **=** desc**->**flags **&** GPIO\_TRIGGER\_MASK**;**

//取消上次的中断设置

gpio\_setup\_irq**(**desc**,** dev**,** 0**);**

//重新设置中断

status **=** gpio\_setup\_irq**(**desc**,** dev**,** trigger\_flags**);**

**}**

**return** status**;**

**}**

static ssize\_t gpio\_active\_low\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

**else**

//读出active low对应的值

status **=** sprintf**(**buf**,** "%d\n"**,**

**!!**test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**));**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

static ssize\_t gpio\_active\_low\_store**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** const char **\***buf**,** size\_t size**)**

**{**

struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))** **{**

status **=** **-**EIO**;**

**}** **else** **{**

long value**;**

//设置active low对应的值

status **=** strict\_strtol**(**buf**,** 0**,** **&**value**);**

**if** **(**status **==** 0**)**

status **=** sysfs\_set\_active\_low**(**desc**,** dev**,** value **!=** 0**);**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status **?** **:** size**;**

**}**

value设置对应的代码如下：

static const DEVICE\_ATTR**(**value**,** 0644**,**

gpio\_value\_show**,** gpio\_value\_store**);**

static ssize\_t gpio\_value\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

unsigned gpio **=** desc **-** gpio\_desc**;**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

//判断是否被导出

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))** **{**

status **=** **-**EIO**;**

**}** **else** **{**

int value**;**

//读出gpio对应的值

//两个!是为了把非0值转换成1,而0值还是0。

value **=** **!!**gpio\_get\_value\_cansleep**(**gpio**);**

//根据active low读出value

**if** **(**test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**))**

value **=** **!**value**;**

status **=** sprintf**(**buf**,** "%d\n"**,** value**);**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

static ssize\_t gpio\_value\_store**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** const char **\***buf**,** size\_t size**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

unsigned gpio **=** desc **-** gpio\_desc**;**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

//判断是否被导出

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

**else** **if** **(!**test\_bit**(**FLAG\_IS\_OUT**,** **&**desc**->**flags**))**

status **=** **-**EPERM**;**

**else** **{**

long value**;**

status **=** strict\_strtol**(**buf**,** 0**,** **&**value**);**

**if** **(**status **==** 0**)** **{**

//根据active low设置value

**if** **(**test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**))**

value **=** **!**value**;**

//写对应的寄存器

gpio\_set\_value\_cansleep**(**gpio**,** value **!=** 0**);**

status **=** size**;**

**}**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

void gpio\_set\_value\_cansleep**(**unsigned gpio**,** int value**)**

**{**

struct gpio\_chip **\***chip**;**

might\_sleep\_if**(**extra\_checks**);**

chip **=** gpio\_to\_chip**(**gpio**);**

trace\_gpio\_value**(**gpio**,** 0**,** value**);**

//当设置flag为GPIOF\_OPEN\_DRAIN时，它将假设管脚是开漏极方式。

//这类管脚在输出模式将不会被驱动为1。这样的管脚需要连接上拉。

//通过使能此flag，当它在输出模式被要求设置为1时，

//gpio lib将使得方向为输入以使得管脚变高。输出模式下，管脚输出值0以驱动电平为低。

**if** **(**test\_bit**(**FLAG\_OPEN\_DRAIN**,** **&**gpio\_desc**[**gpio**].**flags**))**

\_gpio\_set\_open\_drain\_value**(**gpio**,** chip**,** value**);**

//当设置flag为GPIOF\_OPEN\_SOURCE，它假设管脚时开源极类型。

//这种管脚在输出模式不能驱动为0。此种管脚需要下拉。

//通过使能这个flag，当管脚要求输出1时，

//gpio lib将使得方向变为输入以使得管脚变低。管脚在输出模式驱动1为高

**else** **if** **(**test\_bit**(**FLAG\_OPEN\_SOURCE**,** **&**gpio\_desc**[**gpio**].**flags**))**

\_gpio\_set\_open\_source\_value**(**gpio**,** chip**,** value**);**

**else**

//正常模式下设置GPIO

chip**->**set**(**chip**,** gpio **-** chip**->**base**,** value**);**

**}**

##### 1.3.1.2 GPIO direction

static /\* const \*/ DEVICE\_ATTR**(**direction**,** 0644**,**

gpio\_direction\_show**,** gpio\_direction\_store**);**

static ssize\_t gpio\_direction\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

**else**

//测试FLAG\_IS\_OUT判断是否为输出

status **=** sprintf**(**buf**,** "%s\n"**,**

test\_bit**(**FLAG\_IS\_OUT**,** **&**desc**->**flags**)**

**?** "out" **:** "in"**);**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

static ssize\_t gpio\_direction\_store**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** const char **\***buf**,** size\_t size**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

unsigned gpio **=** desc **-** gpio\_desc**;**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

//如果设置为输出，会调用gpio\_chip中的direction\_output函数，并设置FLAG\_IS\_OUT

**else** **if** **(**sysfs\_streq**(**buf**,** "high"**))**

status **=** gpio\_direction\_output**(**gpio**,** 1**);**

**else** **if** **(**sysfs\_streq**(**buf**,** "out"**)** **||** sysfs\_streq**(**buf**,** "low"**))**

status **=** gpio\_direction\_output**(**gpio**,** 0**);**

**else** **if** **(**sysfs\_streq**(**buf**,** "in"**))**

status **=** gpio\_direction\_input**(**gpio**);**

**else**

status **=** **-**EINVAL**;**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status **?** **:** size**;**

**}**

##### 1.3.1.3 GPIO edge

gpio edge用于设置中断。

static DEVICE\_ATTR**(**edge**,** 0644**,** gpio\_edge\_show**,** gpio\_edge\_store**);**

static const struct **{**

const char **\***name**;**

unsigned long flags**;**

**}** trigger\_types**[]** **=** **{**

**{** "none"**,** 0 **},**

**{** "falling"**,** BIT**(**FLAG\_TRIG\_FALL**)** **},**

**{** "rising"**,** BIT**(**FLAG\_TRIG\_RISE**)** **},**

**{** "both"**,** BIT**(**FLAG\_TRIG\_FALL**)** **|** BIT**(**FLAG\_TRIG\_RISE**)** **},**

**};**

static ssize\_t gpio\_edge\_show**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** char **\***buf**)**

**{**

const struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

ssize\_t status**;**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

**else** **{**

int i**;**

status **=** 0**;**

**for** **(**i **=** 0**;** i **<** ARRAY\_SIZE**(**trigger\_types**);** i**++)**

**if** **((**desc**->**flags **&** GPIO\_TRIGGER\_MASK**)**

**==** trigger\_types**[**i**].**flags**)** **{**

status **=** sprintf**(**buf**,** "%s\n"**,**

trigger\_types**[**i**].**name**);**

**break;**

**}**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

static ssize\_t gpio\_edge\_store**(**struct device **\***dev**,**

struct device\_attribute **\***attr**,** const char **\***buf**,** size\_t size**)**

**{**

struct gpio\_desc **\***desc **=** dev\_get\_drvdata**(**dev**);**

ssize\_t status**;**

int i**;**

**for** **(**i **=** 0**;** i **<** ARRAY\_SIZE**(**trigger\_types**);** i**++)**

**if** **(**sysfs\_streq**(**trigger\_types**[**i**].**name**,** buf**))**

**goto** found**;**

**return** **-**EINVAL**;**

found**:**

mutex\_lock**(&**sysfs\_lock**);**

**if** **(!**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))**

status **=** **-**EIO**;**

**else** **{**

//设置gpio中断

status **=** gpio\_setup\_irq**(**desc**,** dev**,** trigger\_types**[**i**].**flags**);**

**if** **(!**status**)**

status **=** size**;**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**return** status**;**

**}**

核心函数为gpio\_setup\_irq，在分析该函数之前，需要解释一下idr。

idr机制适用在那些需要把某个整数和特定指针关联在一起的地方。举个例子，在I2C总线中，每个设备都有自己的地址，要想在总线上找到特定的设备，就必须要先发送该设备的地址。如果我们的PC是一个I2C总线上的主节点，那么要访问总线上的其他设备，首先要知道他们的ID号，同时要在pc的驱动程序中建立一个用于描述该设备的结构体。

此时，问题来了，我们怎么才能将这个设备的ID号和他的设备结构体联系起来呢？最简单的方法当然是通过数组进行索引，但如果ID号的范围很大(比如32位的ID号)，则用数组索引显然不可能；第二种方法是用链表，但如果网络中实际存在的设备较多，则链表的查询效率会很低。遇到这种清况，我们就可以采用idr机制，该机制内部采用radix树实现，可以很方便地将整数和指针关联起来，并且具有很高的搜索效率。

gpio\_setup\_irq函数代码如下：

static int gpio\_setup\_irq**(**struct gpio\_desc **\***desc**,** struct device **\***dev**,**

unsigned long gpio\_flags**)**

**{**

struct sysfs\_dirent **\***value\_sd**;**

unsigned long irq\_flags**;**

int ret**,** irq**,** id**;**

//判断是否重复设置了中断标志，如果这次设置和已经设置的一致，直接返回

**if** **((**desc**->**flags **&** GPIO\_TRIGGER\_MASK**)** **==** gpio\_flags**)**

**return** 0**;**

//获取中断号

irq **=** gpio\_to\_irq**(**desc **-** gpio\_desc**);**

**if** **(**irq **<** 0**)**

**return** **-**EIO**;**

//desc的高16bit后面是ID位

id **=** desc**->**flags **>>** ID\_SHIFT**;**

//返回值是和给定id相关联的指针，如果没有，则返回NULL

value\_sd **=** idr\_find**(&**dirent\_idr**,** id**);**

//如果需要重新申请中断，则需先删除原来的中断,因为所有的gpio共用中断函数

**if** **(**value\_sd**)**

free\_irq**(**irq**,** value\_sd**);**

//清空中断相关的标志位

desc**->**flags **&=** **~**GPIO\_TRIGGER\_MASK**;**

//如果gpio\_flags为０，则直接退出

**if** **(!**gpio\_flags**)** **{**

ret **=** 0**;**

**goto** free\_id**;**

**}**

irq\_flags **=** IRQF\_SHARED**;**

**if** **(**test\_bit**(**FLAG\_TRIG\_FALL**,** **&**gpio\_flags**))**

irq\_flags **|=** test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**)** **?**

IRQF\_TRIGGER\_RISING **:** IRQF\_TRIGGER\_FALLING**;**

**if** **(**test\_bit**(**FLAG\_TRIG\_RISE**,** **&**gpio\_flags**))**

irq\_flags **|=** test\_bit**(**FLAG\_ACTIVE\_LOW**,** **&**desc**->**flags**)** **?**

IRQF\_TRIGGER\_FALLING **:** IRQF\_TRIGGER\_RISING**;**

//如果value\_sd不为空，需要重新申请

**if** **(!**value\_sd**)** **{**

//获取value对应的dirent结构体，这里用于标识中断，并唤醒对应的POLL

value\_sd **=** sysfs\_get\_dirent**(**dev**->**kobj**.**sd**,** **NULL,** "value"**);**

**if** **(!**value\_sd**)** **{**

ret **=** **-**ENODEV**;**

**goto** err\_out**;**

**}**

**do** **{**

ret **=** **-**ENOMEM**;**

**if** **(**idr\_pre\_get**(&**dirent\_idr**,** GFP\_KERNEL**))**

//从1开始找到id，用于关联value\_sd

ret **=** idr\_get\_new\_above**(&**dirent\_idr**,** value\_sd**,**

1**,** **&**id**);**

**}** **while** **(**ret **==** **-**EAGAIN**);**

**if** **(**ret**)**

**goto** free\_sd**;**

//清空中断标志位

desc**->**flags **&=** GPIO\_FLAGS\_MASK**;**

//左移16位保存ID

desc**->**flags **|=** **(**unsigned long**)**id **<<** ID\_SHIFT**;**

**if** **(**desc**->**flags **>>** ID\_SHIFT **!=** id**)** **{**

ret **=** **-**ERANGE**;**

**goto** free\_id**;**

**}**

**}**

//申请中断，中断处理函数为gpio\_sysfs\_irq

ret **=** request\_any\_context\_irq**(**irq**,** gpio\_sysfs\_irq**,** irq\_flags**,**

"gpiolib"**,** value\_sd**);**

**if** **(**ret **<** 0**)**

**goto** free\_id**;**

///重新设置中断标志位

desc**->**flags **|=** gpio\_flags**;**

**return** 0**;**

free\_id**:**

//移除id对应的idr

idr\_remove**(&**dirent\_idr**,** id**);**

desc**->**flags **&=** GPIO\_FLAGS\_MASK**;**

free\_sd**:**

**if** **(**value\_sd**)**

sysfs\_put**(**value\_sd**);**

err\_out**:**

**return** ret**;**

**}**

gpio\_sysfs\_irq中断处理函数代码如下：

static irqreturn\_t gpio\_sysfs\_irq**(**int irq**,** void **\***priv**)**

**{**

struct sysfs\_dirent **\***value\_sd **=** priv**;**

//sysfs\_notify\_dirent()用来唤醒在属性文件上调用select()或poll()而阻塞的用户进程

sysfs\_notify\_dirent**(**value\_sd**);**

**return** IRQ\_HANDLED**;**

**}**

当open /sys/class/gpio/gpioN，并在该文件上使用select或poll，这个时候会阻塞，当发生中断时，会自动唤醒阻塞的进程。

#### 1.3.2 GPIO unexport

gpio unexport用于注册对应的设备并删除中断。

void gpio\_unexport**(**unsigned gpio**)**

**{**

struct gpio\_desc **\***desc**;**

int status **=** 0**;**

struct device **\***dev **=** **NULL;**

**if** **(!**gpio\_is\_valid**(**gpio**))** **{**

status **=** **-**EINVAL**;**

**goto** done**;**

**}**

mutex\_lock**(&**sysfs\_lock**);**

desc **=** **&**gpio\_desc**[**gpio**];**

**if** **(**test\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**))** **{**

//通过match\_export比较drvdata，找到对应的设备

dev **=** class\_find\_device**(&**gpio\_class**,** **NULL,** desc**,** match\_export**);**

**if** **(**dev**)** **{**

//删除中断

gpio\_setup\_irq**(**desc**,** dev**,** 0**);**

//清空EXPORT标志

clear\_bit**(**FLAG\_EXPORT**,** **&**desc**->**flags**);**

**}** **else**

status **=** **-**ENODEV**;**

**}**

mutex\_unlock**(&**sysfs\_lock**);**

**if** **(**dev**)** **{**

//注销设备

device\_unregister**(**dev**);**

put\_device**(**dev**);**

**}**

done**:**

**if** **(**status**)**

pr\_debug**(**"%s: gpio%d status %d\n"**,** \_\_func\_\_**,** gpio**,** status**);**

**}**

## 2.内核中GPIO的使用

（1）测试gpio端口是否合法。

int gpio\_is\_valid**(**int number**);**

（2）申请某个gpio端口当然在申请之前需要显示的配置该gpio端口的pinmux

int gpio\_request**(**unsigned gpio**,** const char **\***label**)**

（3）标记gpio的使用方向包括输入还是输出

int gpio\_direction\_input**(**unsigned gpio**);**

int gpio\_direction\_output**(**unsigned gpio**,** int value**);**

（4）获得gpio引脚的值和设置gpio引脚的值(对于输出)

int gpio\_get\_value**(**unsigned gpio**);**

void gpio\_set\_value**(**unsigned gpio**,** int value**);**

（5）gpio当作中断口使用

int gpio\_to\_irq**(**unsigned gpio**);**

//返回的值即中断编号可以传给request\_irq()和free\_irq()

//内核通过调用该函数将gpio端口转换为中断，在用户空间也有类似方法

（6）导出gpio端口到用户空间

int gpio\_export**(**unsigned gpio**,** bool direction\_may\_change**);**

//内核可以对已经被gpio\_request()申请的gpio端口的导出进行明确的管理，

//参数direction\_may\_change表示用户程序是否允许修改gpio的方向，假如可以

//则参数direction\_may\_change为真

        撤销GPIO的导出

void gpio\_unexport**();**

## 3.应用程序中GPIO的使用

用户空间访问gpio，即通过sysfs接口访问gpio。

首先，看看系统中有没有“/sys/class/gpio”这个文件夹。如果没有请在编译内核的时候加入   Device Drivers-> GPIO Support ->/sys/class/gpio/… (sysfs interface)。

下面是/sys/class/gpio目录下的三种文件：

**--**export**/**unexport文件

**--**gpioN指代具体的gpio引脚

**--**gpio\_chipN指代gpio控制器

### 3.1 export/unexport文件接口

/sys/class/gpio/export，该接口只能写不能读，用户程序通过写入gpio的编号来向内核申请将某个gpio的控制权导出到用户空间当然前提是没有内核代码申请这个gpio端口。

echo 19 **>** export

上述操作会为19号gpio创建一个节点gpio19，此时/sys/class/gpio目录下边生成一个gpio19的目录。

/sys/class/gpio/unexport和导出的效果相反。

echo 19 **>** unexport

上述操作将会移除gpio19这个节点。

### 3.2 /sys/class/gpio/gpioN

指代某个具体的gpio端口,里边有如下属性文件

direction 表示gpio端口的方向，读取结果是in或out。该文件也可以写，写入out 时该gpio设为输出同时电平默认为低。写入low或high则不仅可以设置为输出还可以设置输出的电平。 当然如果内核不支持或者内核代码不愿意，将不会存在这个属性,比如内核调用了gpio\_export(N,0)就表示内核不愿意修改gpio端口方向属性。

 value 表示gpio引脚的电平,0(低电平)1（高电平）,如果gpio被配置为输出，这个值是可写的，记住任何非零的值都将输出高电平, 如果某个引脚能并且已经被配置为中断，则可以调用poll(2)函数监听该中断，中断触发后poll(2)函数就会返回。

edge表示中断的触发方式，edge文件有如下四个值：none,rising,falling,both。

none表示引脚为输入，不是中断引脚

rising表示引脚为中断输入，上升沿触发

falling表示引脚为中断输入，下降沿触发

both表示引脚为中断输入，边沿触发

这个文件节点只有在引脚被配置为输入引脚的时候才存在。 当值是none时可以通过如下方法将变为中断引脚  
echo "both" > edge;对于是both,falling还是rising依赖具体硬件的中断的触发方式。此方法即用户态gpio转换为中断引脚的方式。

### 3.3 /sys/class/gpio/gpiochipN

gpiochipN表示的就是一个gpio\_chip,用来管理和控制一组gpio端口的控制器，该目录下存在一下属性文件：

base   和N相同，表示控制器管理的最小的端口编号。

lable   诊断使用的标志（并不总是唯一的）

ngpio  表示控制器管理的gpio端口数量（端口范围是：N **~** N**+**ngpio**-**1）

### 3.4 用户态使用gpio子系统监听中断

首先需要将该gpio配置为中断。

echo  "rising" **>** **/**sys**/**class**/**gpio**/**gpio12**/**edge

以下是伪代码  
poll示例：

int gpio\_id**;**

struct pollfd fds**[**1**];**

gpio\_fd **=** open**(**"/sys/class/gpio/gpio12/value"**,**O\_RDONLY**);**

**if(** gpio\_fd **==** **-**1 **)**

   err\_print**(**"gpio open"**);**

fds**[**0**].**fd **=** gpio\_fd**;**

fds**[**0**].**events  **=** POLLPRI**;**

ret **=** read**(**gpio\_fd**,**buff**,**10**);**

**if(** ret **==** **-**1 **)**

    err\_print**(**"read"**);**

**while(**1**){**

     ret **=** poll**(**fds**,**1**,-**1**);**

     if**(** ret **==** **-**1 **)**

         err\_print**(**"poll"**);**

       if**(** fds**[**0**].**revents **&** POLLPRI**){**

           ret **=** lseek**(**gpio\_fd**,**0**,**SEEK\_SET**);**

           if**(** ret **==** **-**1 **)**

               err\_print**(**"lseek"**);**

           ret **=** read**(**gpio\_fd**,**buff**,**10**);**

           if**(** ret **==** **-**1 **)**

               err\_print**(**"read"**);**

            /\*此时表示已经监听到中断触发了，该干事了\*/

**...............**

**}**

**}**

记住使用poll()函数，设置事件监听类型为POLLPRI和POLLERR在poll()返回后，使用lseek()移动到文件开头读取新的值或者关闭它再重新打开读取新值。必须这样做否则poll函数会总是返回。

select示例：

FD\_ZERO**(&**exceptfds**);**

FD\_SET**(**fd**,** **&**exceptfds**);**

ret **=** select**(**fd**+**1**,NULL,NULL,&**exceptfds**,NULL);**

**if(**ret **<** 0**)**

ERREXIT**(**"select value"**);**

//else if(ret > 0)

**if(**ret **>** 0**)**

**{**

/\* get value \*/

ret **=** lseek**(**fd**,** 0**,** SEEK\_SET**);**

**if(**ret **<** 0**)**

ERREXIT**(**"lseek value"**);**

ret **=** read**(**fd**,** buf**,** 2**);**

buf**[**1**]** **=** '\0'**;**

printf**(**"read ret = %d, value = %x\n"**,** ret**,** buf**[**0**]);**

**if(**ret **!=** 2**)**

ERREXIT**(**"read value"**);**

**}**